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Download the raw R markdown code here <https://jwiley.github.io/MonashHonoursStatistics/Data_Missing.rmd>.

options(digits = 2)  
  
## There are two new packages: (1) mice (2) VIM  
## both are used for missing data. You can try installing  
## by uncommenting the install.packages() code below  
  
#install.packages("mice", type = "binary")  
#install.packages("VIM", type = "binary")  
  
## some people report also needing the zip pkg  
# install.packages("zip", type = "binary")  
  
## some people also report type="binary" does not work  
## if that happens to you, try:  
# install.packages("mice")  
# install.packages("VIM")  
  
## once installed, open the packages using the   
## library() calls below  
  
library(data.table)  
library(mice)  
library(VIM)  
library(ggplot2)  
  
## read in the dataset  
d <- readRDS("aces\_daily\_sim\_processed.RDS")

# Data Cleaning

A common data cleaning task is to identify and address extreme values. In multilevel / repeated measures data, extreme values may exist at the between person level (i.e., a person who is relatively extreme compared to other people) or at the within person level (i.e., an assessment that is relatively extreme for that person).

## Between Person Cleaning

First we will look at the between person level. To do this, we need to create between person variables and then make sure we only have one row per person.

## make averages  
d[, MeanStress := mean(STRESS, na.rm=TRUE), by = UserID]  
## between person dataset (one row per person)  
d.b <- d[!duplicated(UserID)]

Now we can process these between person data as any other dataset. One way to look for outliers is using z scores and histograms. We can create z scores in R using the scale() function which can scale variables to have mean 0 and standard deviation 1 by default or scale to any other values as desired. We can see the maximum z score and the graph also suggests that one person is a bit extreme with an average stress score above 6.

d.b[, ZStress := scale(MeanStress)]  
  
## summary of the data including min and max  
summary(d.b$ZStress)

## Min. 1st Qu. Median Mean 3rd Qu. Max.   
## -1.5 -0.7 -0.1 0.0 0.7 3.4

ggplot(d.b, aes(MeanStress)) +   
 geom\_histogram(bins = 20)
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One option for extreme values is to winsorize them. Winsorizing basically involves setting a cutoff and then setting any scores above that cutoff at the cutoff or just slightly above it. Sometimes, people use z-scores to determine cut offs. However, these are themselves very sensitive to outliers. Percentiles tend to work better as they are not influenced by the presence of outliers. We can find percentiles in R using the quantile() function. For balance, it is important to winsorize both the top and bottom equally. Below we look at the extremes (0th and 100th percentiles), 1st and 99th percentiles, and median (50th percentile).

quantile(d.b$MeanStress,  
 probs = c(0, .01, .5, .99, 1),  
 na.rm = TRUE)

## 0% 1% 50% 99% 100%   
## 0.18 0.21 2.15 6.31 7.37

Suppose we wanted to winsorize the top and bottom 1 percent. We do it by selecting the extreme rows and altering just those values. Remaking the histogram we can see that the most extreme values have been pulled in slightly. We can also convert to z-scores again using scale() now that extreme values have been pulled in and summarize. Now the maximum is under 3 as well. Not required, but showing the extremes have been reduced.

d.b[MeanStress < 0.21, MeanStress := 0.21]  
d.b[MeanStress > 6.31, MeanStress := 6.31]  
  
ggplot(d.b, aes(MeanStress)) +   
 geom\_histogram(bins = 20)
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summary(scale(d.b$MeanStress))

## V1   
## Min. :-1.47   
## 1st Qu.:-0.74   
## Median :-0.14   
## Mean : 0.00   
## 3rd Qu.: 0.67   
## Max. : 2.72

## Wihin Person Cleaning

Cleaning at the within person level is a bit more complex. First, we might create within person z scores. These are made by subtracting individuals’ own means and dividing by individuals’ own standard deviations, as different people might be more or less variable. Then we can make a summary and histogram. There are some extreme and rare values at the tails that we might want to pull in.

d[, WZStress := scale(STRESS), by = UserID]  
  
summary(d$WZStress)

## Min. 1st Qu. Median Mean 3rd Qu. Max. NA's   
## -3 -1 0 0 1 5 525

ggplot(d, aes(WZStress)) +  
 geom\_histogram(bins = 50)

## Warning: Removed 525 rows containing non-finite values (stat\_bin).
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Winsorizing at the within level requires different values be applied to each person. To do this, we create new variables for each person.

d[, LLStress := quantile(STRESS, probs = .05, na.rm = TRUE),  
 by = UserID]  
d[, ULStress := quantile(STRESS, probs = .95, na.rm = TRUE),  
 by = UserID]

Now we can select any rows that exceed these values for each person, and set to their own person value. In this case, we will be winsorizing the top and bottom 5 percent for each person. The reason for choosing a higher value is that since each person only has on average about 30 observations, the 1st and 99th percentiles will be the extremes anyway. Afterward, we must again re-make the z-zscores and check the distribution.

d[, StressClean := STRESS]  
d[STRESS < LLStress, StressClean := LLStress]  
d[STRESS > ULStress, StressClean := ULStress]  
  
d[, WZStressClean := scale(StressClean), by = UserID]  
  
summary(d$WZStressClean)

## Min. 1st Qu. Median Mean 3rd Qu. Max. NA's   
## -3 -1 0 0 1 3 525

ggplot(d, aes(WZStressClean)) +  
 geom\_histogram(bins = 50)

## Warning: Removed 525 rows containing non-finite values (stat\_bin).

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAeAAAAGACAMAAABC/kH9AAAAw1BMVEUAAAAAADoAAGYAOpAAZrYzMzM6AAA6ADo6AGY6Ojo6kNtNTU1NTW5NTY5NbqtNjshZWVlmAABmADpmZmZmtv9uTU1uTW5uTY5ubo5ubqtuq+SOTU2OTW6OTY6Obk2ObquOyP+QOgCQkDqQtpCQ27aQ2/+rbk2rbm6rjk2r5OSr5P+2ZgC22/+2///Ijk3I///bkDrb/9vb///kq27k///r6+v/tmb/yI7/25D/27b/29v/5Kv//7b//8j//9v//+T///9eCTQJAAAACXBIWXMAAA7DAAAOwwHHb6hkAAANbElEQVR4nO2bbUPbyBWFJ7uEbnFLlpRsGpK0pt3QFppAF0JojUH//1dVo7HJ2JZkjWbmXlk850MUzDm+d+7D6IU4pkCjltFuAOWV0W4A5ZXRbgDlldFuAOWV0W4A5ZXRbgDllemV+tpPfXPkw+MA3r08gEeeB/DI8wAeeR7AI88DeOR5AI88D+CR5wE88jyAR54H8MjzAB55HsAjzwN45PnnCvjnhbTqi+UBrFNfLA9gnfpieQDr1BfLA1invlgewDr1xfIA1qkvlgewTn2xPIB16ovlAaxTXywPYJ36YnkA69QXywNYp75YHsA69cXyANapL5YHsE59sTyAdeqL5QGsU18sD2Cd+mJ5AOvUF8sDWKe+WB7AOvXF8gDWqS+WB7BOfbF8asCPZ5M/nBfF/P3k8ObpAGC9fGrAX6bFt8Obx7Npcf2qWBwArJhPDHj+8XJ5mL29XBwArJhPDHj27p/2FD17d1PMP5wvDuXrL0s1b3sFLQFr9zFMmcbvzN5MLd3yLG3JLg6L70n8CHbOs4NrzdsBr2zd7zsYwFr51Nfgv1ZIuQYPJp/hLrrct49nJ+4u+oS76JEBLp98/3jJc/Bw8vwmS6e+WB7AOvXF8gDWqS+WB7BOfbE8gHXqi+UBrFNfLA9gnfpieQDr1BfLA1invlgewDr1xfIA1qkvlgewTn2xPIB16ovlAaxTXywPYJ36YnkA69QXywNYp75YHsA69cXyANapL5YHsE59sTyAdeqL5QGsU18sD2Cd+mJ5AOvUF8sDWKe+WB7AOvXF8gDWqS+WB7BOfbE8gHXqi+UBrFNfLP/cAP+8Jun64nkAy9YXzwNYtr54HsCy9cXzAJatL54HsGx98TyAZeuL5wEsW188D2DZ+uJ5QcCD0Dpg7X6GKdMrJfEjuDXPDm41jw/wds4ABnBAffE8gAHsmQEcW188D2AAe2YAx9YXzwMYwJ4ZwLH1xfMABrBnBnBsffE8gAHsmQEcW188D2AAe2YAx9YXzwMYwJ4ZwLH1xfMABrBnBnBsffE8gAHsmQEcW188D2AAe2YAx9YXzwMYwJ4ZwLH1xfMABrBnBnBsffE8gAHsmQEcW188D2AAe2YAx9YXzwMYwJ4ZwLH1xfMABrBnBnBsffE8gAHsmQEcW188D2AAe2YAx9YXzwMYwJ4ZwLH1xfMABrBn7gL48WxaFPP3k8ObpwOA9fLpAV9PphXk61fLA4AV88kBz/78l2kx/3hZzN5eLg4AVsynBvz4j3+V23b27qaYfzhfHMqXX5Zq2/ZiagCs3dbAZJq/dX1iz8vfDiuyi8PiWxI/glvz7OBW81bA5Z59rNvBANbKJwZ8PbE64Ro8mHyex6THsxN3F33CXfQoAfMcPJg8v8kCsGcGcGx98TyAAeyZARxbXzwPYAB7ZgDH1hfPAxjAnnmHATeQBfCKuQbw/dGxPdz+8BnAQ8wDGMCeeQPwlVlqbxtfAKvkU+3gDpLosDkP4C7mGsDdJdFhcx7AXcx1gO/2q1M01+Bh5qMBP5xuv/oCWC/PNRjAnrl2BwO4S32tfPw1uMMTMID18glO0YabrA71tfI8JgHYMwO4d32tPKdoAHvmxh18//oTO3iQ+VSn6NsffwPwEPPJAHOKHmY+FeALdvAw86lusl5wDR5mnsckAHtmAPeur5VPALj62M4BgIeZjwd8Ze+f74+2E5bosDkP4C7mGsB8qrJbfa08gAHsmWsAc4ruVl8rz00WgD1zLeCukuiwOQ/gLmYA966vlY8H/HB60O2zsxIdNucB3MVcB/hir+j26WiJDpvzAO5irgHMY1K3+lp5QcC6ages3d3AZPwveA7uVF8rn+Au+pbn4A71tfI8JgHYM+8g4HawAF41AzhcAE7Z4aYAHGIGcLgAnLLDTQE4xAzgcAE4ZYebCgNcAxzAAG4VgFN2uCkAh5gBHC4Ap+xwUwAOMQM4XABO2eGmABxiBnC4AJyyw00BOMQM4HABOGWHmwJwiBnA4QJwyg43BeAQM4DDBeCUHW4KwCFmAIcLwCk73BSAQ8y7BLgbWQCvmAEcLgCn7NATgMPjAO4hAKfs0BOAw+MAbnSl7z9RHsARgDtxBnDKDj0BODwO4Nq3ztN/ojyAAeyZAVz31nn6T5QHMIA9M4Dr3jpP/4nyAAawZwZw3Vvn6T9RHsBtgBsQPmfAszeTybQo5u8nhzdPBwBHaFiA5x/Oi9kv549n0+L6VbE4ADhGwwL8zeL8Mp1/vCxmby8XBwDHaFiAF7t49u7GO5SvvSzVGkqvIMDrofovG95abk1SMm3ffDw7Kb4dVmQXh8U3JH4EPQUBXg/Vf9nw1nn6T5RPvoPn70/KW631HQzg3hoY4NmbqaXMNTi6/0T5xIAd3+o0Xd1Fn+zIXXQDcACv63piNd2552AAO/P2U3SLJDr0BODwOIBr3zpP/4ny4wMcBRbAAN4skbb/xHkAA9gzA7iuRNr+E+cB3AXwGkkAjxRwuzlR/4nzAAawZwYwgAEc2X/iPICzA+7kasn3DfaIAxjAAN7oH8AJO/wK4Jg4gAEM4I3+AZyww6+agOtJAjhlh18BHBMHMIABDOCcHX4dEOAGV+71x8SfD+AgrVVuaKTn8gG8lDTWTXT1X667cq0/RRzAtVrrYEtDudafIg7gVmRh7tTrTxEHcCuyMHfq9aeIA7gVWZg79fpTxAHciizMnXr9KeIAbkUW5q5vv//6GwTgeIV10N5+//U3CMDxCuugve3+628QgOMV1kG7u//6I8fnzABug5LC3X/9keNzZgBLKXz9keNzZgBLKXz9keNzZgBLKXz9keNzZgBLKXz9keNzZgBLKXz9keNz5ijAmaWNJK10Z2l6pTL/CGojSavw9UeOz5kBLKXw9UeOz5kBLKXw9UeOz5kBLKW1VfWcXcD4nBnAUlpbVc/ZBYzPmQEspbVV9ZxdwPicGcBSWltVz9kFjM+ZASyltVX1nF3A+JwZwErqObuA8TkzgJXUc3YB43NmACup5+wCxufMAFZSz9kFjM+ZAayknrMLGJ8zA1hJPWcXMD5nBrCSes4uYHzODGAl9ZxdwPicGcBK6jm7gPE5M4CV1HN2AeNzZgArqefsAsbnzABWUs/ZBYzPmQGspJ6zCxifMwNYWfnG58wAVla+8TnzIAFrD11SGca3Yh4UYO1hayrB+GrNAB6IEoyv1gzggSjB+GrNAB6IEoyv1gzggSjB+GrNAB6IEoyv1gzggSjB+GrNAB6IEoyv1gzggSjB+GrNgwCsPdwhKGJ8rWYAD0QR42s1A3ggihhfqxnAA1H9SDqNr3XWAB6I6kfSaXytswbwoLXrgLXnN3jtKmDtue2MADxyyQOev58c3gBYWmKAH8+mxfUrACsrH+D5x8ti9vayGXBDC5rTGKEaxpoA8OzdTTH/cF7+7WWpjiGkL9PR9+1wCdiq+5li9aeqZ458eDwU8PcdDGCtfFbAW6/ByTskHxUPBfx4dpLiLjpOzzy/C8/BcXrm+V34TVacnnkewCPPA3jkeQCPPA/gkecBPPI8gEeeB/DI8wAeeV4QcE9p/zPjc6xvJIs9xwFr1zeSxZ7jgLXrG8liz3HA2vWNQk0kKKPdAMoro90Ayiuj3QDKK6PdAMorI1hr9mYymQrWW9XKZ44UpLR6I1fKfup29sv5dmMWrf7fG3lprd7Ilfpmx/tlKldwRauf+5WX1uqNbLnvn52X1uon93WkUd+IVrOfrlbS6v+9UZHK6o1MmS+TySt7n6PGdwA7WGf1RrDW7M1UsNqatK/BWqs3cqVU+a793xt5aa3eyJW6nlhN5QquSvk5WGv1RrwiEpXRbgDlldFuAOWV0W4A5ZXRbgDlldFuAOWV0W4A5ZXRbiCDLn78rfzzyuyVfz6c7t3tG6sD+5IxLz6Vr/7331vfZOm9+92n3P1mldFuIINuf/hsyf7Jcr4/OnCvlbCu7Ou35rgDtIdTG77q5B22jHYDGXS3f1ySff3r608ObOE4P5we27+W+3s7NHcSKK66eIcto91ABj2clrv29sf/2MOVI3VRbt7qZSt7zj64++lv5ofPD6fG2H1dncaPn473R8fLN7OAV1wH5Ut/36/cuyCj3UAOWaoXB8VVeRG+qKBWe7o8OxuH2EK729+rrtDft2lpWjkWS+/SVWEvz/N3++X7V+f7HZDRbiCHbu3WLC+fP312W7EiZGXvnPaWgI8XV+vSUzqr768fi8q7dP3vN/d1Fd2VU7fRbiCH7l9/soieyPm77f7IbdgK0JVZ3GBfVOCL5XF1Bz+57DmgvLV2+xzAiro4sKfn5cGdoJeyW/AJsLtCW90fVZdZd1xeg+1PSgl44bo/evFpGQewqq72qmuvOyxP0AskPuDFPbbTE9XyuGBqL7jlKXrhurUv3rKDB6C731fjd4enE/SFBWVxW4QVoOpxt0RWXWWXV1t33+w9Bz+57AbeB/AAZC+0xfLXFRfuErq3uOTarX1h9hwg+wBksd+a1aNLLX+TtXSVr7349egYwGg4MtoNoLwy2g2gvDLaDaC8MtoNoLwy2g2gvDLaDaC8MtoNoLwy2g2gvDLaDaC8+j+thiSAEvDMRAAAAABJRU5ErkJggg==)

Even though we checked the between person level first. In general, it is better to clean the within person level first, because outliers on an individual assessment will bias the average for a person (i.e., the between person level).

## Cleaning You Try It (Workbook)

Try to clean the within and between level of Negative Affect. Try these steps, as we did above.

* Calculate and plot individual within person z scores for Negative Affect (NegAff).
* Winsorize at the within person level and then re-calculate and plot within person z scores for Negative Affect
* Calculate average Negative Affect (make sure to use the “clean” version). Create a between person dataset with only one row per person. Examine whether there are between person outliers on negative affect, and if so, winsorize. Then check whether winsorizing at the percentile you chose was enough to remove apparent extreme values.

## within person   
  
d[, := scale( ), by = UserID]  
  
summary(d$ )  
  
ggplot(d, aes( )) +  
 geom\_histogram(bins = 50)  
  
d[, := quantile( , probs = .05, na.rm = TRUE),  
 by = UserID]  
d[, := quantile( , probs = .95, na.rm = TRUE),  
 by = UserID]  
  
d[, Clean := ]  
d[ < , Clean := ]  
d[ > , Clean := ]  
  
d[, WZClean := scale( ), by = UserID]  
  
summary(d$ )  
  
ggplot(d, aes( )) +  
 geom\_histogram(bins = 50)  
  
  
## between person  
  
## make averages  
d[, := mean( , na.rm=TRUE), by = UserID]  
  
## between person dataset (one row per person)  
d.b <- d[!duplicated(UserID)]  
  
d.b[, := scale( )]  
  
## summary of the data including min and max  
summary(d.b$ )  
  
ggplot(d.b, aes( )) +   
 geom\_histogram(bins = 20)  
  
  
quantile(d.b$,  
 probs = c(0, .01, .5, .99, 1),  
 na.rm = TRUE)  
  
d.b[ < , := ]  
d.b[ > , := ]  
  
ggplot(d.b, aes( )) +   
 geom\_histogram(bins = 20)  
  
summary(scale(d.b$ ))

## Error: <text>:4:6: unexpected assignment  
## 3:   
## 4: d[, :=  
## ^

# Missing Data: Multiple Imputation

Missing data are very common, but also problematic

* Results from the non-missing data may be biased
* Missing data cause a loss of efficiency

The easiest approach to “address” missing data is to only analyse complete cases (i.e., list-wise deletion). This often leads to inefficiency (e.g., discarding data on X and Z because observation on variable Y are missing). Also, list wise deletion may bias results unless the data are missing completely at random (MCAR).

Missing data often are classified:

* Missing completely at random (MCAR) when the missingness mechanism is completely independent of the estimate of our parameter(s) of interest
* Missing at random (MAR) when the missingness mechanism is *conditionally* independent of the estimate of our parameter(s) of interest
* Missing not at random (MNAR) when the missingness mechanism is associated with the estimate of our parameter(s) of interest

Our parameters may be anything, such as a mean, a standard deviation, a regression coefficient, etc. We will explore **multiple imputation (MI)** as one robust way to address missing data.

## Multiple Imputation (MI) Theory

Multiple imputation is one robust way to address missing data. It involves generate multiple, different datasets where in each one, different, plausible values are imputed for the missing data, resulting in each imputed dataset have “complete” data since missing data are filled in by predictions.

As the problem with missing data is very generic and impacts every statistic, even the most basic decriptive statistics, we need a general language for talking about it.

* Let be some population value (e.g., a mean, a regression coefficient).
* Let be an estimate of with some estimate of uncertainty due to sampling variation, calculated typically in each imputed dataset.
* Let be the average of a set of estimates, across different imputed datasets, with some estimate of uncertainty both due to sampling variation impacting and missing data uncertainty (causing variation in from one imputed dataset to the next.

We will not discuss how to estimate as this is specific to the analysis being performed (e.g., mean, regression coefficient, mean difference from t-test, etc.). It does not really matter for the purpose of MI. All we need is an estimate and (valid) standard error.

The general steps in MI are as follows:

1. Start with the incomplete data (the raw dataset with missing data).
2. Generate datasets with no missingness, by filling in *different* plausible values for any missing data. We will discuss this more later.
3. Perform the analysis of interest on **each** imputed dataset. That is, the analysis of interest is repeated times. This generates different estimates and associated standard errors.
4. Pool the results from the analyses run on each imputed dataset to generate an overall estimate, .

Previously in statistics, we have grown accustomed to reporting , whether that be a mean, correlation, regression coefficient, or any other statistic of interest. With missing data addressed using MI, we instead report , which is defined as:

This is simply the average of the estimates from each individual imputed dataset. What is more unique and forms an important difference between multiple imputation and other simpler methods (e.g., single mean imputation) is the variance estimate.

Let be the variance estimate (e.g., squared standard error) for the imputed dataset for . Then:

is the average uncertainty estimate of across the multiply imputed datasets.

However, there is another source of uncertainty in our estimate of . The between imputed dataset variation, which is:

captures the variance in the estimates, . Because the observed, non-missing data never change from one imputed dataset to another, the only reason that will change is when the plausible values imputed for the missing data change. Thus is an estimate of the uncertainty in due to missing data.

Finally, for practical reasons we do not generate an infinite number of imputed datasets. We could simply continue multiply imputing more datasets, but this takes additional time. Because of this we do not have the *population* of imputed datasets, instead we have a (random) sample of all possible multiply imputed datasets. This results in some simulation error which is added to the uncertainty in our estimate. Specifically, this uncertainty is:

Now we finally have all the pieces to determine what the total uncertainty in our average estimate, is:

Practically, this can be thought of as: the uncertainty in the estimate of our statistic of interest from multiply imputed data, is due to: (1) sampling variation , (2) uncertainty in how we imputed the missing data , and (3) uncertainty because we did not generate an infinite number of imputed datasets, . One implication is that we can reduce the uncertainty somewhat, simply by generating more imputed datasets. However, this yields diminishing returns and slows analysis (remember, the analysis of interest must be run separately **on each imputed dataset**. 100 imputed datasets would mean running an analysis 100 times, which takes more than running it for, say, 20 imputed datasets. In most cases, with modern computers, people recommend 25 - 100 imputed datasets now.

## Multiple Imputation Steps

The general process to generate multiply imputed using a robust approach: fully conditional specification (FCS) or multiple imputation through chained equations (mice) is:

1. Start with a raw dataset with missing data
2. Fill in the missing data values with **initial** estimates[[1]](#footnote-32).
3. For each variable that has missing data, build a prediction model from other variables[[2]](#footnote-33).
4. Use the model to predict the missing data[[3]](#footnote-34).
5. Repeat steps 2 and 3 until the predicted complete dataset does not vary within some tolerance from one iteration to the next, indicating convergence.

These steps may be easier to understand with a concrete example. Here we setup a small dataset with age and inflammation.

set.seed(12345)  
x <- data.frame(Age = sort(round(runif(10, 30, 65))))  
x$Inflammation <- rnorm(10, x$Age/10, sd = .2)  
x$Missing <- as.logical(rep(FALSE:TRUE, c(9, 1)))  
  
scatterp <- ggplot(x, aes(Age, Inflammation)) +  
 stat\_smooth(method = "lm", se=FALSE) +   
 geom\_point(aes(colour = Missing, size = Missing)) +  
 theme\_classic() + theme(legend.position = c(.8, .2))  
  
print(scatterp)

## Warning: Using size for a discrete variable is not advised.
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## create a missing dataset  
y <- x  
y$Inflammation[y$Missing] <- NA

Here is a for loop that iterates through filling in missing values, first using the median and then based on linear regression. The graphs following show the scatter plots with the filled in missing value at the first iteration and then later iterations[[4]](#footnote-36). Watch how the imputed missing value changes from one iteration to the next and how with later iterations, the amount of change gets smaller and smaller.

## create an imputed dataset  
yimp <- y  
p <- vector("list", length = 10)  
imps <- vector("numeric", length = 10)  
  
for (i in 1:10) {  
 if (i == 1) {  
 imps[i] <- median(y$Inflammation, na.rm = TRUE)  
 } else if (i > 1) {  
 m <- lm(Inflammation ~ Age, data = yimp)  
 imps[i] <- fitted(m)[yimp$Missing]  
 }  
 yimp$Inflammation[yimp$Missing == TRUE] <- imps[i]  
 p[[i]] <- scatterp %+% yimp + ggtitle(sprintf("Iteration = %d", i))  
}  
  
print(p[[1]])

## Warning: Using size for a discrete variable is not advised.
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print(p[[2]])

## Warning: Using size for a discrete variable is not advised.
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print(p[[3]])

## Warning: Using size for a discrete variable is not advised.
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print(p[[4]])

## Warning: Using size for a discrete variable is not advised.
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We can print out the imputed values too and see how those change. This highlights how over iterations, there are big changes at first, and with more iterations the changes are smaller and smaller. This is what is meant by convergence where you converge to a final, stable value. We could keep going by at some point we are close enough, we can stop. We might decide,say, that once it does not change beyond the 2nd decimal place, we stop.

print(imps, digits = 5)

## [1] 5.3161 6.2708 6.5526 6.6358 6.6603 6.6676 6.6697 6.6703 6.6705 6.6706

This gets us through Steps 2 to 5. The final step is to use those final models to impute missing data[[5]](#footnote-41), generating the desired number of imputed datasets (e.g., 100).

Often, the prediction models are generalized linear models (GLMs), such as linear regression. GLMs are familiar and fast, but there are drawbacks.

* GLMs assume linear relationships on the scale of the link function. This can be problematic for MI as if you are imputing, say, 50 variables it is very time consuming to manually check whether the assumption is met.
* GLMs only include interactions between variables when specified by the analyst. Often, analysts do not know which variables should interact. If there are, say, 50 variables, the possible number of interactions is overwhelming.
* In small datasets (e.g., 100 people) it is easily possible there may be more variables then people. GLMs require that the sample size be larger then the number of predictors, making them a poor choice for MI in these cases.

We do not discuss it here, but many of these limitations can be addressed using alternate prediction models, especially in machine learning.

Once multiple imputed datasets are generated, the previously discussed steps are performed. The analysis of interest is run on each dataset to generate estimates for the parameters of interest, and standard errors and these are combined (pooled) to generate an overall estimate and an uncertainty estimate that accounts for sampling variation, missing data uncertainty, and simulation error from finite number of imputed datasets. These are then reported as usual (estimate, standard error, confidence interval, p-value, etc.).

## MI in R

Before we can try MI in R we need to make a dataset with missing values. It is possible to do multilevel imputation, but it is more complicated and outside the scope of this lecture. To begin with, we will make a single level dataset. For the sake of example, we will take only complete data and then add missing data ourselves. This allows us to compare different approaches with the “truth” from the non-missing data.

The code below is not important to understand. It just creates three datasets:

1. The raw daily diary dataset we’ve worked with
2. A complete case, between person dataset with no missing values.
3. A between person dataset with missing values

## read in the dataset  
d <- readRDS("aces\_daily\_sim\_processed.RDS")  
  
## between person data, no missing  
davg <- na.omit(d[, .(  
 Female = factor(na.omit(Female)[1], levels = 0:1),  
 Age = na.omit(Age)[1],  
 STRESS = mean(STRESS, na.rm = TRUE),  
 PosAff = mean(PosAff, na.rm = TRUE),  
 NegAff = mean(NegAff, na.rm = TRUE)),  
 by = UserID])  
  
## create missing data  
davgmiss <- copy(davg)  
davgmiss[STRESS < 1, NegAff := NA]  
davgmiss[STRESS > 4, PosAff := NA]  
## random missingness on age  
set.seed(1234)  
davgmiss[, Age := ifelse(rbinom(  
 .N, size = 1, prob = .1) == 1,  
 NA, Age)]  
## drop unneeded variables to make analysis easier  
davgmiss[, UserID := NULL]

Before doing any imputation, it is a good idea to examine data. The VIM package in R has helpful functions for exploring missing data. We start by looking at the amount missing on each variable and the patterns of missing data using the aggr() function. This shows us that just over half of cases have complete data on all variables.

aggr(davgmiss, prop = TRUE,  
 numbers = TRUE)

## Warning in plot.aggr(res, ...): not enough horizontal space to display  
## frequencies
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A margin plot is an augmented scatter plot that in the margins shows the values on one variable when missing on the other along with a boxplot. This shows us that when negative affect is missing, stress scores are all low between 0 and 1. There are no missing stress scores so there is only one boxplot for negative affect.

marginplot(davgmiss[,.(STRESS, NegAff)])
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We can test whether levels of one variable differ by missing on another variable. This is often done with simple analyses, like t-tests or chi-square tests.

## does stress differ by missing on negative affect?  
t.test(STRESS ~ is.na(NegAff), data = davgmiss)

##   
## Welch Two Sample t-test  
##   
## data: STRESS by is.na(NegAff)  
## t = 20, df = 200, p-value <2e-16  
## alternative hypothesis: true difference in means is not equal to 0  
## 95 percent confidence interval:  
## 2.0 2.5  
## sample estimates:  
## mean in group FALSE mean in group TRUE   
## 2.83 0.58

## does stress differ by missing on positive affect?  
t.test(STRESS ~ is.na(PosAff), data = davgmiss)

##   
## Welch Two Sample t-test  
##   
## data: STRESS by is.na(PosAff)  
## t = -20, df = 50, p-value <2e-16  
## alternative hypothesis: true difference in means is not equal to 0  
## 95 percent confidence interval:  
## -3.4 -2.7  
## sample estimates:  
## mean in group FALSE mean in group TRUE   
## 1.9 4.9

## does age differ by missing on negative affect?  
t.test(Age ~ is.na(NegAff), data = davgmiss)

##   
## Welch Two Sample t-test  
##   
## data: Age by is.na(NegAff)  
## t = -2, df = 60, p-value = 0.02  
## alternative hypothesis: true difference in means is not equal to 0  
## 95 percent confidence interval:  
## -1.82 -0.17  
## sample estimates:  
## mean in group FALSE mean in group TRUE   
## 21 22

## does age differ by missing on positive affect?  
t.test(Age ~ is.na(PosAff), data = davgmiss)

##   
## Welch Two Sample t-test  
##   
## data: Age by is.na(PosAff)  
## t = 2, df = 40, p-value = 0.08  
## alternative hypothesis: true difference in means is not equal to 0  
## 95 percent confidence interval:  
## -0.1 1.7  
## sample estimates:  
## mean in group FALSE mean in group TRUE   
## 22 21

chisq.test(davgmiss$Female, is.na(davgmiss$PosAff))

##   
## Pearson's Chi-squared test with Yates' continuity correction  
##   
## data: davgmiss$Female and is.na(davgmiss$PosAff)  
## X-squared = 0.07, df = 1, p-value = 0.8

chisq.test(davgmiss$Female, is.na(davgmiss$NegAff))

##   
## Pearson's Chi-squared test with Yates' continuity correction  
##   
## data: davgmiss$Female and is.na(davgmiss$NegAff)  
## X-squared = 0.4, df = 1, p-value = 0.5

Actually conducting MI in R is relatively straight forward. A very flexible, robust approach is available using the mice package and the mice() function. You can control almost every aspect of the MI in mice() but you also can use defaults.

mice() takes a dataset, the number of imputed datasets to generate, the number of iterations, the random seed (make it reproducible) and default imputation methods. The defaults are fine, but you can change default imputation methods. Below we ask for all GLMs:

1. “norm” which is linear regression for numeric data
2. “logreg” which is logistic regression for factor data with 2 levels
3. “polyreg” which is polytomous or multinomial regression for unordered factor data with 3+ levels
4. “polr” ordered logistic regression for factor data with 3+ ordered levels

R will do the steps discussed to then generate imputed datasets. We plot them to see if there is evidence of convergence. From 3 iterations, it may be too few to see evidence of convergence.

mi.1 <- mice(  
 davgmiss,  
 m = 5, maxit = 3,  
 defaultMethod = c("norm", "logreg", "polyreg", "polr"),  
 seed = 1234, printFlag = FALSE)  
  
## plot convergence diagnostics  
plot(mi.1, PosAff + NegAff + Age ~ .it | .ms)
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If we are not convinced the model converged, re-run with more iterations. Convergence is when there is no clear systematic change with additional iterations.

## run an additional iterations  
mi.1 <- mice.mids(  
 mi.1, maxit = 20,  
 printFlag = FALSE)  
  
  
## plot convergence diagnostics  
plot(mi.1, PosAff + NegAff + Age ~ .it | .ms)
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Once we are satisfied with convergence, we can plot the imputed data versus observed data. Imputed data are in red.

densityplot(mi.1, ~ PosAff + NegAff + Age)
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xyplot(mi.1, NegAff + PosAff ~ STRESS)

![](data:image/png;base64,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)

Once you have created the imputed datasets, you can analyse them. Recall that analyses must be repeated on each individual dataset. For models that are fitted with a formula interface, you can use the special with() function which works with multiply imputed datasets. It means that the analysis is automatically run on each imputed dataset separately. If we view the results, we end up with a bunch of separate linear regressions. To pool the results from the individual regressions, we use the pool() function[[6]](#footnote-49).

mi.reg <- with(mi.1, lm(NegAff ~ PosAff + Age))  
  
mi.reg

## call :  
## with.mids(data = mi.1, expr = lm(NegAff ~ PosAff + Age))  
##   
## call1 :  
## mice.mids(obj = mi.1, maxit = 20, printFlag = FALSE)  
##   
## nmis :  
## Female Age STRESS PosAff NegAff   
## 0 19 0 30 40   
##   
## analyses :  
## [[1]]  
##   
## Call:  
## lm(formula = NegAff ~ PosAff + Age)  
##   
## Coefficients:  
## (Intercept) PosAff Age   
## 2.4322 -0.1792 -0.0186   
##   
##   
## [[2]]  
##   
## Call:  
## lm(formula = NegAff ~ PosAff + Age)  
##   
## Coefficients:  
## (Intercept) PosAff Age   
## 2.8535 -0.2324 -0.0342   
##   
##   
## [[3]]  
##   
## Call:  
## lm(formula = NegAff ~ PosAff + Age)  
##   
## Coefficients:  
## (Intercept) PosAff Age   
## 2.8559 -0.2063 -0.0363   
##   
##   
## [[4]]  
##   
## Call:  
## lm(formula = NegAff ~ PosAff + Age)  
##   
## Coefficients:  
## (Intercept) PosAff Age   
## 2.8055 -0.2590 -0.0283   
##   
##   
## [[5]]  
##   
## Call:  
## lm(formula = NegAff ~ PosAff + Age)  
##   
## Coefficients:  
## (Intercept) PosAff Age   
## 3.1198 -0.2434 -0.0457

pool(mi.reg)

## Class: mipo m = 5   
## estimate ubar b t dfcom df riv lambda fmi  
## (Intercept) 2.813 0.12403 0.0607 0.19682 187 23 0.59 0.37 0.42  
## PosAff -0.224 0.00157 0.0010 0.00277 187 18 0.76 0.43 0.49  
## Age -0.033 0.00024 0.0001 0.00036 187 28 0.50 0.33 0.38

We can also summarise the pooled results with confidence intervals using the summary() function on the pooled results[[7]](#footnote-50). Finally, we can get a pooled value using the pool.r.squared() function on the analyses.

m.mireg <- summary(pool(mi.reg), conf.int=TRUE)  
print(m.mireg)

## estimate std.error statistic df p.value 2.5 % 97.5 %  
## (Intercept) 2.813 0.444 6.3 23 7.3e-07 1.896 3.7303  
## PosAff -0.224 0.053 -4.3 18 2.1e-04 -0.335 -0.1133  
## Age -0.033 0.019 -1.7 28 9.7e-02 -0.072 0.0064

pool.r.squared(mi.reg)

## est lo 95 hi 95 fmi  
## R^2 0.17 0.051 0.32 NaN

In general, you can use any analysis you want with multiple imputation, replacing lm() with another function, including lmer() as we’ve worked with this semester.

## Multiple Imputation Comparison

One thing that often is helpful is to compare results under different models or assumptions. The code that follows is a bit complicated (don’t worry, you don’t need to use it yourself), and is used to fit the same model in three ways:

1. pooled from the multiple imputations that was already done, labelled “MI Reg”.
2. based on the true, non-missing data, since we made the missing data ourselves and have the true data, labelled, “Truth”.
3. Complete case analysis using listwise deletion, labelled “CC”.

The graph that follows shows that compared to the true data, the multiply imputed results have larger confidence intervals slightly. In this case, the multiply imputed results are closer to the truth in the absolute estimates (dots in the graph) than are the estimates from the complete case analysis.

m.true <- lm(NegAff ~ PosAff + Age, data = davg)  
m.cc <- lm(NegAff ~ PosAff + Age, data = davgmiss)  
  
res.true <- as.data.table(cbind(coef(m.true), confint(m.true)))  
res.cc <- as.data.table(cbind(coef(m.cc), confint(m.cc)))  
res.mireg <- as.data.table(m.mireg[, c("estimate", "2.5 %", "97.5 %")])  
setnames(res.true, c("B", "LL", "UL"))  
setnames(res.cc, c("B", "LL", "UL"))  
setnames(res.mireg, c("B", "LL", "UL"))  
  
res.compare <- rbind(  
 cbind(Type = "Truth", Param = names(coef(m.true)), res.true),  
 cbind(Type = "CC", Param = names(coef(m.true)), res.cc),  
 cbind(Type = "MI Reg", Param = names(coef(m.true)), res.mireg))  
  
ggplot(res.compare, aes(factor(""),  
 y = B, ymin = LL, ymax = UL, colour = Type)) +  
 geom\_pointrange(position = position\_dodge(.4)) +  
 facet\_wrap(~Param, scales = "free")
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1. The first “fill in” estimates are generally fast and easy to generate. For example, fill in missing using the median for each variable or even random numbers within the observed data range. [↑](#footnote-ref-32)
2. Typically, all other variables in the dataset being imputed are used in the prediction model, but it is possible to use a subset. The most common case is to use Generalized Linear Models (GLMs) as the prediction model, so linear regression for continuous outcomes, logistic regression for binary outcomes, etc. However, any prediction model can be used, including more complex methods such as machine learning. [↑](#footnote-ref-33)
3. At this step, the average / best prediction from the model is used without capturing uncertainty. That is because this is the dataset used to build the “final” model for actually imputing the missing data. While we want uncertainty in our imputations, we do not want the uncertainty in the data used to build the imputation model. [↑](#footnote-ref-34)
4. The goal behind iterating is to build a prediction model to impute the missing data. However, building that model in the first place is difficult when the data on which the model would be built are (partially) missing. To deal with this, we iterate between predicting the missing data and (re)building a model on the new dataset, now that missingness has been imputed. Multiple iterations are required because every time we generate new predictions to fill in the missing data, the dataset on which the prediction model was built changes, so we must rebuild the prediction model using the latest iteration of the dataset. This process is repeated until the change from one iteration to the next is very small. At that point, we say the results have **converged**. [↑](#footnote-ref-36)
5. This can be a rather complex step. Generating the average prediction from, say, a linear regression is straight forward. However, that average prediction does not take into account that the linear regression model is uncertain in its prediction. To take uncertainty into account, from parametric models like linear regression, we draw random values from the predicted distribution. In the case of linear regression that is: a normal distribution with mean equal to the average prediction and standard deviation equal to the residual standard deviation. This both takes the model into account but also by using the residual standard deviation and drawing random numbers, we ensure that when generating multiple imputed datasets, we don’t pretend we can fill in missing data values perfectly. We fill them in with some error / uncertainty, which is important for the MI to generate accurate standard errors, confidence intervals and p-values. For non-parametric models, such as random forest machine learning models, we do not have an assumed distribution so we cannot draw random values from a distribution with some mean and standard deviation estimate. Instead, uncertainty in predictions must be captured in other ways, such as via bootstrapping. However, the details of this are beyond the scope of this lecture. Finally, when doing Bayesian modeling, the predicted values for missing data are very easily drawn from the posterior distribution. A fact that means its fairly common for MI to be implemented within a Bayesian framework, even if behind the scenes. [↑](#footnote-ref-41)
6. The pooled output has several pieces: **estimate**: the pooled, average regression coefficients; **ubar**: the average variance (based on the squared standard errors) associated with sampling variation, we called it ; **b**: the between imputation variance; **t**: the total variance incorporating sampling variation, between imputation variance, and simulation error; **dfcom**: the degrees of freedom for the complete data analysis (i.e., if there had not been missing data); **df**: the estimated residual degrees of freedom for the model, taking into account missingness; **riv**: the relative increase variance due to missing data; **lambda** or : the proportion of total variance due to missing data, that is: ; **fmi**: the fraction of missing information [↑](#footnote-ref-49)
7. The summary output includes standard regression output in this case. **estimate**: the pooled, average regression coefficients; **std.error**: the standard error of the estimates incorporating all three sources of MI error, specifically: ; **statistic**: ; **df**: the estimated degrees of freedom incorporating uncertainty due to missing data, combined with the statistic to calculate p-values; **p.value**: the p-value, the probability of obtaining the estimate or larger in the sample given that the true population value was zero. **2.5%**: the lower limit of the 95% confidence interval; **97.5%**: the upper limit of the 95% confidence interval. [↑](#footnote-ref-50)