**Understanding Dependency Injection (DI) in Angular**

Dependency Injection (DI) is a fundamental concept in Angular. It's a design pattern where a class receives its dependencies from an external source rather than creating them itself. This promotes loose coupling, testability, and maintainability.

**Constructor-Based Hierarchical Injector**

Angular uses a hierarchical injector system. Each component has its own injector, and injectors form a tree structure mirroring the component tree. When a dependency is requested, the injector searches for it in its own registry. If not found, it delegates the search to its parent injector.

TypeScript

import { Component, Injectable } from '@angular/core';

@Injectable({ providedIn: 'root' })

export class DataService {

getData() {

return 'Some data';

}

}

@Component({

selector: 'app-component',

template: `

<p>Data: {{ dataService.getData() }}</p>

`,

})

export class AppComponent {

constructor(private dataService: DataService) {}

}

Use code [with caution.](/faq#coding)

In this example, DataService is provided in the root injector using providedIn: 'root'. When AppComponent is created, Angular injects an instance of DataService into its constructor.

**Singleton and Non-Singleton Objects**

* **Singleton:** A single instance of a service is shared across the entire application. This is achieved by providing the service in the root injector using providedIn: 'root'.
* **Non-Singleton:** A new instance of a service is created for each component or injector. This is achieved by providing the service at the component level or using providedIn: 'any'.

TypeScript

import { Component, Injectable } from '@angular/core';

@Injectable({ providedIn: 'root' })

export class SingletonService {

count = 0;

increment() {

this.count++;

}

}

@Injectable()

export class NonSingletonService {

value: number;

constructor(public id: number) {

this.value = id;

}

}

@Component({

selector: 'app-component',

template: `

<p>Singleton count: {{ singletonService.count }}</p>

<p>Non-singleton value: {{ nonSingletonService.value }}</p>

`,

})

export class AppComponent {

constructor(

public singletonService: SingletonService,

private nonSingletonService: NonSingletonService

) {

singletonService.increment();

}

}

Use code [with caution.](/faq#coding)

In this example, SingletonService is a singleton, while NonSingletonService is non-singleton.

**Using Service Classes**

Service classes are commonly used for sharing data and logic across components. They are injected into components using the constructor.

TypeScript

import { Injectable } from '@angular/core';

@Injectable({ providedIn: 'root' })

export class UserService {

getUserData() {

// ...

}

}

Use code [with caution.](/faq#coding)

**Working with Decorators in DI**

* **@Injectable():** Marks a class as injectable, allowing it to be injected into other classes.
* **@Injector():** Provides access to the injector instance.

TypeScript

import { Component, Injectable, Injector } from '@angular/core';

@Injectable({ providedIn: 'root' })

export class DataService {

getData() {

return 'Some data';

}

}

@Component({

selector: 'app-component',

template: `

<p>Data: {{ dataService.getData() }}</p>

`,

})

export class AppComponent {

constructor(private injector: Injector) {

const dataService = injector.get(DataService);

console.log(dataService);

}

}

Use code [with caution.](/faq#coding)

**Advanced Topics**

* **Tree-shakable injectors:** Angular can optimize the injector tree by removing unused injectors at build time.
* **Lazy loading:** Injectors can be lazily loaded when needed, improving performance.
* **Custom injectors:** You can create custom injectors for specific use cases.
* **Provider factories:** You can customize the creation of dependencies using provider factories.
* **Dependency resolution:** Understanding how Angular resolves dependencies, including cyclic dependencies and optional dependencies.

**Additional Considerations**

* **Best practices:** Follow Angular's style guide and best practices for DI.
* **Testing:** Write unit tests to ensure the corr

**Constructor-Based Hierarchical Injector in Angular**

Angular employs a sophisticated dependency injection (DI) system built on a hierarchical injector structure. This means each component within an Angular application possesses its own injector, and these injectors are organized in a tree-like fashion mirroring the component hierarchy.

**How it works:**

1. **Component Creation:** When a component is instantiated, Angular creates an injector for it.
2. **Dependency Request:** When a component requires a dependency (like a service), it declares it in its constructor.
3. **Injector Search:** The component's injector attempts to locate the requested dependency within its own registry.
4. **Hierarchical Search:** If the dependency is not found in the local injector, the search propagates up the injector hierarchy towards the root injector.
5. **Dependency Resolution:** Once the dependency is found, the injector creates or retrieves an instance and injects it into the component.

**Key Points:**

* **Hierarchical Structure:** Injectors form a tree-like structure, with the root injector at the top and child injectors for each component.
* **Dependency Scope:** The scope of a dependency is determined by where it's provided. A dependency provided at the root level is accessible to all components, while a dependency provided at the component level is only accessible within that component and its children.
* **Provider Registration:** You can register providers for dependencies at different levels of the injector hierarchy using the providers array in the component's @Component decorator or the providers array in the module's @NgModule decorator.
* **Constructor Injection:** The most common way to inject dependencies into a component is by declaring them as constructor parameters.

**Example:**

TypeScript

import { Component, Injectable } from '@angular/core';

@Injectable({ providedIn: 'root' })

export class DataService {

getData(): string {

return 'Some data from root';

}

}

@Component({

selector: 'app-component',

template: `

<p>Data: {{ dataService.getData() }}</p>

`,

})

export class AppComponent {

constructor(private dataService: DataService) {}

}

Use code [with caution.](/faq#coding)

In this example:

* DataService is provided at the root level using providedIn: 'root'.
* AppComponent injects DataService into its constructor.
* When AppComponent is created, its injector searches for DataService.
* Since DataService is provided at the root level, it's found and injected into AppComponent.

**Advanced Considerations:**

* **Lazy Loading:** Angular can optimize the injector tree by lazy loading injectors when needed, improving performance.
* **Custom Injectors:** You can create custom injectors for specific use cases, providing more granular control over dependency resolution.
* **Provider Factories:** You can customize the creation of dependencies using provider factories.
* **Dependency Resolution:** Understanding how Angular resolves dependencies, including cyclic dependencies and optional dependencies, is crucial for advanced usage.

By comprehending the hierarchical injector system, you can effectively manage dependencies in your Angular applications, promoting loose coupling, testability, and maintainability.

**Understanding Injectors in Angular**

**Imagine a restaurant kitchen.**

* **Ingredients:** These are your services in Angular. They provide the necessary elements for your application to function.
* **Chef:** This is your component. It needs ingredients (services) to create the final dish (component output).
* **Kitchen:** This is the injector. It manages the ingredients and provides them to the chef when needed.

**What is an Injector?**

In Angular, an injector is a service locator that creates and manages instances of objects (like services, components, and directives). It's responsible for resolving dependencies between these objects. Think of it as the 'middleman' that connects the dots.

[1. Introduction to services and dependency injection - Angular](https://angular.io/guide/architecture-services" \l ":~:text=If%20a%20requested%20service%20instance,injector%20before%20returning%20the%20service" \t "_blank)
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[2. Angular Dependency Injection and the function of Injectors & Providers - mobileLIVE](https://www.mobilelive.ca/blog/angular-dependency-injection" \l ":~:text=This%20Angular%20injector%20looks%20for,referred%20to%20as%20DI%20Container." \t "_blank)
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**How it works:**

1. **Registration:** You register services (or other injectable objects) with an injector. This is usually done using the providers array in a component, directive, or module.

[1. Introduction to services and dependency injection - Angular](https://angular.io/guide/architecture-services" \t "_blank)
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1. **Dependency Injection:** When a component or service needs another object, it declares it in its constructor. The injector then finds and provides the required instance.

[1. Understanding dependency injection - Angular](https://angular.io/guide/dependency-injection" \t "_blank)
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**Simple Example:**

TypeScript

import { Component, Injectable } from '@angular/core';

@Injectable({ providedIn: 'root' })

export class DataService {

getData(): string {

return 'Some data';

}

}

@Component({

selector: 'app-my-component',

template: `

<p>Data: {{ dataService.getData() }}</p>

`

})

export class MyComponent {

constructor(private dataService: DataService) {}

}

Use code [with caution.](/faq#coding)

In this example:

* DataService is the ingredient (service).
* MyComponent is the chef (component).
* The injector is the implicit mechanism that provides DataService to MyComponent when it's created.

**Key Points:**

* **Hierarchical Injectors:** Angular has a hierarchical injector system. Each component has its own injector, and they form a tree-like structure. This allows for different scopes of dependencies.

[1. Hierarchical Dependency Injectors - ts - GUIDE - Angular](https://v2.angular.io/docs/ts/latest/guide/hierarchical-dependency-injection.html" \l ":~:text=Angular%20has%20a%20Hierarchical%20Dependency,parallel%20an%20application's%20component%20tree." \t "_blank)
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* **Provider:** A provider is a set of instructions telling the injector how to create an instance of a dependency.

[1. Angular Dependency Injection Explained with Examples - freeCodeCamp](https://www.freecodecamp.org/news/angular-dependency-injection/" \l ":~:text=Injectors%20are%20data%20structures%20that,class%20as%20its%20data%20type." \t "_blank)
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* **Dependency Injection:** The process of providing dependencies to a class without it having to create them itself.

[1. Angular Dependency Injection: A Complete Guide - Simplilearn.com](https://www.simplilearn.com/tutorials/angular-tutorial/angular-dependency-injection" \l ":~:text=DI%20is%20a%20coding%20pattern,rather%20than%20creating%20them%20itself." \t "_blank)
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**Additional Notes:**

* Injectors are essential for testability. You can easily mock dependencies in tests.

[1. Injectors in Angular: A Comprehensive Guide with Example | by Gurunadh Pukkalla](https://medium.com/@gurunadhpukkalla/injectors-in-angular-a-comprehensive-guide-with-example-d9b7f57a1408" \l ":~:text=1.,resolving%20dependencies%20between%20these%20objects." \t "_blank)
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* Understanding injectors helps you optimize your application's performance by controlling the creation of objects.
* Angular provides several built-in injectors, but you can also create custom injectors for specific needs.

[1. Injectors in Angular: A Comprehensive Guide with Example | by Gurunadh Pukkalla](https://medium.com/@gurunadhpukkalla/injectors-in-angular-a-comprehensive-guide-with-example-d9b7f57a1408" \l ":~:text=Creating%20a%20custom%20injector%20in,an%20injector%20with%20specific%20providers." \t "_blank)
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By grasping the concept of injectors, you'll have a better understanding of how Angular manages dependencies and builds efficient applications.

**Would you like to explore specific use cases or advanced topics related to injectors?**

**Understanding the Process**

When a component requests a service, Angular's injector follows a specific search path to locate and provide the necessary instance.

1. **Component Constructor:** The component declares the service as a dependency in its constructor.
2. **Injector Search:**
   * The injector associated with the component is consulted first.
   * If the service is found in the component's injector, an instance is provided.
   * If not found, the search continues up the injector hierarchy to the parent injector.
   * This process continues until the service is found or the root injector is reached.
3. **Instance Creation:** If no existing instance is found, the injector creates a new instance of the service based on the registered provider.
4. **Dependency Injection:** The created or retrieved service instance is injected into the component.

**Simple Example**

TypeScript

import { Component, Injectable } from '@angular/core';

@Injectable({ providedIn: 'root' })

export class DataService {

getData(): string {

return 'Some data';

}

}

@Component({

selector: 'app-my-component',

template: `

<p>Data: {{ dataService.getData() }}</p>

`

})

export class MyComponent {

constructor(private dataService: DataService) {}

}

Use code [with caution.](/faq#coding)

In this example:

* DataService is registered at the root level using providedIn: 'root'.
* When MyComponent is created, its injector looks for DataService.
* Since DataService is not found in the component's injector, the search moves to the parent injector (which is the root injector in this case).
* The root injector finds DataService and creates an instance if it doesn't exist.
* The created instance is injected into MyComponent.

**Key Points**

* **Hierarchical Structure:** Injectors are organized in a hierarchical manner, allowing for different scopes of services.
* **Provider Registration:** Services are registered with injectors using providers.
* **Instance Creation:** If a service instance doesn't exist, the injector creates one based on the provider.
* **Dependency Resolution:** The injector resolves dependencies by searching through the injector hierarchy.

By understanding this process, you can effectively manage dependencies in your Angular applications and optimize performance by controlling the creation and management of service instances.

**Understanding Dependency Resolution Decorators**

**@Optional()**

This decorator indicates that a dependency is optional. If the dependency is not found, the injected value will be null instead of throwing an error.

**Example:**

TypeScript

import { Injectable, Optional } from '@angular/core';

@Injectable({ providedIn: 'root' })

export class ConfigService {

config: any;

constructor(@Optional() config: any) {

this.config = config || { defaultConfig: true };

}

}

Use code [with caution.](/faq#coding)

In this example, ConfigService has an optional dependency on a config object. If the config object is not provided, the config property in the service will be initialized with a default value.

**@Self()**

This decorator instructs the DI framework to look for the dependency only in the local injector (injector of the current component or directive). It prevents the DI framework from searching for the dependency in parent injectors.

**Example:**

TypeScript

import { Component, Self } from '@angular/core';

import { DataService } from './data.service';

@Component({

selector: 'app-child',

template: `

<p>Data from child: {{ dataService.getData() }}</p>

`

})

export class ChildComponent {

constructor(@Self() private dataService: DataService) {}

}

Use code [with caution.](/faq#coding)

In this example, the ChildComponent explicitly requests the DataService from its own injector, ensuring that any DataService provided by a parent component is ignored.

**@SkipSelf()**

This decorator instructs the DI framework to look for the dependency in parent injectors, skipping the local injector. It's useful when you want to access a service from a parent component without creating a new instance.

**Example:**

TypeScript

import { Component, SkipSelf } from '@angular/core';

import { DataService } from './data.service';

@Component({

selector: 'app-child',

template: `

<p>Data from parent: {{ dataService.getData() }}</p>

`

})

export class ChildComponent {

constructor(@SkipSelf() private dataService: DataService) {}

}

Use code [with caution.](/faq#coding)

In this example, the ChildComponent explicitly requests the DataService from the parent injector, ensuring that any DataService provided by the child component itself is ignored.

**@Host()**

This decorator resolves the dependency in the view by checking injectors of child elements, stopping at the host element of the current component. It's primarily used with directives.

**Example:**

TypeScript

import { Directive, Host } from '@angular/core';

import { DataService } from './data.service';

@Directive({

selector: '[appMyDirective]'

})

export class MyDirective {

constructor(@Host() private dataService: DataService) {}

}

Use code [with caution.](/faq#coding)

In this example, the MyDirective will inject the DataService from the component that hosts the directive.

**Note:** These decorators provide fine-grained control over dependency resolution, but use them judiciously as they can make code harder to understand and maintain.

**Would you like to explore a specific use case or learn more about a particular decorator?**

**@Self, @SkipSelf & @Optional Decorators Angular**

[3 Comments](https://www.tektutorialshub.com/angular/self-skipself-optional-decorators-angular/#comments) / 6 minutes of reading / March 9, 2023

[**Providedin**](https://www.tektutorialshub.com/angular/providedin-root-any-platform-in-angular/)

[**Angular Tutorial**](https://www.tektutorialshub.com/angular-tutorial/)

[**Host Decorator**](https://www.tektutorialshub.com/angular/host-decorator-in-angular/)

@Self, @SkipSelf, @Optional & [@Host](https://www.tektutorialshub.com/angular/host-decorator-in-angular/) are Angular Decorators that configure how the DI Framework should resolve the dependencies. These decorators are called *Resolution Modifiers* because they modify the behavior of injectors. In this tutorial, we will learn @Self, @SkipSelf, & @Optional. We will look at the [@Host](https://www.tektutorialshub.com/angular/host-decorator-in-angular/) in the next tutorial

**Table of Contents**

* [How Angular DI Framework Resolves Dependencies](https://www.tektutorialshub.com/angular/self-skipself-optional-decorators-angular/#how-angular-di-framework-resolves-dependencies)
* [@Self, @SkipSelf & @Optional Example](https://www.tektutorialshub.com/angular/self-skipself-optional-decorators-angular/#self-skipself-optional-example)
* [@Self](https://www.tektutorialshub.com/angular/self-skipself-optional-decorators-angular/#self)
* [@SkipSelf](https://www.tektutorialshub.com/angular/self-skipself-optional-decorators-angular/#skipself)
* [@Optional](https://www.tektutorialshub.com/angular/self-skipself-optional-decorators-angular/#optional)
* [Source Code](https://www.tektutorialshub.com/angular/self-skipself-optional-decorators-angular/#source-code)
* [Reference](https://www.tektutorialshub.com/angular/self-skipself-optional-decorators-angular/#reference)

**How Angular DI Framework Resolves Dependencies**

When a component asks for Dependency, the DI Framework resolves it in two phases.

In the first phase, it starts to look for the Dependency in the current component’s ElementInjector. If it does not provide the Dependency, it will look in the Parent Components ElementInjector. The Request bubbles up until it finds an injector that provides the service or reaches the root ElementInjector.

If ElementInjector does not satisfy the request, Angular looks for the Dependency in the ModuleInjector hierarchy. If Angular still doesn’t find the provider, it throws an error.

The older versions of the Angular created only one Injector tree. But in the later versions, the tree was split into two trees. One is ElementInjector for elements (components, directives & pipes etc) and the other one is ModuleInjector for [Angular Modules](https://www.tektutorialshub.com/angular/angular-modules/).

**@Self, @SkipSelf & @Optional Example**

We have created an example project in Angular to explain the @Self, @SkipSelf, & @Optional. You can find the Source Code in [StackBlitz](https://stackblitz.com/edit/angular-self-optional-skipself-example?file=src/app/app.component.ts).

The Code contains a RandomService, which generates a Random Number when initialized. The [Angular Service](https://www.tektutorialshub.com/angular/angular-services/) is added to the Providers array of the AppModule. We can inject this service anywhere in our Application.

|  |  |
| --- | --- |
| 1  2  3  4  5  6 | @Injectable({    providedIn: "root"  })  export **class** RandomService { |

The project contains three [Angular Components](https://www.tektutorialshub.com/angular/angular-component/) (AppComponent, ChildComponent & GrandChildComponent) all inject the RandomService and displays the Random Number from the Service.

We also have testDirective, which we include in the template of GrandChildComponent. It also displays the Random Number from the Service.

Ensure that the Providers array is empty in all components & directives. Run the App. Angular creates only one instance of the RandomService. That is why all the components and directives show the same number.
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Now, let us check how we can modify the above behavior with @Self, @SkipSelf, & @Optional.

First let us start with @Self

**@Self**

The @Self decorator instructs Angular to look for the dependency only in the local injector. The local injector is the injector that is part of the current component or directive.

Open the GrandChildComponent and add the @Self() on randomService as shown below.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18 | @Component({    selector: "my-grandChild",    template: `      <div **class**="box">        GrandChildComponent => {{ randomNo }}        <div **class**="dirbox" testDirective>fdf</div>      </div>    `,    providers: []  })  export **class** GrandChildComponent {    randomNo;    constructor(@Self() private randomService: RandomService) {  **this**.randomNo = randomService.RandomNo;    }  } |

This forces the Angular DI Framework to look for the Dependency attached to the current Component. Since it does find one it will throw the error

**Error: NG0201: No provider for RandomService found in NodeInjector**

Add the RandomService to the providers array of the GrandChildComponent and the error goes away.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18 | @Component({    selector: "my-grandChild",    template: `      <div **class**="box">        GrandChildComponent => {{ randomNo }}        <div **class**="dirbox" testDirective>fdf</div>      </div>    `,    providers: [RandomService]  })  export **class** GrandChildComponent {    randomNo;    constructor(@Self() private randomService: RandomService) {  **this**.randomNo = randomService.RandomNo;    }  } |

As you can see from the image Angular creates two instances of RandomService. One from the AppModule and another from the GrandChildComponent. Also, note that testDirective picks up the RandomService provided from the GrandChildComponent and not from the AppModule

![@Self Angular Example](data:image/png;base64,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)

**@SkipSelf**

The @SkipSelf decorator instructs Angular to look for the dependency in the Parent Injector and upwards.

It tells [Angular](https://www.tektutorialshub.com/angular-tutorial/) not to look for the injector in the local injector, but start from the Parent. You can think of this decorator as the opposite of the @Self

Open the GrandChildComponent again. Add the SkipSelf instead of Self decorator.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22 | import { Component, SkipSelf, Self, Optional, Host } from "@angular/core";  import { RandomService } from "./random-service";    @Component({    selector: "my-grandChild",    template: `      <div **class**="box">        GrandChildComponent => {{ randomNo }}        <div **class**="dirbox" testDirective>fdf</div>      </div>    `,    providers: [RandomService]  })  export **class** GrandChildComponent {    randomNo;    constructor(@SkipSelf() private randomService: RandomService) {  **this**.randomNo = randomService.RandomNo;    }  } |

As you can see from the image, the GrandChildComponent, picks up RandomService instance provided by the Module and not the one provided by itself.

But, the testDirective still picks up the RandomService provided by the GrandChildComponent.

![@SkipSelf Angular Example](data:image/png;base64,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)

**@Optional**

Optional marks the dependency as Optional. If the dependency is not found, then it returns null instead of throwing an error

In the GrandChildComponent remove the RandomService from the Providers Array and add the @Self decorator. You will instantly receive the error “*No provider for RandomService found in NodeInjector*“.

Add the @Optional decorator along with the @Self. Now, the dependency injection will return null instead of an error.

Also, remember to add the ? in randomService?, else you will get the “*Cannot read property ‘RandomNo’ of null*” error.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22 | import { Component, SkipSelf, Self, Optional, Host } from "@angular/core";  import { RandomService } from "./random-service";    @Component({    selector: "my-grandChild",    template: `      <div **class**="box">        GrandChildComponent => {{ randomNo }}        <div **class**="dirbox" testDirective>fdf</div>      </div>    `,    providers: []  })  export **class** GrandChildComponent {    randomNo;    constructor(@Optional() @Self() private randomService: RandomService) {  **this**.randomNo = randomService?.RandomNo;    }  } |

As you can see in the image, GrandChildComponent does not receive any values, while testDirective picks up the RandomService provided by the AppModule

![@Optional Angular Example](data:image/png;base64,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)

**Source Code**

***app.component.ts***

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23 | import { Component, VERSION } from "@angular/core";  import { RandomService } from "./random-service";    @Component({    selector: "my-app",    providers: [],    viewProviders: [],    template: `      <div **class**="box">        <p>AppComponent => {{ randomNo }}</p>        <my-child></my-child>      </div>    `  })  export **class** AppComponent {    randomNo;    constructor(private randomService: RandomService) {  **this**.randomNo = randomService.RandomNo;    }  } |

***child.component.ts***

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23 | import { Component, SkipSelf, Self, Optional, Host } from "@angular/core";  import { RandomService } from "./random-service";    @Component({    selector: "my-child",    providers: [],    viewProviders: [],    template: `      <div **class**="box">        <p>ChildComponent => {{ randomNo }}</p>          <my-grandChild></my-grandChild>      </div>    `  })  export **class** ChildComponent {    randomNo;    constructor(private randomService: RandomService) {  **this**.randomNo = randomService.RandomNo;    }  } |

***grand-child.component.ts***

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21 | import { Component, SkipSelf, Self, Optional, Host } from "@angular/core";  import { RandomService } from "./random-service";    @Component({    selector: "my-grandChild",    template: `      <div **class**="box">        GrandChildComponent => {{ randomNo }}        <div **class**="dirbox" testDirective>fdf</div>      </div>    `,    providers: []  })  export **class** GrandChildComponent {    randomNo;    constructor(private randomService: RandomService) {  **this**.randomNo = randomService.RandomNo;    }  } |

***test-directive.ts***

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29 | import {    Directive,    ElementRef,    Input,    OnInit,    SkipSelf,    Self,    Optional,    Host  } from "@angular/core";  import { RandomService } from "./random-service";    @Directive({    selector: "[testDirective]",    providers: []  })  export **class** testDirective implements OnInit {    @Input() ttClass: **string**;      constructor(private el: ElementRef, private randomService: RandomService) {}      ngOnInit() {  **this**.el.nativeElement.innerHTML =        "Directive =>" + **this**.randomService.RandomNo;    }  } |

***random-service.ts***

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20 | import { Injectable } from "@angular/core";    @Injectable({    providedIn: "root"  })  export **class** RandomService {    private \_randomNo = 0;      constructor() {      console.log("RandomService Constructed");  **this**.\_randomNo = Math.floor(Math.random() \* 1000 + 1);    }    **get** RandomNo() {  **return** **this**.\_randomNo;    }  } |

***styles.css***

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15 | .box {    margin: 5px;    border: 1px;    border-style: solid;  }    .dirbox {    margin: 5px;    border: 1px;    border-style: dotted;  } |

***app.module.ts***

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23 | import { NgModule } from "@angular/core";  import { BrowserModule } from "@angular/platform-browser";  import { FormsModule } from "@angular/forms";    import { AppComponent } from "./app.component";  import { ChildComponent } from "./child.component";  import { GrandChildComponent } from "./grand-child.component";  import { testDirective } from "./test-directive";    @NgModule({    imports: [BrowserModule, FormsModule],    declarations: [      AppComponent,      ChildComponent,      GrandChildComponent,      testDirective    ],    bootstrap: [AppComponent]  })  export **class** AppModule {} |
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* [Source Code](https://stackblitz.com/edit/angular-self-optional-skipself-example?file=src/app/app.component.ts)
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