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How you will make class as immutable

Making a class immutable in C# ensures that its instances cannot be modified after they are created. Here’s how you can achieve this:

**Steps to Create an Immutable Class:**

1. **Use readonly fields** – Declare fields as private readonly so they can only be set during object creation.
2. **Initialize fields via a constructor** – Assign values to fields through a constructor, preventing modification after initialization.
3. **Avoid setters** – Properties should be read-only (get only) and not have set accessors.
4. **Prevent modifications from outside** – If your class has collections, expose them as read-only (ReadOnlyCollection<T> or return copies).
5. **Ensure deep immutability** – Any reference-type fields should also be immutable or return defensive copies.

**Example:**

public class ImmutablePerson

{

public string Name { get; }

public int Age { get; }

public ImmutablePerson(string name, int age)

{

Name = name;

Age = age;

}

}

**Handling Collections:**

If your class contains collections, return a read-only version:

public class ImmutableTeam

{

private readonly List<string> members;

public ImmutableTeam(IEnumerable<string> members)

{

this.members = new List<string>(members); // Defensive copy

}

public IReadOnlyList<string> Members => members.AsReadOnly();

}

**Benefits of Immutability:**

* **Thread Safety** – No unexpected modifications in a multi-threaded environment.
* **Predictability** – Easier debugging and reasoning.
* **Reliability** – Helps avoid unintended side effects.

Would you like more examples or explanations?

**Access Modifiers in C#**

Access modifiers in C# define the **visibility** and **accessibility** of classes and their members. They help enforce **encapsulation** by restricting access to certain parts of the code.

**Types of Access Modifiers**

| **Modifier** | **Accessibility** |
| --- | --- |
| **public** | Accessible from anywhere in the program. |
| **private** | Accessible only within the same class. |
| **protected** | Accessible within the same class and derived classes. |
| **internal** | Accessible within the same assembly. |
| **protected internal** | Accessible within the same assembly and derived classes in other assemblies. |
| **private protected** | Accessible within the same class and derived classes in the same assembly. |
| **file** | Accessible only within the same file (introduced in C# 11). |