**Base de données**

Une base de données informatique est un **ensemble de données** qui ont été stockées sur un support informatique, **organisées et structurées** de manière à pouvoir facilement consulter et modifier leur contenu.

Prenons l'exemple d'un site web avec un système de news et de membres. On va utiliser une base de données MySQL pour stocker toutes les données du site : les news (avec la date de publication, le titre, le contenu, éventuellement l'auteur…) et les membres (leurs noms, leurs e-mails…).  
Tout ceci va constituer notre base de données pour le site. Mais il ne suffit pas que la base de données existe. Il faut aussi pouvoir **la gérer et interagir avec cette base**. Il faut pouvoir envoyer des messages à MySQL (messages que l'on appellera **"requêtes"**) afin de pouvoir ajouter des news, modifier des informations sur les membres, supprimer, et tout simplement afficher des éléments de la base.

Une base de données seule ne suffit donc pas, il est nécessaire d'avoir également :

* un **système permettant de gérer cette base ;**
* un **langage pour transmettre des instructions**à la base de données (par l'intermédiaire du système de gestion).

**SGBD**

Un Système de Gestion de Base de Données (SGBD) est un **logiciel**(ou un ensemble de logiciels) permettant de **manipuler les données d'une base de données**. Manipuler, c'est-à-dire sélectionner et afficher des informations tirées de cette base, modifier des données, en ajouter ou en supprimer (ce groupe de quatre opérations étant souvent appelé "CRUD", pour Create, Read, Update, Delete).  
MySQL est un système de gestion de bases de données.

**Le paradigme client-serveur**

La plupart des SGBD sont basés sur un **modèle client-serveur**. C'est-à-dire que la base de données se trouve sur un serveur qui ne sert qu'à ça, et pour interagir avec cette base de données, il faut utiliser un logiciel "client" qui va interroger le serveur et transmettre la réponse que le serveur lui aura donnée. Le serveur peut être installé sur une machine différente du client ; c'est souvent le cas lorsque les bases de données sont importantes. Ce n'est cependant pas obligatoire, ne sautez pas sur votre petit frère pour lui emprunter son ordinateur. Dans ce tutoriel, nous installerons les logiciels serveur et client sur un seul et même ordinateur.  
Par conséquent, lorsque vous installez un SGBD basé sur ce modèle (c'est le cas de MySQL), vous installez en réalité deux choses (au moins) : le serveur et le client. Chaque requête (insertion/modification/lecture de données) est faite par l'intermédiaire du client. Jamais vous ne discuterez directement avec le serveur (d'ailleurs, il ne comprendrait rien à ce que vous diriez).  
Vous avez donc besoin d'un langage pour discuter avec le client, pour lui donner les requêtes que vous souhaitez effectuer. Dans le cas de MySQL, ce langage est le SQL.

**SGBDR**

Le R de SGBDR signifie **"relationnel"**. Un SGBDR est un SGBD qui implémente la théorie relationnelle. MySQL implémente la théorie relationnelle ; c'est donc un SGBDR.

La théorie relationnelle dépasse le cadre de ce tutoriel, mais ne vous inquiétez pas, il n'est pas nécessaire de la maîtriser pour être capable d'utiliser convenablement un SGBDR. Il vous suffit de savoir que, dans un SGBDR, les données sont contenues dans ce que l'on appelle des **relations**, qui sont représentées sous forme de **tables**. Une relation est composée de deux parties, l'**en-tête** et le **corps**. L'en-tête est lui-même composé de plusieurs attributs. Par exemple, pour la relation "Client", on peut avoir un en-tête avec quatre attributs : numéro, prénom, nom et e-mail.

Différentes opérations peuvent alors être appliquées à ces **relations**, ce qui permet d'en tirer des informations. Parmi les opérations les plus utilisées, on peut citer (soit AA et BB deux relations) :

* la sélection (ou restriction) : obtenir les lignes de AA répondant à certains critères ;
* la projection : obtenir une partie des attributs des lignes de AA ;
* l'union - A∪BA∪B  : obtenir tout ce qui se trouve dans la relation AA ou dans la relation BB ;
* l'intersection - A∩BA∩B  : obtenir tout ce qui se trouve à la fois dans la relation AA et dans la relation BB ;
* la différence - A−BA−B  : obtenir ce qui se trouve dans la relation AA , mais pas dans la relation BB ;
* la jointure - A⋈BA⋈B  : obtenir l'ensemble des lignes provenant de la liaison de la relation AA et de la relation BB à l'aide d'une information commune.

Un petit exemple pour illustrer la jointure : si l'on veut stocker des informations sur les clients d'une société, ainsi que les commandes passées par ces clients, on utilisera deux relations, client et commande, la relation commande étant liée à la relation client par une référence au client ayant passé commande.  
Un petit schéma clarifiera tout cela !
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Le client numéro 3, M. Nicolas Jacques, a donc passé une commande de trois tubes de colle, tandis que Mme Marie Malherbe (cliente numéro 2) a passé deux commandes, pour du papier et des ciseaux.

#### Le langage SQL

Le SQL (Structured Query Language) est un **langage informatique** qui permet d'**interagir avec des bases de données relationnelles**. C'est le langage pour base de données le plus répandu, et c'est bien sûr celui utilisé par MySQL. C'est donc le langage que nous allons utiliser pour dire au client MySQL d'effectuer des opérations sur la base de données stockée sur le serveur MySQL.

Il a été créé dans les années 1970 et c'est devenu standard en 1986 (pour la norme ANSI ; 1987 en ce qui concerne la norme ISO). Il est encore régulièrement amélioré.

### Présentation succincte de MySQL...
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MySQL est donc un Système de Gestion de Bases de Données Relationnelles qui utilise le langage SQL. C'est un des SGBDR les plus utilisés. Sa popularité est due en grande partie au fait qu'il s'agit d'un logiciel open source, ce qui signifie que son code source est librement disponible et que quiconque en ressent l'envie et/ou le besoin peut modifier MySQL pour l'améliorer ou l'adapter à ses besoins. Une version gratuite de MySQL est par conséquent disponible. À noter qu'une version commerciale payante existe également.

Le logo de MySQL est un dauphin, nommé Sakila à la suite du concours Name the dolphin ("Nommez le dauphin").

#### Un peu d'histoi

Le développement de MySQL commence en 1994 par David Axmark et Michael Widenius. En 1995, la société MySQL AB est fondée par ces deux développeurs, et Allan Larsson. C'est la même année que sort la première version officielle de MySQL.

En 2008, MySQL AB est rachetée par la société Sun Microsystems, qui est elle-même rachetée par Oracle Corporation en 2010.  
On craint alors la fin de la gratuité de MySQL, étant donné qu'Oracle Corporation édite un des grands concurrents de MySQL : Oracle Database, qui est payant (et très cher). Oracle promit cependant de continuer à développer MySQL et de conserver la double licence GPL (libre) et commerciale jusqu'en 2015 au moins. À ce jour, les deux licences existent toujours.

#### Mise en garde

MySQL est très utilisé, surtout par les débutants. Vous pourrez faire de nombreuses choses avec ce logiciel, et il convient tout à fait pour découvrir la gestion de bases de données. Sachez cependant que MySQL est loin d'être parfait. En effet, il ne suit pas toujours la norme officielle. Certaines syntaxes peuvent donc être propres à MySQL et ne pas fonctionner sous d'autres SGBDR. J'essaierai de le signaler lorsque le cas se présentera, mais soyez conscient de ce problème.  
Par ailleurs, il n'implémente pas certaines fonctionnalités avancées qui pourraient vous être utiles pour un projet un tant soit peu ambitieux. Enfin, il est très permissif, et acceptera donc des requêtes qui généreraient une erreur sous d'autres SGBDR.

### ... et de ses concurrents

Il existe des dizaines de SGBDR, chacun ayant ses avantages et ses inconvénients. Je présente ici succinctement quatre d'entre eux, parmi les plus connus. Je m'excuse tout de suite auprès des fans (et même simples utilisateurs) des nombreux SGBDR que j'ai omis de présenter.

#### Oracle Database
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Oracle, édité par Oracle Corporation (qui, je le rappelle, édite également MySQL) est un SGBDR payant. Son coût élevé fait qu'il est principalement utilisé par des entreprises.  
Oracle gère très bien de grands volumes de données. Il est inutile d'acheter une licence oracle pour un projet de petite taille, car les performances ne seront pas bien différentes de celles de MySQL ou d'un autre SGBDR. Par contre, pour des projets conséquents (plusieurs centaines de Go de données), Oracle sera bien plus performant.  
Par ailleurs, Oracle dispose d'un langage procédural très puissant (du moins plus puissant que le langage procédural de MySQL) : le PL/SQL.

#### PostgreSQL
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Comme MySQL, PostgreSQL est un logiciel open source. Il est cependant moins utilisé, notamment par les débutants, car moins connu. La raison de cette méconnaissance réside sans doute en partie dans le fait que PostgreSQL a longtemps été disponible uniquement sous Unix. La première version Windows n'est apparue qu'à la sortie de la version 8.0 du logiciel, en 2005.  
PostgreSQL a longtemps été plus performant que MySQL, mais ces différences tendent à diminuer. MySQL semble être aujourd'hui équivalent à PostgreSQL en termes de performances, sauf pour quelques opérations telles que l'insertion de données et la création d'index.  
Le langage procédural utilisé par PostgreSQL s'appelle le PL/pgSQL.

#### SQLite
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La particularité de SQLite est de ne pas utiliser le schéma client-serveur utilisé par la majorité des SGBDR. SQLite stocke toutes les données dans de simples fichiers. Par conséquent, il ne faut pas installer de serveur de base de données, ce qui n'est pas toujours possible (certains hébergeurs web ne le permettent pas).  
Pour de très petits volumes de données, SQLite est très performant. Cependant, le fait que les informations soient simplement stockées dans des fichiers rend le système difficile à sécuriser (autant au niveau des accès, qu'au niveau de la gestion de plusieurs utilisateurs utilisant la base simultanément).

### Organisation d'une base de données

Bon, vous savez qu'une base de données sert à gérer les données. Très bien. Mais comment ? Facile ! Comment organisez-vous vos données dans la "vie réelle" ? Vos papiers, par exemple ? Chacun a son organisation, bien sûr, mais je suppose que vous les classez d'une manière ou d'une autre.

Toutes les factures ensemble, tous les contrats ensemble, etc. Ensuite, on subdivise : les factures d’électricité, les factures pour la voiture. Ou bien dans l'autre sens : tous les papiers concernant la voiture ensemble, puis subdivision en taxes, communication avec l'assureur, avec le garagiste...

Une base de données, c'est pareil ! On classe les informations. MySQL étant un SGBDR, je ne parlerai que de l'organisation des bases de données relationnelles.

Comme je vous l'ai dit précédemment, on représente les données sous forme de **tables**. Une base va donc contenir plusieurs tables (elle peut n'en contenir qu'une, bien sûr, mais c'est rarement le cas). Si je reprends mon exemple précédent, on a donc une table représentant des clients (donc des personnes).  
Chaque table définit un certain nombre de **colonnes**, qui sont les caractéristiques de l'objet représenté par la table (les attributs de l'en-tête dans la théorie relationnelle). On a donc ici une colonne "Nom", une colonne "Prénom", une colonne "Email" et une colonne "Numéro" qui nous permettent d'identifier les clients individuellement (les noms et prénoms ne suffisent pas toujours).

**Utilisateur**

Il n'est pas très conseillé de travailler en tant que "root" dans MySQL, à moins d'en avoir spécifiquement besoin. En effet, "root" a tous les droits. Ce qui signifie que vous pouvez faire n'importe quelle bêtise dans n'importe quelle base de données pendant que j'ai le dos tourné. Pour éviter cela, nous allons créer un nouvel utilisateur qui aura des droits très restreints. Je l’appellerai "student", mais libre à vous de lui donner le nom que vous préférez. Pour ceux qui sont sous Unix, notez que, si vous créez un utilisateur du même nom que votre utilisateur Unix, vous pourrez dès lors omettre ce paramètre lors de votre connexion à mysql.

Je vous demande ici de me suivre aveuglément, car je ne vous donnerai que très peu d'explications. En effet, la gestion des droits et des utilisateurs fera l'objet d'un autre chapitre. Nous verrons donc uniquement comment créer un utilisateur n'ayant accès qu'à une seule base de données. Tapez donc ces commandes dans mysql, en remplaçant *student* par le nom d'utilisateur que vous avez choisi, et *mot\_de\_passe* par le mot de passe que vous voulez lui attribuer :

CREATE USER 'student'@'localhost' IDENTIFIED BY 'mot\_de\_passe';

GRANT ALL PRIVILEGES ON elevage.\* TO 'student'@'localhost';

Je décortique donc rapidement :

* CREATE USER 'student'  : cette commande crée l'utilisateur *student.*
* @'localhost'  : définit à partir d'où l'utilisateur peut se connecter. Dans notre cas, 'localhost', donc il devra être connecté à partir de cet ordinateur.
* IDENTIFIED BY 'mot\_de\_passe'  : définit le mot de passe de l'utilisateur.
* GRANT ALL PRIVILEGES  : cette commande permet d'attribuer tous les droits (c'est-à-dire insertions de données, sélections, modifications, suppressions…).
* ON elevage.\*  : définit les bases de données et les tables sur lesquelles ces droits sont acquis. Donc ici, on donne les droits sur la base "elevage" (qui n'existe pas encore, mais ce n'est pas grave, nous la créerons plus tard), pour toutes les tables de cette base (grâce à \*).
* TO 'student'@'localhost'  : définit l'utilisateur (et son hôte) auquel on accorde ces droits.

## Distinguez les différents types de données

Nous avons vu dans l'introduction qu'une base de données contenait des **tables,** elles-mêmes organisées en **colonnes**, dans lesquelles sont stockées des données.  
En SQL (et dans la plupart des langages informatiques), les données sont séparées en plusieurs **types**(par exemple : texte, nombre entier, date…). Lorsque l'on définit une colonne dans une table de la base, il faut donc lui donner un type, et toutes les données stockées dans cette colonne devront correspondre au type de la colonne. Nous allons donc voir les différents types de données existant dans MySQL.

### Avertissement

Il est important de bien comprendre les usages et particularités de chaque type de données, afin de **choisir le meilleur type possible** lorsque vous définissez les colonnes de vos tables. En effet, choisir un mauvais type de donnée pourrait entraîner :

* un gaspillage de mémoire (ex. : si vous stockez de toutes petites données dans une colonne faite pour stocker de grosses quantités de données) ;
* des problèmes de performance (ex. : il est plus rapide de faire une recherche sur un nombre que sur une chaîne de caractères) ;
* un comportement contraire à celui attendu (ex. : trier sur un nombre stocké comme tel, ou sur un nombre stocké comme une chaîne de caractères ne donnera pas le même résultat) ;
* l'impossibilité d'utiliser des fonctionnalités propres à un type de données (ex. : stocker une date comme une chaîne de caractères vous prive des nombreuses fonctions temporelles disponibles).

### Types numériques

On peut subdiviser les types numériques en deux sous-catégories : les nombres entiers, et les nombres décimaux.

#### Nombres entiers

Les types de données qui acceptent des nombres entiers comme valeurs sont désignés par le mot-clé INT, et ses déclinaisons TINYINT, SMALLINT, MEDIUMINT  et BIGINT. La différence entre ces types est le nombre d'octets (donc la place en mémoire) réservés à la valeur du champ. Voici un tableau reprenant ces informations, ainsi que l'intervalle dans lequel la valeur peut être comprise pour chaque type.

##### NUMERIC et DECIMAL

NUMERIC  et DECIMAL  sont équivalents et acceptent deux paramètres : la précision et l'échelle.

* La précision définit le nombre de chiffres significatifs stockés, donc les 0 à gauche ne comptent pas. En effet, 0024 est équivalent à 24. Il n'y a donc que deux chiffres significatifs dans 0024.
* L'échelle définit le nombre de chiffres après la virgule.

Dans un champ DECIMAL(5,3), on peut donc stocker des nombres de 5 chiffres significatifs au maximum, dont 3 chiffres sont après la virgule. Par exemple : 12.354, -54.258, 89.2 ou -56.  
DECIMAL(4)  équivaut à écrire DECIMAL(4, 0).

En SQL pur, on ne peut pas stocker dans un champ DECIMAL(5,3)  un nombre supérieur à 99.999, puisque le nombre ne peut avoir que deux chiffres avant la virgule (5 chiffres en tout, dont 3 après la virgule, 5-3 = 2 avant). Cependant, MySQL permet en réalité de stocker des nombres allant jusqu'à 999.999. En effet, dans le cas de nombres positifs, MySQL utilise l'octet qui sert à stocker le signe - pour stocker un chiffre supplémentaire.

Comme pour les nombres entiers, si l'on entre un nombre qui n'est pas dans l'intervalle supporté par la colonne, MySQL le remplacera par le plus proche supporté. Donc si la colonne est définie comme un DECIMAL(5,3)  et que le nombre est trop loin dans les positifs (1012,43 par exemple), 999.999 sera stocké, et -99.999 si le nombre est trop loin dans les négatifs.  
S'il y a trop de chiffres après la virgule, MySQL arrondira à l'échelle définie.

##### FLOAT, DOUBLE et REAL

Le mot-clé FLOAT  peut s'utiliser sans paramètres, auquel cas quatre octets sont utilisés pour stocker les valeurs de la colonne. Il est cependant possible de spécifier une précision et une échelle, de la même manière que pour DECIMAL  et NUMERIC.

Quant à REAL  et DOUBLE, ils ne supportent pas de paramètres. DOUBLE  est normalement plus précis que REAL  (stockage dans 8 octets, contre stockage dans 4 octets), mais ce n'est pas le cas avec MySQL qui utilise 8 octets dans les deux cas. Je vous conseille donc d'utiliser DOUBLE  pour éviter les surprises en cas de changement de SGBDR.

##### Valeurs exactes vs valeurs approchées

Les nombres stockés en tant que NUMERIC  ou DECIMAL  sont stockés sous forme de chaînes de caractères. Par conséquent, c'est la valeur exacte qui est stockée. Par contre, les types FLOAT,DOUBLE  et REAL  sont stockés sous forme de nombres, et c'est une valeur approchée qui est stockée.  
Cela signifie que si vous stockez par exemple 56,6789 dans une colonne de type FLOAT, en réalité, MySQL stockera une valeur qui se rapproche de 56,6789 (par exemple, 56,678900000000000001). Cela peut poser problème pour des comparaisons notamment (56,678900000000000001 n'étant pas égal à 56,6789). S'il est nécessaire de conserver la précision exacte de vos données (l'exemple type est celui des données bancaires), il est donc conseillé d'utiliser un type numérique à valeur exacte (NUMERIC  ou DECIMAL  donc).

La documentation **anglaise**de MySQL donne des exemples de problèmes rencontrés avec les valeurs approchées. N'hésitez pas à y faire un tour si vous pensez pouvoir être concerné par ce problème, ou si vous êtes simplement curieux.

### Types alphanumériques

#### Chaînes de type texte

##### CHAR et VARCHAR

Pour stocker un texte relativement court (moins de 255 caractères), vous pouvez utiliser les types CHAR  et VARCHAR. Ces deux types s'utilisent avec un paramètre qui précise la taille que peut prendre votre texte (entre 1 et 255). La différence entre CHAR  et VARCHAR  est la manière dont ils sont stockés en mémoire. Un CHAR(x)  stockera toujours x caractères, en remplissant si nécessaire le texte avec des espaces vides pour le compléter, tandis qu'un VARCHAR(x)  stockera jusqu'à x caractères (entre 0 et x), et stockera en plus en mémoire la taille du texte stocké.  
Si vous entrez un texte plus long que la taille maximale définie pour le champ, celui-ci sera tronqué.

Vous voyez donc que, dans le cas où le texte fait la longueur maximale autorisée, un CHAR(x)  prend moins de place en mémoire qu'un VARCHAR(x). Préférez donc le CHAR(x)  dans le cas où vous savez que vous aurez toujours *x* caractères (par exemple si vous stockez un code postal). Par contre, si la longueur de votre texte risque de varier d'une ligne à l'autre, définissez votre colonne comme un VARCHAR(x).

Dans le tableau ci-dessus, tous les caractères sont des caractères simples, sans accents. Dans un texte comprenant des accents et encodé en UTF-8, les caractères accentués occupent deux octets en mémoire. Il est donc possible, pour un CHAR(5), d'occuper plus de 5 octets en mémoire (mais impossible d'y stocker plus que 5 caractères).

Comme les chaînes de type texte que l'on vient de voir, une chaîne binaire n'est rien d'autre qu'une suite de caractères.  
Cependant, si les textes sont affectés par l'encodage et l'interclassement, ce n'est pas le cas des chaînes binaires. Une chaîne binaire n'est rien d'autre qu'une suite d'octets. Aucune interprétation n'est faite sur ces octets. Ceci a deux conséquences principales.

* Une chaîne binaire traite directement l'octet, et pas le caractère que l'octet représente. Donc par exemple, une recherche sur une chaîne binaire sera toujours sensible à la casse, puisque "A" (code binaire : 01000001) sera toujours différent de "a" (code binaire : 01100001).
* Tous les caractères sont utilisables, y compris les fameux caractères de contrôle non affichables définis dans la table ASCII.

Par conséquent, les types binaires sont parfaits pour stocker des données "brutes" comme des images par exemple, tandis que les chaînes de texte sont parfaites pour stocker... du texte ! ![:D](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABMAAAATCAMAAAEyifZoAAAAYFBMVEX/wWn/+an/6pj/tl3/3Yn/x3D/7p3/2YT/tFr/1X//0Xz/5JH/znf/9KP/+6z/xG3/7Jr/vWX/9qX/umH/uF//4Y3/y3T//7D//a7Xl0v/sliodjrmolD///8AAAD///8Zo1IxAAAAIHRSTlP/////////////////////////////////////////AFxcG+0AAADcSURBVBhXXU9HbgRBEGLybF7H7krw/1/6MFpLdp0QIKAgCmwOuSChL+AJeu8boawCJEpgHyGM7QJiqUpBvlOQOK5fJ0rQs4dZLC5wHjMz3QnxI6vyjYIkkZIESSQPFOu4hQRNvd3nswkc2PrMTyLfWxtOj92Ql8zMdAPPVVXlhOyjqtwEKdwR/5IlkeHucdQe6nQb7sNtnLerHT7GrTfSupHXxxQUGM+hR2utr9s1lsmDYF7Wobd+X7dvYHI3gnGes16XvgchBh75S73F8Tpt98zM/Fzszz4ze+37AYEhIfY+Uk6xAAAAAElFTkSuQmCC)

Les types binaires sont définis de la même façon que les types de chaînes de texte. VARBINARY(x)  et BINARY(x)  permettent de stocker des chaînes binaires de *x* caractères au maximum (avec une gestion de la mémoire identique à VARCHAR(x)  et CHAR(x)). Pour les chaînes plus longues, il existe les types TINYBLOB, BLOB, MEDIUMBLOB  et LONGBLOB, avec les mêmes limites de stockage que les types TEXT

**SET et ENUM**

**ENUM**

Une colonne de type ENUM  est une colonne pour laquelle on définit un certain nombre de valeurs autorisées, de type "chaîne de caractères". Par exemple, si l'on définit une colonne *espece* (pour une espèce animale) de la manière suivante :

espece ENUM('chat', 'chien', 'tortue')

La colonne *espece*pourra alors contenir les chaînes "chat", "chien" ou "tortue", mais pas les chaînes "lapin" ou "cheval".

En plus de "chat", "chien" et "tortue", la colonne *espece* pourrait prendre deux autres valeurs :

* si vous essayez d'introduire une chaîne non autorisée, MySQL stockera une chaîne vide ''dans le champ ;
* si vous autorisez le champ à ne pas contenir de valeur (vous verrez comment faire cela dans le chapitre sur la création des tables), le champ contiendra NULL, qui correspond à "pas de valeur" en SQL (et dans beaucoup de langages informatiques).

Pour remplir un champ de type ENUM, deux possibilités s'offrent à vous :

* soit remplir directement avec la valeur choisie ("chat", "chien" ou "tortue", dans notre exemple) ;
* soit utiliser l'index de la valeur, c'est-à-dire le nombre associé par MySQL à la valeur. Ce nombre est compris entre 1 et le nombre de valeurs définies. L'index est attribué selon l'ordre dans lequel les valeurs ont été données lors de la création du champ. De plus, la chaîne vide (stockée en cas de valeur non autorisée) correspond à l'index 0. Le tableau suivant reprend les valeurs d'index pour notre exemple précédent : le champ *espece*.

Un ENUM  peut avoir au maximum 65535 valeurs possibles.

**SET**

SET  est fort semblable à ENUM. Une colonne SET  est en effet une colonne qui permet de stocker une chaîne de caractères dont les valeurs possibles sont prédéfinies par l'utilisateur. La différence avec ENUM, c'est que l'on peut stocker dans la colonne entre 0 et *x* valeur(s), *x* étant le nombre de valeurs autorisées.

Donc, si l'on définit une colonne de type SET  de la manière suivante :

espece *SET*('chat', 'chien', 'tortue')

On pourra stocker dans cette colonne :

* ''  (chaîne vide ) ;
* 'chat'  ;
* 'chat,tortue'  ;
* 'chat,chien,tortue'  ;
* 'chien,tortue'  ;
* ...

Vous remarquerez que, lorsque l'on stocke plusieurs valeurs, il faut les séparer par une virgule, sans espace, et entourer la totalité des valeurs par des guillemets (non pas chaque valeur séparément). Par conséquent, les valeurs autorisées d'une colonne SET  ne peuvent pas contenir de virgule elles-mêmes.

On ne peut pas stocker la même valeur plusieurs fois dans un SET. "chien,chien" par exemple, n'est donc pas valable.

Les colonnes SET  utilisent également un système d'index, quoiqu'un peu plus complexe que pour le type ENUM. SET  utilise en effet un système d'index binaire. Concrètement, la présence/absence des valeurs autorisées va être enregistrée sous forme de bits, mis à 1 si la valeur correspondante est présente, à 0 si la valeur correspondante est absente.  
Si l'on reprend notre exemple, on a donc :

espece *SET*('chat', 'chien', 'tortue')

Trois valeurs sont autorisées. Il nous faut donc trois bits pour savoir quelles valeurs sont stockées dans le champ. Le premier, à droite, correspondra à "chat", le second (au milieu) à "chien" et le dernier (à gauche) à "tortue".

* 000 signifie qu'aucune valeur n'est présente.
* 001 signifie que 'chat' est présent.
* 100 signifie que 'tortue' est présent.
* 110 signifie que 'chien' et 'tortue' sont présents.
* ...

Par ailleurs, ces suites de bits représentent des nombres en binaire convertibles en nombres décimaux. Ainsi 000 en binaire correspond à 0 en nombre décimal, 001 correspond à 1, 010 correspond à 2, 011 à 3...

##### Avertissement

SET  et ENUM  sont des types **propres à MySQL**. Ils sont donc à utiliser avec une grande prudence !

### Types temporels

Pour les données temporelles, MySQL dispose de cinq types qui permettent, lorsqu'ils sont bien utilisés, de faire énormément de choses.

Avant d'entrer dans le vif du sujet, une petite remarque importante : lorsque vous stockez une date dans MySQL, certaines vérifications sont faites sur la validité de la date entrée. Cependant, ce sont des vérifications de base : le jour doit être compris entre 1 et 31 et le mois entre 1 et 12. Il vous est tout à fait possible d'entrer une date telle que le 31 février 2011. Soyez donc prudent avec les dates que vous entrez et récupérez.

Les cinq types temporels de MySQL sont DATE, DATETIME, TIME, TIMESTAMP  et YEAR.

#### DATE, TIME et DATETIME

Comme son nom l'indique, DATE  sert à stocker une date. TIME  sert quant à lui à stocker une heure, et DATETIME  stocke... une date ET une heure ! ![:D](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABMAAAATCAMAAAEyifZoAAAAYFBMVEX/wWn/+an/6pj/tl3/3Yn/x3D/7p3/2YT/tFr/1X//0Xz/5JH/znf/9KP/+6z/xG3/7Jr/vWX/9qX/umH/uF//4Y3/y3T//7D//a7Xl0v/sliodjrmolD///8AAAD///8Zo1IxAAAAIHRSTlP/////////////////////////////////////////AFxcG+0AAADcSURBVBhXXU9HbgRBEGLybF7H7krw/1/6MFpLdp0QIKAgCmwOuSChL+AJeu8boawCJEpgHyGM7QJiqUpBvlOQOK5fJ0rQs4dZLC5wHjMz3QnxI6vyjYIkkZIESSQPFOu4hQRNvd3nswkc2PrMTyLfWxtOj92Ql8zMdAPPVVXlhOyjqtwEKdwR/5IlkeHucdQe6nQb7sNtnLerHT7GrTfSupHXxxQUGM+hR2utr9s1lsmDYF7Wobd+X7dvYHI3gnGes16XvgchBh75S73F8Tpt98zM/Fzszz4ze+37AYEhIfY+Uk6xAAAAAElFTkSuQmCC)

##### DATE

Pour entrer une date, l'ordre des données est la seule contrainte. Il faut donner d'abord l'année (deux ou quatre chiffres), ensuite le mois (deux chiffres) , et, pour finir, le jour (deux chiffres), sous forme de nombre ou de chaîne de caractères. S'il s'agit d'une chaîne de caractères, n'importe quelle ponctuation peut être utilisée pour délimiter les parties (ou aucune). Voici quelques exemples d'expressions correctes (A représente les années, M les mois et J les jours) :

* 'AAAA-MM-JJ'  (c'est sous ce format-ci qu'une DATE  est stockée dans MySQL)
* 'AAMMJJ'
* 'AAAA/MM/JJ'
* 'AA+MM+JJ'
* 'AAAA%MM%JJ'
* AAAAMMJJ  (nombre)
* AAMMJJ  (nombre)

L'année peut donc être donnée avec deux ou quatre chiffres. Dans ce cas, le siècle n'est pas précisé, et c'est MySQL qui va décider de ce qu'il utilisera, selon ces critères :

* si l'année donnée est entre 00 et 69, on utilisera le XXIe siècle, on ira donc de 2000 à 2069 ;
* par contre, si l'année est comprise entre 70 et 99, on utilisera le XXe siècle, donc entre 1970 et 1999.

MySQL supporte des DATE  allant de '1001-01-01' à '9999-12-31'.

##### DATETIME

Très proche de DATE, ce type permet de stocker une heure, en plus d'une date. Pour entrer un DATETIME, c'est le même principe que pour DATE  : pour la date, année-mois-jour, et pour l'heure, il faut donner d'abord l'heure, ensuite les minutes, puis les secondes. Si l'on utilise une chaîne de caractères, il faut séparer la date et l'heure par une espace. Quelques exemples corrects (H représente les heures, M les minutes et S les secondes) :

* 'AAAA-MM-JJ HH:MM:SS'  (c'est sous ce format-ci qu'un DATETIME  est stocké dans MySQL)
* 'AA\*MM\*JJ HH+MM+SS'
* AAAAMMJJHHMMSS  (nombre)

MySQL supporte des DATETIME  allant de '1001-01-01 00:00:00' à '9999-12-31 23:59:59'.

##### TIME

Le type TIME  est un peu plus compliqué, puisqu'il permet non seulement de stocker une heure précise, mais aussi un intervalle de temps. On n'est donc pas limité à 24 heures, et il est même possible de stocker un nombre de jours ou un intervalle négatif. Comme dans DATETIME, il faut d'abord donner l'heure, puis les minutes, puis les secondes, chaque partie pouvant être séparée des autres par le caractère :. Dans le cas où l'on précise également un nombre de jours, alors les jours sont en premier et séparés du reste par une espace. Exemples :

* 'HH:MM:SS'
* 'HHH:MM:SS'
* 'MM:SS'
* 'J HH:MM:SS'
* 'HHMMSS'
* HHMMSS  (nombre)

MySQL supporte des TIME  allant de '-838:59:59' à '838:59:59'.

#### YEAR

Si vous n'avez besoin de retenir que l'année, YEAR  est un type intéressant, car il ne prend qu'un seul octet en mémoire. Cependant, un octet ne pouvant contenir que 256 valeurs différentes, YEARest fortement limité : on ne peut y stocker que des années entre 1901 et 2155. Cela dit, cela devrait suffire à la majorité d'entre vous pour au moins les cent prochaines années.

On peut entrer une donnée de type YEAR  sous forme de chaîne de caractères ou d'entiers, avec 2 ou 4 chiffres. Si l'on ne précise que deux chiffres, le siècle est ajouté par MySQL selon les mêmes critères que pour DATE  et DATETIME, **à une exception près :** si l'on entre 00 (un entier donc), il sera interprété comme la valeur par défaut de YEAR  0000. Par contre, si l'on entre '00'  (une chaîne de caractères), elle sera bien interprétée comme l'année 2000.  
Plus de précisions sur les valeurs par défaut des types temporels dans quelques instants !

#### TIMESTAMP

Par définition, le timestamp d'une date est le nombre de secondes écoulées depuis le 1er janvier 1970, 0 h 0 min 0 s (TUC) et la date en question.  
Les timestamps étant stockés sur 4 octets, il existe une limite supérieure : le 19 janvier 2038 à 3 h 14 min 7 s. Par conséquent, vérifiez bien que vous êtes dans l'intervalle de validité avant d'utiliser un timestamp.

Le type TIMESTAMP  de MySQL est cependant un peu particulier. Prenons par exemple le 4 octobre 2011, à 21 h 5 min 51 s.  
Entre cette date et le 1er janvier 1970, 0 h 0 min 0 s, il s'est écoulé exactement 1 317 755 151 secondes. Le nombre 1 317 755 151 est donc, par définition, le timestamp de cette date du 4 octobre 2011, 21 h 5 min 51 s.  
Pourtant, pour stocker cette date dans un TIMESTAMP  SQL, ce n'est pas 1 317 755 151 que l'on utilisera, mais 20111004210551. C'est-à-dire l'équivalent, au format numérique, du DATETIME '2011-10-04 21:05:51'.  
Le TIMESTAMP  SQL n'a donc de timestamp que le nom. Il ne sert pas à stocker un nombre de secondes, mais bien une date sous format numérique AAAAMMJJHHMMSS (alors qu'un DATETIME  est stocké sous forme de chaîne de caractères).

Il n'est donc pas possible de stocker un "vrai" timestamp dans une colonne de type TIMESTAMP. C'est évidemment contre-intuitif, et source d'erreurs.  
Notez que, malgré cela, le TIMESTAMP  SQL a les mêmes limites qu'un vrai timestamp : il n'acceptera que des dates entre le 1er janvier 1970 à 0 h 0 min 0 s et le 19 janvier 2038 à 3 h 14 min 7 s.

#### La date par défaut

Lorsque MySQL rencontre une date/heure incorrecte, ou qui n'est pas dans l'intervalle de validité du champ, la valeur par défaut est stockée à la place. Il s'agit de la valeur "zéro" du type. On peut se référer à cette valeur par défaut en utilisant '0'  (caractère), 0 (nombre) ou la représentation du "zéro" correspondant au type de la colonne (voir tableau ci-dessous).

Une exception toutefois : si vous insérez un TIME  qui dépasse l'intervalle de validité, MySQL ne le remplacera pas par le "zéro", mais par la plus proche valeur appartenant à l'intervalle de validité (-838:59:59 ou 838:59:59).

### Création et suppression d'une base de données

#### Création

Nous allons donc créer notre base de données, que nous appellerons elevage. Rappelez-vous, lors de la création de votre utilisateur MySQL, vous lui avez donné tous les droits sur la base elevage, qui n'existait pas encore. Si vous choisissez un autre nom de base, vous n'aurez aucun droit dessus.

La commande SQL pour créer une base de données est la suivante :

CREATE DATABASE nom\_base;

Avouez que je ne vous surmène pas le cerveau pour commencer…

Cependant, attendez avant de créer votre base de données elevage. Je vous rappelle qu'il faut également définir l'encodage utilisé (l'UTF-8, dans notre cas). Voici donc la commande complète à taper pour créer votre base :

CREATE DATABASE elevage CHARACTER *SET* 'utf8';

Lorsque nous créerons nos tables dans la base de données, automatiquement, elles seront encodées également en UTF-8.

#### Suppression

Si vous avez envie d'essayer cette commande, faites-le maintenant, tant qu'il n'y a rien dans votre base de données. Soyez très prudent, car vous effacez tous les fichiers créés par MySQL qui servent à stocker les informations de votre base.

DROP DATABASE elevage;

#### Utilisation d'une base de données

Vous avez maintenant créé une base de données (si vous l'avez effacée avec DROP DATABASE, recréez-la). Mais pour pouvoir agir sur cette base, vous devez d'abord la sélectionner. Une fois de plus, la commande est très simple :

USE elevage

#### Clé primaire

La clé primaire d'une table est une **contrainte d'unicité**, composée d'une ou plusieurs colonnes. La clé primaire d'une ligne **permet d'identifier de manière unique cette ligne dans la table**. Si l'on parle de la ligne dont la clé primaire vaut x, il ne doit y avoir aucun doute quant à la ligne dont on parle. Lorsqu'une table possède une clé primaire (et il est extrêmement conseillé de définir une clé primaire pour chaque table créée), celle-ci **doit** être définie.  
Cette définition correspond exactement au numéro d'identité dont nous venons de parler. Nous définirons donc id comme la clé primaire de la table Animal, en utilisant les mots-clés PRIMARY KEY(id).  
Lorsque vous insérerez une nouvelle ligne dans la table, MySQL vérifiera que vous insérez bien un id, et que cet id n'existe pas encore dans la table. Si vous ne respectez pas ces deux contraintes, MySQL n’insérera pas la ligne et vous renverra une erreur.

#### Auto-incrémentation

Il faut donc, pour chaque animal, décider d'une valeur pour id. Le plus simple, et le plus logique, est de donner le numéro 1 au premier individu enregistré, puis le numéro 2 au second, etc.  
Mais si vous ne vous souvenez pas quel numéro vous avez utilisé en dernier, pour insérer un nouvel animal il faudra récupérer cette information dans la base. Ensuite seulement, vous pourrez ajouter une ligne en lui donnant comme id le dernier id utilisé + 1.  
C'est bien sûr faisable, mais c'est fastidieux… Heureusement, il est possible de demander à MySQL de faire tout cela pour nous !  
Comment ? En utilisant l'auto-incrémentation des colonnes. Incrémenter veut dire "ajouter une valeur fixée". Donc, si l'on déclare qu'une colonne doit s'auto-incrémenter (grâce au mot-clé AUTO\_INCREMENT), plus besoin de chercher quelle valeur on va y mettre lors de la prochaine insertion. MySQL va chercher cela tout seul, comme un grand, en prenant la dernière valeur insérée dans cette colonne et en l'incrémentant de 1.

### Les moteurs de tables

Les moteurs de tables sont une spécificité de MySQL. Ce sont des moteurs de stockage. Cela permet de gérer différemment les tables selon l'utilité que l'on en a. Je ne vais pas vous détailler tous les moteurs de tables existants. Si vous voulez plus d'informations, je vous renvoie à la [documentation officielle](https://dev.mysql.com/doc/refman/5.5/en/storage-engines.html).  
Les deux moteurs les plus connus sont **MyISAM**et **InnoDB**.

##### MyISAM

C'est le moteur par défaut. Les commandes d'insertion et sélection de données sont particulièrement rapides sur les tables utilisant ce moteur. Cependant, il ne gère pas certaines fonctionnalités importantes comme les clés étrangères, qui permettent de vérifier l'intégrité d'une référence d'une table à une autre table (voir la deuxième partie du cours) ou les transactions, qui permettent de réaliser des séries de modifications "en bloc", ou au contraire d'annuler ces modifications (voir la cinquième partie du cours).

##### InnoDB

Plus lent et plus gourmand en ressources que MyISAM, ce moteur gère les clés étrangères et les transactions. Étant donné que nous nous servirons des clés étrangères dès la deuxième partie, c'est celui-là que nous allons utiliser.  
De plus, en cas de crash du serveur, il possède un système de récupération automatique des données.

#### Préciser un moteur lors de la création de la table

Pour qu'une table utilise le moteur de notre choix, il suffit d'ajouter ceci à la fin de la commande de création :

ENGINE = moteur;

En remplaçant bien sûr "moteur" par le nom du moteur que nous voulons utiliser, ici InnoDB :

ENGINE = INNODB;

### Syntaxe de CREATE TABLE

Avant de voir la syntaxe permettant de créer une table, résumons un peu. Nous voulons donc créer une table Animal avec six colonnes telles que décrites dans le tableau suivant

##### Création de la table

CREATE TABLE [IF NOT EXISTS] Nom\_table (

colonne1 description\_colonne1,

[colonne2 description\_colonne2,

colonne3 description\_colonne3,

...,]

[PRIMARY KEY (colonne\_clé\_primaire)]

)

[ENGINE=moteur];

Le IF NOT EXISTS  est facultatif (d'où l'utilisation de crochets [ ]), et a le même rôle que dans la commande CREATE DATABASE  : si une table de ce nom existe déjà dans la base de données, la requête renverra un warning plutôt qu'une erreur si IF NOT EXISTS  est spécifié.  
Ce n'est pas non plus une erreur de ne pas préciser la clé primaire directement à la création de la table. Il est tout à fait possible de l'ajouter par la suite. Nous verrons comment un peu plus tard.

##### Définition des colonnes

Pour définir une colonne, il faut donc donner son nom en premier, puis sa description. La description est constituée au minimum du type de la colonne. Exemple :

nom *VARCHAR*(30),

sexe *CHAR*(1)

#### Application : création de Animal

Si l'on met tout cela ensemble pour créer la table Animal (je rappelle que nous utiliserons le moteur InnoDB), on a donc :

CREATE TABLE Animal (

id SMALLINT UNSIGNED NOT NULL AUTO\_INCREMENT,

espece *VARCHAR*(40) NOT NULL,

sexe *CHAR*(1),

date\_naissance DATETIME NOT NULL,

nom *VARCHAR*(30),

commentaires *TEXT*,

PRIMARY KEY (id)

)

ENGINE=INNODB;

## Modifiez une table

La création et la suppression de tables étant acquises, parlons maintenant des requêtes permettant de modifier une table.  
Plus précisément, ce chapitre portera sur la modification des colonnes d'une table (ajout d'une colonne, modification, suppression de colonnes).  
Il est possible de modifier d'autres éléments (des contraintes ou des index, par exemple), mais cela nécessite des notions que vous ne possédez pas encore, aussi n'en parlerai-je pas ici.

Notez qu'idéalement, il faut penser à l'avance à la structure de votre base et créer toutes vos tables directement et proprement, de manière à ne les modifier qu'exceptionnellement.

### Syntaxe de la requête

Lorsque l'on modifie une table, on peut vouloir lui ajouter, retirer ou modifier quelque chose. Dans les trois cas, c'est la commande ALTER TABLE  qui sera utilisée, une variante existant pour chacune des opérations :

ALTER TABLE nom\_table ADD ... -- permet d'ajouter quelque chose (une colonne par exemple)

ALTER TABLE nom\_table DROP ... -- permet de retirer quelque chose

ALTER TABLE nom\_table CHANGE ...

ALTER TABLE nom\_table MODIFY ... -- permettent de modifier une colonne

##### Créons une table pour faire joujou

Dans la seconde partie de ce tutoriel, nous devrons faire quelques modifications sur notre table Animal, mais en attendant, je vous propose d'utiliser la table suivante, si vous avez envie de tester les différentes possibilités d'ALTER TABLE  :

CREATE TABLE Test\_tuto (

id *INT* NOT NULL,

nom *VARCHAR*(10) NOT NULL,

PRIMARY KEY(id)

);

### Ajout et suppression d'une colonne

#### Ajout

On utilise la syntaxe suivante :

ALTER TABLE nom\_table

ADD [COLUMN] nom\_colonne description\_colonne;

Le [COLUMN]  est facultatif, donc, si à la suite de ADD  , vous ne précisez pas ce que vous voulez ajouter, MySQL considérera qu'il s'agit d'une colonne.  
description\_colonne  correspond à la même chose que lorsque l'on crée une table. Il contient le type de donnée et éventuellement NULL  ou NOT NULL, etc.

Ajoutons une colonne date\_insertion à notre table de test. Il s'agit d'une date, donc une colonne de type DATE  convient parfaitement. Disons que cette colonne ne peut pas être NULL  (si c'est dans la table, cela a forcément été inséré). Cela nous donne :

ALTER TABLE Test\_tuto

ADD COLUMN date\_insertion *DATE* NOT NULL;

Un petit DESCRIBE Test\_tuto;  vous permettra de vérifier les changements apportés.

#### Suppression

La syntaxe de ALTER TABLE ... DROP ...  est très simple :

ALTER TABLE nom\_table

DROP [COLUMN] nom\_colonne;

Comme pour les ajouts, le mot COLUMN  est facultatif. Par défaut, MySQL considérera que vous parlez d'une colonne.

**Exemple :** nous allons supprimer la colonne date\_insertion, que nous remercions pour son passage éclair dans le cours.

ALTER TABLE Test\_tuto

DROP COLUMN date\_insertion; -- Suppression de la colonne date\_insertion

### Modification de colonne

#### Changement du nom de la colonne

Vous pouvez utiliser la commande suivante pour changer le nom d'une colonne :

ALTER TABLE nom\_table

CHANGE ancien\_nom nouveau\_nom description\_colonne;

Par exemple, pour renommer la colonne nom en prenom, vous pouvez écrire :

ALTER TABLE Test\_tuto

CHANGE nom prenom *VARCHAR*(10) NOT NULL;

Attention, la description de la colonne doit être complète, sinon elle sera également modifiée. Si vous ne précisez pas NOT NULL  dans la commande précédente, prenom pourra contenir NULL, alors que, du temps où elle s'appelait nom, cela lui était interdit.

#### Changement du type de données

Les mots-clés CHANGE  et MODIFY  peuvent être utilisés pour changer le type de donnée de la colonne, mais aussi changer la valeur par défaut ou ajouter/supprimer une propriété AUTO\_INCREMENT. Si vous utilisez CHANGE, vous pouvez, comme on vient de le voir, renommer la colonne en même temps. Si vous ne désirez pas la renommer, il suffit d'indiquer deux fois le même nom.  
Voici les syntaxes possibles :

ALTER TABLE nom\_table

CHANGE ancien\_nom nouveau\_nom nouvelle\_description;

ALTER TABLE nom\_table

MODIFY nom\_colonne nouvelle\_description;

Des exemples pour illustrer :

ALTER TABLE Test\_tuto

CHANGE prenom nom *VARCHAR*(30) NOT NULL; -- Changement du type + changement du nom

ALTER TABLE Test\_tuto

CHANGE id id *BIGINT* NOT NULL; -- Changement du type sans renommer

ALTER TABLE Test\_tuto

MODIFY id *BIGINT* NOT NULL AUTO\_INCREMENT; -- Ajout de l'auto-incrémentation

ALTER TABLE Test\_tuto

MODIFY nom *VARCHAR*(30) NOT NULL DEFAULT 'Blabla'; -- Changement de la description (même type mais ajout d'une valeur par défaut)

Il existe pas mal d'autres possibilités et combinaisons pour la commande ALTER TABLE  , mais en faire la liste complète ne rentre pas dans le cadre de ce cours. Si vous ne trouvez pas votre bonheur ici, je vous conseille de le chercher dans la [documentation officielle](https://dev.mysql.com/doc/refman/5.5/en/alter-table.html).

## Insérez des données

Ce chapitre est consacré à l'insertion de données dans une table. Rien de bien compliqué, mais c'est évidemment crucial. En effet, que serait une base de données sans données ?

Nous verrons entre autres :

* comment insérer une ligne dans une table ;
* comment insérer plusieurs lignes dans une table ;
* comment exécuter des requêtes SQL écrites dans un fichier (requêtes d'insertion ou autres) ;
* comment insérer dans une table des lignes définies dans un fichier de format particulier.

Et pour terminer, nous peuplerons notre table Animal d'une soixantaine de petites bestioles sur lesquelles nous pourrons tester toutes sortes de requêtes dans la suite de ce tutoriel. ![:diable:](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABMAAAAWCAMAAAFiRGfbAAAAb1BMVEX//a74Njb/x3D/6pj/tl3/wWn/+an/7p3/3Yn/vWX/0Xz/tFr/9KP/+6z/1X//7Jr//7DmolD/9qX/2YTXCAj/5JH/umGUlJT6ZWX/znf/uF//y3T/xG3/4Y3Xl0sKAQH/sliodjr///8AAAD////iY+9OAAAAJXRSTlP///////////////////////////////////////////////8AP89CTwAAAPRJREFUGBk1wQdywzAQBMFlVM7OAcDd7P/faLJU7pZtQZOxbClVvuRxfiDYc5CNLa/EPBTrku892rMDuVEsG1uuldao1XLoCuefsHidIzPGhhzkgrBsUwq25epVtdwRLegsd8fTcfvZWRyviM8RxRzvSYyh20a5yakVxTa3/ZgtxJSrHTIHoMeyiRLY8qLzQnZ9qTYru75UW3btujpsNsPv41w/Pqotm/Eu0GmA/VSwZS6zrpFJZnz3Xw2L23BXJCRkTIdWELft68Dpfnn0uzdaawWZfk8mq0zahGVT3iBXsCvY8oJoi8N0DryQn6ADP8n/8L8/9bEuZuyTZI4AAAAASUVORK5CYII=)

### Syntaxe de INSERT

Deux possibilités s'offrent à nous lorsque l'on veut insérer une ligne dans une table : soit donner une valeur pour chaque colonne de la ligne, soit ne donner les valeurs que de certaines colonnes, auquel cas il faut bien sûr préciser de quelles colonnes il s'agit.

#### Insertion sans préciser les colonnes

Je rappelle pour les distraits que notre table Animal est composée de six colonnes : id, espece, sexe, date\_naissance, nom et commentaires.

Voici donc la syntaxe à utiliser pour insérer une ligne dans Animal, sans renseigner les colonnes pour lesquelles on donne une valeur (implicitement, MySQL considère que l'on donne une valeur pour chaque colonne de la table).

INSERT INTO Animal

VALUES (1, 'chien', 'M', '2010-04-05 13:43:00', 'Rox', 'Mordille beaucoup');

**Deuxième exemple :** cette fois-ci, on ne connaît pas le sexe et on n'a aucun commentaire à faire sur la bestiole.

INSERT INTO Animal

VALUES (2, 'chat', NULL, '2010-03-24 02:23:00', 'Roucky', NULL);

**Troisième et dernier exemple :** on donne NULL  comme valeur d'id, ce qui en principe est impossible puisque id est défini comme NOT NULL  et comme clé primaire. Cependant, l'auto-incrémentation fait que MySQL va calculer tout seul comme un grand quel id il faut donner à la ligne (ici : 3).

INSERT INTO Animal

VALUES (NULL , 'chat', 'F', '2010-09-13 15:02:00', 'Schtroumpfette', NULL);

#### Insertion en précisant les colonnes

Dans la requête, nous allons donc écrire explicitement à quelle(s) colonne(s) nous donnons une valeur. Ceci va permettre deux choses :

* On ne doit plus donner les valeurs dans l'ordre de création des colonnes, mais dans l'ordre précisé par la requête.
* On n'est plus obligé de donner une valeur à chaque colonne ; plus besoin de NULL  lorsque l'on n'a pas de valeur à mettre.

Quelques exemples :

INSERT INTO Animal (espece, sexe, date\_naissance)

VALUES ('tortue', 'F', '2009-08-03 05:12:00');

INSERT INTO Animal (nom, commentaires, date\_naissance, espece)

VALUES ('Choupi', 'Né sans oreille gauche', '2010-10-03 16:44:00', 'chat');

INSERT INTO Animal (espece, date\_naissance, commentaires, nom, sexe)

VALUES ('tortue', '2009-06-13 08:17:00', 'Carapace bizarre', 'Bobosse', 'F');

Ce qui vous donne trois animaux supplémentaires (donc six en tout, il faut suivre !)

#### Insertion multiple

Si vous avez plusieurs lignes à introduire, il est possible de le faire en une seule requête de la manière suivante :

INSERT INTO Animal (espece, sexe, date\_naissance, nom)

VALUES ('chien', 'F', '2008-12-06 05:18:00', 'Caroline'),

('chat', 'M', '2008-09-11 15:38:00', 'Bagherra'),

('tortue', NULL, '2010-08-23 05:18:00', NULL);

Bien entendu, vous êtes alors obligé de préciser les mêmes colonnes pour chaque entrée, quitte à mettre NULL  pour certaines. Mais avouez que cela fait quand même moins à écrire !

### Syntaxe alternative de MySQL

MySQL propose une syntaxe alternative à INSERT INTO ... VALUES ...  pour insérer des données dans une table.

INSERT INTO Animal

*SET* nom='Bobo', espece='chien', sexe='M', date\_naissance='2010-07-21 15:41:00';

Cette syntaxe présente deux avantages.

* Le fait d'avoir l'un à côté de l'autre la colonne et la valeur qu'on lui attribue (nom = 'Bobo') rend la syntaxe plus lisible et plus facile à manipuler. En effet, ici, il n'y a que six colonnes, mais imaginez une table avec 20, voire 100 colonnes. Difficile d'être sûr que l'ordre dans lequel on a déclaré les colonnes est bien le même que l'ordre des valeurs qu'on leur donne…
* Elle est très semblable à la syntaxe de UPDATE, que nous verrons plus tard et qui permet de modifier des données existantes. C'est donc moins de choses à retenir (mais bon, une requête de plus ou de moins, ce n'est pas non plus énorme…).

Cependant, cette syntaxe alternative présente également des défauts, qui pour moi sont plus importants que les avantages apportés. C'est pourquoi je vous déconseille de l'utiliser. Je vous la montre surtout pour que vous ne soyez pas surpris si vous la rencontrez quelque part.

En effet, cette syntaxe présente deux défauts majeurs.

* Elle est propre à MySQL. Ce n'est pas du SQL pur. De ce fait, si vous décidez un jour de migrer votre base vers un autre SGBDR, vous devrez réécrire toutes les requêtes INSERT  utilisant cette syntaxe.
* Elle ne permet pas l'insertion multiple.

### Utilisation de fichiers externes

Maintenant que vous savez insérer des données, je vous propose de remplir un peu cette table, histoire que l'on puisse s'amuser par la suite.  
Rassurez-vous, je ne vais pas vous demander d'inventer cinquante bestioles et d'écrire une à une les requêtes permettant de les insérer. Je vous ai prémâché le boulot. De plus, cela nous permettra d'avoir, à vous et à moi, la même chose dans notre base. Ce sera ainsi plus facile de vérifier que vos requêtes font bien ce qu'elles doivent faire.  
Et pour éviter d'écrire vous-même toutes les requêtes d'insertion, nous allons donc voir comment on peut utiliser un fichier texte pour interagir avec notre base de données.

#### Exécuter des commandes SQL à partir d'un fichier

Écrire toutes les commandes à la main dans la console peut vite devenir pénible. Quand c'est une petite requête, pas de problème. Mais quand vous avez une longue requête, ou beaucoup de requêtes à faire, cela peut être assez long.

Une solution sympathique est d'écrire les requêtes dans un fichier texte, puis de dire à MySQL d'exécuter les requêtes contenues dans ce fichier. Et pour lui dire cela, c'est facile :

SOURCE monFichier.sql;

Ou

\. monFichier.sql;

Ces deux commandes sont équivalentes et vont exécuter le fichiermonFichier.sql. Il n'est pas indispensable de lui donner l'extension .sql, mais je préfère le faire pour repérer mes fichiers SQL directement. De plus, si vous utilisez un éditeur de texte un peu plus évolué que le bloc-note (ou textEdit sur Mac), cela colorera votre code SQL, ce qui vous facilitera aussi les choses.

Attention : si vous ne lui indiquez pas le chemin, MySQL va aller chercher votre fichier dans le dossier où vous étiez lors de votre connexion.

**Exemple :** on donne le chemin complet vers le fichier.

SOURCE Users\taguan\dossierX\monFichier.sql;

Si vous utilisez Windows, utilisez "/" au lieu de "\"

SOURCE C:/"Document and Settings"/dossierX/monFichier.sql;

#### Insérer des données à partir d'un fichier formaté

Par fichier formaté, j'entends un fichier qui suit certaines règles de format. Un exemple typique serait les fichiers .csv. Ces fichiers contiennent un certain nombre de données et sont organisés en tables. Chaque ligne correspond à une entrée, et les colonnes de la table sont séparées par un caractère défini (souvent une virgule ou un point-virgule). Ceci, par exemple, est un format csv :

nom;prenom;date\_naissance

Charles;Myeur;1994-12-30

Bruno;Debor;1978-05-12

Mireille;Franelli;1990-08-23

Ce type de fichier est facile à produire (et à lire) avec un logiciel de type tableur (Microsoft Excel, ExcelViewer, Numbers…). La bonne nouvelle est qu'il est aussi possible de lire ce type de fichier avec MySQL, afin de remplir une table avec les données contenues dans le fichier.  
La commande SQL permettant cela est LOAD DATA INFILE, dont voici la syntaxe :

LOAD DATA [LOCAL] INFILE 'nom\_fichier'

INTO TABLE nom\_table

[FIELDS

[TERMINATED BY '\t']

[ENCLOSED BY '']

[ESCAPED BY '\\' ]

]

[LINES

[STARTING BY '']

[TERMINATED BY '\n']

]

[IGNORE nombre LINES]

[(nom\_colonne,...)];

Le mot-clé LOCAL  sert à spécifier si le fichier se trouve côté client (dans ce cas, on utilise LOCAL) ou côté serveur (auquel cas, on ne met pas LOCAL  dans la commande). Si le fichier se trouve du côté du serveur, il est obligatoire, pour des raisons de sécurité, qu'il soit dans le répertoire de la base de données, c'est-à-dire dans le répertoire créé par MySQL à la création de la base de données, qui contient les fichiers dans lesquels sont stockées les données de la base. Pour ma part, j'utiliserai toujours LOCAL, afin de pouvoir mettre simplement mes fichiers dans mon dossier de travail.

Les clauses FIELDS  et LINES  permettent de définir le format de fichier utilisé. FIELDS  se rapporte aux colonnes, et LINES  aux lignes (si si ![^^](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABMAAAATCAMAAAEyifZoAAAAYFBMVEX/2YT/3Yn/+an/6pj/tFr/vWX/1X//0Xz/5JH/7p3/+6z/umH/xG3/9qX/znf/uF//7JrmolD/9KP/4Y3/86L/y3T/wWn/tl3/x3DXl0v//a7//7Codjr/slgAAAD///+snGuFAAAAIHRSTlP/////////////////////////////////////////AFxcG+0AAADkSURBVBhXXU9HcsUwFMLdv9j+VbakB9z/lll4skh2MDAUWIYqYRo2ygGN8FIgeExMsGVDpUtGV+ckHOtOw+xl2Oou71E2/CiqHx001HTXx3EjBeu2ixxk2LZk27At6URx6RA2vJd6baZsqK0q+m7Cc6m1He99xnNeFgwbMzRNx42k4HwTyWzYQab4l2xbCpJx1p7q/mqv7atrsObTp3iVWmstn2Zc73vIUDzaErVGCaxx7AxBz/nSllquF3xT2sksKKYG77mZjmHvSfYhWJHudw1bT5Ic4ryufHJuR/6zL+f8u+8HQ3ghT97cZvMAAAAASUVORK5CYII=) ). Ces deux clauses sont facultatives. Les valeurs que j'ai mises ci-dessus sont les valeurs par défaut.

Si vous précisez une clause FIELDS, il faut lui donner au moins une des trois "sous-clauses".

* TERMINATED BY, qui définit le caractère séparant les colonnes, entre guillemets bien sûr. '\t'  correspond à une tabulation. C'est le caractère par défaut.
* ENCLOSED BY, qui définit le caractère entourant les valeurs dans chaque colonne (vide par défaut).
* ESCAPED BY, qui définit le caractère d'échappement pour les caractères spéciaux. Si par exemple vous définissez vos valeurs comme entourées d'apostrophes, mais que certaines valeurs contiennent des apostrophes, il faut échapper ces apostrophes "internes" afin qu'elles ne soient pas considérées comme un début ou une fin de valeur. Par défaut, il s'agit du \ habituel. Remarquez qu'il faut lui-même l'échapper dans la clause.

De même pour LINES, si vous l'utilisez, il faut lui donner une ou deux sous-clauses.

* STARTING BY, qui définit le caractère de début de ligne (vide par défaut).
* TERMINATED BY, qui définit le caractère de fin de ligne ('\n'  par défaut, mais attention, les fichiers générés sous Windows ont souvent '\r\n'  comme caractère de fin de ligne).

La clause IGNORE nombre LINES  permet… d'ignorer un certain nombre de lignes. Par exemple, si la première ligne de votre fichier contient les noms des colonnes, vous ne voulez pas l'insérer dans votre table. Il suffit alors d'utiliser IGNORE 1 LINES.

Enfin, vous pouvez préciser le nom des colonnes présentes dans votre fichier. Attention, évidemment, à ce que les colonnes absentes acceptent NULL  ou soient auto-incrémentées.

Je reprends mon exemple, en imaginant que nous ayons une table Personne contenant les colonnes id (clé primaire auto-incrémentée), nom, prenom, date\_naissance et adresse (qui peut être NULL).

nom;prenom;date\_naissance

Charles;Myeur;1994-12-30

Bruno;Debor;1978-05-12

Mireille;Franelli;1990-08-23

Si ce fichier est enregistré sous le nom personne.csv, il vous suffit d'exécuter la commande suivante pour enregistrer ces trois lignes dans la table Personne, en spécifiant si nécessaire le chemin complet vers personne.csv :

LOAD DATA LOCAL INFILE 'personne.csv'

INTO TABLE Personne

FIELDS TERMINATED BY ';'

LINES TERMINATED BY '\n' -- ou '\r\n' selon l'ordinateur et le programme utilisés pour créer le fichier

IGNORE 1 LINES

(nom,prenom,date\_naissance);

### Remplissage de la base

Nous allons utiliser les deux techniques que je viens de vous montrer pour remplir un peu notre base. N'oubliez pas de modifier les commandes données pour ajouter le chemin vers vos fichiers.

#### Exécution de commandes SQL

Voici donc le code que je vous demande de copier-coller dans votre éditeur de texte préféré, puis de sauver sous le nom remplissageAnimal.sql (ou un autre nom de votre choix).

INSERT INTO Animal (espece, sexe, date\_naissance, nom, commentaires) VALUES

('chien', 'F', '2008-02-20 15:45:00' , 'Canaille', NULL),

('chien', 'F','2009-05-26 08:54:00' , 'Cali', NULL),

('chien', 'F','2007-04-24 12:54:00' , 'Rouquine', NULL),

('chien', 'F','2009-05-26 08:56:00' , 'Fila', NULL),

('chien', 'F','2008-02-20 15:47:00' , 'Anya', NULL),

('chien', 'F','2009-05-26 08:50:00' ,'Louya' , NULL),

('chien', 'F', '2008-03-10 13:45:00','Welva' , NULL),

('chien', 'F','2007-04-24 12:59:00' ,'Zira' , NULL),

('chien', 'F', '2009-05-26 09:02:00','Java' , NULL),

('chien', 'M','2007-04-24 12:45:00' ,'Balou' , NULL),

('chien', 'M','2008-03-10 13:43:00' ,'Pataud' , NULL),

('chien', 'M','2007-04-24 12:42:00' , 'Bouli', NULL),

('chien', 'M', '2009-03-05 13:54:00','Zoulou' , NULL),

('chien', 'M','2007-04-12 05:23:00' ,'Cartouche' , NULL),

('chien', 'M', '2006-05-14 15:50:00', 'Zambo', NULL),

('chien', 'M','2006-05-14 15:48:00' ,'Samba' , NULL),

('chien', 'M', '2008-03-10 13:40:00','Moka' , NULL),

('chien', 'M', '2006-05-14 15:40:00','Pilou' , NULL),

('chat', 'M','2009-05-14 06:30:00' , 'Fiero', NULL),

('chat', 'M','2007-03-12 12:05:00' ,'Zonko', NULL),

('chat', 'M','2008-02-20 15:45:00' , 'Filou', NULL),

('chat', 'M','2007-03-12 12:07:00' , 'Farceur', NULL),

('chat', 'M','2006-05-19 16:17:00' ,'Caribou' , NULL),

('chat', 'M','2008-04-20 03:22:00' , 'Capou', NULL),

('chat', 'M','2006-05-19 16:56:00' , 'Raccou', 'Pas de queue depuis la naissance');

Vous n'avez alors qu'à taper :

SOURCE remplissageAnimal.sql;

#### LOAD DATA INFILE

À nouveau, copiez-collez le texte ci-dessous dans votre éditeur de texte, et enregistrez le fichier. Cette fois, sous le nom animal.csv.

"chat";"M";"2009-05-14 06:42:00";"Boucan";NULL

"chat";"F";"2006-05-19 16:06:00";"Callune";NULL

"chat";"F";"2009-05-14 06:45:00";"Boule";NULL

"chat";"F";"2008-04-20 03:26:00";"Zara";NULL

"chat";"F";"2007-03-12 12:00:00";"Milla";NULL

"chat";"F";"2006-05-19 15:59:00";"Feta";NULL

"chat";"F";"2008-04-20 03:20:00";"Bilba";"Sourde de l'oreille droite à 80%"

"chat";"F";"2007-03-12 11:54:00";"Cracotte";NULL

"chat";"F";"2006-05-19 16:16:00";"Cawette";NULL

"tortue";"F";"2007-04-01 18:17:00";"Nikki";NULL

"tortue";"F";"2009-03-24 08:23:00";"Tortilla";NULL

"tortue";"F";"2009-03-26 01:24:00";"Scroupy";NULL

"tortue";"F";"2006-03-15 14:56:00";"Lulla";NULL

"tortue";"F";"2008-03-15 12:02:00";"Dana";NULL

"tortue";"F";"2009-05-25 19:57:00";"Cheli";NULL

"tortue";"F";"2007-04-01 03:54:00";"Chicaca";NULL

"tortue";"F";"2006-03-15 14:26:00";"Redbul";"Insomniaque"

"tortue";"M";"2007-04-02 01:45:00";"Spoutnik";NULL

"tortue";"M";"2008-03-16 08:20:00";"Bubulle";NULL

"tortue";"M";"2008-03-15 18:45:00";"Relou";"Surpoids"

"tortue";"M";"2009-05-25 18:54:00";"Bulbizard";NULL

"perroquet";"M";"2007-03-04 19:36:00";"Safran";NULL

"perroquet";"M";"2008-02-20 02:50:00";"Gingko";NULL

"perroquet";"M";"2009-03-26 08:28:00";"Bavard";NULL

"perroquet";"F";"2009-03-26 07:55:00";"Parlotte";NULL

Attention, le fichier doit se terminer par un saut de ligne !

Exécutez ensuite la commande suivante :

LOAD DATA LOCAL INFILE 'animal.csv'

INTO TABLE Animal

FIELDS TERMINATED BY ';' ENCLOSED BY '"'

LINES TERMINATED BY '\n' -- ou '\r\n' selon l'ordinateur et le programme utilisés pour créer le fichier

(espece, sexe, date\_naissance, nom, commentaires);

## Sélectionnez des données

Comme son nom l'indique, ce chapitre traitera de la sélection et de l'affichage de données.

Au menu :

* syntaxe de la requête SELECT  (que vous avez déjà croisée il y a quelque temps) ;
* sélection de données répondant à certaines conditions ;
* tri des données ;
* élimination des données en double ;
* récupération d'une partie des données seulement (uniquement les 10 premières lignes, par exemple).
* **Exemple :**
* SELECT 'Hello World !';
* SELECT 3+2;
* SELECT  permet également de sélectionner des données à partir d'une table. Pour cela, il faut ajouter une clause à la commande SELECT  : la clause FROMqui définit de quelle structure (dans notre cas, une table) viennent les données.
* SELECT colonne1, colonne2, ...
* FROM nom\_table;
* Par exemple, si l'on veut sélectionner l'espèce, le nom et le sexe des animaux présents dans la table Animal, on utilisera :
* SELECT espece, nom, sexe
* FROM Animal;

#### Sélectionner toutes les colonnes

* Si vous désirez sélectionner toutes les colonnes, vous pouvez utiliser le caractère \* dans votre requête :
* SELECT \*
* FROM Animal;

### La clause WHERE

La clause WHERE  ("où" en anglais) permet de restreindre les résultats selon des critères de recherche. On peut par exemple vouloir ne sélectionner que les chiens :

SELECT \*

FROM Animal

WHERE espece='chien';

SELECT \*

FROM Animal

WHERE date\_naissance < '2008-01-01'; -- Animaux nés avant 2008

SELECT \*

FROM Animal

WHERE espece <> 'chat'; -- Tous les animaux sauf les chats

Voici quelques exemples, sûrement plus efficaces qu'un long discours.

##### AND

Je veux sélectionner toutes les chattes. Je veux donc sélectionner les animaux qui sont à la fois des chats ET des femelles. J'utilise l'opérateur AND  :

SELECT \*

FROM Animal

WHERE espece='chat'

AND sexe='F';

-- OU

SELECT \*

FROM Animal

WHERE espece='chat'

&& sexe='F';

##### OR

Sélection des tortues et des perroquets. Je désire donc obtenir les animaux qui sont des tortues OU des perroquets :

SELECT \*

FROM Animal

WHERE espece='tortue'

OR espece='perroquet';

-- OU

SELECT \*

FROM Animal

WHERE espece='tortue'

|| espece='perroquet';

##### NOT

Sélection de tous les animaux femelles sauf les chiennes.

SELECT \*

FROM Animal

WHERE sexe='F'

AND NOT espece='chien';

-- OU

SELECT \*

FROM Animal

WHERE sexe='F'

AND ! (espece='chien');

Les parenthèses sont indispensables dans le cas du  !  , sinon il porte uniquement sur espece. Oublier les parenthèses revient à faire  WHERE (NOT espece) = 'chien'  , ce qui n'a pas de sens.

##### XOR

Sélection des animaux qui sont soit des mâles, soit des perroquets (mais pas les deux) :

SELECT \*

FROM Animal

WHERE sexe='M'

XOR espece='perroquet';

**Exercice/Exemple**

Alors, imaginons une requête bien tordue…

Je voudrais les animaux qui sont soit nés après 2009, soit des chats mâles ou femelles, mais dans le cas des femelles, elles doivent être nées avant juin 2007.

Je vous conseille d'essayer d'écrire cette requête tout seul. Si vous n'y arrivez pas, voici une petite aide : l'astuce, c'est de penser en niveaux. Je vais donc découper ma requête.

Je cherche :

* les animaux nés après 2009 ;
* les chats mâles et femelles (uniquement nées avant juin 2007 pour les femelles).

C'est mon premier niveau. L'opérateur logique sera OR  puisqu'il faut que les animaux répondent à un seul des deux critères pour être sélectionnés.

On continue à découper. Le premier critère ne peut plus être subdivisé, contrairement au deuxième. Je cherche :

* les animaux nés après 2009 ;
* les chats :
  + mâles ;
  + et femelles nées avant juin 2007.

Et voilà, vous avez bien défini les différents niveaux, il n'y a plus qu'à écrire la requête avec les bons opérateurs logiques !

SELECT \*

FROM Animal

WHERE date\_naissance > '2009-12-31'

OR

( espece='chat'

AND

( sexe='M'

OR

( sexe='F' AND date\_naissance < '2007-06-01' )

)

);

**Le cas de NULL**

Vous vous souvenez sans doute de la liste des opérateurs de comparaison que je vous ai présentée (sinon, retournez au début de la partie sur la clause WHERE). Vous avez probablement été un peu étonné de voir dans cette liste l'opérateur <=> : égal (valable aussi pour NULL). D'autant plus que j'ai fait un peu semblant de rien et je ne vous ai pas donné d'explication sur cette mystérieuse précision "aussi valable pour NULL" ![:-°](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABQAAAATCAMAAAHQVe0RAAAAb1BMVEX/wWn/3Yn/2YT/x3D/tFr/+an/0Hv/6pj/xG3/7p3/+6z/9qX/5JH/////umH/vWXmolDtp1X/uF//9KP/1X//7Jo1NTWUlJTkoFD/y3T/4Y3/0Xz/tl2odjr//a7Xl0uldTz//7D/slgAAAD///9tXTN5AAAAJXRSTlP///////////////////////////////////////////////8AP89CTwAAAO1JREFUGBkdwQWCwlAQRMGO4w5ryZd5ff8zbqBKxqKGHMhW6kSR96lFfiiKbGyRJllTPQh14xxZjiuWzbTlgS0/U63QhUUz7Z7dKQKZ09xHXHORV+CVbANeyV62tItteU511/xhi6FWGm5Yl32tw2PTZ+ty2O/b8y2wGMfuFBEv5HzqIyIXZJeI7wKWbcAr+Q2WiFjAH7LNfB923KemBbySWe6prr5ovtjMC7ZYnkOqq+OxPR67ORYsLoftkGrabdsfaY7IWJSxaX8Pzdid5z7eMjJFm43Otz4+XhRkm9zHxzXnUgqW36DknAv44x8yiyihQ+fbJgAAAABJRU5ErkJggg==) . Mais je vais me rattraper maintenant !  
C'est très simple, le marqueur NULL  (qui représente donc "pas de valeur") est un peu particulier. En effet, vous ne pouvez pas tester directement colonne = NULL. Essayons donc :

SELECT \*

FROM Animal

WHERE nom = NULL; -- sélection des animaux sans nom

SELECT \*

FROM Animal

WHERE commentaires <> NULL; -- sélection des animaux pour lesquels un commentaire existe

Comme vous pouvez vous en douter après ma petite introduction, ces deux requêtes ne renvoient pas les résultats que l'on pourrait espérer. En fait, elles ne renvoient aucun résultat. C'est donc ici qu'intervient notre opérateur de comparaison un peu spécial <=> qui permet de reconnaître NULL. Une autre possibilité est d'utiliser les mots-clés IS NULL, et si l'on veut exclure les NULL  : IS NOT NULL. Nous pouvons donc réécrire nos requêtes, correctement cette fois-ci :

SELECT \*

FROM Animal

WHERE nom <=> NULL; -- sélection des animaux sans nom

-- OU

SELECT \*

FROM Animal

WHERE nom IS NULL;

SELECT \*

FROM Animal

WHERE commentaires IS NOT NULL; -- sélection des animaux pour lesquels un commentaire existe

### Tri des données

Lorsque vous faites un SELECT, les données sont récupérées dans un ordre défini par MySQL, mais qui n'a aucun sens pour vous. Vous avez sans doute l'impression que MySQL renvoie tout simplement les lignes dans l'ordre dans lequel elles ont été insérées, mais ce n'est pas exactement le cas. En effet, si vous supprimez des lignes, puis en ajoutez de nouvelles, les nouvelles lignes pourraient remplacer les anciennes dans l'ordre de MySQL. Or, bien souvent, vous voudrez trier à votre manière. Par date de naissance par exemple, ou bien par espèce, ou par sexe, etc.

Pour trier vos données, c'est très simple, il suffit d'ajouter ORDER BY tri  à votre requête (après les critères de sélection de WHERE  s'il y en a) et de remplacer "tri" par la colonne sur laquelle vous voulez trier vos données bien sûr.

Par exemple, pour trier par date de naissance :

SELECT \*

FROM Animal

WHERE espece='chien'

ORDER BY date\_naissance;

Et hop ! Vos données sont triées, les plus vieux chiens sont récupérés en premier, les jeunes à la fin.

#### Tri ascendant ou descendant

Tout cela est bien beau, j'ai mes chiens triés du plus vieux au plus jeune. Et si je veux le contraire ?  
Pour déterminer le sens du tri effectué, SQL possède deux mots-clés : ASC  pour ascendant, etDESC  pour descendant. Par défaut, si vous ne précisez rien, c'est un tri ascendant qui est effectué : du plus petit nombre au plus grand, de la date la plus ancienne à la plus récente, et pour les chaînes de caractères et les textes, c'est l'ordre alphabétique normal qui est utilisé.  
Si, par contre, vous utilisez le mot DESC, l'ordre est inversé : plus grand nombre d'abord, date la plus récente d'abord, et ordre anti-alphabétique pour les caractères.

Petit cas particulier : les ENUM  sont des chaînes de caractères, mais sont triés selon l'ordre dans lequel les possibilités ont été définies. Si par exemple on définit une colonne exemple ENUM('a', 'd', 'c', 'b'), l'ordre ASC  sera 'a', 'd', 'c' puis 'b' et l'ordre DESC  'b', 'c', 'd' suivi de 'a'.

SELECT \*

FROM Animal

WHERE espece='chien'

AND nom IS NOT NULL

ORDER BY nom DESC;

#### Trier sur plusieurs colonnes

Il est également possible de trier sur plusieurs colonnes. Par exemple, si vous voulez que les résultats soient triés par espèce et, dans chaque espèce, triés par date de naissance, il suffit de donner les deux colonnes correspondantes à ORDER BY  :

SELECT \*

FROM Animal

ORDER BY espece, date\_naissance;

L'ordre dans lequel vous donnez les colonnes est important, le tri se fera d'abord sur la première colonne donnée, puis sur la seconde, etc.

Vous pouvez trier sur autant de colonnes que vous voulez.

### Éliminer les doublons

Il peut arriver que MySQL vous donne plusieurs fois le même résultat. Non pas parce que MySQL fait des bêtises, mais tout simplement parce que certaines informations sont présentes plusieurs fois dans la table.

Petit exemple très parlant : vous voulez savoir quelles sont les espèces que vous possédez dans votre élevage. Facile, une petite requête :

SELECT espece

FROM Animal;

En effet, vous allez bien récupérer toutes les espèces que vous possédez, mais si vous avez 500 chiens, vous allez récupérer 500 lignes 'chien'.  
Un peu embêtant lorsque la table devient bien remplie.

Heureusement, il y a une solution : le mot-clé DISTINCT.  
Ce mot-clé se place juste après SELECT  et permet d'éliminer les doublons.

SELECT DISTINCT espece

FROM Animal;

Ceci devrait gentiment vous ramener quatre lignes avec les quatre espèces qui se trouvent dans la table. C'est quand même plus clair, non ?

Attention, cependant : pour éliminer un doublon, il faut que toute la ligne **sélectionnée** soit égale à une autre ligne du jeu de résultats. Cela peut paraître logique, mais cela en perd plus d'un. Ne seront donc prises en compte que les colonnes que vous avez précisées dans votre SELECT. Uniquement espece donc, dans notre exemple.

### Restreindre les résultats

En plus de restreindre une recherche en lui donnant des critères grâce à la clause WHERE, il est possible de restreindre le nombre de lignes récupérées.  
Cela se fait grâce à la clause LIMIT.

#### Syntaxe

LIMIT  s'utilise avec deux paramètres

* le nombre de lignes que l'on veut récupérer ;
* le décalage, introduit par le mot-clé OFFSET, qui indique à partir de quelle ligne on récupère les résultats. Ce paramètre est facultatif. S'il n'est pas précisé, il est mis à 0.

LIMIT nombre\_de\_lignes [OFFSET decalage];

**Exemple :**

SELECT \*

FROM Animal

ORDER BY id

LIMIT 6 OFFSET 0;

SELECT \*

FROM Animal

ORDER BY id

LIMIT 6 OFFSET 3;

Avec la première requête, vous devriez obtenir six lignes, les six plus petits id, puisque nous n'avons demandé aucun décalage (OFFSET 0).

**Exemple avec un seul paramètre :**

SELECT \*

FROM Animal

ORDER BY id

LIMIT 10;

Cette requête est donc équivalente à :

SELECT \*

FROM Animal

ORDER BY id

LIMIT 10 OFFSET 0;

#### Syntaxe alternative

MySQL accepte une autre syntaxe pour la clause LIMIT. Ce n'est cependant pas la norme SQL donc idéalement, vous devriez toujours utiliser la syntaxe officielle. Vous vous apercevrez toutefois que cette syntaxe est énormément usitée, je ne pouvais donc pas ne pas la mentionner.

SELECT \*

FROM Animal

ORDER BY id

LIMIT [decalage, ]nombre\_de\_lignes;

Tout comme pour la syntaxe officielle, le décalage n'est pas obligatoire, et vaudra 0 par défaut. Si vous le précisez, n'oubliez pas la virgule entre le décalage et le nombre de lignes désirées.

##### Rechercher '%' ou '\_'

Comment faire si vous cherchez une chaîne de caractères contenant % ou \_ ? Évidemment, si vous écrivez LIKE '%'  ou LIKE '\_', MySQL vous donnera absolument toutes les chaînes de caractères dans le premier cas, et toutes les chaînes de 1 caractère dans le deuxième.  
Il faut donc signaler à MySQL que vous ne désirez pas utiliser % ou \_ en tant que joker, mais bien en tant que caractère de recherche. Pour ça, il suffit de mettre le caractère d'échappement \, dont je vous ai déjà parlé, devant le % ou le \_.

**Exemple :**

SELECT \*

FROM Animal

WHERE commentaires LIKE '%\%%';

Résultat :

| **id** | **espece** | **sexe** | **date\_naissance** | **nom** | **commentaires** |
| --- | --- | --- | --- | --- | --- |
| 42 | chat | F | 2008-04-20 03:20:00 | Bilba | Sourde de l'oreille droite à 80% |

##### Exclure une chaîne de caractères

C'est logique, mais je précise quand même (et puis, cela fait un petit rappel) : l'opérateur logique NOT  est utilisable avec LIKE. Si l'on veut rechercher les animaux dont le nom ne contient pas la lettre a, on peut donc écrire :

SELECT \*

FROM Animal

WHERE nom NOT LIKE '%a%';

#### Sensibilité à la casse

Vous l'aurez peut-être remarqué en faisant des essais, LIKE 'chaîne de caractères'  n'est pas sensible à la casse (donc aux différences majuscules-minuscules). Pour rappel, ceci est dû à l'interclassement. Nous avons gardé l'interclassement par défaut du jeu de caractères UTF-8, qui n'est pas sensible à la casse.  
Si vous désirez faire une recherche sensible à la casse, vous pouvez définir votre chaîne de recherche comme une chaîne de type binaire, et non plus comme une simple chaîne de caractères :

SELECT \*

FROM Animal

WHERE nom LIKE '%Lu%'; -- insensible à la casse

SELECT \*

FROM Animal

WHERE nom LIKE *BINARY* '%Lu%'; -- sensible à la casse

#### Recherche dans les numériques

Vous pouvez bien entendu utiliser des chiffres dans une chaîne de caractères. Après tout, ce sont des caractères comme les autres. Par contre, utiliser LIKE  sur un type numérique (INT  , par exemple), c'est déjà plus étonnant.  
Et pourtant, MySQL le permet. Attention, cependant, il s'agit bien d'une particularité MySQL, qui prend souvent un malin plaisir à étendre la norme SQL pure.

LIKE '1%'  sur une colonne de type numérique trouvera donc des nombres comme 10, 1000, 153.

SELECT \*

FROM Animal

WHERE id LIKE '1%';

### Recherche dans un intervalle

Il est possible de faire une recherche sur un intervalle à l'aide uniquement des opérateurs de comparaison >= et <=. Par exemple, on peut rechercher les animaux qui sont nés entre le 5 janvier 2008 et le 23 mars 2009 de la manière suivante :

SELECT \*

FROM Animal

WHERE date\_naissance <= '2009-03-23'

AND date\_naissance >= '2008-01-05';

Cela fonctionne très bien. Cependant, SQL dispose d'un opérateur spécifique, pour les intervalles, qui pourrait vous éviter les erreurs d'inattention classiques (< au lieu de >, par exemple) en plus de rendre votre requête plus lisible et plus performante : BETWEEN minimum AND maximum  (between signifie "entre" en anglais). La requête précédente peut donc s'écrire :

SELECT \*

FROM Animal

WHERE date\_naissance BETWEEN '2008-01-05' AND '2009-03-23';

BETWEEN  peut s'utiliser avec des dates, mais aussi avec des nombres (BETWEEN 0 AND 100) ou avec des chaînes de caractères (BETWEEN 'a' AND 'd'), auquel cas c'est l'ordre alphabétique qui sera utilisé (toujours insensible à la casse sauf si l'on utilise des chaînes binaires :BETWEEN BINARY 'a' AND BINARY 'd').  
Bien évidemment, on peut aussi exclure un intervalle avec NOT BETWEEN.

### Set de critères

Le dernier opérateur à utiliser dans la clause WHERE  que nous verrons dans ce chapitre est IN. Ce petit mot de deux lettres, bien souvent méconnu des débutants, va probablement vous permettre d'économiser du temps et des lignes.

Imaginons que vous vouliez récupérer les informations des animaux répondant aux doux noms de Moka, Bilba, Tortilla, Balou, Dana, Redbul et Gingko. Jusqu'à maintenant, vous auriez sans doute fait quelque chose comme ça :

SELECT \*

FROM Animal

WHERE nom = 'Moka'

OR nom = 'Bilba'

OR nom = 'Tortilla'

OR nom = 'Balou'

OR nom = 'Dana'

OR nom = 'Redbul'

OR nom = 'Gingko';

Un peu fastidieux, non ![:(](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABMAAAATCAMAAAEyifZoAAAAZlBMVEX/tl3/tFr/3Yn/0Xz/1X//6pj/xG3/2YT/umH/vWX/znf/7p3/9qX/+an/9KP/5JHmolD/7Jr/uF//4Y3/+6yUlJT/y3T/86L/wWn/x3D//a7//7DXl0uodjr/slj///8AAAD///+C4duYAAAAInRSTlP///////////////////////////////////////////8ADdDDcQAAAONJREFUGBkFwYdhxDAAAzG6fe9ptiVRvP2XDCCCEgsj0L4ps7jtiZhXr4KAkmVFS8kabRcZ4SEIsly/5oB476X3eTPKuHy/t5MdkVMG5xwEkAAISAII2nU5NhDay/c4VZR76Xv//USvW0nPYah6PW+34/njqkzTdrIdUU+D7Yqg2WsDAUkAAZA02y0BQED0uCeP5HipAUTaYy+llP1vnC8HtaC0930v5Sf9J5dtk1uU1/N630vv197XVXaN0qbx+PUcp+2swfbQItLWw2FNktg+tyAgdbBt+7PVAAIgabXWlgDwD//OI8QnI6ulAAAAAElFTkSuQmCC) ? Eh bien, réjouissez-vous, car IN  est dans la place ! Cet opérateur vous permet de faire des recherches dans une liste de valeurs. Parfait pour nous, donc, qui voulons rechercher les animaux correspondant à une liste de noms. Voici la manière d'utiliser IN  :

SELECT \*

FROM Animal

WHERE nom IN ('Moka', 'Bilba', 'Tortilla', 'Balou', 'Dana', 'Redbul', 'Gingko');

### Sauvegarde d'une base de données

Il est bien utile de pouvoir sauvegarder facilement sa base de données, et très important de la sauvegarder régulièrement. Une mauvaise manipulation (ou un méchant pirate ![:pirate:](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABcAAAAWCAMAAAFrr8ehAAAAeFBMVEWwMg+odjr/3Yn/x3DXl0v//7DV1dU/PT3/wWn/tVv//a7/tFr/vWX/9qX/tl3/2YT/5JHmolD/7p3/0Xz/6pj/xG3/1X//umH/+an/7Jr/4Y2UlJT/y3T/uF//86L/+6zENQ6qqqre3t7/sljJRSD///8AAAD///8i/TJ3AAAAKHRSTlP///////////////////////////////////////////////////8AvqouGAAAAQ5JREFUGBllwVWS41AURMES2JKZGgcf3VP73+FIEfbXZMq2DPL2KNuConmbZSe5yHeiFtld515eYJkEqLHSbX+fQbDdYpmRneUXitWMWmsJCnL3xcTP4UxB7vof/XCOSkE2h1rrAL3lFyy/BLJNEnZk4dRaS8mRxUtk8c003RlqZHH92nCJc40sHhceRzhElrv3iNjSZWSP1MpIj2wzjpgd8n8IbPmJlVdEwcILktoiSdhEyYgGpPaUJIiSEQ3Ybxb7PxG/ht+VKBmZ29tpv5kmuML7fKhEYJlbf307/T19X4bjJ7VWomRkMzw+CFYR1JmSsWwzfhKsguPIyvKKri4O80eH2e16LD+x8gqw/wHz7D4v0UGnPgAAAABJRU5ErkJggg==)) et toutes les données peuvent disparaître. MySQL dispose donc d'un outil spécialement dédié à la sauvegarde des données sous forme de fichiers texte : mysqldump.

Cette fonction de sauvegarde s'utilise à partir de la console. Vous devez donc être déconnecté de MySQL pour la lancer. Si vous êtes connecté, tapez simplement  exit.

Vous êtes maintenant dans la console Windows (ou Mac, ou Linux).  
La manière classique de faire la sauvegarde d'une base de données est de taper la commande suivante :

mysqldump -u user -p --opt nom\_de\_la\_base > sauvegarde.sql

Décortiquons cette commande.

* mysqldump : il s'agit du client permettant de sauvegarder les bases. Rien de spécial à signaler.
* --opt : c'est une option de mysqldump  qui lance la commande avec une série de paramètres qui font que la commande s'effectue très rapidement.
* nom\_de\_la\_base : vous l'avez sans doute deviné, c'est ici qu'il faut indiquer le nom de la base que l'on veut sauvegarder.
* > sauvegarde.sql : le signe > indique que l'on va donner la destination de ce qui va être généré par la commande sauvegarde.sql. Il s'agit du nom du fichier qui contiendra la sauvegarde de notre base. Vous pouvez bien sûr l'appeler comme bon vous semble.

Lancez la commande suivante pour sauvegarder elevage dans votre dossier courant (c'est-à-dire le dossier dans lequel vous étiez au moment de la connexion) :

mysqldump -u sdz -p --opt elevage > elevage\_sauvegarde.sql

Puis, allez voir dans le dossier. Vous devriez y trouver un fichier elevage\_sauvegarde.sql. Ouvrez-le avec un éditeur de texte.  
Vous pouvez voir nombre de commandes SQL qui servent à la création des tables de la base de données, ainsi qu'à l'insertion des données. S'ajoutent à cela quelques commandes qui vont sélectionner le bon encodage, etc.

Puis, allez voir dans le dossier. Vous devriez y trouver un fichier elevage\_sauvegarde.sql. Ouvrez-le avec un éditeur de texte.  
Vous pouvez voir nombre de commandes SQL qui servent à la création des tables de la base de données, ainsi qu'à l'insertion des données. S'ajoutent à cela quelques commandes qui vont sélectionner le bon encodage, etc.

Vous pouvez bien entendu sauver votre fichier dans un autre dossier que celui où vous êtes au moment de lancer la commande. Il suffit pour cela de préciser le chemin vers le dossier désiré. Ex. : C:\"Mes Documents"\mysql\sauvegardes\elevage\_sauvegarde.sql  au lieu de  elevage\_sauvegarde.sql

La base de données est donc sauvegardée. Notez que la commande pour créer la base elle-même n'est pas sauvée. Donc si vous effacez votre base par mégarde, il vous faut d'abord recréer la base de données (avec CREATE DATABASE nom\_base), puis exécuter la commande suivante (dans la console) :

mysql nom\_base < chemin\_fichier\_de\_sauvegarde.sql

Concrètement, dans notre cas :

mysql elevage < elevage\_sauvegarde.sql

Voici donc une troisième manière d'exécuter des commandes SQL en utilisant un fichier externe (en plus des commandes  SOURCE  et  LOAD DATA vues précédemment). Vous pouvez simplement, lorsque vous vous connectez à votre base de données via la ligne de commande, préciser un fichier contenant vos commandes SQL, en le précédant du caractère <. Elles seront alors exécutées une à une. Attention de ne pas oublier de sélectionner la base de données sur laquelle vous voulez travailler, soit directement à la connexion, soit en précisant le  USE nom\_de\_la\_base;  au début du fichier.

Ou directement à partir de MySQL :

USE nom\_base;

SOURCE fichier\_de\_sauvegarde.sql;

Donc :

USE elevage;

SOURCE elevage\_sauvegarde.sql;

Vous savez maintenant sauvegarder de manière simple vos bases de données. Notez que je ne vous ai donné ici qu'une manière d'utiliser mysqldump. En effet, cette commande possède de nombreuses options. Si cela vous intéresse, je vous renvoie à [**la documentation de MySQL**](https://dev.mysql.com/doc/refman/5.5/en/mysqldump.html) qui sera toujours plus complète que moi.

### Suppression

La commande utilisée pour supprimer des données est DELETE. Cette opération est irréversible, soyez très prudent !  
On utilise la clause WHERE  de la même manière qu'avec la commande SELECT  pour préciser quelles lignes doivent être supprimées.

DELETE FROM nom\_table

WHERE critères;

Par exemple : Zoulou est mort, paix à son âme ![:ange:](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAACUAAAAWCAMAAAEHqZWkAAAAZlBMVEWodjrXl0v//7D/wWn/x3D/tl3/tFr/2YT/1X//+an/6pj/0Xz/uF//7p3/umH/5JH/xG3/vWX/9qX/+6z/3Yn/znfmolD/9KP/7Jr/4Y3/y3SUlJT//a7/sljX19f///8AAAD///9T+T4EAAAAInRSTlP///////////////////////////////////////////8ADdDDcQAAAW5JREFUKJFtkslyAyEQQxtm977bSeiW9P8/mQMztuMKJ3iIUkm0SZRMYEcTeIRVwjshQ0PIJMqsCgPb8u3xQSVRkkwUnaJMYC5XQibcyrZJkAV46J2AiWKqOkkSC8nCejCJAfJ+vl+uJFA9ArApo6DtLADJJATs8nVpO/eFAYFg7+4tA4FYPERydnja8sWshiDdyZqnmqqbptWQhMUTsJLJ8WAzIsBHycC1dQKc0X7K56Hp3tF62K+PvfcMUEZEhB2ajbtbRIBGgsHk7pvEIEiTKEpMifN2CbSEKHU90/3J+Cy4ptWz5ncVA6Ak2mq7XX0No1ESUenyxQEAYHcq5YfnHw7rJhEVPiucRY+p5AwUYPxuN/4me6l4W51KzjlP+7E9NL2nmS+q+uZ22a9O59NjaI+7jfuHigACCLbrcc222XVOd28YiKixjAEQIBBMu13Xk3T3Y3pdYC46gghKNHf3vhmNdRwj/ul+maFP+Av86VeMsBacxQAAAABJRU5ErkJggg==) ... Nous allons donc le retirer de la base de données.

DELETE FROM Animal

WHERE nom = 'Zoulou';

Et voilà, plus de Zoulou ![:'(](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABMAAAATCAMAAAEyifZoAAAAb1BMVEX/tFr/wWn/x3D/3Yn/+an/1X//0Xz/6pj/uF//xG1ZgP//5JH/7p3/vWX/9qX/znfmolD/9KM7af//2YT/7Jr/86L/+6z/4Y3/umGUlJQkUun/y3T/tl3//a7//7DXl0uodjr/slj///8AAAD///9MsirYAAAAJXRSTlP///////////////////////////////////////////////8AP89CTwAAAORJREFUGBkFwYVhBEEQA0EdPzP7FmbV+cfoKmFkhwgESk2exMm2mLroBAbZ7tDSvp3Vn9dAhIzAy+E9GcQj5fyc+kAelt1v94uw8Ge142gEYAMIsA0I6mG5VxBr8stzQR5zTsPfxrqc8rd5q6LL/nRrt00UeZ77T0RYFMvhgqBGdBUE2AYEgF0jotoACPB6HV/jdRnu52JAuF6Tc87pOUzertXI9TGmnFtLrZ37fo1q+bI/jGlnN/vWrRHFcp2H+3s/zP1xVUSoWrh22629UdgRx2oEuCgiImLTFwMCwK6llGoD8A9QhyaoQuuUoQAAAABJRU5ErkJggg==) !

Si vous désirez supprimer toutes les lignes d'une table, il suffit de ne pas préciser de clause WHERE.

DELETE FROM Animal;

Attention, je le répète, cette opération est **irréversible**. Soyez toujours bien sûr d'avoir sous la main une sauvegarde de votre base de données au cas où vous regretteriez votre geste (on ne pourra pas dire que je ne vous ai pas prévenu).

### Modification

La modification des données se fait grâce à la commande UPDATE, dont la syntaxe est la suivante :

UPDATE nom\_table

*SET* col1 = val1 [, col2 = val2, ...]

[WHERE ...];

Par exemple, vous étiez persuadé que ce petit Pataud était un mâle, mais, quelques semaines plus tard, vous vous rendez compte de votre erreur. Il vous faut donc modifier son sexe, mais aussi son nom. Voici la requête qui va vous le permettre :

UPDATE Animal

*SET* sexe='F', nom='Pataude'

WHERE id=21;

Vérifiez d'abord chez vous que l'animal portant le numéro d'identification 21 est bien Pataud. J'utilise ici la clé primaire (donc id) pour identifier la ligne à modifier, car c'est la seule manière d'être sûr que je ne modifierai que la ligne que je désire. En effet, il est possible que plusieurs animaux aient pour nom "Pataud". Ce n'est a priori pas notre cas, mais prenons tout de suite de bonnes habitudes.

Tout comme pour la commande DELETE, si vous omettez la clause WHERE  dans un UPDATE, la modification se fera sur toutes les lignes de la table. Soyez prudent !

La requête suivante changerait donc le commentaire pour tous les animaux stockés dans la table Animal (ne l'exécutez pas).

UPDATE Animal

*SET* commentaires='modification de toutes les lignes';

## Index

Un index est une structure qui reprend la liste ordonnée des valeurs auxquelles il se rapporte.  
Les index sont utilisés pour accélérer les requêtes (notamment les requêtes impliquant plusieurs tables, ou les requêtes de recherche), et sont indispensables à la création de clés, étrangères et primaires, qui permettent de garantir l'intégrité des données de la base et dont nous parlerons au chapitre suivant.

Au programme de ce chapitre :

* Qu'est-ce qu'un index et comment est-il représenté ?
* En quoi un index peut-il accélérer une requête ?
* Quels sont les différents types d'index ?
* Comment créer (et supprimer) un index ?
* Qu'est-ce que la recherche FULLTEXT  et comment fonctionne-t-elle ?

**État actuel de la base de données**  
**Note :** les tables de test ne sont pas reprises.

*SET* NAMES utf8;

DROP TABLE IF EXISTS Animal;

CREATE TABLE Animal (

id smallint(6) UNSIGNED NOT NULL AUTO\_INCREMENT,

espece *varchar*(40) NOT NULL,

sexe *char*(1) DEFAULT NULL,

date\_naissance datetime NOT NULL,

nom *varchar*(30) DEFAULT NULL,

commentaires *text*,

PRIMARY KEY (id)

) ENGINE=InnoDB AUTO\_INCREMENT=61 DEFAULT CHARSET=utf8;

LOCK TABLES Animal WRITE;

INSERT INTO Animal VALUES

(1,'chien','M','2010-04-05 13:43:00','Rox','Mordille beaucoup'),(2,'chat',NULL,'2010-03-24 02:23:00','Roucky',NULL),(3,'chat','F','2010-09-13 15:02:00','Schtroumpfette',NULL),

(4,'tortue','F','2009-08-03 05:12:00',NULL,NULL),(5,'chat',NULL,'2010-10-03 16:44:00','Choupi','Né sans oreille gauche'),(6,'tortue','F','2009-06-13 08:17:00','Bobosse','Carapace bizarre'),

(7,'chien','F','2008-12-06 05:18:00','Caroline',NULL),(8,'chat','M','2008-09-11 15:38:00','Bagherra',NULL),(9,'tortue',NULL,'2010-08-23 05:18:00',NULL,NULL),

(10,'chien','M','2010-07-21 15:41:00','Bobo',NULL),(11,'chien','F','2008-02-20 15:45:00','Canaille',NULL),(12,'chien','F','2009-05-26 08:54:00','Cali',NULL),

(13,'chien','F','2007-04-24 12:54:00','Rouquine',NULL),(14,'chien','F','2009-05-26 08:56:00','Fila',NULL),(15,'chien','F','2008-02-20 15:47:00','Anya',NULL),

(16,'chien','F','2009-05-26 08:50:00','Louya',NULL),(17,'chien','F','2008-03-10 13:45:00','Welva',NULL),(18,'chien','F','2007-04-24 12:59:00','Zira',NULL),

(19,'chien','F','2009-05-26 09:02:00','Java',NULL),(20,'chien','M','2007-04-24 12:45:00','Balou',NULL),(21,'chien','F','2008-03-10 13:43:00','Pataude',NULL),

(22,'chien','M','2007-04-24 12:42:00','Bouli',NULL),(24,'chien','M','2007-04-12 05:23:00','Cartouche',NULL),(25,'chien','M','2006-05-14 15:50:00','Zambo',NULL),

(26,'chien','M','2006-05-14 15:48:00','Samba',NULL),(27,'chien','M','2008-03-10 13:40:00','Moka',NULL),(28,'chien','M','2006-05-14 15:40:00','Pilou',NULL),

(29,'chat','M','2009-05-14 06:30:00','Fiero',NULL),(30,'chat','M','2007-03-12 12:05:00','Zonko',NULL),(31,'chat','M','2008-02-20 15:45:00','Filou',NULL),

(32,'chat','M','2007-03-12 12:07:00','Farceur',NULL),(33,'chat','M','2006-05-19 16:17:00','Caribou',NULL),(34,'chat','M','2008-04-20 03:22:00','Capou',NULL),

(35,'chat','M','2006-05-19 16:56:00','Raccou','Pas de queue depuis la naissance'),(36,'chat','M','2009-05-14 06:42:00','Boucan',NULL),(37,'chat','F','2006-05-19 16:06:00','Callune',NULL),

(38,'chat','F','2009-05-14 06:45:00','Boule',NULL),(39,'chat','F','2008-04-20 03:26:00','Zara',NULL),(40,'chat','F','2007-03-12 12:00:00','Milla',NULL),

(41,'chat','F','2006-05-19 15:59:00','Feta',NULL),(42,'chat','F','2008-04-20 03:20:00','Bilba','Sourde de l''oreille droite à 80%'),(43,'chat','F','2007-03-12 11:54:00','Cracotte',NULL),

(44,'chat','F','2006-05-19 16:16:00','Cawette',NULL),(45,'tortue','F','2007-04-01 18:17:00','Nikki',NULL),(46,'tortue','F','2009-03-24 08:23:00','Tortilla',NULL),

(47,'tortue','F','2009-03-26 01:24:00','Scroupy',NULL),(48,'tortue','F','2006-03-15 14:56:00','Lulla',NULL),(49,'tortue','F','2008-03-15 12:02:00','Dana',NULL),

(50,'tortue','F','2009-05-25 19:57:00','Cheli',NULL),(51,'tortue','F','2007-04-01 03:54:00','Chicaca',NULL),(52,'tortue','F','2006-03-15 14:26:00','Redbul','Insomniaque'),

(53,'tortue','M','2007-04-02 01:45:00','Spoutnik',NULL),(54,'tortue','M','2008-03-16 08:20:00','Bubulle',NULL),(55,'tortue','M','2008-03-15 18:45:00','Relou','Surpoids'),

(56,'tortue','M','2009-05-25 18:54:00','Bulbizard',NULL),(57,'perroquet','M','2007-03-04 19:36:00','Safran',NULL),(58,'perroquet','M','2008-02-20 02:50:00','Gingko',NULL),

(59,'perroquet','M','2009-03-26 08:28:00','Bavard',NULL),(60,'perroquet','F','2009-03-26 07:55:00','Parlotte',NULL);

UNLOCK TABLES;

### Qu'est-ce qu'un index ?

Revoyons la définition d'un index.

**Structure de données** qui reprend la **liste ordonnée** des valeurs auxquelles il se rapporte.

Lorsque vous créez un index sur une table, MySQL stocke cet index sous forme d'une structure particulière, contenant les valeurs des colonnes impliquées dans l'index. Cette structure stocke les valeurs **triées**et permet d'accéder à chacune de manière efficace et rapide. Voilà un petit schéma explicatif dans le cas d'un index sur l'id de la table Animal (je ne prends que les neuf premières lignes pour ne pas surcharger).

Pour permettre une compréhension plus facile, je représente ici l'index sous forme de table. En réalité, par défaut, MySQL stocke les index dans une structure de type "arbre" (l'index est alors de type BTREE). Le principe est cependant le même.
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Les données d'Animal ne sont pas stockées suivant un ordre intelligible pour nous. Par contre, l'index sur l'id est trié simplement par ordre croissant. Cela permet de grandement accélérer toute recherche faite sur cet id.  
Imaginons en effet que nous voulions récupérer toutes les lignes dont l'id est inférieur ou égal à 5. Sans index, MyQSL doit parcourir toutes les lignes une à une. Par contre, grâce à l'index, dès qu'il tombe sur la ligne dont l'id est 6, il sait qu'il peut s'arrêter, puisque toutes les lignes suivantes auront un id supérieur ou égal à 6. Dans cet exemple, on ne gagne que quelques lignes, mais imaginez une table contenant des millions de lignes. Le gain de temps peut être assez considérable.  
Par ailleurs, avec les id triés par ordre croissant, pour rechercher un id particulier, MySQL n'est pas obligé de simplement parcourir les données ligne par ligne. Il peut utiliser des algorithmes de recherche puissants (comme la recherche dichotomique), toujours afin d’accélérer la recherche.

Mais pourquoi ne pas simplement trier la table complète sur la base de la colonne id ? Pourquoi créer et stocker une structure spécialement pour l'index ? Tout simplement parce qu'il peut y avoir plusieurs index sur une même table, et que l'ordre des lignes, pour chacun de ces index, n'est pas nécessairement le même. Par exemple, nous pouvons créer un second index pour notre table Animal, sur la colonne date\_naissance.
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Comme vous pouvez le voir, l'ordre n'est pas du tout le même.

#### Intérêt des index

Vous devriez avoir compris maintenant que tout l'intérêt des index est d'accélérer les requêtes qui utilisent des colonnes indexées comme critères de recherche. Par conséquent, si vous savez que, dans votre application, vous ferez énormément de recherches sur la colonne X, ajoutez donc un index sur cette colonne, vous ne vous en porterez que mieux.  
Les index permettent aussi d'assurer l'intégrité des données de la base. Pour cela, il existe plusieurs types d'index différents, et deux types de "clés". Lorsque je parle de garantir l'intégrité de vos données, cela signifie garantir la qualité de vos données, vous assurer que vos données ont du sens. Grâce aux clés et aux index, vous pouvez par exemple avoir la garantie que tous les clients auxquels vous faites référence dans la table Commande existent bien dans la table Client.

#### Désavantages

Si tout ce que fait un index, c'est accélérer les requêtes utilisant les critères de recherche correspondants, autant en mettre partout et en profiter à chaque requête ! Sauf qu'évidemment, ce n'est pas si simple. Les index ont deux inconvénients.

* Ils prennent de la place en mémoire.
* Ils ralentissent les requêtes d'insertion, modification et suppression, puisqu'à chaque fois, il faut remettre l'index à jour en plus de la table.

Par conséquent, n'ajoutez pas d'index lorsque ce n'est pas vraiment utile.

### Les différents types d'index

En plus des index "simples", que je viens de vous décrire, il existe trois types d'index qui ont des propriétés particulières. Les index UNIQUE, les index FULLTEXT, et enfin les index SPATIAL.  
Je ne détaillerai pas les propriétés et utilisations des index SPATIAL. Sachez simplement qu'il s'agit d'un type d'index utilisé dans des bases de données recensant des données spatiales (tiens donc ! ![:p](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABMAAAATCAMAAAEyifZoAAAAbFBMVEX/wWn/+an/tl3/7p3/3Yn/2YT/+6z/6pjmolD/xG3/5JH/0Xz/9qX/7Jr/tFr/vWX/1X//9KMEBAQDAgH/znf/umH/y3T/4Y3/86L/uF//x3ByUCf//a7Xl0v/slj//7Dvp4OodjoAAAD////7fw2OAAAAJHRSTlP//////////////////////////////////////////////wBYLA0NAAAA4klEQVQYGQXBBWLkQBAEwRIto/FOQ92V//+jI4SRRxeBQHWXP8Wt2SLDEhhkN6HjuMjaHYn4DCPwcfl9GcS9jvHvtXfktRzu+3fpFv52hJ9GADaAANuAIJfjliDm6oOvDXnKUdf8b51uY0yv86PpdNlv27P1Jl9LOEq3aBklsiHIjEwQ8OEPQADY2XtPGwABnt/TYXof1+2rGRDOd3UOV6/p85xGzvtUxxijLtvXvs89LZ8uy1RHPSzbjzT33izndS22bdsu/ZEWTp2LIxzh0p9pBLg9HJER3psBAWA7I20D8Ac+xibHXs3eKQAAAABJRU5ErkJggg==) ), donc des points, des lignes, des polygones…

Sur ce, c'est parti !

#### Index UNIQUE

Avoir un index UNIQUE  sur une colonne (ou plusieurs) permet de s'assurer que jamais vous n’insérerez deux fois la même valeur (ou combinaison de valeurs) dans la table.

Par exemple, vous créez un site internet, et vous voulez le doter d'un espace membre. Chaque membre devra se connecter grâce à un pseudo et un mot de passe. Vous avez donc une table Membre, qui contient 4 colonnes : id, pseudo, mot\_de\_passe et date\_inscription.  
Deux membres peuvent avoir le même mot de passe, pas de problème. Par contre, que se passerait-il si deux membres avaient le même pseudo ? Lors de la connexion, il serait impossible de savoir quel mot de passe utiliser et sur quel compte connecter le membre.  
Il faut donc absolument éviter que deux membres utilisent le même pseudo. Pour cela, on va utiliser un index UNIQUE  sur la colonne pseudo de la table Membre.

Autre exemple, dans notre table Animal cette fois. Pour ne pas confondre les animaux, vous prenez la décision de ne pas nommer de la même manière deux animaux de la même espèce. Il peut donc n'y avoir qu'une seule tortue nommée Toto. Un chien peut aussi se nommer Toto, mais un seul. La combinaison (espèce, nom) doit n'exister qu'une et une seule fois dans la table. Pour s'en assurer, il suffit de créer un index unique sur les colonnes espece et nom (un seul index, sur les deux colonnes).

##### Contraintes

Lorsque vous mettez un index UNIQUE  sur une table, vous ne mettez pas seulement un index, vous ajoutez surtout une **contrainte**.  
Les contraintes sont une notion importante en SQL. Sans le savoir, ou sans savoir que c'était appelé comme cela, vous en avez déjà utilisé. En effet, lorsque vous empêchez une colonne d'accepter NULL, vous lui mettez une **contrainte**NOT NULL.  
De même, les valeurs par défaut que vous pouvez donner aux colonnes sont des contraintes. Vous contraignez la colonne à prendre une certaine valeur si aucune autre n'est précisée.

#### Index FULLTEXT

Un index FULLTEXT  est utilisé pour faire des recherches de manière puissante et rapide sur un texte. On n'utilise donc ce type d'index que sur les colonnes de type CHAR, VARCHAR  ou TEXT.

Une différence importante (très importante !!! ![:diable:](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABMAAAAWCAMAAAFiRGfbAAAAb1BMVEX//a74Njb/x3D/6pj/tl3/wWn/+an/7p3/3Yn/vWX/0Xz/tFr/9KP/+6z/1X//7Jr//7DmolD/9qX/2YTXCAj/5JH/umGUlJT6ZWX/znf/uF//y3T/xG3/4Y3Xl0sKAQH/sliodjr///8AAAD////iY+9OAAAAJXRSTlP///////////////////////////////////////////////8AP89CTwAAAPRJREFUGBk1wQdywzAQBMFlVM7OAcDd7P/faLJU7pZtQZOxbClVvuRxfiDYc5CNLa/EPBTrku892rMDuVEsG1uuldao1XLoCuefsHidIzPGhhzkgrBsUwq25epVtdwRLegsd8fTcfvZWRyviM8RxRzvSYyh20a5yakVxTa3/ZgtxJSrHTIHoMeyiRLY8qLzQnZ9qTYru75UW3btujpsNsPv41w/Pqotm/Eu0GmA/VSwZS6zrpFJZnz3Xw2L23BXJCRkTIdWELft68Dpfnn0uzdaawWZfk8mq0zahGVT3iBXsCvY8oJoi8N0DryQn6ADP8n/8L8/9bEuZuyTZI4AAAAASUVORK5CYII=) ) entre les index FULLTEXT  et les index classiques (et UNIQUE) est que l'on ne peut plus utiliser les fameux "index par la gauche" dont je vous ai parlé précédemment. Donc, si vous voulez faire des recherches "fulltext" sur deux colonnes (parfois l'une, parfois l'autre, parfois les deux ensemble), il vous faudra créer **trois**index FULLTEXT  : (colonne1), (colonne2) et (colonne1, colonne2).

### Création et suppression des index

Les index sont représentés par le mot-clé INDEX  (surprise ! ![o_O](data:image/gif;base64,R0lGODlhEwATANUAAP+0Wv/HcP/5qf/dif/qmP/RfP/ZhP/Vf/+9Zf+4X//7rP/2pf+6Yf/unf/kkf/Ebf/0o//smuaiUP/Od//hjf/LdP/zopSUlP/Baf/9rv+2Xf//sNeXS6h2Ov+yWP///wAAAP///wAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAACH/C05FVFNDQVBFMi4wAwEAAAAh+QQFyAAhACwAAAAAEwATAAAGrMCQcBgCGY3E5NDY8Tg7SKUQ1CE0rhTDASoFaSACRdgx0HJASe8iw2Z33gXMeVnNvDubzmffeWi4RQ0Kenx7hk0eaFQRAnoXIHuPfBoeUCASVnpMH0aTHmeXDhaNb4OHlJ9GEgOiowsRBncJTqlUBWUUZHEYqLRcIAG3E8MIxbROGGhFfRh+vADHHgiARRwMxUfHCHNEINbR0g/caYi0GFvKXVQc7JZSaUfpREEAIfkEBQAAIQAsBAAEAAsABwAABirAkHBIGBiGm2QoYzFOlslo81AJZDrYbNYaTVKoDwyU2TBUEchQOYBICIMAIfkEBcgAIQAsBAAEAAsABwAABiPAkHDYKRKNnY+yE0ouldDi5wJSUpdJEChb/TCL3+hwDBYGAQAh+QQFAAAhACwEAAQACwAHAAAGKsCQcEgYGIabZChjMU6WyWjzUAlkOths1hpNUqgPDJTZMFQRyFA5gEgIgwAh+QQFCgAhACwEAAQACwAHAAAGI8CQcNgpEo2dj7ITSi6V0OLnAlJSl0kQKFv9MIvf6HAMFgYBACH5BAUAACEALAQABAALAAcAAAYqwJBwSBgYhptkKGMxTpbJaPNQCWQ62GzWGk1SqA8MlNkwVBHIUDmASAiDADs=) ) ou KEY  et peuvent être créés de deux manières :

* soit directement lors de la création de la table ;
* soit en les ajoutant par la suite.

#### Ajout des index lors de la création de la table

Ici aussi, deux possibilités : vous pouvez préciser dans la description de la colonne qu'il s'agit d'un index, ou lister les index par la suite.

##### Index dans la description de la colonne

Seuls les index "classiques" et uniques peuvent être créés de cette manière.

Je rappelle que la description de la colonne se rapporte à l'endroit où vous indiquez le type de données, si la colonne peut contenir NULL, etc. Il est donc possible, à ce même endroit, de préciser si la colonne est un index.

CREATE TABLE nom\_table (

colonne1 *INT* KEY, -- Crée un index simple sur colonne1

colonne2 *VARCHAR*(40) UNIQUE, -- Crée un index unique sur colonne2

);

Quelques petites remarques ici :

* Avec cette syntaxe,**seul le mot KEY  peut être utilisé** pour définir un index simple. Ailleurs, vous pourrez utiliser KEY  ou INDEX.
* Pour définir un index UNIQUE  de cette manière, on n'utilise que le mot-clé UNIQUE, sans le faire précéder de INDEX  ou de KEY  (comme ce sera le cas avec d'autres syntaxes).
* Il n'est **pas possible de définir des index composites** (sur plusieurs colonnes) de cette manière.
* Il n'est pas non plus possible de créer un index sur une partie de la colonne (les x premiers caractères).

##### Liste d'index

L'autre possibilité est d'ajouter les index à la suite des colonnes, en séparant chaque élément par une virgule :

CREATE TABLE nom\_table (

colonne1 description\_colonne1,

[colonne2 description\_colonne2,

colonne3 description\_colonne3,

...,]

[PRIMARY KEY (colonne\_clé\_primaire)],

[INDEX [nom\_index] (colonne1\_index [, colonne2\_index, ...])]

)

[ENGINE=moteur];

**Exemple :** si l'on avait voulu créer la table Animal avec un index sur la date de naissance, et un autre sur les 10 premières lettres du nom, on aurait pu utiliser la commande suivante :

CREATE TABLE Animal (

id SMALLINT UNSIGNED NOT NULL AUTO\_INCREMENT,

espece *VARCHAR*(40) NOT NULL,

sexe *CHAR*(1),

date\_naissance DATETIME NOT NULL,

nom *VARCHAR*(30),

commentaires *TEXT*,

PRIMARY KEY (id),

INDEX ind\_date\_naissance (date\_naissance), -- index sur la date de naissance

INDEX ind\_nom (nom(10)) -- index sur le nom (le chiffre entre parenthèses étant le nombre de caractères pris en compte)

)

ENGINE=INNODB;

Vous n'êtes pas obligé de préciser un nom pour votre index. Si vous ne le faites pas, MySQL en créera un automatiquement pour vous.  
Je préfère nommer mes index moi-même plutôt que de laisser MySQL créer un nom par défaut, et respecter certaines conventions personnelles. Ainsi, mes index auront toujours le préfixe "ind" suivi du ou des noms des colonnes concernées, le tout séparé par des "\_". Il vous appartient de suivre vos propres conventions, bien sûr, l'important étant de vous y retrouver.

Et pour ajouter des index UNIQUE  ou FULLTEXT, c'est le même principe :

CREATE TABLE nom\_table (

colonne1 *INT* NOT NULL,

colonne2 *VARCHAR*(40),

colonne3 *TEXT*,

UNIQUE [INDEX] ind\_uni\_col2 (colonne2), -- Crée un index UNIQUE sur la colonne2, INDEX est facultatif

FULLTEXT [INDEX] ind\_full\_col3 (colonne3) -- Crée un index FULLTEXT sur la colonne3, INDEX est facultatif

)

ENGINE=MyISAM;

**Exemple :** création de la table Animal comme précédemment, en ajoutant un index UNIQUE  sur (nom, espece).

CREATE TABLE Animal (

id SMALLINT UNSIGNED NOT NULL AUTO\_INCREMENT,

espece *VARCHAR*(40) NOT NULL,

sexe *CHAR*(1),

date\_naissance DATETIME NOT NULL,

nom *VARCHAR*(30),

commentaires *TEXT*,

PRIMARY KEY (id),

INDEX ind\_date\_naissance (date\_naissance),

INDEX ind\_nom (nom(10)),

UNIQUE INDEX ind\_uni\_nom\_espece (nom, espece) -- Index sur le nom et l'espece

)

ENGINE=INNODB;

Avec cette syntaxe, KEY  ne peut être utilisé que pour les index simples et INDEX  pour tous les types d'index. Bon, je sais que c'est assez pénible à retenir, mais en gros, utilisez INDEX  partout, sauf pour définir un index dans la description même de la colonne, et vous n'aurez pas de problème.

#### Ajout des index après création de la table

En dehors du fait que parfois vous ne penserez pas à tout au moment de la création de votre table, il peut parfois être intéressant de créer les index après la table.  
En effet, je vous ai dit que l'ajout d'index sur une table ralentissait l'exécution des requêtes d'écriture (insertion, suppression, modification de données). Par conséquent, si vous créez une table que vous comptez remplir avec un grand nombre de données immédiatement, grâce à la commande LOAD DATA INFILE, par exemple, il vaut bien mieux créer la table, la remplir, et ensuite seulement créer les index voulus sur cette table.

Il existe deux commandes permettant de créer des index sur une table existante : ALTER TABLE, que vous connaissez déjà un peu, et CREATE INDEX. Ces deux commandes sont équivalentes, utilisez celle qui vous parle le plus.

##### Ajout avec ALTER TABLE

ALTER TABLE nom\_table

ADD INDEX [nom\_index] (colonne\_index [, colonne2\_index ...]); --Ajout d'un index simple

ALTER TABLE nom\_table

ADD UNIQUE [nom\_index] (colonne\_index [, colonne2\_index ...]); --Ajout d'un index UNIQUE

ALTER TABLE nom\_table

ADD FULLTEXT [nom\_index] (colonne\_index [, colonne2\_index ...]); --Ajout d'un index FULLTEXT

Contrairement à ce qui se passait pour l'ajout d'une colonne, il est ici obligatoire de préciser INDEX  (ou UNIQUE, ou FULLTEXT) après ADD.  
Dans le cas d'un index multicolonne, il suffit comme d'habitude d'indiquer toutes les colonnes entre parenthèses, séparées par des virgules.

Reprenons la table Test\_tuto, utilisée pour tester ALTER TABLE, et ajoutons-lui un index sur la colonne nom :

ALTER TABLE Test\_tuto

ADD INDEX ind\_nom (nom);

Si vous affichez maintenant la description de votre table Test\_tuto, vous verrez que, dans la colonne "Key", il est indiqué **MUL** pour la colonne nom. L'index a donc bien été créé.

##### Ajout avec CREATE INDEX

La syntaxe de CREATE INDEX  est très simple :

CREATE INDEX nom\_index

ON nom\_table (colonne\_index [, colonne2\_index ...]); -- Crée un index simple

CREATE UNIQUE INDEX nom\_index

ON nom\_table (colonne\_index [, colonne2\_index ...]); -- Crée un index UNIQUE

CREATE FULLTEXT INDEX nom\_index

ON nom\_table (colonne\_index [, colonne2\_index ...]); -- Crée un index FULLTEXT

**Exemple :**

L'équivalent de la commande ALTER TABLE  que nous avons utilisée pour ajouter un index sur la colonne nom est donc :

CREATE INDEX ind\_nom

ON Test\_tuto (nom);

#### Complément pour la création d'un index UNIQUE - le cas des contraintes

Vous vous rappelez, j'espère, que les index UNIQUE  sont ce que l'on appelle des contraintes.

Or, lorsque vous créez un index UNIQUE, vous pouvez explicitement créer une contrainte. C'est fait automatiquement bien sûr si vous ne le faites pas, mais ne soyez donc pas surpris de voir apparaître le mot CONSTRAINT, c'est à cela qu'il se réfère.

Pour pouvoir créer explicitement une contrainte lors de la création d'un index UNIQUE, vous devez créer cet index soit lors de la création de la table, en listant l'index (et la contrainte) à la suite des colonnes, soit après la création de la table, avec la commande ALTER TABLE.

CREATE TABLE nom\_table (

colonne1 *INT* NOT NULL,

colonne2 *VARCHAR*(40),

colonne3 *TEXT*,

CONSTRAINT [symbole\_contrainte] UNIQUE [INDEX] ind\_uni\_col2 (colonne2)

);

ALTER TABLE nom\_table

ADD CONSTRAINT [symbole\_contrainte] UNIQUE ind\_uni\_col2 (colonne2);

Il n'est pas obligatoire de donner un symbole (un nom en fait) à la contrainte. D'autant plus que dans le cas des index, vous pouvez donner un nom à l'index (ici : ind\_uni\_col).

#### Suppression d'un index

Rien de bien compliqué :

ALTER TABLE nom\_table

DROP INDEX nom\_index;

Notez qu'il n'existe pas de commande permettant de modifier un index. Le cas échéant, il vous faudra supprimer, puis recréer votre index avec vos modifications.

### Recherches avec FULLTEXT

Nous allons maintenant voir comment utiliser la recherche FULLTEXT.

Les recherches via  FULLTEXT  fonctionnent plutôt pas mal, mais si vous avez énormément de données, si vous faites énormément de requêtes de recherche, ou des recherches très complexes, n'hésitez pas à vous tourner vers un outil spécialisé, un vrai moteur de recherche comme SolR, Sphinx ou ElasticSearch.

Quelques rappels d'abord :

* Un index FULLTEXT  ne peut être défini que sur une colonne de type CHAR, VARCHAR  ou TEXT.
* Les index "par la gauche" ne sont pas pris en compte par les index FULLTEXT.

Ça, c'est fait ! Nous allons maintenant passer à la recherche proprement dite, mais avant, je vais vous demander d'exécuter les instructions SQL suivantes, qui servent à créer la table que nous utiliserons pour illustrer ce chapitre. Nous sortons ici du contexte de l'élevage d'animaux.

Pour illustrer la recherche FULLTEXT, je vous propose de créer la table Livre, contenant les colonnes id (clé primaire), titre et auteur. Les recherches se feront sur les colonnes auteur et titre, séparément ou ensemble. Il faut donc créer trois index FULLTEXT  : (auteur), (titre) et (auteur, titre).

CREATE TABLE Livre (

id *INT* UNSIGNED PRIMARY KEY AUTO\_INCREMENT,

auteur *VARCHAR*(50),

titre *VARCHAR*(200)

) ENGINE = MyISAM;

INSERT INTO Livre (auteur, titre)

VALUES ('Daniel Pennac', 'Au bonheur des ogres'),

('Daniel Pennac', 'La Fée Carabine'),

('Daniel Pennac', 'Comme un roman'),

('Daniel Pennac', 'La Petite marchande de prose'),

('Jacqueline Harpman', 'Le Bonheur est dans le crime'),

('Jacqueline Harpman', 'La Dormition des amants'),

('Jacqueline Harpman', 'La Plage d''Ostende'),

('Jacqueline Harpman', 'Histoire de Jenny'),

('Terry Pratchett', 'Les Petits Dieux'),

('Terry Pratchett', 'Le Cinquième éléphant'),

('Terry Pratchett', 'La Vérité'),

('Terry Pratchett', 'Le Dernier héros'),

('Terry Goodkind', 'Le Temple des vents'),

('Jules Verne', 'De la Terre à la Lune'),

('Jules Verne', 'Voyage au centre de la Terre'),

('Henri-Pierre Roché', 'Jules et Jim');

CREATE FULLTEXT INDEX ind\_full\_titre

ON Livre (titre);

CREATE FULLTEXT INDEX ind\_full\_aut

ON Livre (auteur);

CREATE FULLTEXT INDEX ind\_full\_titre\_aut

ON Livre (titre, auteur);

#### Comment fonctionne la recherche FULLTEXT ?

Lorsque vous faites une recherche FULLTEXT  sur une chaîne de caractères, cette chaîne est découpée en mots. **Est considérée comme un mot : toute suite de caractères composée de lettres, chiffres, tirets bas \_ et apostrophes '**. Par conséquent, un mot composé, comme "porte-clés" par exemple, sera considéré comme deux mots : "porte" et "clés".  
Chacun de ces mots sera ensuite comparé avec les valeurs des colonnes sur lesquelles se fait la recherche. Si la colonne contient un des mots recherchés, on considère alors qu'elle correspond à la recherche.

Lorsque MySQL compare la chaîne de caractères que vous lui avez donnée et les valeurs dans votre table, il ne tient pas compte de tous les mots qu'il rencontre. Les règles sont les suivantes :

* les mots rencontrés dans au moins la moitié des lignes sont ignorés (**règle des 50 %**) ;
* les mots **trop courts** (moins de quatre lettres) sont ignorés ;
* et les mots **trop communs** (en anglais, about, after, once, under, the…) ne sont également pas pris en compte.

Par conséquent, si vous voulez faire des recherches sur une table, il est nécessaire que cette table comporte au moins trois lignes, sinon chacun des mots sera présent dans au moins la moitié des lignes et aucun ne sera pris en compte.

Il est possible de redéfinir la longueur minimale des mots pris en compte, ainsi que la liste des mots trop communs. Je n'entrerai pas dans ces détails ici, vous trouverez ces informations dans la documentation officielle.

#### Les types de recherche

Il existe trois types de recherche FULLTEXT  : la recherche naturelle, la recherche avec booléen, et enfin la recherche avec extension de requête.

##### Recherche naturelle

Lorsque l'on fait une recherche naturelle, il suffit qu'un seul mot de la chaîne de caractères recherchée se retrouve dans une ligne pour que celle-ci apparaisse dans les résultats. Attention, cependant, au fait que le mot **exact**doit se retrouver dans la valeur des colonnes de l'index FULLTEXT  examiné.

Voici la syntaxe utilisée pour faire une recherche FULLTEXT  :

SELECT \* -- Vous mettez évidemment les colonnes que vous voulez.

FROM nom\_table

WHERE MATCH(colonne1[, colonne2, ...]) -- La (ou les) colonne(s) dans laquelle (ou lesquelles) on veut faire la recherche (index FULLTEXT correspondant nécessaire).

AGAINST ('chaîne recherchée'); -- La chaîne de caractères recherchée, entre guillemets bien sûr.

Si l'on veut préciser que l'on fait une recherche naturelle, on peut ajouter IN NATURAL LANGUAGE MODE. Ce n'est cependant pas obligatoire, puisque la recherche naturelle est le mode de recherche par défaut.

SELECT \*

FROM nom\_table

WHERE MATCH(colonne1[, colonne2, ...])

AGAINST ('chaîne recherchée' IN NATURAL LANGUAGE MODE);

**Premier exemple :** on recherche "Terry" dans la colonne auteur de la table Livre .

SELECT \*

FROM Livre

WHERE MATCH(auteur)

AGAINST ('Terry');

**Deuxième exemple :** on recherche d'abord "Petite", puis "Petit" dans la colonne *titre*.

SELECT \*

FROM Livre

WHERE MATCH(titre)

AGAINST ('Petite');

SELECT \*

FROM Livre

WHERE MATCH(titre)

AGAINST ('Petit');

a deuxième requête (avec "Petit") ne renvoie aucun résultat. En effet, bien que "Petit" se retrouve deux fois dans la table (dans "La **Petit**e marchande de prose" et "Les **Petit**s Dieux"), il s'agit chaque fois d'une partie d'un mot, pas du mot exact.

**Troisième exemple :** on recherche "Henri" dans la colonne *auteur*.

SELECT \*

FROM Livre

WHERE MATCH(auteur)

AGAINST ('Henri');

Ici, par contre, on retrouve bien Henri-Pierre Roché en faisant une recherche sur "Henri", puisque Henri et Pierre sont considérés comme deux mots.

**Quatrième exemple :** on recherche "Jules", puis "Jules Verne" dans les colonnes *titre*et *auteur*.

SELECT \*

FROM Livre

WHERE MATCH(auteur, titre)

AGAINST ('Jules');

SELECT \*

FROM Livre

WHERE MATCH(titre, auteur)

AGAINST ('Jules Verne');

**Cinquième exemple :** affichage de la pertinence de la recherche.

SELECT \*, MATCH(titre, auteur) AGAINST ('Jules Verne Lune')

FROM Livre;

## Clés primaires et étrangères

Maintenant que les index n'ont plus de secrets pour vous, nous allons passer à une autre notion très importante : les clés.  
Les clés sont, vous allez le voir, intimement liées aux index. Et tout comme NOT NULL  et les index UNIQUE, les clés font partie de ce que l'on appelle les **contraintes**.  
Il existe deux types de clés :

* les **clés primaires**, qui ont déjà été survolées lors du chapitre sur la création d'une table, et qui servent à **identifier une ligne** de manière unique ;
* les**clés étrangères**, qui permettent de gérer des **relations entre plusieurs tables**, et garantissent la **cohérence des données**.

Il s'agit à nouveau d'un chapitre avec beaucoup de blabla, mais je vous promets qu'après celui-ci, on s'amusera à nouveau ! Donc un peu de courage. ![;)](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABMAAAATCAMAAAEyifZoAAAAbFBMVEX/wWn/tFr/2YT/6pj/+an/3Yn/0Xz/7p3/vWX/uF//xG3/////9qX/umH/+6z/5JH/1X//znf/7Jr/9KPmolD/4Y3/86KUlJSkd0L/y3RqSCD/tl3/x3DXl0v//a7//7Codjr/slgAAAD///8cVNK0AAAAJHRSTlP//////////////////////////////////////////////wBYLA0NAAAA5ElEQVQYV11PRXLFUAAi7vK1kjwB7n/HLjJdtDsYGASWIRGmYSMK2uE5loJ3ELBlQ7GCUaUNwnk7aJiFDFtV99plw/eY0ns6aaip1vu5kIK1HBJ7GbYt2TZsS7pQ7qoy2/AR09q0wVCdUpy+BuE5p1RrLAKe2zyX/cAAte25kBQcFokMhp1J5H/JtqVMMl+1l3o86rV+VE15C5dP+RFTSim+m/02HlmG8r2On99KsfvQeR7Mgp5bV8cU166cJhxkEJTbpnxtTXv2R0GyyIKVMY7qh4Ik2efrusLFOZzhz74Qwu++HxuXJSXJNKbZAAAAAElFTkSuQmCC)

### Clés primaires, le retour

Les clés primaires ont déjà été introduites dans le chapitre sur la création des tables. Je vous avais alors donné la définition suivante :

La clé primaire d'une table est une contrainte d'unicité, composée d'une ou plusieurs colonnes, et qui permet d'identifier de manière unique chaque ligne de la table.

Examinons plus en détail cette définition.

* **Contrainte d'unicité :** ceci ressemble fort à un index UNIQUE.
* **Composée d'une ou plusieurs colonnes :** comme les index, les clés peuvent donc être composites.
* **Permet d'identifier chaque ligne de manière unique :** dans ce cas, une clé primaire ne peut pas être NULL.

Ces quelques considérations résument très bien l'essence des clés primaires. En gros, une clé primaire est un index UNIQUE  sur une colonne qui ne peut pas être NULL.  
D'ailleurs, vous savez déjà que l'on définit une clé primaire grâce aux mots-clés PRIMARY KEY. Or, nous avons vu dans le précédent chapitre que KEY  s'utilise pour définir un index. Par conséquent, lorsque vous définissez une clé primaire, pas besoin de définir en plus un index sur la ou les colonnes qui composent celle-ci, c'est déjà fait ! Et pas besoin non plus de rajouter une contrainte NOT NULL.

Pour le dire différemment, une contrainte de clé primaire est donc une combinaison de deux des contraintes que nous avons vues jusqu'à présent : UNIQUE  et NOT NULL.

#### Choix de la clé primaire

Le choix d'une clé primaire est une étape importante dans la conception d'une table. Ce n'est pas parce que vous avez l'impression qu'une colonne, ou un groupe de colonnes, pourrait faire une bonne clé primaire que c'est le cas. Reprenons l'exemple d'une table Client, qui contient le nom, le prénom, la date de naissance et l'e-mail des clients d'une société.

Chaque client a bien sûr un nom et un prénom. Est-ce que (nom, prenom) ferait une bonne clé primaire ? Non, bien sûr : il est évident ici que vous risquez des doublons.  
Et si l'on ajoute la date de naissance ? Les chances de doublons sont alors quasi nulles. Mais quasi nul, ce n'est pas nul… Qu'arrivera-t-il le jour où vous voyez débarquer un client qui a les mêmes nom et prénom qu'un autre, et qui est né le même jour ? On refait toute la base de données ? Non, bien sûr.  
Et l'e-mail alors ? Il est impossible que deux personnes aient la même adresse e-mail, donc la contrainte d'unicité est respectée. Par contre, tout le monde n'est pas obligé d'avoir une adresse e-mail. Difficile donc de mettre une contrainte NOT NULL  sur cette colonne.

Par conséquent, on est bien souvent obligé d'ajouter une colonne pour jouer le rôle de la clé primaire. C'est cette fameuse colonne id, auto-incrémentée que nous avons déjà vue pour la table Animal.

Il y a une autre raison d'utiliser une colonne spéciale auto-incrémentée, de type INT  (ou un de ses dérivés) pour la clé primaire. En effet, si l'on définit une clé primaire, c'est en partie dans le but d'utiliser au maximum cette clé pour faire des recherches dans la table. Bien sûr, parfois, ce n'est pas possible, parfois vous ne connaissez pas l'id du client, et vous êtes obligé de faire une recherche par nom. Cependant, vous verrez bientôt que les clés primaires peuvent servir à faire des recherches de manière **indirecte** sur la table. Comme les recherches sont beaucoup plus rapides sur des nombres que sur des textes, il est souvent intéressant d'avoir une clé primaire composée de colonnes de type INT.

Enfin, il y a également l'argument de l'auto-incrémentation. Si vous devez remplir vous-même la colonne de la clé primaire, étant donné que vous êtes humain (comment ça, pas du tout ? ![:waw:](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABMAAAAYCAMAAAFYTgarAAAAwFBMVEXXl0v/x3D/1X//tFr/tl3//a7/3Yn/6pj/+an/7p3/vWX/0Xz/2YT/uF//znf/5JH/9qXmolD/9KP/7Jr/umGUlJT/4Y3/86L/xG3/+6z/y3T//7D/wWmodjr/slj///8AAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAYsMBXAAAAInRSTlP///////////////////////////////////////////8ADdDDcQAAAQdJREFUGBkFwYeR5DAAA0HIS+vduScJ1kSC/LP6bhGUbhEEWqJU8VgSMVZXQYIgoGSraPvqNRpusxFOEAkIsh3fY0C8l1J+xsEo69bfQ7cj8pkn+xQEJAkgoNXaAAFJAEE7tksDMaf8rRHKXsqy/rtGz0fP/tUn6Xl/9Eu/Wsr5PHxsR+gz2RaC5kwjCHAMCHAMCDLWMSAAkma7JQAIyPza//bXtl5uCiDSXimllOVnHW+ZW1Dae19K72U5eh+G2S3K837sPelHT/psK0o7r5fv+3oeTvNke2oRafX3t55Ok2371IKAaLKT+DoogABIcxK3ACAAiJM4ACAAYrvWOgYAAUCSJAGA/wq6OHHOR2yrAAAAAElFTkSuQmCC) ), vous risquez de faire une erreur. Avec une clé primaire auto-incrémentée, vous ne risquez rien : MySQL fait tout pour vous. De plus, on ne peut définir une colonne comme auto-incrémentée que si elle est de type INT  et qu'il existe un index dessus. Dans le cas d'une clé primaire auto-incrémentée, on définit généralement la colonne comme un entier UNSIGNED, comme on l'a fait pour la table Animal.

Il peut bien sûr n'y avoir qu'**une seule clé primaire par table**. De même, une seule colonne peut être auto-incrémentée (la clé primaire en général).

##### PRIMARY KEY or not PRIMARY KEY

Je me dois de vous dire que, d'un point de vue technique, avoir une clé primaire sur chaque table n'est pas obligatoire. Vous pourriez travailler toute votre vie sur une base de données sans aucune clé primaire, et ne jamais voir un message d'erreur à ce propos.  
Cependant, d'un point de vue **conceptuel**, ce serait une grave erreur. Ce n'est pas le propos de ce tutoriel que de vous enseigner les étapes de conception d'une base de données, mais, s'il vous plaît, pensez à mettre une clé primaire sur chacune de vos tables. Si l'utilité n'est pas complètement évidente pour vous pour le moment, elle devrait le devenir au fur et à mesure de votre lecture.

#### Création d'une clé primaire

La création des clés primaires étant extrêmement semblable à la création d'index simples, j'espère que vous me pardonnerez si je ne détaille pas trop mes explications. ![:ange:](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAACUAAAAWCAMAAAEHqZWkAAAAZlBMVEWodjrXl0v//7D/wWn/x3D/tl3/tFr/2YT/1X//+an/6pj/0Xz/uF//7p3/umH/5JH/xG3/vWX/9qX/+6z/3Yn/znfmolD/9KP/7Jr/4Y3/y3SUlJT//a7/sljX19f///8AAAD///9T+T4EAAAAInRSTlP///////////////////////////////////////////8ADdDDcQAAAW5JREFUKJFtkslyAyEQQxtm977bSeiW9P8/mQMztuMKJ3iIUkm0SZRMYEcTeIRVwjshQ0PIJMqsCgPb8u3xQSVRkkwUnaJMYC5XQibcyrZJkAV46J2AiWKqOkkSC8nCejCJAfJ+vl+uJFA9ArApo6DtLADJJATs8nVpO/eFAYFg7+4tA4FYPERydnja8sWshiDdyZqnmqqbptWQhMUTsJLJ8WAzIsBHycC1dQKc0X7K56Hp3tF62K+PvfcMUEZEhB2ajbtbRIBGgsHk7pvEIEiTKEpMifN2CbSEKHU90/3J+Cy4ptWz5ncVA6Ak2mq7XX0No1ESUenyxQEAYHcq5YfnHw7rJhEVPiucRY+p5AwUYPxuN/4me6l4W51KzjlP+7E9NL2nmS+q+uZ22a9O59NjaI+7jfuHigACCLbrcc222XVOd28YiKixjAEQIBBMu13Xk3T3Y3pdYC46gghKNHf3vhmNdRwj/ul+maFP+Av86VeMsBacxQAAAABJRU5ErkJggg==)

Donc, à nouveau, la clé primaire peut être créée en même temps que la table, ou par la suite.

##### Lors de la création de la table

On peut donc préciser PRIMARY KEY  dans la description de la colonne qui doit devenir la clé primaire (pas de clé composite, dans ce cas) :

CREATE TABLE [IF NOT EXISTS] Nom\_table (

colonne1 description\_colonne1 PRIMARY KEY [,

colonne2 description\_colonne2,

colonne3 description\_colonne3,

...,]

)

[ENGINE=moteur];

**Exemple :** création de la table Animal en donnant la clé primaire dans la description de la colonne.

CREATE TABLE Animal (

id SMALLINT AUTO\_INCREMENT PRIMARY KEY,

espece *VARCHAR*(40) NOT NULL,

sexe *CHAR*(1),

date\_naissance DATETIME NOT NULL,

nom *VARCHAR*(30),

commentaires *TEXT*

)

ENGINE=InnoDB;

Ou bien, on ajoute la clé à la suite des colonnes.

CREATE TABLE [IF NOT EXISTS] Nom\_table (

colonne1 description\_colonne1 [,

colonne2 description\_colonne2,

colonne3 description\_colonne3,

...],

[CONSTRAINT [symbole\_contrainte]] PRIMARY KEY (colonne\_pk1 [, colonne\_pk2, ...]) -- comme pour les index UNIQUE, CONSTRAINT est facultatif

)

[ENGINE=moteur];

C'est ce que nous avions fait d'ailleurs pour la table Animal. Cette méthode permet bien sûr la création d'une clé composite (avec plusieurs colonnes).

**Exemple :** création d'Animal.

CREATE TABLE Animal (

id SMALLINT AUTO\_INCREMENT,

espece *VARCHAR*(40) NOT NULL,

sexe *CHAR*(1),

date\_naissance DATETIME NOT NULL,

nom *VARCHAR*(30),

commentaires *TEXT*,

PRIMARY KEY (id)

)

ENGINE=InnoDB;

##### Après création de la table

On peut toujours utiliser ALTER TABLE. Par contre, CREATE INDEX  n'est pas utilisable pour les clés primaires.

Si vous créez une clé primaire sur une table existante, assurez-vous que la ou les colonnes où vous souhaitez l'ajouter ne contiennent pas NULL.

ALTER TABLE nom\_table

ADD [CONSTRAINT [symbole\_contrainte]] PRIMARY KEY (colonne\_pk1 [, colonne\_pk2, ...]);

#### Suppression de la clé primaire

ALTER TABLE nom\_table

DROP PRIMARY KEY

Pas besoin de préciser de quelle clé il s'agit, puisqu'il ne peut y en avoir qu'une seule par table !

### Clés étrangères

Les clés étrangères ont pour fonction principale la vérification de l'intégrité de votre base. Elles permettent de s'assurer que vous n'insérez pas de bêtises…

Reprenons l'exemple dans lequel on a une table Client et une table Commande. Dans la table Commande, on a une colonne qui contient une référence au client. Ici, le client numéro 3, M. Nicolas Jacques, a donc passé une commande de trois tubes de colle, tandis que Mme Marie Malherbe (cliente numéro 2) a passé deux commandes, pour du papier et des ciseaux.
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C'est bien joli, mais que se passe-t-il si M. Hadrien Piroux passe une commande de 15 tubes de colle, et qu'à l'insertion dans la table Commande, votre doigt dérape et met 45 comme numéro de client ? C'est l'horreur ! Vous avez dans votre base de données une commande passée par un client inexistant, et vous passez votre après-midi du lendemain à vérifier tous vos bons de commande de la veille pour retrouver qui a commandé ces 15 tubes de colle.  
Magnifique perte de temps !

Ce serait quand même sympathique si, à l'insertion d'une ligne dans la table Commande, un gentil petit lutin allait vérifier que le numéro de client indiqué correspond bien à quelque chose dans la table Client, non ?  
Ce lutin, ou plutôt cette lutine, existe ! Elle s'appelle "clé étrangère".

Par conséquent, si vous créez une clé étrangère sur la colonne client de la table Commande en lui donnant comme référence la colonne numero de la table Client, MySQL ne vous laissera plus jamais insérer un numéro de client inexistant dans la table Commande. Il s'agit bien d'une **contrainte !**

Avant d'entamer une danse de joie, parce que, quand même, le SQL, c'est génial, restez concentré cinq minutes, le temps de lire et de retenir quelques points **importants**.

* Comme pour les index et les clés primaires, il est possible de créer des **clés étrangères composites**.
* Lorsque vous créez une clé étrangère sur une colonne (ou un groupe de colonnes) – la colonne client de Commande dans notre exemple –, **un index est automatiquement ajouté** sur celle-ci (ou sur le groupe).
* Par contre, la colonne (le groupe de colonnes) qui sert de référence - la colonne numero de Client - **doit**déjà posséder un index (ou être clé primaire, bien sûr).
* La colonne (ou le groupe de colonnes) sur laquelle (lequel) la clé est créée doit être **exactement**du même type que la colonne (le groupe de colonnes) qu'elle (il) référence. Cela implique qu'en cas de clé composite, il y ait le même nombre de colonnes dans la clé et la référence. Donc, si numero (dans Client) est un INT UNSIGNED, client (dans Commande) doit être de type INT UNSIGNED  aussi.
* Tous les moteurs de table ne permettent pas l'utilisation des clés étrangères. Par exemple, MyISAM ne le permet pas, contrairement à InnoDB.

#### Création

Une clé étrangère est un peu plus complexe à créer qu'un index ou une clé primaire, puisqu'il faut deux éléments :

* la ou les colonnes sur lesquelles on crée la clé - on utilise FOREIGN KEY  ;
* la ou les colonnes qui vont servir de référence - on utilise REFERENCES.

##### Lors de la création de la table

Du fait de la présence de deux paramètres, une clé étrangère ne peut que s'ajouter à la suite des colonnes, et pas directement dans la description d'une colonne. Par ailleurs, je vous conseille ici de créer explicitement une contrainte (grâce au mot-clé CONSTRAINT) et de lui donner un symbole. En effet, pour les index, on pouvait utiliser leur nom pour les identifier ; pour les clés primaires, le nom de la table suffisait puisqu'il n'y en a qu'une par table. Par contre, pour différencier facilement les clés étrangères d'une table, il est utile de leur donner un nom, à travers la contrainte associée.  
À nouveau, je respecte certaines conventions de nommage : mes clés étrangères ont des noms commençant par fk (pour FOREIGN KEY), suivi du nom de la colonne dans la table, puis (si elle s'appelle différemment) du nom de la colonne de référence, le tout séparé par des \_ (fk\_client\_numero, par exemple).

CREATE TABLE [IF NOT EXISTS] Nom\_table (

colonne1 description\_colonne1,

[colonne2 description\_colonne2,

colonne3 description\_colonne3,

...,]

[ [CONSTRAINT [symbole\_contrainte]] FOREIGN KEY (colonne(s)\_clé\_étrangère) REFERENCES table\_référence (colonne(s)\_référence)]

)

[ENGINE=moteur];

Donc si l'on imagine les tables Client et Commande, pour créer la table Commande avec une clé étrangère ayant pour référence la colonne numero de la table Client, on utilisera :

CREATE TABLE Commande (

numero *INT* UNSIGNED PRIMARY KEY AUTO\_INCREMENT,

client *INT* UNSIGNED NOT NULL,

produit *VARCHAR*(40),

quantite SMALLINT DEFAULT 1,

CONSTRAINT fk\_client\_numero -- On donne un nom à notre clé

FOREIGN KEY (client) -- Colonne sur laquelle on crée la clé

REFERENCES Client(numero) -- Colonne de référence

)

ENGINE=InnoDB; -- MyISAM interdit, je le rappelle encore une fois !

##### Après création de la table

Tout comme pour les clés primaires, pour créer une clé étrangère après création de la table, il faut utiliser ALTER TABLE.

ALTER TABLE Commande

ADD CONSTRAINT fk\_client\_numero FOREIGN KEY (client) REFERENCES Client(numero);

#### Suppression d'une clé étrangère

Il peut y avoir plusieurs clés étrangères par table. Par conséquent, lors d'une suppression, il faut identifier la clé à détruire. Cela se fait grâce au symbole de la contrainte.

ALTER TABLE nom\_table

DROP FOREIGN KEY symbole\_contrainte

### Modification de notre base

Maintenant que vous connaissez les clés étrangères, nous allons en profiter pour modifier notre base et ajouter quelques tables afin de préparer le prochain chapitre, qui portera sur les jointures.

Jusqu'à maintenant, la seule information sur l'espèce des animaux de notre élevage était son nom courant. Nous voudrions maintenant stocker aussi son nom latin, ainsi qu'une petite description. Que faire ? Ajouter deux colonnes à notre table ? nom\_latin\_espece et description\_espece ?  
J'espère que vous n'avez envisagé cette possibilité qu'une demi-seconde, car il est assez évident que c'est une très mauvaise solution. En effet, cela obligerait à stocker la même description pour chaque chien, chaque chat, etc. Ainsi que le même nom latin. Nous le faisions déjà avec le nom courant, et cela aurait déjà pu poser problème. Imaginez que, pour un animal, vous fassiez une faute d'orthographe au nom de l'espèce, "chein" au lieu de "chien", par exemple. L'animal en question n'apparaîtrait jamais lorsque vous feriez une recherche par espèce.  
Il faudrait donc un système qui nous permet de ne pas répéter la même information plusieurs fois, et qui limite les erreurs que l'on pourrait faire.

La bonne solution est de créer une seconde table : la table Espece. Cette table aura 4 colonnes : le nom courant, le nom latin, une description, et un numéro d'identification (qui sera la clé primaire de cette table).

#### La table Espece

Voici donc la commande que je vous propose d'exécuter pour créer la table Espece :

CREATE TABLE Espece (

id SMALLINT UNSIGNED AUTO\_INCREMENT,

nom\_courant *VARCHAR*(40) NOT NULL,

nom\_latin *VARCHAR*(40) NOT NULL UNIQUE,

description *TEXT*,

PRIMARY KEY(id)

)

ENGINE=InnoDB;

On met un index UNIQUE  sur la colonne nom\_latin pour être sûr que l'on ne rentrera pas deux fois la même espèce. Pourquoi sur le nom latin et pas sur le nom courant ? Tout simplement parce que le nom latin est beaucoup plus rigoureux et réglementé que le nom courant. On peut avoir plusieurs dénominations courantes pour une même espèce ; ce n'est pas le cas avec le nom latin.

Bien, remplissons donc cette table avec les espèces déjà présentes dans la base :

INSERT INTO Espece (nom\_courant, nom\_latin, description) VALUES

('Chien', 'Canis canis', 'Bestiole à quatre pattes qui aime les caresses et tire souvent la langue'),

('Chat', 'Felis silvestris', 'Bestiole à quatre pattes qui saute très haut et grimpe aux arbres'),

('Tortue d''Hermann', 'Testudo hermanni', 'Bestiole avec une carapace très dure'),

('Perroquet amazone', 'Alipiopsitta xanthops', 'Joli oiseau parleur vert et jaune');

Vous aurez remarqué que j'ai légèrement modifié les noms des espèces "perroquet" et "tortue". En effet, et j'espère que les biologistes pourront me pardonner, "perroquet" et "tortue" ne sont pas des espèces, mais des ordres. J'ai donc précisé un peu (si je donne juste l'ordre, c'est comme si je mettais "carnivore" au lieu de "chat" - ou "chien", d'ailleurs).

Bien, mais cela ne suffit pas ! Il faut également modifier notre table Animal. Nous allons ajouter une colonne espece\_id, qui contiendra l'id de l'espèce à laquelle appartient l'animal, et remplir cette colonne. Ensuite, nous pourrons supprimer la colonne espece, qui n'aura plus de raison d'être.  
La colonne espece\_id sera une clé étrangère ayant pour référence la colonne id de la table Espece. Je rappelle donc que cela signifie qu'il ne sera pas possible d'insérer dans espece\_id un nombre qui n'existe pas dans la colonne id de la table Espece.

#### La table Animal

Je vous conseille d'essayer d'écrire vous-même les requêtes avant de regarder comment je fais.

-- Ajout d'une colonne espece\_id

ALTER TABLE Animal ADD COLUMN espece\_id SMALLINT UNSIGNED; -- même type que la colonne id de Espece

-- Remplissage de espece\_id

UPDATE Animal *SET* espece\_id = 1 WHERE espece = 'chien';

UPDATE Animal *SET* espece\_id = 2 WHERE espece = 'chat';

UPDATE Animal *SET* espece\_id = 3 WHERE espece = 'tortue';

UPDATE Animal *SET* espece\_id = 4 WHERE espece = 'perroquet';

-- Suppression de la colonne espece

ALTER TABLE Animal DROP COLUMN espece;

-- Ajout de la clé étrangère

ALTER TABLE Animal

ADD CONSTRAINT fk\_espece\_id FOREIGN KEY (espece\_id) REFERENCES Espece(id);

Pour tester l'efficacité de la clé étrangère, essayons d'ajouter un animal dont l'espece\_id est 5 (qui n'existe donc pas dans la table Espece) :

INSERT INTO Animal (nom, espece\_id, date\_naissance)

VALUES ('Caouette', 5, '2009-02-15 12:45:00');

ERROR 1452 (23000): Cannot add or update a child row: a foreign key constraint fails (`elevage`.`animal`, CONSTRAINT `fk\_espece\_id` FOREIGN KEY (`espece\_id`) REFERENCES `espece` (`id`))

Elle est pas belle, la vie ?

J'en profite également pour ajouter une contrainte NOT NULL  sur la colonne espece\_id. Après tout, si espece ne pouvait pas être NULL, pas de raison qu'espece\_id puisse l'être ! Ajoutons également l'index UNIQUE  sur (nom, espece\_id) dont on a déjà discuté.

ALTER TABLE Animal MODIFY espece\_id SMALLINT UNSIGNED NOT NULL;

CREATE UNIQUE INDEX ind\_uni\_nom\_espece\_id ON Animal (nom, espece\_id);

Notez qu'il n'était pas possible de mettre la contrainte NOT NULL  à la création de la colonne, puisque, tant que l'on n'avait pas rempli espece\_id, elle contenait NULL  pour toutes les lignes.

Voilà, nos deux tables sont maintenant prêtes. Mais avant de vous lâcher dans l'univers merveilleux des jointures et des sous-requêtes, nous allons encore compliquer un peu les choses. Parce que c'est bien joli pour un éleveur de pouvoir reconnaître un chien d'un chat, mais il serait de bon ton de reconnaître également un berger allemand d'un teckel, non ?

Par conséquent, nous allons encore ajouter deux choses à notre base. D'une part, nous allons ajouter une table Race, basée sur le même schéma que la table Espece. Il faudra également ajouter une colonne à la table Animal, qui contiendra l'id de la race de l'animal. Contrairement à la colonne espece\_id, celle-ci pourra être NULL. Il n'est pas impossible que nous accueillions des bâtards, ou que certaines espèces que nous élevons ne soient pas classées en plusieurs races différentes.  
Ensuite, nous allons garder une trace du pedigree de nos animaux. Pour ce faire, il faut pouvoir connaître ses parents. Donc, nous ajouterons deux colonnes à la table Animal : pere\_id et mere\_id, qui contiendront respectivement l'id du père et l'id de la mère de l'animal.

Ce sont toutes des commandes que vous connaissez, donc je ne détaille pas plus.

-- --------------------------

-- CREATION DE LA TABLE Race

-- --------------------------

CREATE TABLE Race (

id SMALLINT UNSIGNED AUTO\_INCREMENT,

nom *VARCHAR*(40) NOT NULL,

espece\_id SMALLINT UNSIGNED NOT NULL, -- pas de nom latin, mais une référence vers l'espèce

description *TEXT*,

PRIMARY KEY(id),

CONSTRAINT fk\_race\_espece\_id FOREIGN KEY (espece\_id) REFERENCES Espece(id) -- pour assurer l'intégrité de la référence

)

ENGINE = InnoDB;

-- -----------------------

-- REMPLISSAGE DE LA TABLE

-- -----------------------

INSERT INTO Race (nom, espece\_id, description)

VALUES ('Berger allemand', 1, 'Chien sportif et élégant au pelage dense, noir-marron-fauve, noir ou gris.'),

('Berger blanc suisse', 1, 'Petit chien au corps compact, avec des pattes courtes mais bien proportionnées et au pelage tricolore ou bicolore.'),

('Boxer', 1, 'Chien de taille moyenne, au poil ras de couleur fauve ou bringé avec quelques marques blanches.'),

('Bleu russe', 2, 'Chat aux yeux verts et à la robe épaisse et argentée.'),

('Maine coon', 2, 'Chat de grande taille, à poils mi-longs.'),

('Singapura', 2, 'Chat de petite taille aux grands yeux en amandes.'),

('Sphynx', 2, 'Chat sans poils.');

-- ---------------------------------------------

-- AJOUT DE LA COLONNE race\_id A LA TABLE Animal

-- ---------------------------------------------

ALTER TABLE Animal ADD COLUMN race\_id SMALLINT UNSIGNED;

ALTER TABLE Animal

ADD CONSTRAINT fk\_race\_id FOREIGN KEY (race\_id) REFERENCES Race(id);

-- -------------------------

-- REMPLISSAGE DE LA COLONNE

-- -------------------------

UPDATE Animal *SET* race\_id = 1 WHERE id IN (1, 13, 20, 18, 22, 25, 26, 28);

UPDATE Animal *SET* race\_id = 2 WHERE id IN (12, 14, 19, 7);

UPDATE Animal *SET* race\_id = 3 WHERE id IN (17, 21, 27);

UPDATE Animal *SET* race\_id = 4 WHERE id IN (33, 35, 37, 41, 44, 31, 3);

UPDATE Animal *SET* race\_id = 5 WHERE id IN (43, 40, 30, 32, 42, 34, 39, 8);

UPDATE Animal *SET* race\_id = 6 WHERE id IN (29, 36, 38);

-- -------------------------------------------------------

-- AJOUT DES COLONNES mere\_id ET pere\_id A LA TABLE Animal

-- -------------------------------------------------------

ALTER TABLE Animal ADD COLUMN mere\_id SMALLINT UNSIGNED;

ALTER TABLE Animal

ADD CONSTRAINT fk\_mere\_id FOREIGN KEY (mere\_id) REFERENCES Animal(id);

ALTER TABLE Animal ADD COLUMN pere\_id SMALLINT UNSIGNED;

ALTER TABLE Animal

ADD CONSTRAINT fk\_pere\_id FOREIGN KEY (pere\_id) REFERENCES Animal(id);

-- -------------------------------------------

-- REMPLISSAGE DES COLONNES mere\_id ET pere\_id

-- -------------------------------------------

UPDATE Animal *SET* mere\_id = 18, pere\_id = 22 WHERE id = 1;

UPDATE Animal *SET* mere\_id = 7, pere\_id = 21 WHERE id = 10;

UPDATE Animal *SET* mere\_id = 41, pere\_id = 31 WHERE id = 3;

UPDATE Animal *SET* mere\_id = 40, pere\_id = 30 WHERE id = 2;

A priori, la seule chose qui pourrait vous avoir surpris dans ces requêtes ce sont les clés étrangères sur mere\_id et pere\_id qui référencent toutes deux une autre colonne de la même table.

Bien, maintenant que nous avons trois tables et des données sympathiques à exploiter, nous allons passer aux choses sérieuses avec les jointures d'abord, puis les sous-requêtes.

## Jointures

Vous vous attaquez maintenant au plus important chapitre de cette partie. Le principe des jointures est plutôt simple à comprendre (quoique l'on puisse faire des requêtes très compliquées avec les jointures), et indispensable.

Les jointures vont vous permettre de jongler avec **plusieurs tables** dans la même requête.  
Pour commencer, nous verrons le principe général des jointures. Puis, nous ferons un petit détour par les alias, qui servent beaucoup dans les jointures (mais pas seulement). Ensuite, retour sur le sujet avec les deux types de jointures : **internes**et **externes**. Et pour finir, après un rapide tour d'horizon des syntaxes possibles pour faire une jointure, je vous propose quelques exercices pour mettre tout cela en pratique.

### Principe des jointures et notion d'alias

#### Principe des jointures

Sans surprise, le principe des jointures est de joindre plusieurs tables. Pour ce faire, on utilise les informations communes des tables.

Par exemple, lorsque nous avons ajouté dans notre base les informations sur les espèces (leur nom latin et leur description), je vous ai dit que ce serait une très mauvaise idée de tout mettre dans la table Animal, car il nous faudrait alors répéter la même description pour tous les chiens, la même pour toutes les tortues, etc.  
Cependant, vous avez sans doute remarqué que, si vous voulez afficher la description de l'espèce de Cartouche (votre petit préféré), vous avez besoin de deux requêtes

**Étape 1 :** on trouve l'*id* de l'espèce de Cartouche grâce à la table *Animal*.

SELECT espece\_id FROM Animal WHERE nom = 'Cartouche';

**Étape 2 :** on trouve la description de l'espèce grâce à son *id*.

SELECT description FROM Espece WHERE id = 1;

Ne serait-ce pas merveilleux de pouvoir faire tout cela (et plus encore) en une seule requête ?  
C'est là que les jointures entrent en jeu ; on va utiliser l'information commune entre les deux tables : l'*id* de l'espèce, qui est présente dans *Animal,*avec la colonne *espece\_id*, et dans *Espece,*avec la colonne *id*.

SELECT Espece.description

FROM Espece

INNER JOIN Animal

ON Espece.id = Animal.espece\_id

WHERE Animal.nom = 'Cartouche';

### Jointure interne

L'air de rien, dans l'introduction, je vous ai déjà montré comment faire une jointure. La première émotion passée, vous devriez vous être dit : "Tiens, mais cela n'a pas l'air bien compliqué, en fait, les jointures."  
En effet, une fois que vous aurez compris comment réfléchir aux jointures, tout se fera tout seul. Personnellement, cela m'aide vraiment d'imaginer la table virtuelle créée par la jointure, et de travailler sur cette table pour tout ce qui est conditions, tris, etc.

Revoici la jointure que je vous ai fait faire, et qui est une jointure **interne**.

SELECT Espece.description

FROM Espece

INNER JOIN Animal

ON Espece.id = Animal.espece\_id

WHERE Animal.nom = 'Cartouche';

Décomposons !

* **SELECT Espece.description**  : je sélectionne la colonne description de la table Espece.
* **FROM Espece**  : je travaille sur la table Espece.
* **INNER JOIN Animal**  : je la joins (avec une jointure interne) à la table Animal.
* **ON Espece.id = Animal.espece\_id**  : la jointure se fait sur les colonnes id de la table Espece et espece\_id de la table Animal, qui doivent donc correspondre.
* **WHERE Animal.nom = 'Cartouche'**  : dans la table résultant de la jointure, je sélectionne les lignes qui ont la valeur "Cartouche" dans la colonne nom venant de la table Animal.

Si vous avez compris ça, vous avez tout compris !

#### Syntaxe

Comme d'habitude, voici donc la syntaxe à utiliser pour faire des requêtes avec jointure(s) interne(s).

SELECT \* -- comme d'habitude, vous sélectionnez les colonnes que vous voulez

FROM nom\_table1

[INNER] JOIN nom\_table2 -- INNER explicite le fait qu'il s'agit d'une jointure interne, mais c'est facultatif

ON colonne\_table1 = colonne\_table2 -- sur quelles colonnes se fait la jointure

-- vous pouvez mettre colonne\_table2 = colonne\_table1, l'ordre n'a pas d'importance

[WHERE ...]

[ORDER BY ...] -- les clauses habituelles sont bien sûr utilisables !

[LIMIT ...]

##### Condition de jointure

La clause ON  sert à préciser la condition de la jointure. C'est-à-dire sur quel(s) critère(s) les deux tables doivent être jointes. Dans la plupart des cas, il s'agira d'une condition d'égalité simple, comme ON Animal.espece\_id = Espece.id. Il est cependant tout à fait possible d'avoir plusieurs conditions à remplir pour lier les deux tables. On utilise alors les opérateurs logiques habituels. Par exemple, une jointure peut très bien se faire sur plusieurs colonnes :

SELECT \*

FROM table1

INNER JOIN table2

ON table1.colonneA = table2.colonneJ

AND table1.colonneT = table2.colonneX

[AND ...];

##### Expliciter le nom des colonnes

Il peut arriver que vous ayez dans vos deux tables des colonnes portant le même nom. C'est le cas dans notre exemple, puisque la table Animal comporte une colonne id, tout comme la table Espece. Il est donc important de préciser de quelle colonne on parle dans ce cas-là.  
Vous l'avez vu dans notre requête, on utilise pour cela l'opérateur **.**(nom\_table.nom\_colonne). Pour les colonnes ayant un nom non ambigu (qui n'existe dans aucune autre table de la jointure), il n'est pas obligatoire de préciser la table.  
En général, je précise la table quand il s'agit de grosses requêtes avec plusieurs jointures. En revanche, pour les petites jointures courantes, il est vrai que c'est moins long à écrire si l'on ne précise pas la table.

**Exemple :** sélection du nom des animaux commençant par "Ch", ainsi que de l'id et la description de leur espèce.

SELECT Espece.id, -- ici, pas le choix, il faut préciser

Espece.description, -- ici, on pourrait mettre juste description

Animal.nom -- idem, la précision n'est pas obligatoire. C'est cependant plus clair puisque les espèces ont un nom aussi

FROM Espece

INNER JOIN Animal

ON Espece.id = Animal.espece\_id

WHERE Animal.nom LIKE 'Ch%';

##### Utiliser les alias

Les alias sont souvent utilisés avec les jointures. Ils permettent notamment de renommer les tables, et ainsi d'écrire moins de code.

**Exemple :** on renomme la table Espece "e", et la table Animal "a".

SELECT e.id,

e.description,

a.nom

FROM Espece AS e -- On donne l'alias "e" à Espece

INNER JOIN Animal AS a -- et l'alias "a" à Animal.

ON e.id = a.espece\_id

WHERE a.nom LIKE 'Ch%';

Comme vous le voyez, le code est plus compact. Ici encore, c'est quelque chose que j'utilise souvent pour de petites requêtes ponctuelles. Par contre, pour de grosses requêtes, je préfère les noms explicites ; c'est ainsi plus facile de s'y retrouver.

Une autre utilité des alias est de renommer les colonnes pour que le résultat soit plus clair. Observez le résultat de la requête précédente. Vous avez trois colonnes : id, description et nom. Le nom de la table dont provient la colonne n'est indiqué nulle part. A priori, vous savez ce que vous avez demandé. Il n'y a pas encore trop de colonnes, mais imaginez que vous sélectionniez une vingtaine de colonnes. Ce serait quand même mieux de savoir de quel id on parle, s'il s'agit du nom de l'animal, de son maître, du père, du fils ou du Saint-Esprit !  
Il est intéressant là aussi d'utiliser les alias.

**Exemple :** on donne des alias aux colonnes (id\_espece pour id de la table Espece, description\_espece pour Espece.description et nom\_bestiole pour Animal.nom).

SELECT Espece.id AS id\_espece,

Espece.description AS description\_espece,

Animal.nom AS nom\_bestiole

FROM Espece

INNER JOIN Animal

ON Espece.id = Animal.espece\_id

WHERE Animal.nom LIKE 'Ch%';

#### Pourquoi "interne" ?

INNER JOIN  permet donc de faire une jointure **interne** sur deux tables. Mais que signifie donc ce "interne" ?

C'est très simple ! Lorsque l'on fait une jointure interne, cela veut dire que l'on exige qu'il y ait des données de part et d'autre de la jointure. Donc, si l'on fait une jointure sur la colonne a de la table A et la colonne b de la table B :

SELECT \*

FROM A

INNER JOIN B

ON A.a = B.b

Ceci retournera **uniquement** les lignes pour lesquelles A.a et B.b correspondent.

**Exemple :** on veut connaître la race des chats.

SELECT Animal.nom AS nom\_animal, Race.nom AS race

FROM Animal

INNER JOIN Race

ON Animal.race\_id = Race.id

WHERE Animal.espece\_id = 2 -- ceci correspond aux chats

ORDER BY Race.nom, Animal.nom;

### Jointure externe

Comme je viens de vous le dire, une jointure externe permet de sélectionner également les lignes pour lesquelles il n'y a pas de correspondance dans une des tables jointes. MySQL permet deux types de jointures externes : les jointures par la gauche et les jointures par la droite.

#### Jointures par la gauche

Lorsque l'on fait une jointure par la gauche (grâce aux mots-clés LEFT JOIN  ou LEFT OUTER JOIN), cela signifie que l'on veut toutes les lignes de la table de gauche (sauf restrictions dans une clause WHERE, bien sûr), même si certaines n'ont pas de correspondance avec une ligne de la table de droite.

Alors, table de gauche, table de droite, laquelle est laquelle ? C'est très simple, nous lisons de gauche à droite, donc la table de gauche est la première table mentionnée dans la requête, c'est-à-dire, en général, la table donnée dans la clause FROM.

Si l'on veut de nouveau connaître la race des chats, mais que cette fois-ci nous voulons également afficher les chats qui n'ont pas de race, on peut utiliser la jointure suivante (je ne prends que les chats dont le nom commence par "C" afin de réduire le nombre de lignes, mais vous pouvez choisir les conditions que vous voulez) :

SELECT Animal.nom AS nom\_animal, Race.nom AS race

FROM Animal -- Table de gauche

LEFT JOIN Race -- Table de droite

ON Animal.race\_id = Race.id

WHERE Animal.espece\_id = 2

AND Animal.nom LIKE 'C%'

ORDER BY Race.nom, Animal.nom;

-- OU

SELECT Animal.nom AS nom\_animal, Race.nom AS race

FROM Animal -- Table de gauche

LEFT OUTER JOIN Race -- Table de droite

ON Animal.race\_id = Race.id

WHERE Animal.espece\_id = 2

AND Animal.nom LIKE 'C%'

ORDER BY Race.nom, Animal.nom;

On ne connaît pas la race de Choupi, et pourtant il fait bien partie des lignes sélectionnées, alors qu'avec la jointure interne, il n'apparaissait pas. Simplement, les colonnes qui viennent de la table Race (la colonne Race.nom AS race  dans ce cas-ci) sont NULL  pour les lignes qui n'ont pas de correspondance (la ligne de Choupi ici).

#### Jointures par la droite

Les jointures par la droite (RIGHT JOIN  ou RIGHT OUTER JOIN), c'est évidemment le même principe, sauf que ce sont toutes les lignes de la table de droite qui sont sélectionnées, même s'il n'y a pas de correspondance dans la table de gauche.

**Exemple :** toujours avec les races de chats.

SELECT Animal.nom AS nom\_animal, Race.nom AS race

FROM Animal -- Table de gauche

RIGHT JOIN Race -- Table de droite

ON Animal.race\_id = Race.id

WHERE Race.espece\_id = 2

ORDER BY Race.nom, Animal.nom;

- OU

SELECT Animal.nom AS nom\_animal, Race.nom AS race

FROM Animal -- Table de gauche

RIGHT OUTER JOIN Race -- Table de droite

ON Animal.race\_id = Race.id

WHERE Race.espece\_id = 2

ORDER BY Race.nom, Animal.nom;

On a bien une ligne avec la race "Sphynx", bien que nous n'ayons aucun sphynx dans notre table *Animal*.

À noter que toutes les jointures par la droite peuvent être faites grâce à une jointure par la gauche (et vice versa). Voici l'équivalent avec une jointure par la gauche de la requête que nous venons d'écrire :

SELECT Animal.nom AS nom\_animal, Race.nom AS race

FROM Race -- Table de gauche

LEFT JOIN Animal -- Table de droite

ON Animal.race\_id = Race.id

WHERE Race.espece\_id = 2

ORDER BY Race.nom, Animal.nom;

### Syntaxes alternatives

Les syntaxes que je vous ai montrées jusqu'ici, avec [INNER] JOIN  et LEFT|RIGHT [OUTER] JOIN, sont les syntaxes classiques que vous retrouverez le plus souvent. Il existe cependant d'autres manières de faire des jointures.

#### Jointures avec USING

Lorsque les colonnes qui servent à joindre les deux tables ont **le même nom**, vous pouvez utiliser la clause USING  au lieu de la clause ON.

SELECT \*

FROM table1

[INNER | LEFT | RIGHT] JOIN table2 USING (colonneJ); -- colonneJ est présente dans les deux tables

-- équivalent à

SELECT \*

FROM table1

[INNER | LEFT | RIGHT] JOIN table2 ON table1.colonneJ = table2.colonneJ;

Si la jointure se fait sur plusieurs colonnes, il suffit de lister les colonnes en les séparant par des virgules : USING (colonne1, colonne2,…).

#### Jointures naturelles

Comme pour les jointures avec USING, il est possible d'utiliser les jointures naturelles dans le cas où les colonnes servant à la jointure ont **le même nom** dans les deux tables.  
Simplement, dans le cas d'une jointure naturelle, on ne donne pas la ou les colonnes sur lesquelles joindre les tables : c'est déterminé automatiquement. Donc si l'on a les trois tables suivantes :

* table1 : colonnes A, B, C
* table2 : colonnes B, E, F
* table3 : colonnes A, C, E

**Exemple 1** : jointure de table1 et table2 (une colonne ayant le même nom : B).

SELECT \*

FROM table1

NATURAL JOIN table2;

-- EST ÉQUIVALENT À

SELECT \*

FROM table1

INNER JOIN table2

ON table1.B = table2.B;

**Exemple 2 :** jointure de table1 et table3 (deux colonnes ayant le même nom : A et C).

SELECT \*

FROM table1

NATURAL JOIN table3;

-- EST ÉQUIVALENT À

SELECT \*

FROM table1

INNER JOIN table3

ON table1.A = table3.A AND table1.C = table3.C;

Pour utiliser ce type de jointure, il faut donc être certain que **toutes les colonnes nécessaires** à la jointure ont le même nom dans les deux tables, mais aussi que les colonnes ayant le même nom sont **uniquement celles qui servent à la jointure**.

Notez que vous pouvez également réaliser une jointure externe par la gauche avec les jointures naturelles à l'aide de NATURAL LEFT JOIN.

#### Jointures sans JOIN

Cela peut paraître absurde, mais il est tout à fait possible de faire une jointure sans utiliser le mot JOIN. Ce n'est cependant possible que pour les jointures internes.  
Il suffit de mentionner les tables que l'on veut joindre dans la clause FROM  (séparées par des virgules), et de mettre la condition de jointure dans la clause WHERE  (sans clause ON).

SELECT \*

FROM table1, table2

WHERE table1.colonne1 = table2.colonne2;

-- équivalent à

SELECT \*

FROM table1

[INNER] JOIN table2

ON table1.colonne1 = table2.colonne2;

Je vous déconseille cependant d'utiliser cette syntaxe. En effet, lorsque vous ferez des grosses jointures, avec plusieurs conditions dans la clause WHERE, vous serez bien content de pouvoir différencier au premier coup d’œil les conditions de jointures des conditions "normales".

### Exemples d'application et exercices

Maintenant que vous savez comment faire une jointure, on va un peu s'amuser. Cette partie sera en fait un mini-TP. Je vous dis à quel résultat vous devez parvenir en utilisant des jointures, vous essayez, et ensuite, vous allez voir la réponse et les explications.

Techniquement, vous avez vu toute la théorie nécessaire pour réaliser toutes les requêtes que je vous demanderai ici. Cependant, il y aura des choses que je ne vous ai pas "montrées" explicitement, comme les jointures avec plus de deux tables, ou les auto-jointures (joindre une table avec elle-même).  
C'est voulu !

Je ne m'attends pas à ce que vous réussissiez à construire toutes les requêtes sans jeter un œil à la solution. Le but ici est de vous faire réfléchir, et surtout de vous faire prendre conscience que l'on peut faire pas mal de choses en SQL, en combinant plusieurs techniques par exemple.

Pour jouer le jeu jusqu'au bout, je vous propose de considérer que vous ne connaissez pas les id correspondants aux différentes races et espèces. Donc quand je demande la liste des chiens, par exemple, il n'est pas intéressant de sélectionner les animaux WHERE espece\_id = 1; . Il est bien plus utile de faire une jointure avec la table Espece.

#### A/ Commençons par des choses faciles

Des jointures sur deux tables, avec différentes conditions à respecter.

##### 1. Moi, j'aime bien les chiens de berger

**Vous devez obtenir la liste des races de chiens qui sont des chiens de berger.**

On considère (même si ce n'est pas tout à fait vrai) que les chiens de berger ont "berger" dans leur nom de race.

SELECT Race.nom AS Race

FROM Race

INNER JOIN Espece ON Espece.id = Race.espece\_id

WHERE Espece.nom\_courant = 'chien' AND Race.nom LIKE '%berger%';

Bon, c'était juste un échauffement. Normalement, vous ne devriez pas avoir eu de difficultés avec cette requête. Peut-être avez-vous oublié la condition Espece.nom\_courant = 'chien'  ? On ne sait jamais, une race de chat (ou autre) pourrait très bien contenir "berger", or j'ai explicitement demandé les chiens.

##### 2. Mais de quelle couleur peut bien être son pelage ?

**Vous devez obtenir la liste des animaux (leur nom, date de naissance et race) pour lesquels nous n'avons aucune information sur leur pelage.**

Dans la description des races, j'utilise parfois "pelage", parfois "poil", et parfois "robe".

SELECT Animal.nom AS nom\_animal, Animal.date\_naissance, Race.nom AS race

FROM Animal

LEFT JOIN Race

ON Animal.race\_id = Race.id

WHERE (Race.description NOT LIKE '%poil%'

AND Race.description NOT LIKE '%robe%'

AND Race.description NOT LIKE '%pelage%'

)

OR Race.id IS NULL;

Il faut donc :

* soit que l'on ne connaisse pas la race (on n'a alors aucune information sur le pelage de la race, a fortiori) ;
* soit que l'on connaisse la race, mais que, dans la description de celle-ci, il n'y ait pas d'information sur le pelage.

**1/ On ne connaît pas la race**

Les animaux dont on ne connaît pas la race ont NULL  dans la colonne race\_id. Mais vu que l'on fait une jointure sur cette colonne, il ne faut pas oublier de faire une jointure **externe**, sinon tous ces animaux sans race seront éliminés.  
Une fois que c'est fait, pour les sélectionner, il suffit de mettre la condition Animal.race\_id IS NULL, par exemple, ou simplement Race.#n'importe quelle colonne# IS NULL, vu qu'il n'y a pas de correspondance avec Race.

**2/ Pas d'information sur le pelage dans la description de la race**

Je vous ai donné comme indice le fait que j'utilisais les mots "pelage", "poil" ou "robe" dans les descriptions des espèces. Il fallait donc sélectionner les races pour lesquelles la description ne contient pas ces mots. D'où l'utilisation de NOT LIKE.

Si l'on met tout cela ensemble : il fallait faire une jointure externe des tables Animal et Race, et ensuite sélectionner les animaux qui répondaient à l'une ou l'autre des conditions (opérateur logique OR).

#### B/ Compliquons un peu les choses

Jointures sur deux tables, ou plus !

##### 1. La race ET l'espèce

**Vous devez obtenir la liste des chats et des perroquets amazones, avec leur sexe, leur espèce (nom latin) et leur race s'ils en ont une. Regroupez les chats ensemble, les perroquets ensemble et, au sein de l'espèce, regroupez les races.**

SELECT Animal.nom as nom\_animal, Animal.sexe, Espece.nom\_latin as espece, Race.nom as race

FROM Animal

INNER JOIN Espece

ON Animal.espece\_id = Espece.id

LEFT JOIN Race

ON Animal.race\_id = Race.id

WHERE Espece.nom\_courant IN ('Perroquet amazone', 'Chat')

ORDER BY Espece.nom\_latin, Race.nom;

Comme vous voyez, c'est non seulement très simple de faire des jointures sur plus d'une table, mais c'est également possible de mélanger jointures internes et externes. Si cela vous pose problème, essayez vraiment de vous imaginer les étapes.  
D'abord, on fait la jointure d'Animal et d'Espece. On se retrouve alors avec une grosse table qui possède toutes les colonnes d'Animal et toutes les colonnes d'Espece. Ensuite, à cette grosse table (à la fois virtuelle et intermédiaire), on joint la table Race, grâce à la colonne Animal.race\_id.  
Notez que l'ordre dans lequel vous faites les jointures n'est pas important.

En ce qui concerne la clause ORDER BY, j'ai choisi de trier par ordre alphabétique, mais il est évident que vous pouviez également trier sur les id de l'espèce et de la race. L'important ici était de trier d'abord sur une colonne d'Espece, ensuite sur une colonne de Race.

##### 2. Futures génitrices

**Vous devez obtenir la liste des chiennes dont on connaît la race, et qui sont en âge de procréer (c'est-à-dire nées avant juillet 2016). Affichez leurs nom, date de naissance et race.**

SELECT Animal.nom AS nom\_chienne, Animal.date\_naissance, Race.nom AS race

FROM Animal

INNER JOIN Espece

ON Animal.espece\_id = Espece.id

INNER JOIN Race

ON Animal.race\_id = Race.id

WHERE Espece.nom\_courant = 'chien'

AND Animal.date\_naissance < '2010-07-01'

AND Animal.sexe = 'F';

Cette fois, il fallait faire une jointure interne avec Race, puisque l'on voulait que la race soit connue. Le reste de la requête ne présentait pas de difficulté majeure.

#### C/ Et maintenant, le test ultime !

Jointures sur deux tables ou plus, avec éventuelles auto-jointures.

Je vous ai fait rajouter, à la fin du chapitre précédent, deux jolies petites colonnes dans la table Animal : mere\_id et pere\_id. Le moment est venu de les utiliser !

##### 1. Mon père, ma mère, mes frères et mes sœurs (Wohooooo)

**Vous devez obtenir la liste des chats dont on connaît les parents, ainsi que le nom de ces parents.**

SELECT Animal.nom, Pere.nom AS Papa, Mere.nom AS Maman

FROM Animal

INNER JOIN Animal AS Pere

ON Animal.pere\_id = Pere.id

INNER JOIN Animal AS Mere

ON Animal.mere\_id = Mere.id

INNER JOIN Espece

ON Animal.espece\_id = Espece.id

WHERE Espece.nom\_courant = 'chat';

Si celle-là, vous l'avez trouvée tout seul, je vous félicite ! Sinon, c'est un peu normal. Vous voici face au premier cas dans lequel les alias sont **obligatoires**. En effet, vous aviez sans doute compris que vous pouviez faire FROM Animal INNER JOIN Animal, puisque j'avais mentionné les auto-jointures, mais vous avez probablement bloqué sur la clause ON. Comment différencier les colonnes d'Animal dans FROM  des colonnes d'Animal dans JOIN  ? Vous savez maintenant qu'il suffit d'utiliser des alias.  
Il faut faire une jointure sur trois tables, puisque finalement, vous avez besoin des noms de trois animaux. Or en liant deux tables Animal ensemble, vous avez deux colonnes nom. Pour pouvoir en avoir trois, il faut lier trois tables.

Prenez le temps de bien comprendre les auto-jointures, le pourquoi du comment et le comment du pourquoi. Faites des schémas au besoin, imaginez les tables intermédiaires.

##### 2. Je suis ton père

**Histoire de se détendre un peu, vous devez maintenant obtenir la liste des enfants de Bouli (nom, sexe et date de naissance).**

SELECT Animal.nom, Animal.sexe, Animal.date\_naissance

FROM Animal

INNER JOIN Animal AS Pere

ON Animal.pere\_id = Pere.id

WHERE Pere.nom = 'Bouli';

Après la requête précédente, celle-ci devrait vous sembler plutôt facile ! Notez qu'il y a plusieurs manières de faire, bien sûr. En voici une autre :

SELECT Enfant.nom, Enfant.sexe, Enfant.date\_naissance

FROM Animal

INNER JOIN Animal AS Enfant

ON Enfant.pere\_id = Animal.id

WHERE Animal.nom = 'Bouli';

L'important, c'est le résultat ! Évidemment, si vous avez utilisé 45 jointures et 74 conditions, alors ce n'est pas bon non plus. Du moment que vous n'avez joint que deux tables, cela devrait être bon.

##### 3. C'est un pure race ?

Courage, c'est la dernière (et la plus trash ![:ninja:](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABgAAAATCAMAAAHKaQ2fAAAAYFBMVEX//7D/slj//a7/x3D/9qX/7Jr/wWn/+an/xG3/tl3/1X+UlJTmolD/6piodjrXl0v/uF//86L/umH/3Yn/vWX/7p3/5JH/znf/tFr/y3T/2YT/+6z///8AAAAXGW7///+4fV6LAAAAIHRSTlP/////////////////////////////////////////AFxcG+0AAADGSURBVBgZVcEJUhwxAATBntmLG4xvW9X1/19aWggIZ0YMbLFGzT4IJTIZu0RRw6R5HJwxnWhs0SidcIqnPWPcHbZq4PHv6fC6QY30CmucwKuogFfRLi6xLHUKl4wxfr+A5uEYBje/nquB4/HPtxcohr6hJfaNYLSLS1TAq7hAF/BDVPoJ30Vgz7R/+Xr384bJJTydLnvGPeOecTjcbk8UNTz8+H7ZM5bz+XbbnmnR0JZPbWmLkf4PaTEqnYBOqBSNC3QBP/wDEkcv71l/MZ8AAAAASUVORK5CYII=) )!

**Vous devez obtenir la liste des animaux dont on connaît le père, la mère, la race, la race du père, la race de la mère. Affichez le nom et la race de l'animal et de ses parents, ainsi que l'espèce de l'animal (pas des parents).**

SELECT Espece.nom\_courant AS espece, Animal.nom AS nom\_animal, Race.nom AS race\_animal,

Pere.nom AS papa, Race\_pere.nom AS race\_papa,

Mere.nom AS maman, Race\_mere.nom AS race\_maman

FROM Animal

INNER JOIN Espece

ON Animal.espece\_id = Espece.id

INNER JOIN Race

ON Animal.race\_id = Race.id

INNER JOIN Animal AS Pere

ON Animal.pere\_id = Pere.id

INNER JOIN Race AS Race\_pere

ON Pere.race\_id = Race\_pere.id

INNER JOIN Animal AS Mere

ON Animal.mere\_id = Mere.id

INNER JOIN Race AS Race\_mere

ON Mere.race\_id = Race\_mere.id;
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C'est avec ce genre de requête que l'on se rend compte à quel point il est important de bien structurer et indenter sa requête, et à quel point un choix d'alias intelligent peut clarifier les choses.

Si vous avez survécu jusqu'ici, vous devriez maintenant avoir compris en profondeur le principe des jointures, et être capable de manipuler de nombreuses tables sans faire tout tomber par terre.

## Sous-requêtes

Nous allons maintenant apprendre à imbriquer plusieurs requêtes, ce qui vous permettra de faire en une seule fois ce qui vous aurait, jusqu'ici, demandé plusieurs étapes.

Une sous-requête est une requête **à l'intérieur** d'une autre requête. Avec le SQL, vous pouvez construire des requêtes imbriquées sur autant de niveaux que vous voulez. Vous pouvez également mélanger jointures et sous-requêtes. Tant que votre requête est correctement structurée, elle peut être aussi complexe que vous le voulez.

Une sous-requête peut être faite dans une requête de type SELECT, INSERT, UPDATE  ou DELETE  (et quelques autres que nous n'avons pas encore vues). Nous ne verrons dans ce chapitre que les requêtes de sélection. Les jointures et sous-requêtes pour la modification, l'insertion et la suppression de données seront traitées dans le prochain chapitre.

La plupart des requêtes de sélection que vous allez voir dans ce chapitre sont tout à fait réalisables autrement, souvent avec une jointure. Certains préfèrent les sous-requêtes aux jointures parce que c'est légèrement plus clair comme syntaxe, et peut-être plus intuitif. Il faut cependant savoir qu'une jointure sera en général **au moins aussi rapide**que la même requête faite avec une sous-requête. Par conséquent, s'il est important pour vous d'optimiser les performances de votre application, utilisez plutôt des jointures lorsque c'est possible.

### Sous-requêtes dans le FROM

Lorsque l'on fait une requête de type SELECT, le résultat de la requête nous est envoyé sous forme de table. Et grâce aux sous-requêtes, il est tout à fait possible d'utiliser cette table et de refaire une recherche uniquement sur les lignes de celle-ci.

**Exemple :** on sélectionne toutes les femelles parmi les perroquets et les tortues .

SELECT Animal.id, Animal.sexe, Animal.date\_naissance, Animal.nom, Animal.espece\_id

FROM Animal

INNER JOIN Espece

ON Espece.id = Animal.espece\_id

WHERE sexe = 'F'

AND Espece.nom\_courant IN ('Tortue d''Hermann', 'Perroquet amazone');

Parmi ces femelles perroquets et tortues, on veut connaître la date de naissance de la plus âgée. On va donc faire une sélection dans la table des résultats de la requête.

SELECT MIN(date\_naissance)

FROM (

SELECT Animal.id, Animal.sexe, Animal.date\_naissance, Animal.nom, Animal.espece\_id

FROM Animal

INNER JOIN Espece

ON Espece.id = Animal.espece\_id

WHERE sexe = 'F'

AND Espece.nom\_courant IN ('Tortue d''Hermann', 'Perroquet amazone')

) AS tortues\_perroquets\_F;

##### Alias

Dans le cas des sous-requêtes dans le FROM, il est également obligatoire de **préciser un alias pour la table intermédiaire** (le résultat de notre sous-requête). Si vous ne le faites pas, MySQL déclenchera une erreur. Ici, on l'a appelée tortues\_perroquets\_F.  
Nommer votre table intermédiaire permet de plus de vous y référer si vous faites une jointure dessus, ou si certains noms de colonnes sont ambigus et que le nom de la table doit être précisé. Attention au fait qu'il ne s'agit pas de la table Animal, mais bien d'une table tirée d'Animal.  
Par conséquent, si vous voulez préciser le nom de la table dans le SELECT  principal, vous devez écrire SELECT MIN(tortues\_perroquets\_F.date\_naissance), et non pas SELECT MIN(Animal.date\_naissance).

##### Cohérence des colonnes

Les colonnes sélectionnées dans le SELECT  "principal" doivent bien sûr être présentes dans la table intermédiaire. La requête suivante, par exemple, ne fonctionnera pas :

SELECT MIN(date\_naissance)

FROM (

SELECT Animal.id, Animal.nom

FROM Animal

INNER JOIN Espece

ON Espece.id = Animal.espece\_id

WHERE sexe = 'F'

AND Espece.nom\_courant IN ('Tortue d''Hermann', 'Perroquet amazone')

) AS tortues\_perroquets\_F;

En effet, tortues\_perroquets\_F n'a que deux colonnes : id et nom. Il est donc impossible de sélectionner la colonne date\_naissance de cette table.

##### Noms ambigus

Pour finir, attention aux noms de colonnes ambigus. Une table, même intermédiaire, ne peut pas avoir deux colonnes ayant le même nom. Si deux colonnes ont le même nom, il est nécessaire de renommer explicitement au moins l'une des deux.

Donc, si l'on veut sélectionner la colonne Espece.id en plus dans la sous-requête, on peut procéder ainsi :

SELECT MIN(date\_naissance)

FROM (

SELECT Animal.id, Animal.sexe, Animal.date\_naissance, Animal.nom, Animal.espece\_id,

Espece.id AS espece\_espece\_id -- On renomme la colonne id de Espece, donc il n'y a plus de doublons.

FROM Animal -- Attention de ne pas la renommer espece\_id, puisqu'on sélectionne aussi la colonne espece\_id dans Animal !

INNER JOIN Espece

ON Espece.id = Animal.espece\_id

WHERE sexe = 'F'

AND Espece.nom\_courant IN ('Tortue d''Hermann', 'Perroquet amazone')

) AS tortues\_perroquets\_F;

### Sous-requêtes dans les conditions

Je vous ai donc dit que lorsque vous faites une requête SELECT, le résultat est sous forme de table. Ces tables de résultats peuvent avoir :

* plusieurs colonnes et plusieurs lignes ;
* plusieurs colonnes, mais une seule ligne ;
* plusieurs lignes, mais une seule colonne ;
* ou encore une seule ligne et une seule colonne (c'est-à-dire juste **une**valeur).

Les sous-requêtes renvoyant plusieurs lignes **et** plusieurs colonnes ne sont utilisées que dans les clauses FROM. Nous allons ici nous intéresser aux trois autres possibilités uniquement.

#### Comparaisons

Pour rappel, voici un tableau des opérateurs de comparaison.

##### Sous-requête renvoyant une valeur

Le cas le plus simple est évidemment d'utiliser une sous-requête qui renvoie une valeur.

SELECT id, sexe, nom, commentaires, espece\_id, race\_id

FROM Animal

WHERE race\_id =

(SELECT id FROM Race WHERE nom = 'Berger Allemand'); -- la sous-requête renvoie simplement 1

Remarquez que cette requête peut également s'écrire avec une jointure plutôt qu'une sous-requête :

SELECT Animal.id, sexe, Animal.nom, commentaires, Animal.espece\_id, race\_id

FROM Animal

INNER JOIN Race ON Race.id = Animal.race\_id

WHERE Race.nom = 'Berger Allemand';

Voici un exemple de requête avec sous-requête qu'il est impossible de faire avec une simple jointure :

SELECT id, nom, espece\_id

FROM Race

WHERE espece\_id = (

SELECT MIN(id) FROM Espece

-- Je rappelle que MIN() permet de récupérer la plus petite valeur de la colonne parmi les lignes sélectionnées

);

En ce qui concerne les autres opérateurs de comparaison, le principe est exactement le même :

SELECT id, nom, espece\_id

FROM Race

WHERE espece\_id < (

SELECT id

FROM Espece

WHERE nom\_courant = 'Tortue d''Hermann');

##### Sous-requête renvoyant une ligne

Seuls les opérateurs **=**  et **!=**  (ou  <>)  sont utilisables avec une sous-requête de ligne. Toutes les comparaisons de type "plus grand" ou "plus petit" ne sont pas supportées.

Dans le cas d'une sous-requête dont le résultat est une ligne, la syntaxe est la suivante :

SELECT \*

FROM nom\_table1

WHERE [ROW](colonne1, colonne2) = ( -- le ROW n'est pas obligatoire

SELECT colonneX, colonneY

FROM nom\_table2

WHERE...); -- Condition qui ne retourne qu'UNE SEULE LIGNE

Cette requête va donc renvoyer toutes les lignes de la table1 dont la colonne1 = la colonneX de la ligne résultat de la sous-requête ; ET la colonne2 = la colonneY de la ligne résultat de la sous-requête.

Vous voulez un exemple, peut-être ? Allons-y !

SELECT id, sexe, nom, espece\_id, race\_id

FROM Animal

WHERE (id, race\_id) = (

SELECT id, espece\_id

FROM Race

WHERE id = 7);

Décomposons calmement. Voyons d'abord ce que la sous-requête donne comme résultat.

SELECT id, espece\_id

FROM Race

WHERE id = 7;

#### Conditions avec IN et NOT IN

##### IN

Vous connaissez déjà l'opérateur IN, qui compare une colonne avec une liste de valeurs.

**Exemple**

SELECT Animal.id, Animal.nom, Animal.espece\_id

FROM Animal

INNER JOIN Espece

ON Espece.id = Animal.espece\_id

WHERE Espece.nom\_courant IN ('Tortue d''Hermann', 'Perroquet amazone');

Cet opérateur peut également s'utiliser avec une sous-requête dont le résultat est une **colonne**ou une **valeur**. On peut donc réécrire la requête ci-dessus en utilisant une sous-requête plutôt qu'une jointure :

SELECT id, nom, espece\_id

FROM Animal

WHERE espece\_id IN (

SELECT id

FROM Espece

WHERE nom\_courant IN ('Tortue d''Hermann', 'Perroquet amazone')

);

Le fonctionnement est plutôt facile à comprendre. La sous-requête donne les résultats suivants :

SELECT id -- On ne sélectionne bien qu'UNE SEULE COLONNE.

FROM Espece

WHERE nom\_courant IN ('Tortue d''Hermann', 'Perroquet amazone');

Ainsi, la requête principale sélectionnera les lignes qui ont un espece\_id parmi ceux renvoyés par la sous-requête, donc 3 ou 4.

##### NOT IN

Si l'on utilise NOT IN, c'est bien sûr le contraire : on exclut les lignes qui correspondent au résultat de la sous-requête. La requête suivante nous renverra donc les animaux dont l'espece\_id n'est **pas**3 ou 4.

SELECT id, nom, espece\_id

FROM Animal

WHERE espece\_id NOT IN (

SELECT id

FROM Espece

WHERE nom\_courant IN ('Tortue d''Hermann', 'Perroquet amazone')

);

#### Conditions avec ANY, SOME et ALL

Les conditions avec IN  et NOT IN  sont un peu limitées, puisqu'elles ne permettent que des comparaisons de type "est égal" ou "est différent". Avec ANY  et ALL, on va pouvoir utiliser les autres comparateurs (plus grand, plus petit, etc.).

Bien entendu, comme pour IN, il faut des sous-requêtes dont le résultat est soit une **valeur**, soit une **colonne**.

* ANY  : veut dire "au moins une des valeurs".
* SOME  : est un synonyme de ANY.
* ALL  : signifie "toutes les valeurs".

##### ANY (ou SOME)

La requête suivante signifie donc "Sélectionne les lignes de la table Animal, dont l'espece\_id est inférieur à **au moins une** des valeurs sélectionnées dans la sous-requête". C'est-à-dire inférieur à 3 **ou** à 4. Vous aurez donc dans les résultats toutes les lignes dont l'espece\_id vaut 1, 2 ou 3 (puisque 3 est inférieur à 4).

SELECT \*

FROM Animal

WHERE espece\_id < ANY (

SELECT id

FROM Espece

WHERE nom\_courant IN ('Tortue d''Hermann', 'Perroquet amazone')

);

##### ALL

Par contre, si vous utilisez ALL  plutôt que ANY, cela signifiera "Sélectionne les lignes de la table Animal, dont l'espece\_id est inférieur à **toutes**les valeurs sélectionnées dans la sous-requête". Donc inférieur à 3 **et** à 4. Vous n'aurez donc plus que les lignes dont l'espece\_id vaut 1 ou 2.

SELECT \*

FROM Animal

WHERE espece\_id < ALL (

SELECT id

FROM Espece

WHERE nom\_courant IN ('Tortue d''Hermann', 'Perroquet amazone')

);

##### Remarque : lien avec IN

Remarquez que = ANY  est l'équivalent de IN, tandis que <> ALL  est l'équivalent de NOT IN. Attention, cependant : ANY  et ALL  (et SOME) ne peuvent s'utiliser qu'avec des sous-requêtes, et non avec des valeurs, comme on peut le faire avec IN.  
On ne peut donc pas faire ceci :

SELECT id

FROM Espece

WHERE nom\_courant = ANY ('Tortue d''Hermann', 'Perroquet amazone');

#1064 - You have an error in your SQL syntax;

### Sous-requêtes corrélées

Une sous-requête corrélée est une sous-requête qui fait référence à une colonne (ou une table) qui n'est pas définie dans sa clause FROM, mais bien ailleurs dans la requête dont elle fait partie.

Vu que ce n'est pas une définition extrêmement claire de prime abord, voici un exemple de requête avec une sous-requête corrélée :

SELECT colonne1

FROM tableA

WHERE colonne2 IN (

SELECT colonne3

FROM tableB

WHERE tableB.colonne4 = tableA.colonne5

);

Si l'on prend la sous-requête toute seule, on ne pourra pas l'exécuter :

SELECT colonne3

FROM tableB

WHERE tableB.colonne4 = tableA.colonne5

En effet, seule la tableB est sélectionnée dans la clause FROM, il n'y a pas de jointure avec la tableA, et pourtant, on utilise la tableA dans la condition.

Par contre, aucun problème pour l'utiliser comme sous-requête, puisque la clause FROM  de la requête principale sélectionne la tableA. La sous-requête est donc **corrélée**à la requête principale.

**Attention :** si MySQL rencontre une table inconnue dans une sous-requête, il va aller chercher dans les **niveaux supérieurs uniquement** si cette table existe. Donc, imaginons que l'on a une requête avec 3 niveaux : la requête principale (niveau 1), une ou plusieurs sous-requêtes (niveau 2) et une ou plusieurs sous-sous-requêtes, c'est-à-dire une sous-requête dans une sous-requête (niveau 3).

* Une sous-requête (niveau 2) peut être corrélée à la requête principale (niveau 1).
* Une sous-sous-requête (niveau 3) peut être corrélée à la sous-requête **dont elle dépend** (niveau 2), ou à la requête principale (niveau 1).
* Mais une sous-requête (niveau 2) ne peut pas être corrélée à une autre sous-requête (niveau 2).

Si l'on prend le schéma suivant, on peut donc remonter l'arbre, mais jamais descendre d'un cran pour trouver les tables nécessaires.
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Peuvent être corrélées à :

* **A :** B, C, D, E, F, G et H.
* **B :** aucune.
* **C :** D, E, F, G et H.
* **D :** F, G et H.
* **E :** aucune.

Le temps de vous expliquer le fonctionnement de EXISTS  et NOT EXISTS, et nous verrons un exemple de sous-requête corrélée.

##### Conditions avec EXISTS et NOT EXISTS

Les conditions EXISTS  et NOT EXISTS  s'utilisent de la manière suivante :

SELECT \* FROM nom\_table

WHERE [NOT] EXISTS (sous-requête)

Une condition avec EXISTS  sera vraie (et donc la requête renverra quelque chose) si la sous-requête correspondante renvoie au moins une ligne.  
Une condition avec NOT EXISTS  sera vraie si la sous-requête correspondante ne renvoie aucune ligne.

**Exemple :** on sélectionne les races s'il existe un animal qui s'appelle Balou.

SELECT id, nom, espece\_id FROM Race

WHERE EXISTS (SELECT \* FROM Animal WHERE nom = 'Balou');

Vu qu'il existe bien un animal du nom de Balou dans notre table Animal, la condition est vraie, on sélectionne donc toutes les races. Si l'on avait utilisé un nom qui n'existe pas, la requête n'aurait renvoyé aucun résultat.

Vous conviendrez cependant qu'une telle requête n'a pas beaucoup de sens, c'était juste pour vous faire comprendre le principe. En général, on utilise WHERE [NOT] EXISTS  avec des sous-requêtes corrélées.

**Exemple :** je veux sélectionner toutes les races dont on ne possède aucun animal.

SELECT \* FROM Race

WHERE NOT EXISTS (SELECT \* FROM Animal WHERE Animal.race\_id = Race.id);

La sous-requête est bien corrélée à la requête principale, puisqu'elle utilise la table *Race*, qui n'est pas sélectionnée dans la sous-requête.

En résultat, on a bien le Sphynx, puisque l'on n'en possède aucun.

### Modification

#### Utilisation des sous-requêtes

##### Pour la sélection

Imaginez que, pour une raison bizarre, vous vouliez que tous les perroquets aient en commentaire : "Coco veut un gâteau !"

Si vous saviez que l'id de l'espèce est 4, ce serait facile :

UPDATE Animal *SET* commentaires = 'Coco veut un gâteau' WHERE espece\_id = 4;

Seulement voilà, vous ne savez évidemment pas que l'id de cette espèce est 4. Sinon, ce n'est pas drôle ! Vous allez donc utiliser une magnifique sous-requête pour modifier ces bruyants volatiles !

UPDATE Animal *SET* commentaires = 'Coco veut un gâteau !' WHERE espece\_id =

(SELECT id FROM Espece WHERE nom\_courant LIKE 'Perroquet%');

Bien sûr, toutes les possibilités de conditions que l'on a vues pour la sélection sont encore valables pour les modifications. Après tout, une clause WHERE  est une clause WHERE  !

##### Pour l'élément à modifier

Ce matin, un client demande à voir vos chats bleu russe, car il compte en offrir un à sa fille. Ni une ni deux, vous vérifiez dans la base de données, puis allez chercher Schtroumpfette, Filou, Caribou, Raccou, Callune, Feta et Cawette.  
Et là, horreur et damnation ! À l'instant où ses yeux se posent sur Cawette, le client devient vert de rage. Il prend à peine le temps de vous expliquer, outré, que Cawette n'est pas un bleu russe, mais bien un nebelung, à cause de ses poils longs, puis s'en va chercher un éleveur plus compétent.

Bon… L'erreur est humaine, mais autant la réparer rapidement. Vous insérez donc une nouvelle race dans la table ad hoc.

INSERT INTO Race (nom, espece\_id, description)

VALUES ('Nebelung', 2, 'Chat bleu russe, mais avec des poils longs...');

Une fois cela fait, il vous reste encore à modifier la race de Cawette. Pour cela, vous avez besoin de l'id de la race nebelung que vous venez d'ajouter.  
Vous vous en doutez, il est tout à fait possible de le faire grâce à une sous-requête :

UPDATE Animal *SET* race\_id =

(SELECT id FROM Race WHERE nom = 'Nebelung' AND espece\_id = 2)

WHERE nom = 'Cawette';

Il est bien entendu indispensable que le résultat de la sous-requête soit une **valeur**!

##### Limitation des sous-requêtes dans un UPDATE

Une limitation importante des sous-requêtes est que l'**on ne peut pas modifier un élément d'une table que l'on utilise dans une sous-requête**.

**Exemple :** vous trouvez que Callune ressemble quand même fichtrement à Cawette, et ses poils sont aussi longs. Vous vous dites donc que vous auriez dû également modifier la race de Callune. Vous essayez donc la requête suivante :

UPDATE Animal *SET* race\_id =

(SELECT race\_id FROM Animal WHERE nom = 'Cawette' AND espece\_id = 2)

WHERE nom = 'Callune';

Malheureusement :

ERROR 1093 (HY000): You can't specify target table 'Animal' for update in FROM clause

La sous-requête utilise la table Animal. Or, vous cherchez à modifier le contenu de celle-ci. C'est impossible !

Il vous faudra donc utiliser la même requête que pour Cawette, en changeant simplement le nom (je ne vous fais pas l'affront de vous l'écrire).

#### Modification avec jointure

Imaginons que vous vouliez que, pour les tortues et les perroquets, si un animal n'a pas de commentaire, on lui ajoute comme commentaire la description de l'espèce. Vous pourriez sélectionner les descriptions, les copier, retenir l'id de l'espèce, et ensuite faire un UPDATE  pour les tortues et un autre pour les perroquets.  
Ou alors, vous pourriez simplement faire un UPDATE  avec jointure !

Voici la syntaxe que vous devriez utiliser pour le faire avec une jointure :

UPDATE Animal -- Classique !

INNER JOIN Espece -- Jointure.

ON Animal.espece\_id = Espece.id

-- Condition de la jointure.

*SET* Animal.commentaires = Espece.description

-- Ensuite, la modification voulue.

WHERE Animal.commentaires IS NULL

-- Seulement s'il n'y a pas encore de commentaire.

AND Espece.nom\_courant IN ('Perroquet amazone', 'Tortue d''Hermann');

-- Et seulement pour les perroquets et les tortues.

* Vous pouvez bien sûr mettre ce que vous voulez comme modifications. Ici, j'ai utilisé la valeur de la colonne dans l'autre table, mais vous auriez pu mettre Animal.commentaires = 'Tralala', et la jointure n'aurait alors servi qu'à sélectionner les tortues et les perroquets grâce au nom courant de l'espèce.
* Toutes les jointures sont possibles. Vous n'êtes pas limité aux jointures internes ni à deux tables jointes.

### Suppression

Cette partie sera relativement courte, puisque l'utilisation des sous-requêtes et des jointures est assez ressemblante concernant la suppression et la modification.  
Simplement, pour la suppression, les sous-requêtes et jointures ne peuvent servir qu'à sélectionner les lignes à supprimer.

#### Utilisation des sous-requêtes

On peut, tout simplement, utiliser une sous-requête dans la clause WHERE. Par exemple, imaginez que nous ayons deux animaux dont le nom est "Carabistouille", un chat et un perroquet. Vous désirez supprimer Carabistouille-le-chat, mais garder Carabistouille-le-perroquet. Vous ne pouvez donc pas utiliser la requête suivante, qui supprimera les deux :

DELETE FROM Animal WHERE nom = 'Carabistouille';

Mais il suffit d'une sous-requête dans la clause WHERE  pour sélectionner l'espèce, et le tour est joué !

DELETE FROM Animal

WHERE nom = 'Carabistouille' AND espece\_id =

(SELECT id FROM Espece WHERE nom\_courant = 'Chat');

##### Limitations

Les limitations sur DELETE  sont les mêmes que pour UPDATE  : on ne peut pas supprimer des lignes d'une table qui est utilisée dans une sous-requête.

#### Suppression avec jointure

Pour les jointures, c'est le même principe. Si je reprends le même problème que ci-dessus, voici comment supprimer la ligne voulue avec une jointure :

DELETE Animal -- Je précise de quelles tables les données doivent être supprimées

FROM Animal -- Table principale

INNER JOIN Espece ON Animal.espece\_id = Espece.id

-- Jointure

WHERE Animal.nom = 'Carabistouille'

AND Espece.nom\_courant = 'Chat';

Vous remarquez une petite différence avec la syntaxe "classique" de DELETE  (sans jointure) : je précise le nom de la table dans laquelle les lignes doivent être supprimées, juste après le DELETE. En effet, comme on utilise plusieurs tables, cette précision est obligatoire. Ici, on ne supprimera que les lignes d'Animal correspondantes.

## Union de plusieurs requêtes

Toujours dans l'optique de rassembler plusieurs requêtes en une seule, voici l'UNION.  
Faire l'union de deux requêtes, cela veut simplement dire réunir les résultats de la première requête **et** les résultats de la seconde requête.  
Voyons comment cela fonctionne !

### Syntaxe

La syntaxe d'UNION  est simplissime : si vous avez deux requêtes SELECT  dont vous voulez additionner les résultats, il vous suffit d'ajouter UNION  entre ces deux requêtes.

SELECT ...

UNION

SELECT ...

Le nombre de requêtes qu'il est possible d'unir est illimité. Si vous avez cinquante requêtes de sélection, placez un UNION  entre les cinquante requêtes.

SELECT ...

UNION

SELECT ...

UNION

SELECT ...

....

UNION

SELECT ...

Par exemple, vous pouvez obtenir les chats et les tortues de la manière suivante :

SELECT Animal.\* FROM Animal

INNER JOIN Espece ON Animal.espece\_id = Espece.id

WHERE Espece.nom\_courant = 'Chat'

UNION

SELECT Animal.\* FROM Animal

INNER JOIN Espece ON Animal.espece\_id = Espece.id

WHERE Espece.nom\_courant = 'Tortue d''Hermann';

## Options des clés étrangères

Lorsque je vous ai parlé des clés étrangères et que je vous ai donné la syntaxe pour les créer, j'ai omis de vous parler des deux options fort utiles :

* ON DELETE, qui permet de déterminer le comportement de MySQL en cas de suppression d'une référence ;
* ON UPDATE, qui permet de déterminer le comportement de MySQL en cas de modification d'une référence.

Nous allons maintenant examiner ces options.

### Option sur suppression des clés étrangères

#### Petits rappels

##### La syntaxe

Voici comment on ajoute une clé étrangère à une table déjà existante :

ALTER TABLE nom\_table

ADD [CONSTRAINT fk\_col\_ref] -- On donne un nom à la clé (facultatif)

FOREIGN KEY colonne -- La colonne sur laquelle on ajoute la clé

REFERENCES table\_ref(col\_ref); -- La table et la colonne de référence

Le principe expliqué ici est exactement le même si l'on crée la clé en même temps que la table. La commande ALTER TABLE  est simplement plus courte, c'est la raison pour laquelle je l'utilise dans mes exemples plutôt que CREATE TABLE.

##### Le principe

Dans notre table Animal, nous avons par exemple mis une clé étrangère sur la colonne race\_id référençant la colonne id de la table Race. Cela implique que, chaque fois qu'une valeur est insérée dans cette colonne (soit en ajoutant une ligne, soit en modifiant une ligne existante), MySQL va vérifier que cette valeur existe bien dans la colonne id de la table Race.  
Aucun animal ne pourra donc avoir un race\_id qui ne correspond à rien dans notre base.

#### Suppression d'une référence

Que se passe-t-il si l'on supprime la race des boxers ? Certains animaux référencent cette espèce dans leur colonne race\_id. On risque donc d'avoir des données incohérentes. Or, éviter cela est précisément la raison d'être de notre clé étrangère.

Essayons :

DELETE FROM Race WHERE nom = 'Boxer';

ERROR 1451 (23000): Cannot delete or update a parent row: a foreign key constraint fails (`elevage`.`animal`, CONSTRAINT `fk\_race\_id` FOREIGN KEY (`race\_id`) REFERENCES `race` (`id`))

Ouf ! Visiblement, MySQL vérifie la contrainte de clé étrangère lors d'une suppression aussi, et empêche de supprimer une ligne si elle contient une référence utilisée ailleurs dans la base (ici, l'id de la ligne est donc utilisé par certaines lignes de la table Animal).

Mais cela veut donc dire que, chaque fois que l'on veut supprimer des lignes de la table Race, il faut d'abord supprimer toutes les références à ces races. Dans notre base, cela va encore, il n'y a pas énormément de clés étrangères, mais imaginez si l'id de Race servait de référence à des clés étrangères dans ne serait-ce que cinq ou six tables. Pour supprimer une seule race, il faudrait faire jusqu'à six ou sept requêtes.

C'est donc ici qu'intervient notre option ON DELETE, qui permet de changer la manière dont la clé étrangère gère la suppression d'une référence.

##### Syntaxe

Voici comment on ajoute cette option à la clé étrangère :

ALTER TABLE nom\_table

ADD [CONSTRAINT fk\_col\_ref]

FOREIGN KEY (colonne)

REFERENCES table\_ref(col\_ref)

ON DELETE {RESTRICT | NO ACTION | *SET* NULL | CASCADE};

-- Nouvelle option !

Il y a donc quatre comportements possibles, que je vais vous détailler tout de suite (bien que leurs noms soient plutôt clairs) : RESTRICT, NO ACTION, SET NULL  et CASCADE.

##### RESTRICT ou NO ACTION

RESTRICT  est le comportement par défaut. Si l'on essaye de supprimer une valeur référencée par une clé étrangère, l'action est avortée et on obtient une erreur. NO ACTION  a exactement le même effet.

Cette équivalence de RESTRICT  et NO ACTION  est propre à MySQL. Dans d'autres SGBD, ces deux options n'auront pas le même effet (RESTRICT  étant généralement plus strict que NO ACTION).

##### SET NULL

Si l'on choisit SET NULL, alors tout simplement, NULL  est substitué aux valeurs dont la référence est supprimée.  
Pour reprendre notre exemple, en supprimant la race des boxers, tous les animaux auxquels on a attribué cette race verront la valeur de leur race\_id passer à NULL.

D'ailleurs, cela me semble plutôt intéressant comme comportement dans cette situation ! Nous allons donc modifier notre clé étrangère fk\_race\_id. C'est-à-dire que nous allons supprimer la clé, puis la recréer avec le bon comportement :

ALTER TABLE Animal DROP FOREIGN KEY fk\_race\_id;

ALTER TABLE Animal

ADD CONSTRAINT fk\_race\_id FOREIGN KEY (race\_id) REFERENCES Race(id) ON DELETE *SET* NULL;

Dorénavant, si vous supprimez une race, tous les animaux auxquels vous avez attribué cette race auparavant auront NULL  comme race\_id.

Vérifions en supprimant les boxers, depuis le temps que l'on essaye !

-- Affichons d'abord tous les animaux, avec leur race --

-- -----------------------------------------------------

SELECT Animal.nom, Animal.race\_id, Race.nom as race FROM Animal

LEFT JOIN Race ON Animal.race\_id = Race.id

ORDER BY race;

-- Supprimons ensuite la race 'Boxer' --

-- -------------------------------------

DELETE FROM Race WHERE nom = 'Boxer';

-- Réaffichons les animaux --

-- --------------------------

SELECT Animal.nom, Animal.race\_id, Race.nom as race FROM Animal

LEFT JOIN Race ON Animal.race\_id = Race.id

ORDER BY race;

Les ex-boxers existent toujours dans la table Animal, mais ils n'appartiennent plus à aucune race.

##### CASCADE

Ce dernier comportement est le plus risqué (et le plus violent ! ![:pirate:](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABcAAAAWCAMAAAFrr8ehAAAAeFBMVEWwMg+odjr/3Yn/x3DXl0v//7DV1dU/PT3/wWn/tVv//a7/tFr/vWX/9qX/tl3/2YT/5JHmolD/7p3/0Xz/6pj/xG3/1X//umH/+an/7Jr/4Y2UlJT/y3T/uF//86L/+6zENQ6qqqre3t7/sljJRSD///8AAAD///8i/TJ3AAAAKHRSTlP///////////////////////////////////////////////////8AvqouGAAAAQ5JREFUGBllwVWS41AURMES2JKZGgcf3VP73+FIEfbXZMq2DPL2KNuConmbZSe5yHeiFtld515eYJkEqLHSbX+fQbDdYpmRneUXitWMWmsJCnL3xcTP4UxB7vof/XCOSkE2h1rrAL3lFyy/BLJNEnZk4dRaS8mRxUtk8c003RlqZHH92nCJc40sHhceRzhElrv3iNjSZWSP1MpIj2wzjpgd8n8IbPmJlVdEwcILktoiSdhEyYgGpPaUJIiSEQ3Ybxb7PxG/ht+VKBmZ29tpv5kmuML7fKhEYJlbf307/T19X4bjJ7VWomRkMzw+CFYR1JmSsWwzfhKsguPIyvKKri4O80eH2e16LD+x8gqw/wHz7D4v0UGnPgAAAABJRU5ErkJggg==) ). En effet, cela supprime purement et simplement toutes les lignes qui référençaient la valeur supprimée !  
Donc, si l'on choisit ce comportement pour la clé étrangère sur la colonne espece\_id de la table Animal, vous supprimez l'espèce "Perroquet amazone" et POUF ! quatre lignes de votre table Animal (les quatre perroquets) sont supprimées en même temps.  
Il faut donc être bien sûr de ce que l'on fait si l'on choisit ON DELETE CASCADE. Il y a cependant de nombreuses situations dans lesquelles c'est utile. Prenez par exemple un forum sur un site internet. Vous avez une table Sujet, et une table Message, avec une colonne sujet\_id. Avec ON DELETE CASCADE, il vous suffit de supprimer un sujet pour que tous les messages de ce sujet soient également supprimés. Plutôt pratique non ?

Je le répète : soyez bien sûr de ce que vous faites ! Je décline toute responsabilité en cas de perte de données causée par un ON DELETE CASCADE inconsidérément utilisé !

### Option sur modification des clés étrangères

On peut également rencontrer des problèmes de cohérence des données en cas de modification. En effet, si l'on change par exemple l'id de la race "Singapura", tous les animaux qui ont l'ancien id dans leur colonne race\_id référenceront une ligne qui n'existe plus. Les modifications de références de clés étrangères sont donc soumises aux mêmes restrictions que la suppression.

**Exemple :** essayons de modifier l'id de la race "Singapura".

UPDATE Race *SET* id = 3 WHERE nom = 'Singapura';

ERROR 1451 (23000): Cannot delete or update a parent row: a foreign key constraint fails (`elevage`.`animal`, CONSTRAINT `fk\_race\_id` FOREIGN KEY (`race\_id`) REFERENCES `race` (`id`) ON DELETE SET NULL)

L'option permettant de définir le comportement en cas de modification est donc ON UPDATE {RESTRICT | NO ACTION | SET NULL | CASCADE}. Les quatre comportements possibles sont exactement les mêmes que pour la suppression.

* RESTRICT et NO ACTION  : empêche la modification si elle casse la contrainte (comportement par défaut).
* SET NULL  : met NULL  partout où la valeur modifiée était référencée.
* CASCADE  : modifie également la valeur là où elle est référencée.

##### Petite explication à propos de CASCADE

CASCADE  signifie que l'événement est répété sur les tables qui référencent la valeur. Pensez à des "réactions en cascade". Ainsi, une suppression provoquera d'autres suppressions, tandis qu'une modification provoquera d'autres… modifications ! ![:soleil:](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABMAAAATCAMAAAEyifZoAAAAY1BMVEVxUy7/wWn/6pj/tl3/0Xz/3Yn//a7/+an/2YT/x3D/tFr/9qX/7p3/1X//vWX/+6z/umHmolD/9KP/5JH/7Jr//7D/uF//znf/y3T/4Y3/xG3Xl0v/sliodjr///8AAAD///+O7quOAAAAIXRSTlP//////////////////////////////////////////wCfwdAhAAAA1ElEQVQYV12PR3JEQQxC+TnO/MkOEg33P6UXbZfLfitKUBKCZSgSTsNGCDrB2zgLPrE0sGVDY9sYrSKEhYWGc5Vhq91xkg3rG0NDezyWS6ZgXVgKzzJsW7Jt2JZUFfcWtOEOz2Pow5CKVCThukmTtAau922bz68MqO/JUlJwXEopGYbNzIb/NtuWmJmsZ6vb3YDp1g54i5oTb/qlowzxMUmSWGdJQdf7Po3P8djn96bpMkMQ+2H+uA/9QpKZKwWLzSdLhXlmfV2xJknytcSffhHx0+8LuWUjlhWB48QAAAAASUVORK5CYII=)

Modifions par exemple la clé étrangère sur Animal.race\_id, avant de modifier l'id de la race "Singapura" (jetez d'abord un œil aux données des tables Race et Animal, afin de voir les différences).

-- Suppression de la clé --

-- ------------------------

ALTER TABLE Animal DROP FOREIGN KEY fk\_race\_id;

-- Recréation de la clé avec les bonnes options --

-- -----------------------------------------------

ALTER TABLE Animal

ADD CONSTRAINT fk\_race\_id FOREIGN KEY (race\_id) REFERENCES Race(id)

ON DELETE *SET* NULL

-- N'oublions pas de remettre le ON DELETE !

ON UPDATE CASCADE;

-- Modification de l'id des Singapura --

-- -------------------------------------

UPDATE Race *SET* id = 3 WHERE nom = 'Singapura';

Les animaux notés comme étant des "Singapura" ont désormais leur race\_id à 3. Parfait ! ![:magicien:](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABoAAAAfCAMAAAG5Xh3ZAAAAhFBMVEX/9gCodjrXl0v/x3D//7D/zAD/wWn/3YmWagD/tFr//a7/tl3/kAD/vWX/umH/xG13rOf/+an/1X//tVv/0Xz/7Jr/5JH/2YTmolD/uF//9qVeldH/7p3/y3T/6piUlJT/znf/+6zp4QD/9KP/4Y0cVpYIO3T/slgRSIX///8AAAD///+W6kBhAAAALHRSTlP/////////////////////////////////////////////////////////AMfWCYwAAAF1SURBVCiRlVLbdoMgEEQwmmjUxNzvSVsBZ////7qLGpP29KHrkcMwOwO7oIhAisjLYHlACZ5R91ursHYylwWl5tR4SaJ9vKy0rEcuCrm9BMGMGk6aK/JKUGPZhujYtjOV0tq4YOiSQccZgzwAfxoRFl6hR2ggYdGhZXxrcTkwSle03x6Pu+LgdKfT5cw5p5+eLHvZYTxux73tbl8Q1OJFB+8DUpNQoveSqibzCVt4DqlduO6YkD5Ng8pzA9ChTRbjVhsXEK5Z3LYmcVBYAen1sTGlE5QSmRpJjtAlcSlzrqhAfxY4N6vxVw1DcMN+FvtkvMV/KWa8P2Gk1BvjBx0vS1MGasFXqD5+UHKXjQqd4d7AYjREwxHs+PO2p6aBij6zmFuWtW19r/JopBBtlkwBLXA3JneRvJJw7dhvz8xlj/PukiQ5PwumkK5WYNU63X1t07UppL1u1qu6vZKqSsJNMlO87CWklnSOg9G/XhYQaa2jzoa+Ab7MbxbOydWEAAAAAElFTkSuQmCC)

En règle générale (dans 99,99 % des cas), c’est une très très mauvaise idée de changer la valeur d’un id (ou de votre clé primaire auto-incrémentée). En effet, vous risquez des problèmes avec l’auto-incrément, si vous donnez une valeur non encore atteinte par auto-incrémentation, par exemple. Soyez bien conscient de ce que vous faites. Je ne l’ai montré ici que pour illustrer le ON UPDATE, parce que toutes nos clés étrangères référencent des clés primaires. Mais ce n’est pas le cas partout. Une clé étrangère pourrait parfaitement référencer un simple index, dépourvu de toute auto-incrémentation, auquel cas vous pourriez vous amuser à en changer la valeur autant de fois que vous le voudriez.

Modifions une dernière fois cette clé étrangère pour remettre l'option ON UPDATE  par défaut.

ALTER TABLE Animal DROP FOREIGN KEY fk\_race\_id;

ALTER TABLE Animal

ADD CONSTRAINT fk\_race\_id FOREIGN KEY (race\_id) REFERENCES Race(id) ON DELETE *SET* NULL;

### Utilisation de ces options dans notre base

Appliquons maintenant ce que nous avons appris à notre base de données elevage. Celle-ci comporte 5 clés étrangères :

##### Sur la table Animal

* race\_id référence Race.id
* espece\_id référence Espece.id
* mere\_id référence Animal.id
* pere\_id référence Animal.id

##### Sur la table Race

* espece\_id référence Espece.id

#### Modifications

Pour les modifications, le mieux ici est de laisser le comportement par défaut (RESTRICT) pour toutes nos clés étrangères. Les colonnes référencées sont chaque fois des colonnes auto-incrémentées, on ne devrait donc pas modifier leurs valeurs.

#### Suppressions

Le problème est plus délicat pour les suppressions. On a déjà défini ON DELETE SET NULL  pour la clé sur Animal.race\_id. Prenons les autres clés une à une.

##### Clé sur Animal.espece\_id

Si l'on supprime une espèce de la base de données, c'est parce que l'on ne l'utilise plus dans notre élevage, donc a priori, on n'a plus besoin non plus des animaux de cette espèce. Sachant cela, on serait sans doute tenté de mettre ON DELETE CASCADE. Ainsi, en une seule requête, tout est fait.  
Cependant, les animaux sont quand même le point central de notre base de données. Cela me paraît donc un peu violent de les supprimer automatiquement de cette manière, en cas de suppression d'espèce.

Par conséquent, je vous propose plutôt de laisser le ON DELETE RESTRICT. Supprimer une espèce n'est pas anodin, et supprimer de nombreux animaux d'un coup non plus. En empêchant la suppression des espèces tant qu'il existe des animaux de celle-ci, on oblige l'utilisateur à supprimer d'abord tous ces animaux. Pas de risque de fausse manœuvre donc.  
Attention au fait que le ON DELETE SET NULL  n'est bien sûr pas envisageable, puisque la colonne espece\_id de la table Animal ne **peut pas** être NULL.  
Pas de changement pour cette clé étrangère !

Il s'agit de mon point de vue personnel, bien sûr. Si vous pensez que c'est mieux de mettreON DELETE CASCADE, faites-le. On peut certainement trouver des arguments en faveur des deux possibilités.

##### Clés sur Animal.mere\_id et Animal.pere\_id

Ce n'est pas parce que l'on supprime un animal que tous ses enfants doivent être supprimés également. Par contre, mettre à NULL  semble une bonne idée. ON DELETE SET NULL  donc !

##### Clé sur Race.espece\_id

Si une espèce est finalement supprimée, et donc que tous les animaux de cette espèce ont également été supprimés auparavant (puisque l'on a laissé ON DELETE RESTRICT  pour la clé sur Animal.espece\_id), alors les races de cette espèce deviennent caduques. On peut donc utiliser un ON DELETE CASCADE  ici.

#### Les requêtes

Vous avez toutes les informations nécessaires pour écrire ces requêtes, je vous encourage donc à les écrire vous-même avant de regarder mon code.

-- Animal.mere\_id --

-- -----------------

ALTER TABLE Animal DROP FOREIGN KEY fk\_mere\_id;

ALTER TABLE Animal

ADD CONSTRAINT fk\_mere\_id FOREIGN KEY (mere\_id) REFERENCES Animal(id) ON DELETE *SET* NULL;

-- Animal.pere\_id --

-- -----------------

ALTER TABLE Animal DROP FOREIGN KEY fk\_pere\_id;

ALTER TABLE Animal

ADD CONSTRAINT fk\_pere\_id FOREIGN KEY (pere\_id) REFERENCES Animal(id) ON DELETE *SET* NULL;

-- Race.espece\_id --

-- -----------------

ALTER TABLE Race DROP FOREIGN KEY fk\_race\_espece\_id;

ALTER TABLE Race

ADD CONSTRAINT fk\_race\_espece\_id FOREIGN KEY (espece\_id) REFERENCES Espece(id) ON DELETE CASCADE;

## Rappels et introduction

Pour commencer en douceur, voici un chapitre d'introduction. On commence avec quelques **rappels**et astuces. Ensuite, on entre dans le vif du sujet avec la **définition d'une fonction**, et la différence entre une fonction **scalaire**et une fonction**d’agrégation**. Et pour finir, nous verrons quelques fonctions permettant d'obtenir des renseignements sur votre environnement, sur la dernière requête effectuée, et permettant de convertir des valeurs.

Que du bonheur, que du facile, que du super utile !

**État actuel de la base de données**  
**Note :** les tables de test ne sont pas reprises

*SET* NAMES utf8;

DROP TABLE IF EXISTS Animal;

DROP TABLE IF EXISTS Race;

DROP TABLE IF EXISTS Espece;

CREATE TABLE Espece (

id smallint(6) unsigned NOT NULL AUTO\_INCREMENT,

nom\_courant *varchar*(40) NOT NULL,

nom\_latin *varchar*(40) NOT NULL,

description *text*,

PRIMARY KEY (id),

UNIQUE KEY nom\_latin (nom\_latin)

) ENGINE=InnoDB AUTO\_INCREMENT=7 DEFAULT CHARSET=latin1;

LOCK TABLES Espece WRITE;

INSERT INTO Espece VALUES (1,'Chien','Canis canis','Bestiole à quatre pattes qui aime les caresses et tire souvent la langue'),(2,'Chat','Felis silvestris','Bestiole à quatre pattes qui saute très haut et grimpe aux arbres'),(3,'Tortue d''Hermann','Testudo hermanni','Bestiole avec une carapace très dure'),

(4,'Perroquet amazone','Alipiopsitta xanthops','Joli oiseau parleur vert et jaune');

UNLOCK TABLES;

CREATE TABLE Race (

id smallint(6) unsigned NOT NULL AUTO\_INCREMENT,

nom *varchar*(40) NOT NULL,

espece\_id smallint(6) unsigned NOT NULL,

description *text*,

PRIMARY KEY (id)

) ENGINE=InnoDB AUTO\_INCREMENT=9 DEFAULT CHARSET=latin1;

LOCK TABLES Race WRITE;

INSERT INTO Race VALUES (1,'Berger allemand',1,'Chien sportif et élégant au pelage dense, noir-marron-fauve, noir ou gris.'),(2,'Berger blanc suisse',1,'Petit chien au corps compact, avec des pattes courtes mais bien proportionnées et au pelage tricolore ou bicolore.'),

(3,'Singapura',2,'Chat de petite taille aux grands yeux en amandes.'),(4,'Bleu russe',2,'Chat aux yeux verts et à la robe épaisse et argentée.'),(5,'Maine coon',2,'Chat de grande taille, à poils mi-longs.'),

(7,'Sphynx',2,'Chat sans poils.'),(8,'Nebelung',2,'Chat bleu russe, mais avec des poils longs...');

UNLOCK TABLES;

CREATE TABLE Animal (

id smallint(6) unsigned NOT NULL AUTO\_INCREMENT,

sexe *char*(1) DEFAULT NULL,

date\_naissance datetime NOT NULL,

nom *varchar*(30) DEFAULT NULL,

commentaires *text*,

espece\_id smallint(6) unsigned NOT NULL,

race\_id smallint(6) unsigned DEFAULT NULL,

mere\_id smallint(6) unsigned DEFAULT NULL,

pere\_id smallint(6) unsigned DEFAULT NULL,

PRIMARY KEY (id),

UNIQUE KEY ind\_uni\_nom\_espece\_id (nom,espece\_id)

) ENGINE=InnoDB AUTO\_INCREMENT=65 DEFAULT CHARSET=utf8;

LOCK TABLES Animal WRITE;

INSERT INTO Animal VALUES (1,'M','2010-04-05 13:43:00','Rox','Mordille beaucoup',1,1,18,22),

(2,NULL,'2010-03-24 02:23:00','Roucky',NULL,2,NULL,40,30),(3,'F','2010-09-13 15:02:00','Schtroumpfette',NULL,2,4,41,31),(4,'F','2009-08-03 05:12:00',NULL,'Bestiole avec une carapace très dure',3,NULL,NULL,NULL),

(5,NULL,'2010-10-03 16:44:00','Choupi','Né sans oreille gauche',2,NULL,NULL,NULL),(6,'F','2009-06-13 08:17:00','Bobosse','Carapace bizarre',3,NULL,NULL,NULL),(7,'F','2008-12-06 05:18:00','Caroline',NULL,1,2,NULL,NULL),

(8,'M','2008-09-11 15:38:00','Bagherra',NULL,2,5,NULL,NULL),(9,NULL,'2010-08-23 05:18:00',NULL,'Bestiole avec une carapace très dure',3,NULL,NULL,NULL),(10,'M','2010-07-21 15:41:00','Bobo',NULL,1,NULL,7,21),

(11,'F','2008-02-20 15:45:00','Canaille',NULL,1,NULL,NULL,NULL),(12,'F','2009-05-26 08:54:00','Cali',NULL,1,2,NULL,NULL),(13,'F','2007-04-24 12:54:00','Rouquine',NULL,1,1,NULL,NULL),

(14,'F','2009-05-26 08:56:00','Fila',NULL,1,2,NULL,NULL),(15,'F','2008-02-20 15:47:00','Anya',NULL,1,NULL,NULL,NULL),(16,'F','2009-05-26 08:50:00','Louya',NULL,1,NULL,NULL,NULL),

(17,'F','2008-03-10 13:45:00','Welva',NULL,1,NULL,NULL,NULL),(18,'F','2007-04-24 12:59:00','Zira',NULL,1,1,NULL,NULL),(19,'F','2009-05-26 09:02:00','Java',NULL,1,2,NULL,NULL),

(20,'M','2007-04-24 12:45:00','Balou',NULL,1,1,NULL,NULL),(21,'F','2008-03-10 13:43:00','Pataude',NULL,1,NULL,NULL,NULL),(22,'M','2007-04-24 12:42:00','Bouli',NULL,1,1,NULL,NULL),

(24,'M','2007-04-12 05:23:00','Cartouche',NULL,1,NULL,NULL,NULL),(25,'M','2006-05-14 15:50:00','Zambo',NULL,1,1,NULL,NULL),(26,'M','2006-05-14 15:48:00','Samba',NULL,1,1,NULL,NULL),

(27,'M','2008-03-10 13:40:00','Moka',NULL,1,NULL,NULL,NULL),(28,'M','2006-05-14 15:40:00','Pilou',NULL,1,1,NULL,NULL),(29,'M','2009-05-14 06:30:00','Fiero',NULL,2,3,NULL,NULL),

(30,'M','2007-03-12 12:05:00','Zonko',NULL,2,5,NULL,NULL),(31,'M','2008-02-20 15:45:00','Filou',NULL,2,4,NULL,NULL),(32,'M','2009-07-26 11:52:00','Spoutnik',NULL,3,NULL,52,NULL),

(33,'M','2006-05-19 16:17:00','Caribou',NULL,2,4,NULL,NULL),(34,'M','2008-04-20 03:22:00','Capou',NULL,2,5,NULL,NULL),(35,'M','2006-05-19 16:56:00','Raccou','Pas de queue depuis la naissance',2,4,NULL,NULL),

(36,'M','2009-05-14 06:42:00','Boucan',NULL,2,3,NULL,NULL),(37,'F','2006-05-19 16:06:00','Callune',NULL,2,8,NULL,NULL),(38,'F','2009-05-14 06:45:00','Boule',NULL,2,3,NULL,NULL),

(39,'F','2008-04-20 03:26:00','Zara',NULL,2,5,NULL,NULL),(40,'F','2007-03-12 12:00:00','Milla',NULL,2,5,NULL,NULL),(41,'F','2006-05-19 15:59:00','Feta',NULL,2,4,NULL,NULL),

(42,'F','2008-04-20 03:20:00','Bilba','Sourde de l''oreille droite à 80%',2,5,NULL,NULL),(43,'F','2007-03-12 11:54:00','Cracotte',NULL,2,5,NULL,NULL),(44,'F','2006-05-19 16:16:00','Cawette',NULL,2,8,NULL,NULL),

(45,'F','2007-04-01 18:17:00','Nikki','Bestiole avec une carapace très dure',3,NULL,NULL,NULL),(46,'F','2009-03-24 08:23:00','Tortilla','Bestiole avec une carapace très dure',3,NULL,NULL,NULL),(47,'F','2009-03-26 01:24:00','Scroupy','Bestiole avec une carapace très dure',3,NULL,NULL,NULL),

(48,'F','2006-03-15 14:56:00','Lulla','Bestiole avec une carapace très dure',3,NULL,NULL,NULL),(49,'F','2008-03-15 12:02:00','Dana','Bestiole avec une carapace très dure',3,NULL,NULL,NULL),(50,'F','2009-05-25 19:57:00','Cheli','Bestiole avec une carapace très dure',3,NULL,NULL,NULL),

(51,'F','2007-04-01 03:54:00','Chicaca','Bestiole avec une carapace très dure',3,NULL,NULL,NULL),(52,'F','2006-03-15 14:26:00','Redbul','Insomniaque',3,NULL,NULL,NULL),(54,'M','2008-03-16 08:20:00','Bubulle','Bestiole avec une carapace très dure',3,NULL,NULL,NULL),

(55,'M','2008-03-15 18:45:00','Relou','Surpoids',3,NULL,NULL,NULL),(56,'M','2009-05-25 18:54:00','Bulbizard','Bestiole avec une carapace très dure',3,NULL,NULL,NULL),(57,'M','2007-03-04 19:36:00','Safran','Coco veut un gâteau !',4,NULL,NULL,NULL),

(58,'M','2008-02-20 02:50:00','Gingko','Coco veut un gâteau !',4,NULL,NULL,NULL),(59,'M','2009-03-26 08:28:00','Bavard','Coco veut un gâteau !',4,NULL,NULL,NULL),(60,'F','2009-03-26 07:55:00','Parlotte','Coco veut un gâteau !',4,NULL,NULL,NULL),

(61,'M','2010-11-09 00:00:00','Yoda',NULL,2,5,NULL,NULL);

UNLOCK TABLES;

ALTER TABLE Race ADD CONSTRAINT fk\_race\_espece\_id FOREIGN KEY (espece\_id) REFERENCES Espece (id) ON DELETE CASCADE;

ALTER TABLE Animal ADD CONSTRAINT fk\_pere\_id FOREIGN KEY (pere\_id) REFERENCES Animal (id) ON DELETE *SET* NULL;

ALTER TABLE Animal ADD CONSTRAINT fk\_espece\_id FOREIGN KEY (espece\_id) REFERENCES Espece (id);

ALTER TABLE Animal ADD CONSTRAINT fk\_mere\_id FOREIGN KEY (mere\_id) REFERENCES Animal (id) ON DELETE *SET* NULL;

ALTER TABLE Animal ADD CONSTRAINT fk\_race\_id FOREIGN KEY (race\_id) REFERENCES Race (id) ON DELETE *SET* NULL;

##### Modification de notre base de données

Mais, avant de rentrer dans le vif du sujet, je vais vous demander d'ajouter quelque chose à notre base de données. En effet, pour l'instant nous n'avons pas de données numériques, si ce n'est les différents id. Or, il n'est pas très intéressant (et cela peut même être dangereux) de manipuler les id.  
Par conséquent, nous allons ajouter une colonne prix à nos tables Espece et Race, qui contiendra donc le prix à payer pour adopter un animal de telle espèce ou telle race. Cette colonne sera du type DECIMAL, avec deux chiffres après la virgule. Elle ne pourra pas contenir de nombres négatifs, et sera donc également UNSIGNED.

Voici donc les commandes à exécuter :

ALTER TABLE Race

ADD COLUMN prix *DECIMAL*(7,2) UNSIGNED;

ALTER TABLE Espece

ADD COLUMN prix *DECIMAL*(7,2) UNSIGNED;

-- Remplissage des colonnes "prix"

UPDATE Espece *SET* prix = 200 WHERE id = 1;

UPDATE Espece *SET* prix = 150 WHERE id = 2;

UPDATE Espece *SET* prix = 140 WHERE id = 3;

UPDATE Espece *SET* prix = 700 WHERE id = 4;

UPDATE Espece *SET* prix = 10 WHERE id = 5;

UPDATE Espece *SET* prix = 75 WHERE id = 6;

UPDATE Race *SET* prix = 450 WHERE id = 1;

UPDATE Race *SET* prix = 900 WHERE id = 2;

UPDATE Race *SET* prix = 950 WHERE id = 3;

UPDATE Race *SET* prix = 800 WHERE id = 4;

UPDATE Race *SET* prix = 700 WHERE id = 5;

UPDATE Race *SET* prix = 1200 WHERE id = 7;

UPDATE Race *SET* prix = 950 WHERE id = 8;

UPDATE Race *SET* prix = 600 WHERE id = 9;

Le prix de la race sera prioritaire sur le prix de l'espèce. Donc pour un berger allemand, on ira chercher le prix dans la table Race, tandis que pour un bâtard ou une tortue d'Hermann, on prendra le prix de la table Espece.

##### Opérations sur données sélectionnées

**Exemple 1 :** imaginons que nous voulons connaître le prix à payer pour acheter 3 individus de la même espèce (sans considérer la race). Facile, il suffit de multiplier le prix de chaque espèce par 3.

SELECT nom\_courant, prix\*3 AS prix\_trio

FROM Espece;

**Exemple 2 :** toutes les opérations courantes peuvent bien entendu être utilisées.

SELECT nom\_courant, prix,

prix+100 AS addition, prix/2 AS division,

prix-50.5 AS soustraction, prix%3 AS modulo

FROM Espece;

##### Modification de données grâce à des opérations mathématiques

Il est tout à fait possible, et souvent fort utile, de modifier des données grâce à des opérations.

**Exemple :**la commande suivante va augmenter le prix de toutes les races de 35.

UPDATE Race

*SET* prix = prix + 35;

C'est quand même plus élégant que de devoir faire une requête SELECT  pour savoir le prix actuel des races, calculer ces prix +35, puis faire un UPDATE  pour chaque race avec le résultat.

Bien entendu, on peut faire ce genre de manipulation également dans une requête de typeINSERT INTO ... SELECT, par exemple. En fait, on peut faire ce genre de manipulation partout.

### Définition d'une fonction

Nous avons déjà utilisé quelques fonctions dans ce cours. Par exemple, dans le chapitre sur les sous-requêtes, je vous proposais la requête suivante :

SELECT MIN(date\_naissance) -- On utilise ici une fonction !

FROM (

SELECT Animal.id, Animal.sexe, Animal.date\_naissance, Animal.nom, Animal.espece\_id

FROM Animal

INNER JOIN Espece

ON Espece.id = Animal.espece\_id

WHERE Espece.nom\_courant IN ('Tortue d''Hermann', 'Perroquet amazone')

) AS tortues\_perroquets;

Lorsque l'on fait MIN(date\_naissance), on **appelle**la **fonction**MIN()  en lui donnant en **paramètre**la colonne date\_naissance (ou plus précisément, les lignes de la colonne date\_naissance sélectionnées par la requête).

Détaillons un peu tout cela !

##### Une fonction

Une fonction est un code qui effectue une **série d'instructions bien précises** (dans le cas de MIN(), ces instructions visent donc à chercher la valeur minimale), et **renvoie le résultat de ces instructions** (la valeur minimale en question).  
Une fonction est définie par **son nom** (exemple : MIN) et **ses paramètres**.

##### Un paramètre

Un paramètre de fonction est une donnée (ou un ensemble de données) que l'on **fournit à la fonction** afin qu'elle puisse effectuer son action. Par exemple, pour MIN(), il faut passer un paramètre : les données parmi lesquelles on souhaite récupérer la valeur minimale. Une fonction peut avoir **un ou plusieurs paramètres, ou n'en avoir aucun**. Dans le cas d'une fonction ayant plusieurs paramètres, l'ordre dans lequel on donne ces paramètres est très important.

On parle aussi des **arguments**d'une fonction.

##### Appeler une fonction

Lorsque l'on utilise une fonction, on dit que l'on fait appel à celle-ci. Pour appeler une fonction, il suffit donc de donner son nom, suivi des paramètres éventuels entre parenthèses (lesquelles sont obligatoires, même s'il n'y a aucun paramètre).

##### Exemples

-- Fonction sans paramètre

SELECT PI(); -- renvoie le nombre Pi, avec 5 décimales

-- Fonction avec un paramètre

SELECT MIN(prix) AS minimum -- il est bien sûr possible d'utiliser les alias !

FROM Espece;

-- Fonction avec plusieurs paramètres

SELECT REPEAT('fort ! Trop ', 4); -- répète une chaîne (ici : 'fort ! Trop ', répété 4 fois)

-- Même chose qu'au-dessus, mais avec les paramètres dans le mauvais ordre

SELECT REPEAT(4, 'fort ! Trop '); -- la chaîne de caractères 'fort ! Trop ' va être convertie en entier par MySQL, ce qui donne 0. "4" va donc être répété zéro fois...

#### Fonctions scalaires vs fonctions d'agrégation

On peut distinguer deux types de fonctions : les fonctions scalaires et les fonctions d'agrégation (ou fonctions de groupement). Les **fonctions scalaires** s'appliquent à **chaque ligne indépendamment**, tandis que les **fonctions d'agrégation regroupent les lignes** (par défaut, elles regroupent toutes les lignes en une seule). Un petit exemple rendra cette explication lumineuse.

##### Fonction scalaire

La fonction ROUND(X)  arrondit X à l'entier le plus proche. Il s'agit d'une fonction scalaire.

SELECT nom, prix, ROUND(prix)

FROM Race;

##### Fonction d'agrégation

La fonction MIN(X), par contre, est une fonction d'agrégation.

SELECT MIN(prix)

FROM Race;

### Quelques fonctions générales

##### Petite mise au point

Le but de cette partie n'est évidemment pas de référencer toutes les fonctions existantes. De même, les fonctions présentées seront décrites avec des exemples, mais nous ne verrons pas les petits cas particuliers, les exceptions, ni les éventuels comportements étranges et imprévisibles. Pour cela, la documentation officielle est, et restera, votre meilleure compagne. Le but ici est de vous montrer un certain nombre de fonctions que, selon mon expérience, je juge utile que vous connaissiez. Par conséquent, et on ne le répétera jamais assez, n'hésitez pas à faire un tour sur la documentation de MySQL si vous ne trouvez pas votre bonheur parmi les fonctions citées ici.

#### Informations sur l'environnement actuel

##### Version de MySQL

La fonction classique parmi les classiques : VERSION()  vous permettra de savoir sous quelle version de MySQL tourne votre serveur.

SELECT VERSION();

**Où suis-je ? Qui suis-je ?**

Vous avez créé plusieurs utilisateurs différents pour gérer votre base de données, et présentement, vous ne savez plus avec lequel vous êtes connecté ? Pas de panique, il existe les fonctions CURRENT\_USER()  et USER(). Ces deux fonctions ne font pas exactement la même chose. Par conséquent, il n'est pas impossible qu'elles vous renvoient deux résultats différents.

* CURRENT\_USER()  : renvoie l'utilisateur (et l'hôte) qui a été utilisé lors de l'identification au serveur ;
* USER()  : renvoie l'utilisateur (et l'hôte) qui a été spécifié lors de l'identification au serveur.

Mais comment cela pourrait-il être différent ? Tout simplement, parce que si vous vous connectez avec un utilisateur qui n'a aucun droit (droits que l'on donne avec la commande GRANT, mais nous verrons cela dans une prochaine partie), vous arriverez à vous connecter, mais le serveur vous identifiera avec un "utilisateur anonyme". USER()  vous renverra alors votre utilisateur sans droits, tandis que CURRENT\_USER()  vous donnera l'utilisateur anonyme.

Dans notre cas, l’utilisateur "sdz" (ou n'importe quel user que vous avez créé) ayant des droits, les deux fonctions renverront exactement la même chose.

SELECT CURRENT\_USER(), USER();

#### Informations sur la dernière requête

##### Dernier ID généré par auto-incrémentation

Dans une base de données relationnelle, il arrive très souvent que vous deviez insérer plusieurs lignes en une fois dans la base de données, et que certaines de ces nouvelles lignes doivent contenir une référence à d'autres nouvelles lignes. Par exemple, vous voulez ajouter Pipo le rottweiller dans votre base. Pour ce faire, vous devez insérer une nouvelle race (rottweiller), et un nouvel animal (Pipo) pour lequel vous avez besoin de l'id de la nouvelle race.  
Plutôt que de faire un SELECT  sur la table Race une fois la nouvelle race insérée, il est possible d'utiliser LAST\_INSERT\_ID().  
Cette fonction renvoie le dernier id créé par auto-incrémentation, pour la connexion utilisée (donc si quelqu'un se connecte au même serveur, avec un autre client, il n'influera pas sur le LAST\_INSERT\_ID()  que vous recevrez).

INSERT INTO Race (nom, espece\_id, description, prix)

VALUES ('Rottweiller', 1, 'Chien d''apparence solide, bien musclé, à la robe noire avec des taches feu bien délimitées.', 600.00);

INSERT INTO Animal (sexe, date\_naissance, nom, espece\_id, race\_id)

VALUES ('M', '2010-11-05', 'Pipo', 1, LAST\_INSERT\_ID()); -- LAST\_INSERT\_ID() renverra ici l'id de la race Rottweiller

##### Nombre de lignes renvoyées par la requête

La fonction FOUND\_ROWS()  vous permet d'afficher le nombre de lignes que votre dernière requête a rapportées.

SELECT id, nom, espece\_id, prix

FROM Race;

SELECT FOUND\_ROWS();

Jusque-là, rien de bien extraordinaire. Cependant, utilisée avec LIMIT, FOUND\_ROWS()  peut avoir un comportement très intéressant. En effet, moyennant l'ajout d'une option dans la requête SELECT  d'origine, FOUND\_ROWS()  nous donnera le nombre de lignes que la requête aurait rapportées en l'absence de LIMIT. L'option à ajouter dans le SELECT  est SQL\_CALC\_FOUND\_ROWS, et elle se place juste après le mot-clé SELECT.

SELECT id, nom, espece\_id, prix -- Sans option

FROM Race

LIMIT 3;

SELECT FOUND\_ROWS() AS sans\_option;

SELECT SQL\_CALC\_FOUND\_ROWS id, nom, espece\_id, prix -- Avec option

FROM Race

LIMIT 3;

SELECT FOUND\_ROWS() AS avec\_option;

#### Convertir le type de données

Dans certaines situations, vous allez vouloir convertir le type de votre donnée (une chaîne de caractères '45'  en entier 45, par exemple). Il faut savoir que, dans la majorité de ces situations, MySQL est assez souple et permissif pour faire la conversion lui-même, automatiquement, et sans que vous ne vous en rendiez vraiment compte (attention, ce n'est pas le cas de la plupart des SGBDR).

**Exemple :** conversions automatiques.

SELECT \*

FROM Espece

WHERE id = '3';

INSERT INTO Espece (nom\_latin, nom\_courant, description, prix)

VALUES ('Rattus norvegicus', 'Rat brun', 'Petite bestiole avec de longues moustaches et une longue queue sans poils', '10.00');

La colonne id est de type INT. Pourtant, la comparaison avec une chaîne de caractères renvoie bien un résultat. De même, la colonne prix est de type DECIMAL, mais l'insertion d'une valeur sous forme de chaîne de caractères n'a posé aucun problème. MySQL a converti automatiquement.

Dans les cas où la conversion automatique n'est pas possible, vous pouvez utiliser la fonction CAST(expr AS type). expr représente la donnée que vous voulez convertir, et type est bien sûr le type vers lequel vous voulez convertir votre donnée.

Ce type peut être : BINARY, CHAR, DATE, DATETIME, TIME, UNSIGNED  (sous-entenduINT), SIGNED  (sous-entendu INT), DECIMAL.

**Exemple :** conversion d'une chaîne de caractères en date.

SELECT CAST('870303' AS *DATE*);

## Fonctions scalaires

Comme prévu, ce chapitre sera consacré aux **fonctions scalaires** permettant la manipulation de nombres et de chaînes de caractères.  
Nous verrons entre autres comment arrondir un nombre ou tirer un nombre au hasard, et comment connaître la longueur d'un texte ou en extraire une partie.  
La fin de ce chapitre est constituée d'exercices afin de pouvoir mettre les fonctions en pratique.

Il existe aussi des fonctions permettant de manipuler les dates en SQL, mais une partie entière leur sera consacrée.

À nouveau, si vous ne trouvez pas votre bonheur parmi les fonctions présentées ici, n'hésitez surtout pas à faire un tour sur la documentation officielle.  
N'essayez pas de retenir par cœur toutes ces fonctions, bien sûr. Si vous savez qu'elles existent, il vous sera facile de retrouver leur syntaxe exacte en cas de besoin, que ce soit ici ou dans la documentation.

### Manipulation de nombres

Voici donc quelques fonctions scalaires qui vont vous permettre de manipuler les nombres : faire des calculs, des arrondis, prendre un nombre au hasard, etc.

Toutes les fonctions de cette partie retournent NULL  en cas d'erreur !

#### Arrondis

Arrondir un nombre, c'est trouver une valeur proche de ce nombre avec une précision donnée et selon certains critères.  
La précision est en général représentée par le nombre de décimales désirées. Par exemple, pour un prix, on travaille rarement avec plus de deux décimales. Pour un âge, on préférera généralement un nombre entier (c'est-à-dire aucune décimale).  
Quant aux critères, il s'agit de décider si l'on veut arrondir au plus proche (ex. : 4,3 arrondi à l'entier le plus proche vaut 4), arrondir au supérieur (ex. : 4,3 arrondi à l'entier supérieur vaut 5) ou arrondir à l'inférieur (ex. : 4,3 arrondi à l'entier inférieur vaut 4).

Voici quatre fonctions permettant d'arrondir les nombres selon ces différents critères.  
Pour les paramètres, n représente le nombre à arrondir, d le nombre de décimales désirées.

##### CEIL()

CEIL(n)  ou CEILING(n)  arrondit au nombre entier supérieur.

SELECT CEIL(3.2), CEIL(3.7);

##### FLOOR()

FLOOR(n)  arrondit au nombre entier inférieur.

SELECT FLOOR(3.2), FLOOR(3.7);

##### ROUND()

ROUND(n, d)  arrondit au nombre à d décimales le plus proche. ROUND(n)  équivaut à écrire ROUND(n, 0), donc arrondit à l'entier le plus proche.

SELECT ROUND(3.22, 1), ROUND(3.55, 1), ROUND(3.77, 1);

SELECT ROUND(3.2), ROUND(3.5), ROUND(3.7);

##### TRUNCATE()

TRUNCATE(n, d)  arrondit en enlevant purement et simplement les décimales en trop (donc arrondi à l'inférieur pour les nombres positifs, au supérieur pour les nombres négatifs).

SELECT TRUNCATE(3.2, 0), TRUNCATE(3.5, 0), TRUNCATE(3.7, 0);

SELECT TRUNCATE(3.22, 1), TRUNCATE(3.55, 1), TRUNCATE(3.77, 1);

#### Exposants et racines

##### Exposants

POWER(n, e)  (ou POW(n, e)) retourne le résultat de n exposant e ( nene ).

Pour rappel, n exposant e ( nene ) veut dire que l'on multiplie n par lui-même, e fois. Donc par exemple, 23=2×2×2=823=2×2×2=8

SELECT POW(2, 5), POWER(5, 2);

##### Racines

Prendre la racine nième d'un nombre x ( x−−√nxn ), c'est trouver le ou les nombres y qui répondent à la condition suivante : yn=xyn=x . Donc la racine cinquième de 32 ( 32−−√5325 ) vaut 2, puisque 25=2×2×2×2×2=3225=2×2×2×2×2=32

SQRT(n)  donne la racine carrée positive de n ( n−−√=n−−√2n=n2 ).

SELECT SQRT(4);

#### Divers

##### SIGN()

SIGN(n)  renvoie le signe du nombre n. Ou plus exactement, SIGN(n)  renvoie -1 si n est négatif, 0 si n vaut 0, et 1 si n est positif.

##### ABS()

ABS(n)  retourne la valeur absolue de n, donc sa valeur sans le signe.

##### MOD()

La fonction MOD(n, div)  retourne le modulo, donc le reste de la division entière de n par div (comme l'opérateur %  ou MOD).

### Exemples d'application et exercices

Ce chapitre a été fort théorique jusqu'à maintenant. Donc pour changer un peu et vous réveiller, je vous propose de passer à la pratique, en utilisant les données de notre base elevage. Ces quelques exercices sont faisables en utilisant uniquement les fonctions et opérateurs mathématiques que je vous ai décrits dans ce chapitre.

#### On commence par du facile

##### 1. Afficher une phrase donnant le prix de l'espèce, pour chaque espèce

Par exemple, afficher "Un chat coûte 100 euros.", ou une autre phrase de ce genre, et ce pour les cinq espèces enregistrées.

SELECT CONCAT('Un(e) ', nom\_courant, ' coûte ', prix, ' euros.') AS Solution

FROM Espece;

-- OU

SELECT CONCAT\_WS(' ','Un(e)', nom\_courant, 'coûte', prix, 'euros.') AS Solution

FROM Espece;

##### 2. Afficher les chats dont la deuxième lettre du nom est un "a"

SELECT Animal.nom, Espece.nom\_courant

FROM Animal

INNER JOIN Espece ON Animal.espece\_id = Espece.id

WHERE Espece.nom\_courant = 'Chat'

AND SUBSTRING(nom, 2, 1) = 'a';

#### Puis on corse un peu

##### 1. Afficher les noms des perroquets en remplaçant les "a" par "@" et les "e" par "3" pour en faire des perroquets Kikoolol

SELECT REPLACE(REPLACE(nom, 'a', '@'), 'e', '3') AS Solution

FROM Animal

INNER JOIN Espece ON Animal.espece\_id = Espece.id

WHERE Espece.nom\_courant LIKE 'Perroquet%';

Une petite explication s'impose avant de vous laisser continuer. Comme vous voyez, il est tout à fait possible d'imbriquer plusieurs fonctions. Le tout est de le faire correctement, et pour cela, il faut procéder par étape. Ici, vous voulez faire deux remplacements successifs dans une chaîne de caractères (en l’occurrence, le nom des perroquets). Donc, vous effectuez un premier remplacement, en changeant les "a" par les "@" : REPLACE(nom, 'a', '@'). Ensuite, **sur la chaîne résultant de ce premier remplacement**, vous effectuez le second : REPLACE(REPLACE(nom, 'a', '@'), 'e', '3'). Logique, non ?

##### 2. Afficher les chiens dont le nom a un nombre pair de lettres

SELECT nom, nom\_courant

FROM Animal

INNER JOIN Espece ON Animal.espece\_id = Espece.id

WHERE nom\_courant = 'Chien'

AND CHAR\_LENGTH(nom)%2 = 0;

-- OU

SELECT nom, nom\_courant

FROM Animal

INNER JOIN Espece ON Animal.espece\_id = Espece.id

WHERE nom\_courant = 'Chien'

AND CHAR\_LENGTH(nom) MOD 2 = 0;

-- OU

SELECT nom, nom\_courant

FROM Animal

INNER JOIN Espece ON Animal.espece\_id = Espece.id

WHERE nom\_courant = 'Chien'

AND MOD(CHAR\_LENGTH(nom),2) = 0;

Le nombre de lettres, c'était facile, il suffisait d'utiliser CHAR\_LENGTH().  
Pour savoir si un nombre est pair, il faut utiliser les modulos : lorsqu'un nombre est pair, le reste d'une division entière de ce nombre par 2 est 0, donc ce nombre **modulo** 2 vaut 0.

## Fonctions d'agrégation

Les fonctions d'agrégation, ou de groupement, sont des fonctions qui vont **regrouper les lignes**. Elles agissent sur une colonne et renvoient un résultat unique pour toutes les lignes sélectionnées (ou pour chaque groupe de lignes, mais nous verrons cela plus tard).

Elles servent majoritairement à faire des **statistiques**, comme nous allons le voir dans la première partie de ce chapitre (compter des lignes, connaître une moyenne, trouver la valeur maximale d'une colonne…).  
Nous verrons ensuite la fonction GROUP\_CONCAT()  qui, comme son nom l'indique, est une fonction de groupement qui sert à **concaténer**des valeurs.

### Fonctions statistiques

La plupart des fonctions d'agrégation vont vous permettre de faire des statistiques sur vos données.

#### Nombre de lignes

La fonction COUNT()  permet de savoir combien de lignes sont sélectionnées par la requête.

-- Combien de races avons-nous ? --

-- ---------------------------------

SELECT COUNT(\*) AS nb\_races

FROM Race;

-- Combien de chiens avons-nous ? --

-- ---------------------------------

SELECT COUNT(\*) AS nb\_chiens

FROM Animal

INNER JOIN Espece ON Espece.id = Animal.espece\_id

WHERE Espece.nom\_courant = 'Chien';

##### COUNT(\*) ou COUNT(colonne)

Vous l'avez vu, j'ai utilisé COUNT(\*)  dans les exemples ci-dessus. Cela signifie que l'on compte tout simplement les lignes, sans se soucier de ce qu'elles contiennent.

Par contre, si l'on utilise COUNT(colonne), seules les lignes dont la valeur de colonne n'est pas NULL  seront prises en compte.

**Exemple :** comptons les lignes de la table Animal, avec COUNT(\*)  et COUNT(race\_id).

SELECT COUNT(race\_id), COUNT(\*)

FROM Animal;

Il n'y a donc que 31 animaux sur nos 60 pour lesquels la race est définie.

##### Doublons

Comme dans une requête SELECT  tout à fait banale, il est possible d'utiliser le mot-clé DISTINCT  pour ne pas prendre en compte les doublons.

**Exemple :** comptons le nombre de races distinctes définies dans la table Animal.

SELECT COUNT(DISTINCT race\_id)

FROM Animal;

#### Minimum et maximum

Nous avons déjà eu l'occasion de rencontrer la fonction MIN(x), qui retourne la plus petite valeur de x. Il existe également une fonction MAX(x), qui renvoie la plus grande valeur de x.

SELECT MIN(prix), MAX(prix)

FROM Race;

Notez que MIN()  et MAX()  ne s'utilisent pas uniquement sur des données numériques. Si vous lui passez des chaînes de caractères, MIN()  récupérera la première chaîne dans l'ordre alphabétique, MAX()  la dernière. Avec des dates, MIN()  renverra la plus ancienne et MAX()  la plus récente.

**Exemple :**

SELECT MIN(nom), MAX(nom), MIN(date\_naissance), MAX(date\_naissance)

FROM Animal;

**Somme et moyenne**

**Somme**

La fonction SUM(x)  renvoie la somme de *x*.

SELECT SUM(prix)

FROM Espece;

**Moyenne**

La fonction AVG(x)  (du mot anglais *average*) renvoie la valeur moyenne de *x*.

SELECT AVG(prix)

FROM Espece;

### Concaténation

#### Principe

Avec les fonctions d'agrégation, on regroupe plusieurs lignes. Les fonctions statistiques nous permettent d'avoir des informations fort utiles sur le résultat d'une requête, mais parfois, il est intéressant d'avoir également les valeurs concernées.  
Ceci est faisable avec GROUP\_CONCAT(nom\_colonne). Cette fonction concatène les valeurs de nom\_colonne pour chaque groupement réalisé.

**Exemple :** on récupère la somme des prix de chaque espèce, et on affiche les espèces concernées par la même occasion.

SELECT SUM(prix), GROUP\_CONCAT(nom\_courant)

FROM Espece;

#### Syntaxe

Voici la syntaxe de cette fonction :

GROUP\_CONCAT(

[DISTINCT] col1 [, col2, ...]

[ORDER BY col [ASC | DESC]]

[SEPARATOR sep]

)

* DISTINCT  : sert comme d'habitude à éliminer les doublons.
* col1  : est le nom de la colonne dont les valeurs doivent être concaténées. C'est le **seul argument obligatoire**.
* col2,…  : sont les éventuelles autres colonnes (ou chaînes de caractères) à concaténer.
* ORDER BY  : permet de déterminer dans quel ordre les valeurs seront concaténées.
* SEPARATOR  : permet de spécifier une chaîne de caractères à utiliser pour séparer les différentes valeurs. Par défaut, c'est une virgule.

#### Exemples

-- --------------------------------------

-- CONCATENATION DE PLUSIEURS COLONNES --

-- --------------------------------------

SELECT SUM(Race.prix), GROUP\_CONCAT(Race.nom, Espece.nom\_courant)

FROM Race

INNER JOIN Espece ON Espece.id = Race.espece\_id;

-- ---------------------------------------------------

-- CONCATENATION DE PLUSIEURS COLONNES EN PLUS JOLI --

-- ---------------------------------------------------

SELECT SUM(Race.prix), GROUP\_CONCAT(Race.nom, ' (', Espece.nom\_courant, ')')

FROM Race

INNER JOIN Espece ON Espece.id = Race.espece\_id;

-- ---------------------------

-- ELIMINATION DES DOUBLONS --

-- ---------------------------

SELECT SUM(Espece.prix), GROUP\_CONCAT(DISTINCT Espece.nom\_courant)

-- Essayez sans le DISTINCT pour voir

FROM Espece

INNER JOIN Race ON Race.espece\_id = Espece.id;

-- --------------------------

-- UTILISATION DE ORDER BY --

-- --------------------------

SELECT SUM(Race.prix), GROUP\_CONCAT(Race.nom, ' (', Espece.nom\_courant, ')' ORDER BY Race.nom DESC)

FROM Race

INNER JOIN Espece ON Espece.id = Race.espece\_id;

-- ----------------------------

-- CHANGEMENT DE SEPARATEUR --

-- ----------------------------

SELECT SUM(Race.prix), GROUP\_CONCAT(Race.nom, ' (', Espece.nom\_courant, ')' SEPARATOR ' - ')

FROM Race

INNER JOIN Espece ON Espece.id = Race.espece\_id;

## Regroupement

Vous savez donc que les fonctions d'agrégation groupent plusieurs lignes ensemble. Jusqu'à maintenant, toutes les lignes étaient chaque fois regroupées en une seule. Mais ce qui est particulièrement intéressant avec ces fonctions, c'est qu'il est possible de **regrouper les lignes en fonction d'un critère**, et d'avoir ainsi plusieurs groupes distincts.  
Par exemple, avec la fonction COUNT(\*), vous pouvez compter le nombre de lignes que vous avez dans la table Animal. Mais que diriez-vous de faire des groupes par espèce, et donc de savoir en une seule requête combien vous avez de chats, chiens, etc. ? Un simple groupement, et c'est fait !

Au programme de ce chapitre :

* les règles et la syntaxe à appliquer pour regrouper des lignes ;
* le groupement sur plusieurs critères ;
* les "super-agrégats" ;
* la sélection de certains groupes sur la base de critères.

### Regroupement sur un critère

Pour regrouper les lignes selon un critère, il faut utiliser GROUP BY, qui se place après l'éventuelle clause WHERE  (sinon directement après FROM), suivi du nom de la colonne à utiliser comme critère de regroupement.

SELECT ...

FROM nom\_table

[WHERE condition]

GROUP BY nom\_colonne;

**Exemple 1 :** comptons les lignes dans la table Animal, en regroupant sur le critère de l'espèce (donc avec la colonne espece\_id).

SELECT COUNT(\*) AS nb\_animaux

FROM Animal

GROUP BY espece\_id;

**Exemple 2 :** même chose, mais on ne prend que les mâles cette fois-ci.

SELECT COUNT(\*) AS nb\_males

FROM Animal

WHERE sexe = 'M'

GROUP BY espece\_id;

#### olonnes sélectionnées

##### La règle SQL

Lorsque l'on fait un groupement dans une requête avec GROUP BY, on ne peut sélectionner que deux types d'éléments dans la clause SELECT  :

* une ou des colonnes **ayant servi de critère** pour le regroupement ;
* **une fonction d'agrégation** (agissant sur n'importe quelle colonne).

Cette règle est d'ailleurs logique. Imaginez la requête suivante :

SELECT nom\_courant, COUNT(\*) AS nb\_animaux, date\_naissance

FROM Animal

INNER JOIN Espece ON Animal.espece\_id = Espece.id

GROUP BY nom\_courant;

##### Le cas MySQL

On ne le répétera jamais assez : MySQL est un SGBD extrêmement permissif. Dans certains cas, c'est bien pratique, mais c'est toujours dangereux.  
Et notamment en ce qui concerne GROUP BY, MySQL ne sera pas perturbé pour un sou si vous sélectionnez une colonne qui n'est pas dans les critères de regroupement. Reprenons la requête qui sélectionne la colonne date\_naissance alors que le regroupement se fait sur la base de l'espece\_id. J'insiste, cette requête ne respecte pas la norme SQL, et n'a aucun sens. La plupart des SGBD vous renverront une erreur si vous tentez de l'exécuter.

SELECT nom\_courant, COUNT(\*) AS nb\_animaux, date\_naissance

FROM Animal

INNER JOIN Espece ON Animal.espece\_id = Espece.id

GROUP BY espece\_id;

**Tri des données**

Selon le même principe, il n'est possible de faire un tri des données qu'à partir d'une colonne qui fait partie des critères de regroupement, ou à partir d'une fonction d'agrégation. Cela n'a pas plus de sens de trier les espèces par date de naissance que de sélectionner une date de naissance par espèce.

Vous pouvez par contre parfaitement écrire ceci :

SELECT Espece.id, nom\_courant, nom\_latin, COUNT(\*) AS nb\_animaux

FROM Animal

INNER JOIN Espece ON Animal.espece\_id = Espece.id

GROUP BY nom\_courant, Espece.id, nom\_latin

ORDER BY nb\_animaux;

### Regroupement sur plusieurs critères

J'ai mentionné le fait qu'il était possible de grouper sur plusieurs colonnes, mais jusqu'à maintenant, cela n'a servi qu'à pouvoir afficher correctement les colonnes voulues, sans que cela n'influe sur les groupes. On n'avait donc qu'un seul critère, représenté par plusieurs colonnes. Voyons maintenant un exemple avec deux critères différents (qui ne créent pas les mêmes groupes).

Les deux requêtes suivantes permettent de savoir combien d'animaux de chaque espèce vous avez dans la table Animal, ainsi que combien de mâles et de femelles, toutes espèces confondues.

SELECT nom\_courant, COUNT(\*) as nb\_animaux

FROM Animal

INNER JOIN Espece ON Espece.id = Animal.espece\_id

GROUP BY nom\_courant;

SELECT sexe, COUNT(\*) as nb\_animaux

FROM Animal

GROUP BY sexe;

**Exemple 1 :** on regroupe d'abord sur l'espèce, puis sur le sexe.

SELECT nom\_courant, sexe, COUNT(\*) as nb\_animaux

FROM Animal

INNER JOIN Espece ON Espece.id = Animal.espece\_id

GROUP BY nom\_courant, sexe;

**Exemple 2 :** on regroupe d'abord sur le sexe, puis sur l'espèce.

SELECT nom\_courant, sexe, COUNT(\*) as nb\_animaux

FROM Animal

INNER JOIN Espece ON Espece.id = Animal.espece\_id

GROUP BY sexe,nom\_courant;

### Super-agrégats

Parlons maintenant de l'option WITH ROLLUP  de GROUP BY. Cette option va afficher des lignes supplémentaires dans la table de résultats. Ces lignes représenteront des "super-groupes" (ou super-agrégats), donc des "groupes de groupes". Deux petits exemples, et vous aurez compris !

##### Exemple avec un critère de regroupement

SELECT nom\_courant, COUNT(\*) as nb\_animaux

FROM Animal

INNER JOIN Espece ON Espece.id = Animal.espece\_id

GROUP BY nom\_courant WITH ROLLUP;

##### Exemple avec deux critères de regroupement

SELECT nom\_courant, sexe, COUNT(\*) as nb\_animaux

FROM Animal

INNER JOIN Espece ON Espece.id = Animal.espece\_id

WHERE sexe IS NOT NULL

GROUP BY nom\_courant, sexe WITH ROLLUP;

C'est en utilisant WITH ROLLUP  que l'on se rend compte que l'ordre des critères est vraiment important. En effet, voyons ce qui se passe si l'on échange les deux critères *nom\_courant* et *sexe*.

SELECT nom\_courant, sexe, COUNT(\*) as nb\_animaux

FROM Animal

INNER JOIN Espece ON Espece.id = Animal.espece\_id

WHERE sexe IS NOT NULL

GROUP BY sexe, nom\_courant WITH ROLLUP;

**NULL, c'est pas joli**

Il est possible d'éviter d'avoir ces NULL dans les lignes des super-groupes. Pour cela, on peut utiliser la fonction COALESCE().  
Cette fonction prend autant de paramètres que l'on veut, et renvoie le premier paramètre non NULL.

**Exemples :**

SELECT COALESCE(1, NULL, 3, 4); -- 1

SELECT COALESCE(NULL, 2); -- 2

SELECT COALESCE(NULL, NULL, 3); -- 3

Voici comment l'utiliser dans le cas des super-agrégats.

SELECT COALESCE(nom\_courant, 'Total'), COUNT(\*) as nb\_animaux

FROM Animal

INNER JOIN Espece ON Espece.id = Animal.espece\_id

GROUP BY nom\_courant WITH ROLLUP;

Tant qu'il s'agit de simples groupes, *nom\_courant* contient bien le nom de l'espèce. COALESCE()  renvoie donc celui-ci. Par contre, quand il s'agit du super-groupe, la colonne *nom\_courant* du résultat contient NULL, et donc COALESCE()  va renvoyer "Total".

Si vous utilisez COALESCE()  dans ce genre de situation, il est impératif que vos critères de regroupement ne contiennent pas NULL  (ou que vous éliminiez ces lignes-là). Sinon, vous aurez "Total" à des lignes qui ne sont pas des super-groupes.

**Exemple :** groupons sur le sexe, sans éliminer les lignes pour lesquelles le sexe n'est pas défini.

SELECT COALESCE(sexe, 'Total'), COUNT(\*) as nb\_animaux

FROM Animal

INNER JOIN Espece ON Espece.id = Animal.espece\_id

GROUP BY sexe WITH ROLLUP;

### Conditions sur les fonctions d'agrégation

Il n'est pas possible d'utiliser la clause WHERE  pour faire des conditions sur une fonction d'agrégation. Donc, si l'on veut afficher les espèces dont on possède plus de 15 individus, la requête suivante ne fonctionnera pas.

SELECT nom\_courant, COUNT(\*)

FROM Animal

INNER JOIN Espece ON Espece.id = Animal.espece\_id

WHERE COUNT(\*) > 15

GROUP BY nom\_courant;

ERROR 1111 (HY000): Invalid use of group function

Il faut utiliser une clause spéciale : HAVING. Cette clause se place juste après le GROUP BY.

SELECT nom\_courant, COUNT(\*)

FROM Animal

INNER JOIN Espece ON Espece.id = Animal.espece\_id

GROUP BY nom\_courant

HAVING COUNT(\*) > 15;

Il est également possible d'utiliser un alias dans une condition HAVING  :

SELECT nom\_courant, COUNT(\*) as nombre

FROM Animal

INNER JOIN Espece ON Espece.id = Animal.espece\_id

GROUP BY nom\_courant

HAVING nombre > 15;

**Optimisation**

Les conditions données dans la clause HAVING  ne doivent pas nécessairement comporter une fonction d'agrégation. Les deux requêtes suivantes donneront par exemple des résultats équivalents :

SELECT nom\_courant, COUNT(\*) as nombre

FROM Animal

INNER JOIN Espece ON Espece.id = Animal.espece\_id

GROUP BY nom\_courant

HAVING nombre > 6 AND SUBSTRING(nom\_courant, 1, 1) = 'C';

-- Deux conditions dans HAVING

SELECT nom\_courant, COUNT(\*) as nombre

FROM Animal

INNER JOIN Espece ON Espece.id = Animal.espece\_id

WHERE SUBSTRING(nom\_courant, 1, 1) = 'C'

-- Une condition dans WHERE

GROUP BY nom\_courant

HAVING nombre > 6;

-- Et une dans HAVING

Il est cependant préférable, et de loin, d'utiliser la clause WHERE  autant que possible, c'est-à-dire pour toutes les conditions, sauf celles utilisant une fonction d'agrégation. En effet, les conditions HAVING  ne sont absolument pas optimisées, à l'inverse des conditions WHERE.

## Exercices sur les agrégats

Jusqu'à maintenant, tout a été très théorique. Or, la meilleure façon d'apprendre, c'est la pratique. Voici donc quelques exercices que je vous conseille de faire.  
S'il vaut mieux que vous essayiez par vous-mêmes avant de regarder la solution, ne restez cependant pas bloqué trop longtemps sur un exercice, et prenez toujours le temps de bien comprendre la solution.

### Du simple…

#### 1. Combien de races avons-nous dans la table Race ?

SELECT COUNT(\*)

FROM Race;

Simple échauffement.

#### 2. De combien de chiens connaissons-nous le père ?

SELECT COUNT(pere\_id)

FROM Animal

INNER JOIN Espece ON Espece.id = Animal.espece\_id

WHERE Espece.nom\_courant = 'Chien';

L'astuce ici était de ne pas oublier de donner la colonne pere\_id en paramètre à COUNT(), pour ne compter que les lignes où pere\_id est non NULL. Si vous avez fait directement WHERE espece\_id = 1  au lieu d'utiliser une jointure pour sélectionner les chiens, ce n'est pas bien grave.

#### 3. Quelle est la date de naissance de notre plus jeune femelle ?

SELECT MAX(date\_naissance)

FROM Animal

WHERE sexe = 'F';

#### 4. En moyenne, quel est le prix d'un chien ou d'un chat de race, par espèce, et en général ?

SELECT nom\_courant AS Espece, AVG(Race.prix) AS prix\_moyen

FROM Race

INNER JOIN Espece ON Race.espece\_id = Espece.id

WHERE Espece.nom\_courant IN ('Chat', 'Chien')

GROUP BY Espece.nom\_courant WITH ROLLUP;

Ne pas oublier WITH ROLLUP  pour avoir le résultat général.

#### 5. Combien avons-nous de perroquets mâles et femelles, et quels sont leurs noms (en une seule requête, bien sûr) ?

SELECT sexe, COUNT(\*), GROUP\_CONCAT(nom SEPARATOR ', ')

FROM Animal

INNER JOIN Espece ON Animal.espece\_id = Espece.id

WHERE nom\_courant = 'Perroquet amazone'

GROUP BY sexe;

Il suffisait de se souvenir de la méthode GROUP\_CONCAT()  pour pouvoir réaliser simplement cette requête. Peut-être avez-vous groupé sur l'espèce aussi (avec nom\_courant ou autre). Ce n'était pas nécessaire, puisque l'on avait restreint à une seule espèce avec la clause WHERE. Cependant, cela n'influe pas sur le résultat, mais sur la rapidité de la requête.

### …Vers le complexe

#### 1. Quelles sont les races dont nous ne possédons aucun individu ?

SELECT Race.nom, COUNT(Animal.race\_id) AS nombre

FROM Race

LEFT JOIN Animal ON Animal.race\_id = Race.id

GROUP BY Race.nom

HAVING nombre = 0;

Ici, il ne fallait pas oublier de faire une jointure externe (LEFT  ou RIGHT, selon votre requête), ainsi que de mettre la colonne Animal.race\_id (ou Animal.id, ou Animal.espece\_id, mais c'est moins intuitif) en paramètre de la fonction COUNT().

#### 2. Quelles sont les espèces (triées par ordre alphabétique du nom latin) dont nous possédons moins de cinq mâles ?

SELECT Espece.nom\_latin, COUNT(espece\_id) AS nombre

FROM Espece

LEFT JOIN Animal ON Animal.espece\_id = Espece.id

WHERE sexe = 'M' OR Animal.id IS NULL

GROUP BY Espece.nom\_latin

HAVING nombre < 5;

À nouveau, une jointure externe et espece\_id en argument de COUNT(), mais il y avait ici une petite subtilité en plus.  
Puisque l'on demandait des informations sur les mâles uniquement, il fallait une condition WHERE sexe = 'M'. Mais cette condition fait que les lignes de la jointure provenant de la table Espece n'ayant aucune correspondance dans la table Animal sont éliminées également (puisque forcément, toutes les colonnes de la table Animal, dont sexe, seront à NULL  pour ces lignes). Par conséquent, il fallait ajouter une condition permettant de garder ces fameuses lignes (les espèces pour lesquelles on n'a aucun individu, donc aucun mâle). Il fallait donc ajouter OR Animal.id IS NULL, ou mettre cette condition sur toute autre colonne d'Animal ayant la contrainte NOT NULL, et qui ne sera NULL  que lors d'une jointure externe, en cas de non-correspondance avec l'autre table.  
Il n'y a alors plus qu'à ajouter la clause HAVING  pour sélectionner les espèces ayant moins de cinq mâles.

#### 3. Combien de mâles et de femelles de chaque race avons-nous, avec un compte total intermédiaire pour les races (mâles et femelles confondues) et pour les espèces ? Afficher le nom de la race et le nom courant de l'espèce.

SELECT Animal.sexe, Race.nom, Espece.nom\_courant, COUNT(\*) AS nombre

FROM Animal

INNER JOIN Espece ON Animal.espece\_id = Espece.id

INNER JOIN Race ON Animal.race\_id = Race.id

WHERE Animal.sexe IS NOT NULL

GROUP BY Espece.nom\_courant, Race.nom, sexe WITH ROLLUP;

Deux jointures sont nécessaires pour pouvoir afficher les noms des races et des espèces. Il suffit alors de ne pas oublier l'option WITH ROLLUP  et de mettre les critères de regroupement dans le bon ordre pour avoir les super-agrégats voulus.

#### 4. Quel serait le coût, par espèce et au total, de l'adoption de Parlotte, Spoutnik, Caribou, Cartouche, Cali, Canaille, Yoda, Zambo et Lulla ?

Petit indice, pour avoir le prix d'un animal selon que sa race soit définie ou non, vous pouvez utiliser une fonction que nous venons de voir au chapitre précédent.

SELECT Espece.nom\_courant, SUM(COALESCE(Race.prix, Espece.prix)) AS somme

FROM Animal

INNER JOIN Espece ON Espece.id = Animal.espece\_id

LEFT JOIN Race ON Race.id = Animal.race\_id

WHERE Animal.nom IN ('Parlotte', 'Spoutnik', 'Caribou', 'Cartouche', 'Cali', 'Canaille', 'Yoda', 'Zambo', 'Lulla')

GROUP BY Espece.nom\_courant WITH ROLLUP;

C'est ici la fonction SUM()  qu'il fallait utiliser, puisque l'on veut le prix total par groupe. Sans oublier le WITH ROLLUP  pour avoir également le prix total tous groupes confondus.  
Quant au prix de chaque animal, c'est typiquement une situation où l'on peut utiliser COALESCE()  !

Et voilà pour les nombres et les chaînes de caractères ! Notez que les fonctions d'agrégat sont parmi les plus utilisées donc soyez bien sûr d'avoir compris comment elles fonctionnent, couplées à GROUP BY  ou non.

## Obtenez la date/l'heure actuelle

Avant de plonger la tête la première dans les fonctions temporelles, il convient de faire un bref rappel sur les différents types de données temporelles, qui sont au nombre de cinq : DATE, TIME, DATETIME, TIMESTAMP  et YEAR.  
Ensuite, nous verrons avec quelles fonctions il est possible d'obtenir la date actuelle, l'heure actuelle, ou les deux.

**État actuel de la base de données**  
**Note :** les tables de test ne sont pas reprises.

*SET* NAMES utf8;

DROP TABLE IF EXISTS Animal;

DROP TABLE IF EXISTS Race;

DROP TABLE IF EXISTS Espece;

CREATE TABLE Espece (

id smallint(6) unsigned NOT NULL AUTO\_INCREMENT,

nom\_courant *varchar*(40) NOT NULL,

nom\_latin *varchar*(40) NOT NULL,

description *text*,

prix *decimal*(7,2) unsigned DEFAULT NULL,

PRIMARY KEY (id),

UNIQUE KEY nom\_latin (nom\_latin)

) ENGINE=InnoDB AUTO\_INCREMENT=6 DEFAULT CHARSET=latin1;

LOCK TABLES Espece WRITE;

INSERT INTO Espece VALUES (1,'Chien','Canis canis','Bestiole à quatre pattes qui aime les caresses et tire souvent la langue',200.00),(2,'Chat','Felis silvestris','Bestiole à quatre pattes qui saute très haut et grimpe aux arbres',150.00),(3,'Tortue d''Hermann','Testudo hermanni','Bestiole avec une carapace très dure',140.00),

(4,'Perroquet amazone','Alipiopsitta xanthops','Joli oiseau parleur vert et jaune',700.00),(5,'Rat brun','Rattus norvegicus','Petite bestiole avec de longues moustaches et une longue queue sans poils',10.00);

UNLOCK TABLES;

CREATE TABLE Race (

id smallint(6) unsigned NOT NULL AUTO\_INCREMENT,

nom *varchar*(40) NOT NULL,

espece\_id smallint(6) unsigned NOT NULL,

description *text*,

prix *decimal*(7,2) unsigned DEFAULT NULL,

PRIMARY KEY (id)

) ENGINE=InnoDB AUTO\_INCREMENT=10 DEFAULT CHARSET=latin1;

LOCK TABLES Race WRITE;

INSERT INTO Race VALUES (1,'Berger allemand',1,'Chien sportif et élégant au pelage dense, noir-marron-fauve, noir ou gris.',485.00),(2,'Berger blanc suisse',1,'Petit chien au corps compact, avec des pattes courtes mais bien proportionnées et au pelage tricolore ou bicolore.',935.00),(3,'Singapura',2,'Chat de petite taille aux grands yeux en amandes.',985.00),

(4,'Bleu russe',2,'Chat aux yeux verts et à la robe épaisse et argentée.',835.00),(5,'Maine coon',2,'Chat de grande taille, à poils mi-longs.',735.00),(7,'Sphynx',2,'Chat sans poils.',1235.00),

(8,'Nebelung',2,'Chat bleu russe, mais avec des poils longs...',985.00),(9,'Rottweiller',1,'Chien d''apparence solide, bien musclé, à la robe noire avec des taches feu bien délimitées.',600.00);

UNLOCK TABLES;

CREATE TABLE Animal (

id smallint(6) unsigned NOT NULL AUTO\_INCREMENT,

sexe *char*(1) DEFAULT NULL,

date\_naissance datetime NOT NULL,

nom *varchar*(30) DEFAULT NULL,

commentaires *text*,

espece\_id smallint(6) unsigned NOT NULL,

race\_id smallint(6) unsigned DEFAULT NULL,

mere\_id smallint(6) unsigned DEFAULT NULL,

pere\_id smallint(6) unsigned DEFAULT NULL,

PRIMARY KEY (id),

UNIQUE KEY ind\_uni\_nom\_espece\_id (nom,espece\_id)

) ENGINE=InnoDB AUTO\_INCREMENT=63 DEFAULT CHARSET=utf8;

LOCK TABLES Animal WRITE;

INSERT INTO Animal VALUES (1,'M','2010-04-05 13:43:00','Rox','Mordille beaucoup',1,1,18,22),(2,NULL,'2010-03-24 02:23:00','Roucky',NULL,2,NULL,40,30),(3,'F','2010-09-13 15:02:00','Schtroumpfette',NULL,2,4,41,31),

(4,'F','2009-08-03 05:12:00',NULL,'Bestiole avec une carapace très dure',3,NULL,NULL,NULL),(5,NULL,'2010-10-03 16:44:00','Choupi','Né sans oreille gauche',2,NULL,NULL,NULL),(6,'F','2009-06-13 08:17:00','Bobosse','Carapace bizarre',3,NULL,NULL,NULL),

(7,'F','2008-12-06 05:18:00','Caroline',NULL,1,2,NULL,NULL),(8,'M','2008-09-11 15:38:00','Bagherra',NULL,2,5,NULL,NULL),(9,NULL,'2010-08-23 05:18:00',NULL,'Bestiole avec une carapace très dure',3,NULL,NULL,NULL),

(10,'M','2010-07-21 15:41:00','Bobo',NULL,1,NULL,7,21),(11,'F','2008-02-20 15:45:00','Canaille',NULL,1,NULL,NULL,NULL),(12,'F','2009-05-26 08:54:00','Cali',NULL,1,2,NULL,NULL),

(13,'F','2007-04-24 12:54:00','Rouquine',NULL,1,1,NULL,NULL),(14,'F','2009-05-26 08:56:00','Fila',NULL,1,2,NULL,NULL),(15,'F','2008-02-20 15:47:00','Anya',NULL,1,NULL,NULL,NULL),

(16,'F','2009-05-26 08:50:00','Louya',NULL,1,NULL,NULL,NULL),(17,'F','2008-03-10 13:45:00','Welva',NULL,1,NULL,NULL,NULL),(18,'F','2007-04-24 12:59:00','Zira',NULL,1,1,NULL,NULL),

(19,'F','2009-05-26 09:02:00','Java',NULL,1,2,NULL,NULL),(20,'M','2007-04-24 12:45:00','Balou',NULL,1,1,NULL,NULL),(21,'F','2008-03-10 13:43:00','Pataude',NULL,1,NULL,NULL,NULL),

(22,'M','2007-04-24 12:42:00','Bouli',NULL,1,1,NULL,NULL),(24,'M','2007-04-12 05:23:00','Cartouche',NULL,1,NULL,NULL,NULL),(25,'M','2006-05-14 15:50:00','Zambo',NULL,1,1,NULL,NULL),

(26,'M','2006-05-14 15:48:00','Samba',NULL,1,1,NULL,NULL),(27,'M','2008-03-10 13:40:00','Moka',NULL,1,NULL,NULL,NULL),(28,'M','2006-05-14 15:40:00','Pilou',NULL,1,1,NULL,NULL),

(29,'M','2009-05-14 06:30:00','Fiero',NULL,2,3,NULL,NULL),(30,'M','2007-03-12 12:05:00','Zonko',NULL,2,5,NULL,NULL),(31,'M','2008-02-20 15:45:00','Filou',NULL,2,4,NULL,NULL),

(32,'M','2009-07-26 11:52:00','Spoutnik',NULL,3,NULL,52,NULL),(33,'M','2006-05-19 16:17:00','Caribou',NULL,2,4,NULL,NULL),(34,'M','2008-04-20 03:22:00','Capou',NULL,2,5,NULL,NULL),

(35,'M','2006-05-19 16:56:00','Raccou','Pas de queue depuis la naissance',2,4,NULL,NULL),(36,'M','2009-05-14 06:42:00','Boucan',NULL,2,3,NULL,NULL),(37,'F','2006-05-19 16:06:00','Callune',NULL,2,8,NULL,NULL),

(38,'F','2009-05-14 06:45:00','Boule',NULL,2,3,NULL,NULL),(39,'F','2008-04-20 03:26:00','Zara',NULL,2,5,NULL,NULL),(40,'F','2007-03-12 12:00:00','Milla',NULL,2,5,NULL,NULL),

(41,'F','2006-05-19 15:59:00','Feta',NULL,2,4,NULL,NULL),(42,'F','2008-04-20 03:20:00','Bilba','Sourde de l''oreille droite à 80%',2,5,NULL,NULL),(43,'F','2007-03-12 11:54:00','Cracotte',NULL,2,5,NULL,NULL),

(44,'F','2006-05-19 16:16:00','Cawette',NULL,2,8,NULL,NULL),(45,'F','2007-04-01 18:17:00','Nikki','Bestiole avec une carapace très dure',3,NULL,NULL,NULL),(46,'F','2009-03-24 08:23:00','Tortilla','Bestiole avec une carapace très dure',3,NULL,NULL,NULL),

(47,'F','2009-03-26 01:24:00','Scroupy','Bestiole avec une carapace très dure',3,NULL,NULL,NULL),(48,'F','2006-03-15 14:56:00','Lulla','Bestiole avec une carapace très dure',3,NULL,NULL,NULL),(49,'F','2008-03-15 12:02:00','Dana','Bestiole avec une carapace très dure',3,NULL,NULL,NULL),

(50,'F','2009-05-25 19:57:00','Cheli','Bestiole avec une carapace très dure',3,NULL,NULL,NULL),(51,'F','2007-04-01 03:54:00','Chicaca','Bestiole avec une carapace très dure',3,NULL,NULL,NULL),(52,'F','2006-03-15 14:26:00','Redbul','Insomniaque',3,NULL,NULL,NULL),

(54,'M','2008-03-16 08:20:00','Bubulle','Bestiole avec une carapace très dure',3,NULL,NULL,NULL),(55,'M','2008-03-15 18:45:00','Relou','Surpoids',3,NULL,NULL,NULL),(56,'M','2009-05-25 18:54:00','Bulbizard','Bestiole avec une carapace très dure',3,NULL,NULL,NULL),

(57,'M','2007-03-04 19:36:00','Safran','Coco veut un gâteau !',4,NULL,NULL,NULL),(58,'M','2008-02-20 02:50:00','Gingko','Coco veut un gâteau !',4,NULL,NULL,NULL),(59,'M','2009-03-26 08:28:00','Bavard','Coco veut un gâteau !',4,NULL,NULL,NULL),

(60,'F','2009-03-26 07:55:00','Parlotte','Coco veut un gâteau !',4,NULL,NULL,NULL),(61,'M','2010-11-09 00:00:00','Yoda',NULL,2,5,NULL,NULL),(62,'M','2010-11-05 00:00:00','Pipo',NULL,1,9,NULL,NULL);

UNLOCK TABLES;

ALTER TABLE Race ADD CONSTRAINT fk\_race\_espece\_id FOREIGN KEY (espece\_id) REFERENCES Espece (id) ON DELETE CASCADE;

ALTER TABLE Animal ADD CONSTRAINT fk\_race\_id FOREIGN KEY (race\_id) REFERENCES Race (id) ON DELETE *SET* NULL;

ALTER TABLE Animal ADD CONSTRAINT fk\_espece\_id FOREIGN KEY (espece\_id) REFERENCES Espece (id);

ALTER TABLE Animal ADD CONSTRAINT fk\_mere\_id FOREIGN KEY (mere\_id) REFERENCES Animal (id) ON DELETE *SET* NULL;

ALTER TABLE Animal ADD CONSTRAINT fk\_pere\_id FOREIGN KEY (pere\_id) REFERENCES Animal (id) ON DELETE *SET* NULL;

### Rappels

Nous allons rapidement revoir les cinq types de données temporelles disponibles pour MySQL. Pour plus de détails, je vous renvoie au [chapitre consacré à ceux-ci](http://www.siteduzero.com/tutoriel-3-464508-les-types-de-donnees.html#ss_part_3) ou à la documentation officielle.

#### Date

On peut manipuler une date (jour, mois, année) avec le type DATE. Ce type représente la date sous forme de chaîne de caractères 'AAAA-MM-JJ'  (A = année, M = mois, J = jour). Par exemple, le 21 octobre 2011 sera représenté '2011-10-21'.

Lorsque l'on crée une donnée de type DATE, on peut le faire avec une multitude de formats différents que MySQL convertira automatiquement. Il suffit de donner l'année (en deux ou quatre chiffres), suivie du mois (deux chiffres), puis du jour (deux chiffres). Avec une chaîne de caractères, n'importe quel caractère de ponctuation (ou aucun caractère) peut être utilisé pour séparer l'année du mois et le mois du jour. On peut aussi utiliser un nombre entier pour initialiser une date (pour autant qu'il ait du sens en tant que date, bien sûr).

MySQL supporte des DATE  allant de '1001-01-01'  à '9999-12-31'.

#### Heure

Pour une heure ou une durée, on utilise le type TIME, qui utilise également une chaîne de caractères pour représenter l'heure : '[H]HH:MM:SS'  (H = heures, M = minutes, S = secondes).

MySQL supporte des TIME  allant de '-838:59:59'  à '838:59:59'. Ce n'est en effet pas limité à 24 heures, puisqu'il est possible de stocker des durées.

Pour créer un TIME, on donne d'abord les heures, puis les minutes, puis les secondes, avec : entre chaque donnée. On peut éventuellement aussi spécifier un nombre de jours avant les heures (suivi cette fois d'une espace, et non d'un :) : 'J HH:MM:SS'.

#### Date et heure

Sans surprise, DATETIME  est le type de données représentant une date et une heure, toujours stockées sous forme de chaîne de caractères : 'AAAA-MM-JJ HH:MM:SS'. Les heures doivent ici être comprises entre 00 et 23, puisqu'il ne peut plus s'agir d'une durée.

Comme pour DATE, l'important dans DATETIME  est l'ordre des données : année, mois, jour, heures, minutes, secondes. Chacune comporte deux chiffres, sauf l'année pour laquelle on peut aussi donner quatre chiffres. Cela peut être un nombre entier ou une chaîne de caractères, auquel cas les signes de ponctuation entre chaque partie du DATETIME  importent peu.

MySQL supporte des DATETIME  allant de '1001-01-01 00:00:00'  à '9999-12-31 23:59:59'.

#### Timestamp

Le timestamp d'une date est le nombre de secondes écoulées depuis le 1er janvier 1970, 0 h 0 min 0 s (TUC), et la date en question. Mais attention, ce qui est stocké par MySQL dans une donnée de type TIMESTAMP  n'est pas ce nombre de secondes, mais bien la date, sous format numérique : AAAAMMJJHHMMSS  (contrairement à DATE, TIME  et DATETIME  qui utilisent des chaînes de caractères).

Un timestamp est limité aux dates allant du 1er janvier 1970 0 h 0 min 0s au 19 janvier 2038 3 h 14 min 7 s.

#### Année

Le dernier type temporel est YEAR, qui stocke une année sous forme d'entier. Nous n'en parlerons pas beaucoup dans cette partie.

YEAR  peut contenir des années comprises entre 1901 et 2155.

### Date actuelle

Il existe deux fonctions permettant d'avoir la date actuelle (juste la date, sans l'heure, donc au format DATE) :

* CURDATE();
* CURRENT\_DATE(), qui peut également s'utiliser sans parenthèses, comme plusieurs autres fonctions temporelles.

SELECT CURDATE(), CURRENT\_DATE(), CURRENT\_DATE;

### Heure actuelle

À nouveau, deux fonctions existent, extrêmement similaires aux fonctions permettant d'avoir la date actuelle. Il suffit en effet de remplacer DATE  par TIME  dans le nom de la fonction.

SELECT CURTIME(), CURRENT\_TIME(), CURRENT\_TIME;

| **CURTIME()** | **CURRENT\_TIME()** | **CURRENT\_TIME** |
| --- | --- | --- |
| 18:04:20 | 18:04:20 | 18:04:20 |

### Date et heure actuelles

#### Les fonctions

Pour obtenir la date et l'heure actuelles (format DATETIME), c'est Byzance : vous avez le choix entre cinq fonctions différentes !

##### NOW() et SYSDATE()

NOW()  est sans doute la fonction MySQL la plus utilisée pour obtenir la date du jour. C'est aussi la plus facile à retenir (bien que les noms des fonctions soient souvent explicites en SQL), puisque now veut dire "maintenant" en anglais. SYSDATE()  ("system date") est aussi pas mal utilisée.

SELECT NOW(), SYSDATE();

##### Et les autres

Les trois autres fonctions peuvent s'utiliser avec ou sans parenthèses.

* CURRENT\_TIMESTAMP  ou CURRENT\_TIMESTAMP()
* LOCALTIME  ou LOCALTIME()
* LOCALTIMESTAMP  ou LOCALTIMESTAMP()

SELECT LOCALTIME, CURRENT\_TIMESTAMP(), LOCALTIMESTAMP;

**Qui peut le plus peut le moins**

Il est tout à fait possible d'utiliser une des fonctions donnant l'heure et la date pour remplir une colonne de type DATE  ou de type TIME. MySQL convertira simplement le DATETIME  en DATE  ou en TIME, en supprimant la partie inutile.

**Exemple**

Créons une table de test simple, avec juste trois colonnes : une de type DATE, une de type TIME, une de type DATETIME. On peut voir que l'insertion d'une ligne en utilisant NOW()  pour les trois colonnes donne le résultat attendu.

-- Création d'une table de test toute simple

CREATE TABLE testDate (

dateActu *DATE*,

timeActu TIME,

datetimeActu DATETIME

);

INSERT INTO testDate VALUES (NOW(), NOW(), NOW());

SELECT \*

FROM testDate;

**Timestamp Unix**

Il existe encore une fonction qui peut donner des informations sur la date et l'heure actuelles sous forme de timestamp Unix, qui est donc le nombre de secondes écoulées depuis le premier janvier 1970, à 00:00:00. Il s'agit de UNIX\_TIMESTAMP().

Je vous la donne au cas où, mais j'espère que vous ne vous en servirez pas pour stocker vos dates sous forme d'INT  avec un timestamp Unix !

SELECT UNIX\_TIMESTAMP();

## Formatez une donnée temporelle

Lorsque l'on tombe sur quelqu'un qui a fait le (mauvais) choix de stocker ses dates sous forme de chaînes de caractères, et qu'on lui demande les raisons de son choix, celle qui revient le plus souvent est qu'il ne veut pas afficher ses dates sous la forme 'AAAA-MM-JJ'. Donc il les stocke sous forme de CHAR  ou VARCHAR'JJ/MM/AAAA', par exemple, ou n'importe quel format de son choix.  
Malheureusement, en faisant cela, il se prive des nombreux avantages des formats temporels SQL (en particulier toutes les fonctions que nous voyons dans cette partie), et cela pour rien, car SQL dispose de puissantes fonctions permettant de formater une donnée temporelle.  
C'est donc ce que nous allons voir dans ce chapitre.

### Extraire une information précise

Commençons en douceur avec des fonctions permettant d'extraire une information d'une donnée temporelle. Par exemple, le jour de la semaine, le nom du mois, l'année, etc.

#### Informations sur la date

##### Extraire la partie DATE

La fonction DATE(datetime)  permet d'extraire la partie DATE  d'une donnée de type DATETIME  (ou DATE, mais c'est moins utile…).

SELECT nom, date\_naissance,

*DATE*(date\_naissance) AS uniquementDate

FROM Animal

WHERE espece\_id = 4;

##### Le jour

Les fonctions suivantes donnent des informations sur le jour :

* DAY(date)  ou DAYOFMONTH(date)  : donne le jour du mois (sous forme de nombre entier de 1 à 31).
* DAYOFWEEK(date)  : donne l'index du jour de la semaine (nombre de 1 à 7 avec 1 = dimanche, 2 = lundi… 7 = samedi).
* WEEKDAY(date)  : donne aussi l'index du jour de la semaine, de manière un peu différente (nombre de 0 à 6 avec 0 = lundi, 1 = mardi… 6 = dimanche).
* DAYNAME(date)  : donne le nom du jour de la semaine.
* DAYOFYEAR(date)  : retourne le numéro du jour par rapport à l'année (de 1 à 366 donc).

**Exemples :**

SELECT nom, *DATE*(date\_naissance) AS date\_naiss,

DAY(date\_naissance) AS jour,

DAYOFMONTH(date\_naissance) AS jour,

DAYOFWEEK(date\_naissance) AS jour\_sem,

WEEKDAY(date\_naissance) AS jour\_sem2,

DAYNAME(date\_naissance) AS nom\_jour,

DAYOFYEAR(date\_naissance) AS jour\_annee

FROM Animal

WHERE espece\_id = 4;

Tout cela fonctionne très bien, mais ce serait encore mieux si l'on pouvait avoir le nom des jours en français plutôt qu'en anglais. Aucun problème, il suffit de le demander, en exécutant la requête suivante :

*SET* lc\_time\_names = 'fr\_FR';

Et voilà le travail :

SELECT nom, date\_naissance,

DAYNAME(date\_naissance) AS jour\_semaine

FROM Animal

WHERE espece\_id = 4;

##### La semaine

À partir d'une date, il est possible de calculer la semaine à laquelle elle correspond. S'agit-il de la première semaine de l'année ? De la quinzième ? Ceci peut être obtenu grâce à trois fonctions : WEEK(date), WEEKOFYEAR(date)  et YEARWEEK(date).

* WEEK(date)  : donne uniquement le numéro de la semaine (un nombre entre 0 et 53, puisque 7 x 52 = 364, donc en un an, il y a 52 semaines et 1 ou 2 jours d'une 53e semaine).
* WEEKOFYEAR(date)  : donne uniquement le numéro de la semaine (un nombre entre 1 et 53).
* YEARWEEK(date)  : donne également l'année.

SELECT nom, date\_naissance, WEEK(date\_naissance) AS semaine, WEEKOFYEAR(date\_naissance) AS semaine2, YEARWEEK(date\_naissance) AS semaine\_annee

FROM Animal

WHERE espece\_id = 4;

WEEK()  et YEARWEEK()  peuvent également accepter un deuxième argument, qui sert à spécifier si la semaine doit commencer le lundi ou le dimanche, et ce que l'on considère comme la première semaine de l'année. Selon l'option utilisée par WEEK(), le résultat de cette fonction peut donc différer de celui de WEEKOFYEAR(). Si ces options vous intéressent, je vous invite à aller vous renseigner dans la documentation officielle.

**Le mois**

Pour le mois, il existe deux fonctions : MONTH(date)  qui donne le numéro du mois (nombre de 1 à 12) et MONTHNAME(date)  qui donne le nom du mois.

SELECT nom, date\_naissance, MONTH(date\_naissance) AS numero\_mois, MONTHNAME(date\_naissance) AS nom\_mois

FROM Animal

WHERE espece\_id = 4;

**L'année**

Enfin, la fonction YEAR(date)  extrait l'année.

SELECT nom, date\_naissance, YEAR(date\_naissance)

FROM Animal

WHERE espece\_id = 4;

#### Informations sur l'heure

En ce qui concerne l'heure, voici quatre fonctions intéressantes (et faciles à retenir) qui s'appliquent à une donnée de type DATETIME  ou TIME  :

* TIME(datetime)  : qui extrait l'heure complète (le TIME).
* HOUR(heure)  : qui extrait l'heure.
* MINUTE(heure)  : qui extrait les minutes.
* SECOND(heure)  : qui extrait les secondes.

SELECT nom, date\_naissance,

TIME(date\_naissance) AS time\_complet,

HOUR(date\_naissance) AS heure,

MINUTE(date\_naissance) AS minutes,

SECOND(date\_naissance) AS secondes

FROM Animal

WHERE espece\_id = 4;

### Formater une date facilement

Avec les fonctions que nous venons de voir, vous êtes maintenant capable d'afficher une date dans un joli format, par exemple "le lundi 8 novembre 1987".

SELECT nom, date\_naissance, CONCAT\_WS(' ', 'le', DAYNAME(date\_naissance), DAY(date\_naissance), MONTHNAME(date\_naissance), YEAR(date\_naissance)) AS jolie\_date

FROM Animal

WHERE espece\_id = 4;

**Format**

Le format à utiliser doit être donné sous forme de chaîne de caractères. Cette chaîne peut contenir un ou plusieurs spécificateurs dont les plus courants sont listés dans le tableau suivant.

| **Spécificateur** | **Description** |
| --- | --- |
| %d | Jour du mois (nombre à deux chiffres, de 00 à 31) |
| %e | Jour du mois (nombre à un ou deux chiffres, de 0 à 31) |
| %D | Jour du mois, avec suffixe (1rst, 2nd,…, 31th) **en anglais** |
| %w | Numéro du jour de la semaine (dimanche = 0… samedi = 6) |
| %W | Nom du jour de la semaine |
| %a | Nom du jour de la semaine en abrégé |
| %m | Mois (nombre de deux chiffres, de 00 à 12) |
| %c | Mois (nombre de un ou deux chiffres, de 0 à 12) |
| %M | Nom du mois |
| %b | Nom du mois en abrégé |
| %y | Année, sur deux chiffres |
| %Y | Année, sur quatre chiffres |
| %r | Heure complète, format 12h (hh:mm:ss AM/PM) |
| %T | Heure complète, format 24h (hh:mm:ss) |
| %h | Heure sur deux chiffres et sur 12 heures (de 00 à 12) |
| %H | Heure sur deux chiffres et sur 24 heures (de 00 à 23) |
| %l | Heure sur un ou deux chiffres et sur 12 heures (de 0 à 12) |
| %k | Heure sur un ou deux chiffres et sur 24 heures (de 0 à 23) |
| %i | Minutes (de 00 à 59) |
| %s ou %S | Secondes (de 00 à 59) |
| %p | AM/PM |

Tous les caractères ne faisant pas partie d'un spécificateur sont simplement recopiés tels quels.

**Exemples**

**Même résultat que précédemment…**

… Avec une requête bien plus courte :

SELECT nom, date\_naissance, DATE\_FORMAT(date\_naissance, 'le %W %e %M %Y') AS jolie\_date

FROM Animal

WHERE espece\_id = 4;

##### Autres exemples

Attention à bien échapper les guillemets éventuels dans la chaîne de caractères du format.

SELECT DATE\_FORMAT(NOW(), 'Nous sommes aujourd''hui le %d %M de l''année %Y. Il est actuellement %l heures et %i minutes.') AS Top\_date\_longue;

SELECT DATE\_FORMAT(NOW(), '%d %b. %y - %r') AS Top\_date\_courte;

**Fonction supplémentaire pour l'heure**

DATE\_FORMAT()  peut s'utiliser sur des données de type DATE, TIME  ou DATETIME. Mais il existe également une fonction TIME\_FORMAT(heure, format)qui ne sert qu'à formater les heures (et ne doit donc pas s'utiliser sur une DATE). Elle s'utilise exactement de la même manière, simplement, il faut y utiliser des spécificateurs ayant du sens pour une donnée TIME, sinon NULLou 0  est renvoyé.  
Si un mauvais format de TIME  ou DATETIME  est donné à TIME\_FORMAT()  (par exemple, si on lui donne une DATE), MySQL va tenter d'interpréter la donnée et renverra bien un résultat, mais celui-ci n'aura peut-être pas beaucoup de sens (pour vous du moins).

**Exemples :**

-- Sur une DATETIME

SELECT TIME\_FORMAT(NOW(), '%r') AS sur\_datetime,

TIME\_FORMAT(CURTIME(), '%r') AS sur\_time,

TIME\_FORMAT(NOW(), '%M %r') AS mauvais\_specificateur,

TIME\_FORMAT(CURDATE(), '%r') AS sur\_date;

#### Formats standard

Il existe un certain nombre de formats de date et d'heure standard prédéfinis, que l'on peut utiliser dans la fonction DATE\_FORMAT(). Pour obtenir ces formats, il faut appeler la fonction GET\_FORMAT(type, standard).

Le paramètre type doit être choisi entre les trois types de données : DATE, TIME  et DATETIME.

Il existe cinq formats standard :

* 'EUR'
* 'USA'
* 'ISO'
* 'JIS'
* 'INTERNAL'

Voici un tableau reprenant les différentes possibilités :

| **Fonction** | **Format** | **Exemple** |
| --- | --- | --- |
| GET\_FORMAT(DATE,'USA') | '%m.%d.%Y' | 10.30.1988 |
| GET\_FORMAT(DATE,'JIS') | '%Y-%m-%d' | 1988-10-30 |
| GET\_FORMAT(DATE,'ISO') | '%Y-%m-%d' | 1988-10-30 |
| GET\_FORMAT(DATE,'EUR') | '%d.%m.%Y' | 30.10.1988 |
| GET\_FORMAT(DATE,'INTERNAL') | '%Y%m%d' | 19881031 |
| GET\_FORMAT(DATETIME,'USA') | '%Y-%m-%d %H.%i.%s' | 1988-10-30 13.44.33 |
| GET\_FORMAT(DATETIME,'JIS') | '%Y-%m-%d %H:%i:%s' | 1988-10-30 13:44:33 |
| GET\_FORMAT(DATETIME,'ISO') | '%Y-%m-%d %H:%i:%s' | 1988-10-30 13:44:33 |
| GET\_FORMAT(DATETIME,'EUR') | '%Y-%m-%d %H.%i.%s' | 1988-10-30 13.44.33 |
| GET\_FORMAT(DATETIME,'INTERNAL') | '%Y%m%d%H%i%s' | 19881030134433 |
| GET\_FORMAT(TIME,'USA') | '%h:%i:%s %p' | 1:44:33 PM |
| GET\_FORMAT(TIME,'JIS') | '%H:%i:%s' | 13:44:33 |
| GET\_FORMAT(TIME,'ISO') | '%H:%i:%s' | 13:44:33 |
| GET\_FORMAT(TIME,'EUR') | '%H.%i.%S' | 13.44.33 |
| GET\_FORMAT(TIME,'INTERNAL') | '%H%i%s' | 134433 |

**Exemples :**

SELECT DATE\_FORMAT(NOW(), GET\_FORMAT(*DATE*, 'EUR')) AS date\_eur,

DATE\_FORMAT(NOW(), GET\_FORMAT(TIME, 'JIS')) AS heure\_jis,

DATE\_FORMAT(NOW(), GET\_FORMAT(DATETIME, 'USA')) AS date\_heure\_usa;

### Créer une date à partir d'une chaîne de caractères

Voici une dernière fonction ayant trait au format des dates : STR\_TO\_DATE(date, format). Cette fonction est l'exact contraire de DATE\_FORMAT()  : elle prend une chaîne de caractères représentant une date suivant le format donné, et renvoie la DATETIME  correspondante.

**Exemples :**

SELECT STR\_TO\_DATE('03/04/2011 à 09h17', '%d/%m/%Y à %Hh%i') AS StrDate,

STR\_TO\_DATE('15blabla', '%Hblabla') StrTime;

Il est bien sûr possible d'utiliser GET\_FORMAT()  aussi avec STR\_TO\_DATE().

SELECT STR\_TO\_DATE('11.21.2011', GET\_FORMAT(*DATE*, 'USA')) AS date\_usa,

STR\_TO\_DATE('12.34.45', GET\_FORMAT(TIME, 'EUR')) AS heure\_eur,

STR\_TO\_DATE('20111027133056', GET\_FORMAT(*TIMESTAMP*, 'INTERNAL')) AS date\_heure\_int;

## Calculs sur les données temporelles

Il est fréquent de vouloir faire des calculs sur des données temporelles. Par exemple, pour calculer le nombre de jours ou d'heures entre deux dates, pour ajouter une certaine durée à une donnée en cas de calcul d'échéance, etc.  
Pour ce faire, on peut soit se lancer dans des calculs compliqués en convertissant des jours en heures, des heures en jours, des minutes en secondes ; soit utiliser les fonctions SQL prévues à cet effet. Je vous laisse deviner quelle solution est la meilleure…

Nous allons donc voir dans ce chapitre comment :

* calculer la différence entre deux données temporelles ;
* ajouter un intervalle de temps à une donnée temporelle ;
* convertir une donnée horaire en un nombre de secondes ;
* et d'autres petites choses bien utiles.

### Différence entre deux dates/heures

Trois fonctions permettent de calculer le temps écoulé entre deux données temporelles :

* DATEDIFF()  : qui donne un résultat en nombre de jours.
* TIMEDIFF()  : qui donne un résultat sous forme de TIME.
* TIMESTAMPDIFF()  : qui donne le résultat dans l'unité de temps souhaitée (heure, secondes, mois…).

##### DATEDIFF()

DATEDIFF(date1, date2)  peut s'utiliser avec des données de type DATE  ou DATETIME(dans ce dernier cas, seule la partie date est utilisée).

Les trois requêtes suivantes donnent donc le même résultat.

SELECT DATEDIFF('2011-12-25','2011-11-10') AS nb\_jours;

SELECT DATEDIFF('2011-12-25 22:12:18','2011-11-10 12:15:41') AS nb\_jours;

SELECT DATEDIFF('2011-12-25 22:12:18','2011-11-10') AS nb\_jours;

**TIMEDIFF()**

La fonction TIMEDIFF(expr1, expr2)  calcule la durée entre *expr1*et *expr2*. Les deux arguments doivent être de même type, soit TIME, soit DATETIME.

-- Avec des DATETIME

SELECT '2011-10-08 12:35:45' AS datetime1, '2011-10-07 16:00:25' AS datetime2, TIMEDIFF('2011-10-08 12:35:45', '2011-10-07 16:00:25') as difference;

-- Avec des TIME

SELECT '12:35:45' AS time1, '00:00:25' AS time2, TIMEDIFF('12:35:45', '00:00:25') as difference;

**TIMESTAMPDIFF()**

La fonction TIMESTAMPDIFF()  prend, quant à elle, un paramètre supplémentaire : l'unité de temps désirée pour le résultat. Les unités autorisées comprennent : SECOND  (secondes), MINUTE  (minutes), HOUR  (heures), DAY  (jours), WEEK  (semaines), MONTH  (mois), QUARTER  (trimestres) et YEAR  (années).

TIMESTAMPDIFF(unite, date1, date2)  s'utilise également avec des données de type DATE  ou DATETIME. Si vous demandez un résultat comprenant une unité inférieure au jour (heure ou minute, par exemple) et que l'une de vos données est de type DATE, MySQL complétera cette date avec l'heure par défaut '00:00:00'.

SELECT TIMESTAMPDIFF(DAY, '2011-11-10', '2011-12-25') AS nb\_jours,

TIMESTAMPDIFF(HOUR,'2011-11-10', '2011-12-25 22:00:00') AS nb\_heures\_def,

TIMESTAMPDIFF(HOUR,'2011-11-10 14:00:00', '2011-12-25 22:00:00') AS nb\_heures,

TIMESTAMPDIFF(QUARTER,'2011-11-10 14:00:00', '2012-08-25 22:00:00') AS nb\_trimestres;

## Exercices

Nous avons maintenant vu une bonne partie des fonctions MySQL relatives aux données temporelles. N'oubliez pas de consulter la documentation officielle au besoin, car celle-ci contient plus de détails et d'autres fonctions.  
Je vous propose maintenant quelques exercices pour passer de la théorie à la pratique. Cela va vous permettre de retenir déjà une partie des fonctions, mais surtout, cela va replacer ces fonctions dans un véritable contexte, puisque nous allons bien sûr travailler sur notre table Animal.  
Bien entendu, certaines questions ont plusieurs réponses possibles, mais je ne donnerai qu'une seule solution. Ne soyez donc pas étonné d'avoir trouvé une requête faisant ce qui est demandé, mais différente de la réponse indiquée.

### Commençons par le format

##### 1. Sélectionner tous les animaux nés en juin.

SELECT id, date\_naissance, nom

FROM Animal

WHERE MONTH(date\_naissance) = 6;

##### 2. Sélectionner tous les animaux nés dans les huit premières semaines d'une année.

SELECT id, date\_naissance, nom

FROM Animal

WHERE WEEKOFYEAR(date\_naissance) < 9;

##### 3. Afficher le jour (en chiffres) et le mois de naissance (en toutes lettres) des tortues et des chats nés avant 2007 (en deux colonnes).

SELECT DAY(date\_naissance), MONTHNAME(date\_naissance)

FROM Animal

INNER JOIN Espece ON Animal.espece\_id = Espece.id

WHERE Espece.nom\_courant IN ('Chat', 'Tortue d''Hermann')

AND YEAR(date\_naissance) < 2007;

##### 4. Même chose qu'à la question précédente, mais en une seule colonne.

SELECT DATE\_FORMAT(date\_naissance, '%e %M')

FROM Animal

INNER JOIN Espece ON Animal.espece\_id = Espece.id

WHERE Espece.nom\_courant IN ('Chat', 'Tortue d''Hermann')

AND YEAR(date\_naissance) < 2007;

##### 5. Sélectionner tous les animaux nés en avril, mais pas un 24 avril, triés par heure de naissance décroissante (heure dans le sens commun du terme, donc heures, minutes, secondes) et afficher leur date de naissance au même format que dans l'exemple

**Format :** 8 janvier, à 6h30PM, en l'an 2010 après J.-C.

SELECT DATE\_FORMAT(date\_naissance, '%e %M, à %lh%i%p, en l''an %Y après J.C.') AS jolie\_date

FROM Animal

WHERE MONTH(date\_naissance) = 4

AND DAY(date\_naissance) <> 24

ORDER BY TIME(date\_naissance) DESC;

### Passons aux calculs

##### 1. Moka était censé naître le 27 février 2008. Calculer le nombre de jours de retard de sa naissance.

SELECT DATEDIFF(date\_naissance, '2008-02-27') AS retard

FROM Animal

WHERE nom = 'Moka';

##### 2. Afficher la date à laquelle chaque perroquet (espece\_id = 4) fêtera son 25e anniversaire.

SELECT *DATE*(ADDDATE(date\_naissance, INTERVAL 25 YEAR)) AS Anniversaire

FROM Animal

WHERE espece\_id = 4;

On ne demandait que la date (on fête rarement son anniversaire à l'heure pile de sa naissance), d'où l'utilisation de la fonction DATE().

##### 3. Sélectionner les animaux nés dans un mois contenant exactement 29 jours.

SELECT id, date\_naissance, nom

FROM Animal

WHERE DAY(LAST\_DAY(date\_naissance)) = 29;

##### 4. Après douze semaines, un chaton est sevré (sauf exception, bien sûr). Afficher la date à partir de laquelle les chats (espece\_id = 2) de l'élevage peuvent être adoptés (qu'il s'agisse d'une date dans le passé ou dans le futur).

SELECT id, nom, *DATE*(DATE\_ADD(date\_naissance, INTERVAL 12 WEEK)) AS sevrage

FROM Animal

WHERE espece\_id = 2;

##### 5. Rouquine, Zira, Bouli et Balou (id 13, 18, 20 et 22 respectivement) font partie de la même portée. Calculer combien de temps, en minutes, Balou est né avant Zira.

SELECT TIMESTAMPDIFF(MINUTE,

(SELECT date\_naissance

FROM Animal

WHERE nom = 'Balou'),

(SELECT date\_naissance

FROM Animal

WHERE nom = 'Zira'))

AS nb\_minutes;

Il fallait ici penser aux sous-requêtes, afin d'obtenir les dates de naissance de Balou et Zira pour les utiliser dans la même fonction TIMESTAMPDIFF().

### Et pour finir, mélangeons le tout

Et quand on dit "tout", c'est tout ! Par conséquent, il est possible (et même fort probable) que vous ayez besoin de notions et fonctions vues dans les chapitres précédents (regroupements, sous-requêtes, etc.) pour résoudre ces exercices.

##### 1. Rouquine, Zira, Bouli et Balou (id 13, 18, 20 et 22 respectivement) font partie de la même portée. Calculer combien de temps, en minutes, s'est écoulé entre le premier né et le dernier né de la portée.

SELECT TIMESTAMPDIFF(MINUTE,

(

SELECT MIN(date\_naissance)

FROM Animal

WHERE id IN (13, 18, 20, 22)

),

(

SELECT MAX(date\_naissance)

FROM Animal

WHERE id IN (13, 18, 20, 22)

)

) AS nb\_minutes;

Presque le même exercice qu'au-dessus, à ceci près qu'il fallait utiliser les fonctions d’agrégation.

##### 2. Calculer combien d'animaux sont nés durant un mois pendant lequel les moules sont les plus consommables (c'est-à-dire les mois finissant en "bre").

SELECT COUNT(\*)

FROM Animal

WHERE MONTHNAME(date\_naissance) LIKE '%bre';

Il faut bien sûr avoir préalablement défini que le nom des mois et des jours doit être exprimé en français. Je rappelle la requête à utiliser : SET lc\_time\_names = 'fr\_FR';.

##### 3. Pour les chiens et les chats (espece\_id = 1 et espece\_id = 2 respectivement), afficher les différentes dates de naissance des portées d'au moins deux individus (format JJ/MM/AAAA), ainsi que le nombre d'individus pour chacune de ces portées.

Attention, il n’est pas impossible qu’une portée de chats soit née le même jour qu’une portée de chiens (il n’est pas non plus impossible que deux portées de chiens naissent le même jour, mais on considère que ce n’est pas le cas).

SELECT DATE\_FORMAT(date\_naissance, '%d/%m/%Y'), COUNT(\*) as nb\_individus

FROM Animal

WHERE espece\_id IN (1, 2)

GROUP BY *DATE*(date\_naissance), espece\_id

HAVING nb\_individus > 1;

Il faut regrouper sur la date (et uniquement la date, pas l'heure), puis sur l'espèce pour éviter de mélanger chiens et chats. Une simple clause HAVING permet ensuite de sélectionner les portées de deux individus ou plus.

##### 4. Calculer combien de chiens (espece\_id = 1) sont nés en moyenne chaque année entre 2006 et 2010 (sachant que l'on a eu au moins une naissance chaque année).

SELECT AVG(nb)

FROM (

SELECT COUNT(\*) AS nb

FROM Animal

WHERE espece\_id = 1

AND YEAR(date\_naissance) >= 2006

AND YEAR(date\_naissance) <= 2010

GROUP BY YEAR(date\_naissance)

) AS tableIntermedaire;

Ici, il fallait penser à faire une sous-requête dans la clause FROM. Si vous n'avez pas trouvé, rappelez-vous qu'il faut penser par étape. Vous voulez la moyenne du nombre de chiens nés chaque année ? Commencez par obtenir le nombre de chiens nés chaque année, puis seulement demandez-vous comment faire la moyenne.

##### 5. Afficher la date au format ISO du 5e anniversaire des animaux dont on connaît soit le père, soit la mère.

SELECT DATE\_FORMAT(DATE\_ADD(date\_naissance, INTERVAL 5 YEAR), GET\_FORMAT(*DATE*, 'ISO')) AS dateIso

FROM Animal

WHERE pere\_id IS NOT NULL

OR mere\_id IS NOT NULL;

Pour cette dernière question, il fallait juste imbriquer plusieurs fonctions différentes. À nouveau, si vous n'avez pas réussi, c'est sans doute parce que vous ne décomposez pas le problème correctement.

À partir de maintenant, si j'en vois encore un stocker ses dates sous forme de chaîne de caractères, ou sous forme de INT  pour stocker un timestamp Unix, je le mords !  
Avec cette partie sur les dates s'achève ce cours sur les bases de MySQL. Vous devriez maintenant avoir les connaissances suffisantes pour gérer la base de données d'un petit site web ou d'une application toute simple, sans toutefois exploiter toutes les possibilités de MySQL.

## Transactions

Pour commencer cette partie, nous allons voir ce que sont les transactions, à quoi elles servent exactement, et comment les utiliser avec MySQL.

Les transactions sont une fonctionnalité absolument indispensable, permettant de sécuriser une application utilisant une base de données. Sans transactions, certaines opérations risqueraient d'être à moitié réalisées, et la moindre erreur, la moindre interruption pourraient avoir des conséquences énormes. En effet, les transactions permettent de regrouper des requêtes dans des blocs, et de faire en sorte que tout le bloc soit exécuté en une seule fois, cela afin de préserver l'intégrité des données de la base.

Les transactions ont été implémentées assez tard dans MySQL, et qui plus est, elles ne sont pas utilisables pour tous les types de tables. C'est d'ailleurs un des principaux arguments des détracteurs de MySQL.

**État actuel de la base de données**  
**Note :** les tables de test ne sont pas reprises.

*SET* NAMES utf8;

DROP TABLE IF EXISTS Animal;

DROP TABLE IF EXISTS Race;

DROP TABLE IF EXISTS Espece;

CREATE TABLE Espece (

id smallint(6) unsigned NOT NULL AUTO\_INCREMENT,

nom\_courant *varchar*(40) NOT NULL,

nom\_latin *varchar*(40) NOT NULL,

description *text*,

prix *decimal*(7,2) unsigned DEFAULT NULL,

PRIMARY KEY (id),

UNIQUE KEY nom\_latin (nom\_latin)

) ENGINE=InnoDB AUTO\_INCREMENT=6 DEFAULT CHARSET=latin1;

LOCK TABLES Espece WRITE;

INSERT INTO Espece VALUES (1,'Chien','Canis canis','Bestiole à quatre pattes qui aime les caresses et tire souvent la langue',200.00),(2,'Chat','Felis silvestris','Bestiole à quatre pattes qui saute très haut et grimpe aux arbres',150.00),(3,'Tortue d''Hermann','Testudo hermanni','Bestiole avec une carapace très dure',140.00),

(4,'Perroquet amazone','Alipiopsitta xanthops','Joli oiseau parleur vert et jaune',700.00),(5,'Rat brun','Rattus norvegicus','Petite bestiole avec de longues moustaches et une longue queue sans poils',10.00);

UNLOCK TABLES;

CREATE TABLE Race (

id smallint(6) unsigned NOT NULL AUTO\_INCREMENT,

nom *varchar*(40) NOT NULL,

espece\_id smallint(6) unsigned NOT NULL,

description *text*,

prix *decimal*(7,2) unsigned DEFAULT NULL,

PRIMARY KEY (id)

) ENGINE=InnoDB AUTO\_INCREMENT=10 DEFAULT CHARSET=latin1;

LOCK TABLES Race WRITE;

INSERT INTO Race VALUES (1,'Berger allemand',1,'Chien sportif et élégant au pelage dense, noir-marron-fauve, noir ou gris.',485.00),(2,'Berger blanc suisse',1,'Petit chien au corps compact, avec des pattes courtes mais bien proportionnées et au pelage tricolore ou bicolore.',935.00),(3,'Singapura',2,'Chat de petite taille aux grands yeux en amandes.',985.00),

(4,'Bleu russe',2,'Chat aux yeux verts et à la robe épaisse et argentée.',835.00),(5,'Maine coon',2,'Chat de grande taille, à poils mi-longs.',735.00),(7,'Sphynx',2,'Chat sans poils.',1235.00),

(8,'Nebelung',2,'Chat bleu russe, mais avec des poils longs...',985.00),(9,'Rottweiller',1,'Chien d''apparence solide, bien musclé, à la robe noire avec des taches feu bien délimitées.',600.00);

UNLOCK TABLES;

CREATE TABLE Animal (

id smallint(6) unsigned NOT NULL AUTO\_INCREMENT,

sexe *char*(1) DEFAULT NULL,

date\_naissance datetime NOT NULL,

nom *varchar*(30) DEFAULT NULL,

commentaires *text*,

espece\_id smallint(6) unsigned NOT NULL,

race\_id smallint(6) unsigned DEFAULT NULL,

mere\_id smallint(6) unsigned DEFAULT NULL,

pere\_id smallint(6) unsigned DEFAULT NULL,

PRIMARY KEY (id),

UNIQUE KEY ind\_uni\_nom\_espece\_id (nom,espece\_id)

) ENGINE=InnoDB AUTO\_INCREMENT=63 DEFAULT CHARSET=utf8;

LOCK TABLES Animal WRITE;

INSERT INTO Animal VALUES (1,'M','2010-04-05 13:43:00','Rox','Mordille beaucoup',1,1,18,22),(2,NULL,'2010-03-24 02:23:00','Roucky',NULL,2,NULL,40,30),(3,'F','2010-09-13 15:02:00','Schtroumpfette',NULL,2,4,41,31),

(4,'F','2009-08-03 05:12:00',NULL,'Bestiole avec une carapace très dure',3,NULL,NULL,NULL),(5,NULL,'2010-10-03 16:44:00','Choupi','Né sans oreille gauche',2,NULL,NULL,NULL),(6,'F','2009-06-13 08:17:00','Bobosse','Carapace bizarre',3,NULL,NULL,NULL),

(7,'F','2008-12-06 05:18:00','Caroline',NULL,1,2,NULL,NULL),(8,'M','2008-09-11 15:38:00','Bagherra',NULL,2,5,NULL,NULL),(9,NULL,'2010-08-23 05:18:00',NULL,'Bestiole avec une carapace très dure',3,NULL,NULL,NULL),

(10,'M','2010-07-21 15:41:00','Bobo',NULL,1,NULL,7,21),(11,'F','2008-02-20 15:45:00','Canaille',NULL,1,NULL,NULL,NULL),(12,'F','2009-05-26 08:54:00','Cali',NULL,1,2,NULL,NULL),

(13,'F','2007-04-24 12:54:00','Rouquine',NULL,1,1,NULL,NULL),(14,'F','2009-05-26 08:56:00','Fila',NULL,1,2,NULL,NULL),(15,'F','2008-02-20 15:47:00','Anya',NULL,1,NULL,NULL,NULL),

(16,'F','2009-05-26 08:50:00','Louya',NULL,1,NULL,NULL,NULL),(17,'F','2008-03-10 13:45:00','Welva',NULL,1,NULL,NULL,NULL),(18,'F','2007-04-24 12:59:00','Zira',NULL,1,1,NULL,NULL),

(19,'F','2009-05-26 09:02:00','Java',NULL,1,2,NULL,NULL),(20,'M','2007-04-24 12:45:00','Balou',NULL,1,1,NULL,NULL),(21,'F','2008-03-10 13:43:00','Pataude',NULL,1,NULL,NULL,NULL),

(22,'M','2007-04-24 12:42:00','Bouli',NULL,1,1,NULL,NULL),(24,'M','2007-04-12 05:23:00','Cartouche',NULL,1,NULL,NULL,NULL),(25,'M','2006-05-14 15:50:00','Zambo',NULL,1,1,NULL,NULL),

(26,'M','2006-05-14 15:48:00','Samba',NULL,1,1,NULL,NULL),(27,'M','2008-03-10 13:40:00','Moka',NULL,1,NULL,NULL,NULL),(28,'M','2006-05-14 15:40:00','Pilou',NULL,1,1,NULL,NULL),

(29,'M','2009-05-14 06:30:00','Fiero',NULL,2,3,NULL,NULL),(30,'M','2007-03-12 12:05:00','Zonko',NULL,2,5,NULL,NULL),(31,'M','2008-02-20 15:45:00','Filou',NULL,2,4,NULL,NULL),

(32,'M','2009-07-26 11:52:00','Spoutnik',NULL,3,NULL,52,NULL),(33,'M','2006-05-19 16:17:00','Caribou',NULL,2,4,NULL,NULL),(34,'M','2008-04-20 03:22:00','Capou',NULL,2,5,NULL,NULL),

(35,'M','2006-05-19 16:56:00','Raccou','Pas de queue depuis la naissance',2,4,NULL,NULL),(36,'M','2009-05-14 06:42:00','Boucan',NULL,2,3,NULL,NULL),(37,'F','2006-05-19 16:06:00','Callune',NULL,2,8,NULL,NULL),

(38,'F','2009-05-14 06:45:00','Boule',NULL,2,3,NULL,NULL),(39,'F','2008-04-20 03:26:00','Zara',NULL,2,5,NULL,NULL),(40,'F','2007-03-12 12:00:00','Milla',NULL,2,5,NULL,NULL),

(41,'F','2006-05-19 15:59:00','Feta',NULL,2,4,NULL,NULL),(42,'F','2008-04-20 03:20:00','Bilba','Sourde de l''oreille droite à 80%',2,5,NULL,NULL),(43,'F','2007-03-12 11:54:00','Cracotte',NULL,2,5,NULL,NULL),

(44,'F','2006-05-19 16:16:00','Cawette',NULL,2,8,NULL,NULL),(45,'F','2007-04-01 18:17:00','Nikki','Bestiole avec une carapace très dure',3,NULL,NULL,NULL),(46,'F','2009-03-24 08:23:00','Tortilla','Bestiole avec une carapace très dure',3,NULL,NULL,NULL),

(47,'F','2009-03-26 01:24:00','Scroupy','Bestiole avec une carapace très dure',3,NULL,NULL,NULL),(48,'F','2006-03-15 14:56:00','Lulla','Bestiole avec une carapace très dure',3,NULL,NULL,NULL),(49,'F','2008-03-15 12:02:00','Dana','Bestiole avec une carapace très dure',3,NULL,NULL,NULL),

(50,'F','2009-05-25 19:57:00','Cheli','Bestiole avec une carapace très dure',3,NULL,NULL,NULL),(51,'F','2007-04-01 03:54:00','Chicaca','Bestiole avec une carapace très dure',3,NULL,NULL,NULL),(52,'F','2006-03-15 14:26:00','Redbul','Insomniaque',3,NULL,NULL,NULL),

(54,'M','2008-03-16 08:20:00','Bubulle','Bestiole avec une carapace très dure',3,NULL,NULL,NULL),(55,'M','2008-03-15 18:45:00','Relou','Surpoids',3,NULL,NULL,NULL),(56,'M','2009-05-25 18:54:00','Bulbizard','Bestiole avec une carapace très dure',3,NULL,NULL,NULL),

(57,'M','2007-03-04 19:36:00','Safran','Coco veut un gâteau !',4,NULL,NULL,NULL),(58,'M','2008-02-20 02:50:00','Gingko','Coco veut un gâteau !',4,NULL,NULL,NULL),(59,'M','2009-03-26 08:28:00','Bavard','Coco veut un gâteau !',4,NULL,NULL,NULL),

(60,'F','2009-03-26 07:55:00','Parlotte','Coco veut un gâteau !',4,NULL,NULL,NULL),(61,'M','2010-11-09 00:00:00','Yoda',NULL,2,5,NULL,NULL),(62,'M','2010-11-05 00:00:00','Pipo',NULL,1,9,NULL,NULL);

UNLOCK TABLES;

ALTER TABLE Race ADD CONSTRAINT fk\_race\_espece\_id FOREIGN KEY (espece\_id) REFERENCES Espece (id) ON DELETE CASCADE;

ALTER TABLE Animal ADD CONSTRAINT fk\_race\_id FOREIGN KEY (race\_id) REFERENCES Race (id) ON DELETE *SET* NULL;

ALTER TABLE Animal ADD CONSTRAINT fk\_espece\_id FOREIGN KEY (espece\_id) REFERENCES Espece (id);

ALTER TABLE Animal ADD CONSTRAINT fk\_mere\_id FOREIGN KEY (mere\_id) REFERENCES Animal (id) ON DELETE *SET* NULL;

ALTER TABLE Animal ADD CONSTRAINT fk\_pere\_id FOREIGN KEY (pere\_id) REFERENCES Animal (id) ON DELETE *SET* NULL;

### Principe

Une transaction, c'est un **ensemble de requêtes** qui sont **exécutées en un seul bloc**. Ainsi, si une des requêtes du bloc échoue, on peut décider d'annuler tout le bloc de requêtes (ou de quand même valider les requêtes qui ont réussi).

À quoi cela sert-il ?

Imaginez que M. Durant fait un virement de 300 euros à M. Dupont via sa banque en ligne. Il remplit toutes les petites cases du virement, puis valide. L'application de la banque commence à traiter le virement quand soudain, une violente panne de courant provoque l'arrêt des serveurs de la banque.

Deux jours plus tard, M. Durant reçoit un coup de fil de M. Dupont, très énervé, qui lui demande pourquoi le paiement convenu n'a toujours pas été fait. Intrigué, M. Durant va vérifier son compte, et constate qu'il a bien été débité de 300 euros.

Mais que s'est-il donc passé ?

Normalement, le traitement d'un virement est plutôt simple, deux étapes suffisent :

* étape 1 : on retire le montant du virement du compte du donneur d'ordre ;
* étape 2 : on ajoute le montant du virement au compte du bénéficiaire.

Seulement voilà, pas de chance pour M. Durant, la panne de courant qui a éteint les serveurs est survenue pile entre l'étape 1 et l'étape 2. Du coup, son compte a été débité, mais le compte de M. Dupont n'a jamais été crédité.

La banque de M. Durant n'utilisait pas les transactions. Si cela avait été le cas, la seconde requête du traitement n'ayant jamais été exécutée, la première requête n'aurait jamais été validée.

##### Comment se déroule une transaction ?

Voici un schéma qui devrait vous éclairer sur le principe des transactions.
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* On démarre une transaction.
* On exécute les requêtes désirées une à une.
* Si une des requêtes échoue, on annule toutes les requêtes, et on termine la transaction.
* Par contre, si à la fin des requêtes, tout s'est bien passé, on valide tous les changements, et on termine la transaction.
* Si le traitement est interrompu (entre deux requêtes par exemple), les changements ne sont jamais validés, et donc les données de la base restent les mêmes qu'avant la transaction.

#### Support des transactions

Il n'est pas possible d'utiliser les transactions sur n'importe quelle table. Pour les supporter, une table doit être **transactionnelle**, ce qui, avec MySQL, est **défini par le moteur de stockage** utilisé pour la table.  
Rappelez-vous, nous avons vu, dans le [chapitre sur la création des tables](http://www.siteduzero.com/tutoriel-3-464519-creation-de-tables.html#ss_part_3), qu'il existait différents moteurs de stockage possibles avec MySQL, dont les plus connus sont **MyISAM**et **InnoDB**.  
MyISAM ne supportant pas les contraintes de clés étrangères, nos tables ont été créées avec le moteur InnoDB, ce qui tombe plutôt bien pour la suite de ce chapitre. En effet :

* les tables MyISAM sont non transactionnelles, donc ne supportent pas les transactions ;
* les tables InnoDB sont transactionnelles, donc supportent les transactions.

### Syntaxe et utilisation

##### Vocabulaire

Lorsque l'on valide les requêtes d'une transaction, on dit aussi que l'on **commite** les changements. À l'inverse, l'annulation des requêtes s'appelle un **rollback**.

##### Comportement par défaut

Vous l'aurez compris, par défaut, MySQL ne travaille pas avec les transactions. Chaque requête effectuée est directement **commitée**(validée). On ne peut pas revenir en arrière. On peut donc considérer que chaque requête constitue une transaction qui est automatiquement commitée. Par défaut, MySQL est donc en mode **"autocommit"**.

Pour quitter ce mode, il suffit de lancer la requête suivante :

*SET* autocommit=0;

Une fois que vous n'êtes plus en autocommit, chaque modification de donnée devra être commitée pour prendre effet. Tant que vos modifications ne sont pas validées, vous pouvez à tout moment les annuler (faire un rollback).

#### Valider/annuler les changements

Les commandes pour commiter et faire un rollback sont relativement faciles à retenir :

COMMIT; -- pour valider les requêtes

ROLLBACK; -- pour annuler les requêtes

##### Exemples de transactions en mode non-autocommit

Si ce n'est pas déjà fait, changez le mode par défaut de MySQL grâce à la commande que nous venons de voir.

**Première expérience :** annulation des requêtes.

Exécutez ces quelques requêtes :

INSERT INTO Animal (nom, espece\_id, date\_naissance, sexe)

VALUES ('Baba', 5, '2012-02-13 15:45:00', 'F');

INSERT INTO Animal (nom, espece\_id, date\_naissance, sexe)

VALUES ('Bibo', 5, '2012-02-13 15:48:00', 'M');

INSERT INTO Animal (nom, espece\_id, date\_naissance, sexe)

VALUES ('Buba', 5, '2012-02-13 18:32:00', 'F');

-- Insertion de 3 rats bruns

UPDATE Espece

*SET* prix = 20

WHERE id = 5;

-- Les rats bruns coûtent maintenant 20 euros au lieu de 10

Faites maintenant un SELECT  sur les tables Espece et Animal.

SELECT \*

FROM Animal

WHERE espece\_id = 5;

SELECT \*

FROM Espece

WHERE id = 5;

Les changements faits sont bien visibles. Les rats bruns valent maintenant 20 euros, et nos trois nouvelles bestioles ont bien été insérées. Cependant, un simple rollback va annuler ces changements.

ROLLBACK;

Nos rats coûtent à nouveau 10 euros, et Baba, Bibo et Buba ont disparu.

**Deuxième expérience :** interruption de la transaction.

Exécutez à nouveau les trois requêtes INSERT  et la requête UPDATE.  
Ensuite, quittez votre client MySQL (fermez simplement la fenêtre, ou tapez quit ou exit).

Reconnectez-vous et vérifiez vos données : les rats valent 10 euros, et Baba, Bibo et Buba n'existent pas. Les changements n'ont pas été commités, c'est comme s'il ne s'était rien passé !

Le mode autocommit est de nouveau activé ! Le fait de faire SET autocommit = 0;  n'est valable que pour la session courante. Or, en ouvrant une nouvelle connexion, vous avez créé une nouvelle session. Désactivez donc à nouveau ce mode.

**Troisième expérience :** validation et annulation.

Exécutez la séquence de requêtes suivante :

INSERT INTO Animal (nom, espece\_id, date\_naissance, sexe)

VALUES ('Baba', 5, '2012-02-13 15:45:00', 'F');

INSERT INTO Animal (nom, espece\_id, date\_naissance, sexe)

VALUES ('Bibo', 5, '2012-02-13 15:48:00', 'M');

INSERT INTO Animal (nom, espece\_id, date\_naissance, sexe)

VALUES ('Buba', 5, '2012-02-13 18:32:00', 'F');

-- Insertion de 3 rats bruns

COMMIT;

UPDATE Espece

*SET* prix = 20

WHERE id = 5;

-- Les rats valent 20 euros

ROLLBACK;

Si vous n'avez pas oublié de réactiver le mode non-autocommit, vous avez maintenant trois nouveaux rats bruns (les requêtes d'insertion ayant été validées), et ils ne valent toujours que 10 euros chacun (la modification de l'espèce ayant été annulée).

**Quatrième expérience :** visibilité des changements non commités.

Exécutez la requête suivante :

UPDATE Animal

*SET* commentaires = 'Queue coupée'

WHERE nom = 'Bibo' AND espece\_id = 5;

Ensuite, tout en laissant ce client MySQL ouvert, ouvrez-en un deuxième. Connectez-vous comme d'habitude à la base de données elevage. Vous avez maintenant deux sessions ouvertes, connectées à votre base de données.  
Sélectionnez les rats bruns.

SELECT id, sexe, nom, commentaires, espece\_id, race\_id

FROM Animal

WHERE espece\_id = 5;

Les commentaires de Bibo sont toujours vides. Les changements non commités ne sont donc pas visibles à l'extérieur de la transaction qui les a faits. En particulier, une autre session n'a pas accès à ces changements.

Annulez la modification de Bibo dans la première session avec un ROLLBACK. Vous pouvez fermer la seconde session.

**Démarrer explicitement une transaction**

En désactivant le mode autocommit, en réalité, on démarre une transaction. Et chaque fois que l'on fait un rollback ou un commit (ce qui met fin à la transaction), une nouvelle transaction est créée automatiquement, et ce tant que la session est ouverte.

Il est également possible de démarrer explicitement une transaction, auquel cas on peut laisser le mode autocommit activé, et décider au cas par cas des requêtes qui doivent être faites dans une transaction.

Repassons donc en mode autocommit :

*SET* autocommit=1;

Pour démarrer une transaction, il suffit de lancer la commande suivante :

START TRANSACTION;

Avec MySQL, il est également possible de démarrer une transaction avec BEGIN  ou BEGIN WORK. Cependant, il est conseillé d'utiliser plutôt START TRANSACTION, car il s'agit de la commande SQL standard.

Une fois la transaction ouverte, les requêtes devront être validées pour prendre effet. Attention au fait qu'un COMMIT  ou un ROLLBACK  met fin automatiquement à la transaction, donc les commandes suivantes seront à nouveau commitées automatiquement si une nouvelle transaction n'est pas ouverte.

**Exemples de transactions en mode autocommit**

-- Insertion d'un nouveau rat brun, plus vieux

INSERT INTO Animal (nom, espece\_id, date\_naissance, sexe)

VALUES ('Momy', 5, '2008-02-01 02:25:00', 'F');

-- Ouverture d'une transaction

START TRANSACTION;

-- La nouvelle rate est la mère de Buba et Baba

UPDATE Animal

*SET* mere\_id = LAST\_INSERT\_ID()

WHERE espece\_id = 5

AND nom IN ('Baba', 'Buba');

-- On annule les requêtes de la transaction, ce qui termine celle-ci

ROLLBACK;

-- La nouvelle rate est la mère de Bibo

UPDATE Animal

*SET* mere\_id = LAST\_INSERT\_ID()

WHERE espece\_id = 5

AND nom = 'Bibo';

-- Nouvelle transaction

START TRANSACTION;

-- Suppression de Buba

DELETE FROM Animal

WHERE espece\_id = 5

AND nom = 'Buba';

-- On valide les requêtes de la transaction, ce qui termine celle-ci

COMMIT;

Si vous avez bien suivi, vous devriez savoir les changements qui ont été faits.

* On a inséré Momy (insertion hors transaction).
* Momy n'est pas la mère de Baba (modification dans une transaction dont les requêtes ont été annulées).
* Momy est la mère de Bibo (modification hors transaction).
* Buba a été supprimée (suppression dans une transaction dont les requêtes ont été commitées).

SELECT id, nom, espece\_id, mere\_id

FROM Animal

WHERE espece\_id = 5;

#### Jalon de transaction

Lorsque l'on travaille dans une transaction et que l'on constate que certaines requêtes posent problème, on n'a pas toujours envie de faire un rollback depuis le début de la transaction, annulant toutes les requêtes alors qu'une partie aurait pu être validée.  
**Il n'est pas possible de démarrer une transaction à l'intérieur d'une transaction**. Par contre, on peut poser des **jalons de transaction**. Il s'agit de **points de repère** qui permettent d'annuler toutes les requêtes exécutées depuis ce jalon, et non toutes les requêtes de la transaction.

##### Syntaxe

Trois nouvelles commandes suffisent pour pouvoir utiliser pleinement les jalons :

SAVEPOINT nom\_jalon;

-- Crée un jalon avec comme nom "nom\_jalon"

ROLLBACK [WORK] TO [SAVEPOINT] nom\_jalon;

-- Annule les requêtes exécutées depuis le jalon "nom\_jalon", WORK et SAVEPOINT ne sont pas obligatoires

RELEASE SAVEPOINT nom\_jalon;

-- Retire le jalon "nom\_jalon" (sans annuler, ni valider les requêtes faites depuis)

**Exemple :** exécutez les requêtes suivantes.

START TRANSACTION;

INSERT INTO Animal (nom, espece\_id, date\_naissance, sexe)

VALUES ('Popi', 5, '2007-03-11 12:45:00', 'M');

SAVEPOINT jalon1;

INSERT INTO Animal (nom, espece\_id, date\_naissance, sexe)

VALUES ('Momo', 5, '2007-03-12 05:23:00', 'M');

ROLLBACK TO SAVEPOINT jalon1;

INSERT INTO Animal (nom, espece\_id, date\_naissance, sexe)

VALUES ('Mimi', 5, '2007-03-12 22:03:00', 'F');

COMMIT;

On n'utilise qu'une seule transaction, on valide à la fin, et pourtant, la seconde insertion n'a pas été faite finalement, puisqu'elle a été annulée grâce au jalon. Seuls Popi et Mimi existent.

SELECT id, sexe, date\_naissance, nom, espece\_id, mere\_id, pere\_id

FROM Animal

WHERE espece\_id = 5;

### Validation implicite et commandes non annulables

Vous savez déjà que, pour terminer une transaction, il faut utiliser les commandes COMMIT  ou ROLLBACK, selon que l'on veut valider les requêtes ou les annuler.

Ça, c'est la manière classique et recommandée. Mais il faut savoir qu'un certain nombre d'autres commandes auront aussi pour effet de clôturer une transaction. Et pas seulement de la clôturer, mais également de **valider toutes les requêtes** qui ont été faites dans cette transaction, exactement comme si vous utilisiez COMMIT.

Par ailleurs, ces commandes ne peuvent pas être annulées par un ROLLBACK.

##### Commandes DDL

Toutes les commandes qui créent, modifient, suppriment des objets dans la base de données valident implicitement les transactions.

Ces commandes forment ce que l'on appelle les requêtes DDL, pour Data Definition Langage.

Cela comprend donc :

* la création et suppression de bases de données : CREATE DATABASE, DROP DATABASE  ;
* la création, modification, suppression de tables : CREATE TABLE, ALTER TABLE, RENAME TABLE, DROP TABLE  ;
* la création, modification, suppression d'index : CREATE INDEX, DROP INDEX  ;
* la création d'objets comme les procédures stockées, les vues, etc., dont nous parlerons plus tard.

De manière générale, tout ce qui influe sur la **structure de la base de données**, et non sur les données elles-mêmes.

##### Utilisateurs

La création, la modification et la suppression d'utilisateurs (voir partie 7) provoquent aussi une validation implicite.

##### Transactions et verrous

Je vous ai signalé qu'il n'était pas possible d'imbriquer des transactions, donc d'avoir une transaction à l'intérieur d'une transaction. En fait, la commande START TRANSACTION  provoque également une validation implicite si elle est exécutée à l'intérieur d'une transaction.  
Le fait d'activer le mode autocommit (s'il n'était pas déjà activé) a le même effet.

La création et suppression de **verrous de table** clôturent aussi une transaction en la validant implicitement (voir chapitre suivant).

##### Chargement de données

Enfin, le chargement de données avec LOAD DATA  provoque également une validation implicite.

### ACID

Derrière ce titre mystérieux se cache un concept très important !

Quels sont les **critères**qu'un système utilisant les transactions doit respecter pour être **fiable**?

Il a été défini que ces critères sont au nombre de quatre : **A**tomicité, **C**ohérence, **I**solation et **D**urabilité. Soit, si l'on prend la première lettre de chaque critère : ACID.  
Voyons donc en détail ces quatre critères.

#### A pour Atomicité

Atome signifie étymologiquement **"qui ne peut être divisé"**.  
Une transaction doit être atomique, c'est-à-dire qu'elle doit former une **entité complète et indivisible**. Chaque élément de la transaction, chaque requête effectuée, ne peut exister que dans la transaction.

Si l'on reprend l'exemple du virement bancaire, en utilisant les transactions, les deux étapes (débit du compte donneur d'ordre, crédit du compte bénéficiaire) ne peuvent exister indépendamment l'une de l'autre. Si l'une est exécutée, l'autre doit l'être également. Il s'agit d'un tout.

Peut-on dire que nos transactions sont atomiques ?

Oui. Si une transaction en cours est interrompue, aucune des requêtes exécutées ne sera validée. De même, en cas d'erreur, il suffit de faire un ROLLBACK  pour annuler toute la transaction. Et si tout se passe bien, un COMMIT  validera l'intégralité de la transaction en une fois.

#### C pour cohérence

Les données doivent rester **cohérentes dans tous les cas :** que la transaction se termine sans encombre, qu'une erreur survienne, ou que la transaction soit interrompue. Un virement dont seule l'étape de débit du donneur d'ordre est exécutée produit des données incohérentes (la disparition de 300 euros jamais arrivés chez le bénéficiaire). Avec une transaction, cette incohérence n'apparaît jamais. Tant que la totalité des étapes n'a pas été réalisée avec succès, les données restent dans leur état initial.

Nos transactions permettent-elles d'assurer la cohérence des données ?

Oui, les changements de données ne sont validés qu'une fois que toutes les étapes ont été exécutées. De l'extérieur de la transaction, le moment entre les deux étapes d'un virement n'est jamais visible.

#### I pour Isolation

Chaque transaction doit être isolée, donc **ne pas interagir avec une autre transaction**.

Nos transactions sont-elles isolées ?

##### Test

Dans votre client MySQL, exécutez les requêtes suivantes (ne commitez pas) pour modifier le pere\_id du rat Bibo :

Copiez-collez tout le bloc dans votre client MySQL.

START TRANSACTION; -- On ouvre une transaction

UPDATE Animal -- On modifie Bibo

*SET* pere\_id = 73

WHERE espece\_id = 5 AND nom = 'Bibo';

SELECT id, nom, commentaires, pere\_id, mere\_id

FROM Animal

WHERE espece\_id = 5;

À nouveau, ouvrez une deuxième session, tout en laissant la première ouverte (démarrez un deuxième client SQL et connectez-vous à votre base de données).  
Exécutez les requêtes suivantes, pour modifier les commentaires de Bibo.

À nouveau, prenez bien tout le bloc d'un coup, vous suivrez plus facilement les explications qui suivent.

START TRANSACTION; -- On ouvre une transaction

SELECT id, nom, commentaires, pere\_id, mere\_id

FROM Animal

WHERE espece\_id = 5;

UPDATE Animal -- On modifie la perruche Bibo

*SET* commentaires = 'Agressif'

WHERE espece\_id = 5 AND nom = 'Bibo';

SELECT id, nom, commentaires, pere\_id, mere\_id

FROM Animal

WHERE espece\_id = 5;

Le résultat n'est pas du tout le même dans les deux sessions. En effet, dans la première, on a la confirmation que la requête UPDATE  a été effectuée :

Query OK, 1 row affected (0.00 sec)

Rows matched: 1  Changed: 1  Warnings: 0

Et le SELECT  renvoie bien les données modifiées (pere\_id n'est plus NULL  pour Bibo) :

Par contre, dans la deuxième session, on a d'abord fait un SELECT, et Bibo n'a toujours pas de père (puisque cela n'a pas été commité dans la première session). Donc on s'attendrait à ce que la requête UPDATE  laisse pere\_id à NULL  et modifie commentaires.

Seulement voilà, la requête UPDATE  ne fait rien ! La session semble bloquée : pas de message de confirmation après la requête UPDATE, et le second SELECT  n'a pas été effectué.

mysql>

mysql> UPDATE Animal       -- On modifie Bibo

    -> SET commentaires = 'Agressif'

    -> WHERE espece\_id = 5 AND nom = 'Bibo';

\_

Commitez maintenant les changements dans la première session (celle qui n'est pas bloquée). Retournez voir dans la seconde session ; elle s'est débloquée et indique maintenant un message de confirmation aussi :

Query OK, 1 row affected (5.17 sec)

Rows matched: 1  Changed: 1  Warnings: 0

Qui plus est, le SELECT  a été exécuté (vous devrez peut-être appuyer sur Entrée pour que ce soit envoyé au serveur) et les modifications ayant été faites par la session 1 ont été prises en compte : *commentaires*vaut 'Agressif'  et *pere\_id*vaut 73  !

Il est possible que votre seconde session indique ceci : ERROR 1205 (HY000): Lock wait timeout exceeded; try restarting transaction. Cela signifie que la session est restée bloquée trop longtemps et que par conséquent la transaction a été automatiquement fermée (avec un rollback des requêtes effectuées). Dans ce cas, recommencez l'opération.

Il n'y a plus qu'à commiter les changements faits par la deuxième session, et c'est terminé ! Si vous ne commitez pas, commentaires restera NULL. Par contre, pere\_id vaudra toujours 73, puisque ce changement-là a été commité par la première session.

##### Conclusion

La deuxième session n'a pas interagi avec les changements faits par la première session, chaque transaction est bien **isolée**.

Et la première session qui bloque la seconde, ce n'est pas une interaction, ça ?

Pas dans le cadre des critères ACID. Oui, la première session provoque un retard dans l'exécution des requêtes de la deuxième session, mais les critères de fiabilité que nous examinons ici concernent **les données impactées par les transactions**, et non le déroulement de celles-ci (qui importe peu, finalement).  
Ce blocage a pour effet d'empêcher la deuxième session d'écraser un changement fait par la première. Donc, ce blocage a bien pour effet l'isolation des transactions.

##### Verrous

Le blocage de la deuxième session vient de ce que la première session, en faisant sa requête UPDATE, a **automatiquement posé un verrou** sur la ligne contenant Bobi le rat, empêchant toute modification tant que la transaction était en cours. Les verrous faisant l'objet du prochain chapitre, je n'en dis pas plus pour l'instant.

##### Utilité

Je vous l'accorde, vous n'allez pas vous amuser tous les jours à ouvrir deux sessions MySQL. Par contre, pour une application pouvant être utilisée par plusieurs personnes en même temps (qui toutes travaillent sur la même base de données), il est impératif que ce critère soit respecté.  
Prenons l'exemple simple d'un jeu par navigateur : de nombreux joueurs peuvent être connectés en même temps, et effectuer des opérations différentes. Si les transactions ne sont pas isolées, une partie des actions des joueurs risquerait de se voir annuler. On isole donc les transactions grâce aux verrous (qui sont ici automatiquement posés, mais ce n'est pas toujours le cas).

#### D pour Durabilité

Une fois la transaction terminée, les données résultant de cette transaction doivent être **stockées de manière durable** et pouvoir être récupérées, en cas de crash du serveur, par exemple.

Nos transactions modifient-elles les données de manière durable ?

Oui, une fois les changements commités, ils sont stockés définitivement (jusqu'à modification par une nouvelle transaction).

## Verrous

Complément indispensable des transactions, les verrous permettent de **sécuriser les requêtes** en bloquant ponctuellement et partiellement l'accès aux données.

Il s'agit d'un gros chapitre, avec beaucoup d'informations. Il y a par conséquent un maximum d'exemples pour vous aider à comprendre le comportement des verrous selon les situations.

Au sommaire de ce chapitre :

* Qu'est-ce qu'un verrou ?
* Quel est le comportement par défaut de MySQL par rapport aux verrous ?
* Quand et comment poser un verrou de table ?
* Quand et comment poser un verrou de ligne ?
* Comment modifier le comportement par défaut de MySQL ?

### Principe

Lorsqu'une session MySQL pose un verrou sur un élément de la base de données, cela veut dire qu'elle **restreint, voire interdit, l'accès à cet élément aux autres sessions MySQL** qui voudraient y accéder.

#### Verrous de table et verrous de ligne

Il est possible de poser un **verrou sur une table entière**, ou **seulement sur une ou plusieurs lignes d'une table**. Étant donné qu'un verrou empêche l'accès d'autres sessions, il est en général plus intéressant de poser un verrou sur la plus petite partie de la base possible.

Par exemple, si l'on travaille avec les chiens de la table Animal.

* On peut poser un verrou sur toute la table Animal. Dans ce cas, les autres sessions n'auront pas accès à cette table, tant que le verrou sera posé. Qu'elles veuillent en utiliser les chiens, les chats, ou autre, tout leur sera refusé.
* On peut aussi poser un verrou uniquement sur les lignes de la table qui contiennent des chiens. De cette manière, les autres sessions pourront accéder aux chats, aux perroquets, etc. Elles pourront toujours travailler, tant qu'elles n'utilisent pas les chiens.

Cette notion d'accès simultané aux données par plusieurs sessions différentes s'appelle la **concurrence**. Plus la concurrence est possible, donc plus le nombre de sessions pouvant accéder aux données simultanément est grand, mieux c'est.  
En effet, prenons l'exemple d'un site web. En général, on préfère permettre à plusieurs utilisateurs de surfer en même temps, sans devoir attendre entre chaque action de pouvoir accéder aux informations chacun à son tour. Or, chaque utilisateur crée une session chaque fois qu'il se connecte à la base de données (pour lire les informations ou les modifier).  
Préférez donc (autant que possible) les verrous de ligne aux verrous de table !

#### Avertissements

Les informations données dans ce chapitre **concernent exclusivement MySQL**, et en particulier les tables utilisant **les moteurs MyISAM ou InnoDB** (selon le type de verrou utilisé). En effet, les verrous sont implémentés différemment selon les SGBD, et même selon le moteur de table en ce qui concerne MySQL. Si le principe général reste toujours le même, certains comportements et certaines options peuvent différer d'une implémentation à l'autre. N'hésitez pas à vous renseigner plus avant.

Par ailleurs, je vous présente ici les principes généraux et les principales options, mais il faut savoir qu'il y a énormément à dire sur les verrous, et que j'ai donc dû faire un sérieux tri des informations avant de rédiger ce chapitre. À nouveau, en cas de doute, ou si vous avez besoin d'informations précises, je vous conseille vraiment de consulter la documentation officielle (si possible en anglais, car elle est infiniment plus complète qu'en français).

Enfin, dernier avertissement : de nombreux changements dans l'implémentation des verrous sont advenus lors du développement des dernières versions de MySQL. Aussi, la différence entre les verrous dans la version 5.0 et la version 5.5 est assez importante. Tout ce que je présente dans ce chapitre est valable à partir de la version 5.5. Vérifiez bien votre version, et si vous consultez la documentation officielle, prenez bien celle qui concerne votre propre version.

#### Modification de notre base de données

Nous allons ajouter deux tables à notre base de données, afin d'illustrer au mieux l'intérêt et l'utilisation des verrous : une table Client, qui contiendra les coordonnées des clients de notre élevage, et une table Adoption, qui contiendra les renseignements concernant les adoptions faites par nos clients.  
Dorénavant, certains animaux présents dans notre table Animal ne seront plus disponibles, car ils auront été adoptés. Nous les garderons cependant dans notre base de données. Avant toute adoption, il nous faudra donc vérifier la disponibilité de l'animal.

Voici les requêtes à effectuer pour faire ces changements.

-- Table Client

CREATE TABLE Client (

id SMALLINT UNSIGNED AUTO\_INCREMENT NOT NULL,

nom *VARCHAR*(100) NOT NULL,

prenom *VARCHAR*(60) NOT NULL,

adresse *VARCHAR*(200),

code\_postal *VARCHAR*(6),

ville *VARCHAR*(60),

pays *VARCHAR*(60),

email VARBINARY(100),

PRIMARY KEY (id),

UNIQUE INDEX ind\_uni\_email (email)

) ENGINE = InnoDB;

-- Table Adoption

CREATE TABLE Adoption (

client\_id SMALLINT UNSIGNED NOT NULL,

animal\_id SMALLINT UNSIGNED NOT NULL,

date\_reservation *DATE* NOT NULL,

date\_adoption *DATE*,

prix *DECIMAL*(7,2) UNSIGNED NOT NULL,

paye TINYINT(1) NOT NULL DEFAULT 0,

PRIMARY KEY (client\_id, animal\_id),

CONSTRAINT fk\_client\_id FOREIGN KEY (client\_id) REFERENCES Client(id),

CONSTRAINT fk\_adoption\_animal\_id FOREIGN KEY (animal\_id) REFERENCES Animal(id),

UNIQUE INDEX ind\_uni\_animal\_id (animal\_id)

) ENGINE = InnoDB;

-- Insertion de quelques clients

INSERT INTO Client (prenom, nom, adresse, code\_postal, ville, pays, email) VALUES ('Jean', 'Dupont', 'Rue du Centre, 5', '45810', 'Houtsiplou', 'France', 'jean.dupont@email.com');

INSERT INTO Client (prenom, nom, adresse, code\_postal, ville, pays, email) VALUES ('Marie', 'Boudur', 'Place de la Gare, 2', '35840', 'Troudumonde', 'France', 'marie.boudur@email.com');

INSERT INTO Client (prenom, nom, adresse, code\_postal, ville, pays, email) VALUES ('Fleur', 'Trachon', 'Rue haute, 54b', '3250', 'Belville', 'Belgique', 'fleurtrachon@email.com');

INSERT INTO Client (prenom, nom, adresse, code\_postal, ville, pays, email) VALUES ('Julien', 'Van Piperseel', NULL, NULL, NULL, NULL, 'jeanvp@email.com');

INSERT INTO Client (prenom, nom, adresse, code\_postal, ville, pays, email) VALUES ('Johan', 'Nouvel', NULL, NULL, NULL, NULL, 'johanetpirlouit@email.com');

INSERT INTO Client (prenom, nom, adresse, code\_postal, ville, pays, email) VALUES ('Frank', 'Germain', NULL, NULL, NULL, NULL, 'francoisgermain@email.com');

INSERT INTO Client (prenom, nom, adresse, code\_postal, ville, pays, email) VALUES ('Maximilien', 'Antoine', 'Rue Moineau, 123', '4580', 'Trocoul', 'Belgique', 'max.antoine@email.com');

INSERT INTO Client (prenom, nom, adresse, code\_postal, ville, pays, email) VALUES ('Hector', 'Di Paolo', NULL, NULL, NULL, NULL, 'hectordipao@email.com');

INSERT INTO Client (prenom, nom, adresse, code\_postal, ville, pays, email) VALUES ('Anaelle', 'Corduro', NULL, NULL, NULL, NULL, 'ana.corduro@email.com');

INSERT INTO Client (prenom, nom, adresse, code\_postal, ville, pays, email) VALUES ('Eline', 'Faluche', 'Avenue circulaire, 7', '45870', 'Garduche', 'France', 'elinefaluche@email.com');

INSERT INTO Client (prenom, nom, adresse, code\_postal, ville, pays, email) VALUES ('Carine', 'Penni', 'Boulevard Haussman, 85', '1514', 'Plasse', 'Suisse', 'cpenni@email.com');

INSERT INTO Client (prenom, nom, adresse, code\_postal, ville, pays, email) VALUES ('Virginie', 'Broussaille', 'Rue du Fleuve, 18', '45810', 'Houtsiplou', 'France', 'vibrousaille@email.com');

INSERT INTO Client (prenom, nom, adresse, code\_postal, ville, pays, email) VALUES ('Hannah', 'Durant', 'Rue des Pendus, 66', '1514', 'Plasse', 'Suisse', 'hhdurant@email.com');

INSERT INTO Client (prenom, nom, adresse, code\_postal, ville, pays, email) VALUES ('Elodie', 'Delfour', 'Rue de Flore, 1', '3250', 'Belville', 'Belgique', 'e.delfour@email.com');

INSERT INTO Client (prenom, nom, adresse, code\_postal, ville, pays, email) VALUES ('Joel', 'Kestau', NULL, NULL, NULL, NULL, 'joel.kestau@email.com');

-- Insertion de quelques adoptions

INSERT INTO Adoption (client\_id, animal\_id, date\_reservation, date\_adoption, prix, paye) VALUES (1, 39, '2008-08-17', '2008-08-17', 735.00, 1);

INSERT INTO Adoption (client\_id, animal\_id, date\_reservation, date\_adoption, prix, paye) VALUES (1, 40, '2008-08-17', '2008-08-17', 735.00, 1);

INSERT INTO Adoption (client\_id, animal\_id, date\_reservation, date\_adoption, prix, paye) VALUES (2, 18, '2008-06-04', '2008-06-04', 485.00, 1);

INSERT INTO Adoption (client\_id, animal\_id, date\_reservation, date\_adoption, prix, paye) VALUES (3, 27, '2009-11-17', '2009-11-17', 200.00, 1);

INSERT INTO Adoption (client\_id, animal\_id, date\_reservation, date\_adoption, prix, paye) VALUES (4, 26, '2007-02-21', '2007-02-21', 485.00, 1);

INSERT INTO Adoption (client\_id, animal\_id, date\_reservation, date\_adoption, prix, paye) VALUES (4, 41, '2007-02-21', '2007-02-21', 835.00, 1);

INSERT INTO Adoption (client\_id, animal\_id, date\_reservation, date\_adoption, prix, paye) VALUES (5, 21, '2009-03-08', '2009-03-08', 200.00, 1);

INSERT INTO Adoption (client\_id, animal\_id, date\_reservation, date\_adoption, prix, paye) VALUES (6, 16, '2010-01-27', '2010-01-27', 200.00, 1);

INSERT INTO Adoption (client\_id, animal\_id, date\_reservation, date\_adoption, prix, paye) VALUES (7, 5, '2011-04-05', '2011-04-05', 150.00, 1);

INSERT INTO Adoption (client\_id, animal\_id, date\_reservation, date\_adoption, prix, paye) VALUES (8, 42, '2008-08-16', '2008-08-16', 735.00, 1);

INSERT INTO Adoption (client\_id, animal\_id, date\_reservation, date\_adoption, prix, paye) VALUES (9, 55, '2011-02-13', '2011-02-13', 140.00, 1);

INSERT INTO Adoption (client\_id, animal\_id, date\_reservation, date\_adoption, prix, paye) VALUES (9, 54, '2011-02-13', '2011-02-13', 140.00, 1);

INSERT INTO Adoption (client\_id, animal\_id, date\_reservation, date\_adoption, prix, paye) VALUES (10, 49, '2010-08-17', '2010-08-17', 140.00, 1);

INSERT INTO Adoption (client\_id, animal\_id, date\_reservation, date\_adoption, prix, paye) VALUES (11, 62, '2011-03-01', '2011-03-01', 630.00, 1);

INSERT INTO Adoption (client\_id, animal\_id, date\_reservation, date\_adoption, prix, paye) VALUES (12, 69, '2007-09-20', '2007-09-20', 10.00, 1);

INSERT INTO Adoption (client\_id, animal\_id, date\_reservation, date\_adoption, prix, paye) VALUES (13, 57, '2012-01-10', '2012-01-10', 700.00, 1);

INSERT INTO Adoption (client\_id, animal\_id, date\_reservation, date\_adoption, prix, paye) VALUES (14, 58, '2012-02-25', '2012-02-25', 700.00, 1);

INSERT INTO Adoption (client\_id, animal\_id, date\_reservation, date\_adoption, prix, paye) VALUES (15, 30, '2008-08-17', '2008-08-17', 735.00, 1);

INSERT INTO Adoption (client\_id, animal\_id, date\_reservation, date\_adoption, prix, paye) VALUES (11, 32, '2008-08-17', '2010-03-09', 140.00, 1);

INSERT INTO Adoption (client\_id, animal\_id, date\_reservation, date\_adoption, prix, paye) VALUES (9, 33, '2007-02-11', '2007-02-11', 835.00, 1);

INSERT INTO Adoption (client\_id, animal\_id, date\_reservation, date\_adoption, prix, paye) VALUES (2, 3, '2011-03-12', '2011-03-12', 835.00, 1);

La table Adoption ne contient pas de colonne id auto-incrémentée. Par contre, on a bien défini une clé primaire, mais une clé primaire **composite**(sur plusieurs colonnes). En effet, une adoption est définie par un client adoptant un animal. Il n'est pas nécessaire d'ajouter une colonne supplémentaire pour définir individuellement chaque ligne ; le couple (client\_id, animal\_id) fait très bien l'affaire (il est composé de deux SMALLINT, donc les recherches sur cette clé seront rapides).  
Notez que nous définissons également un index UNIQUE  sur la colonne animal\_id. Par conséquent, on aurait même pu définir directement animal\_id comme étant la clé primaire. Je trouvais cependant plus logique d'inclure le client dans la définition d'une adoption. C'est un choix plutôt arbitraire qui a surtout comme avantage de vous montrer un exemple de clé composite.

### Syntaxe et utilisation : verrous de table

Les verrous de table sont **les seuls supportés par MyISAM**. Ils sont d'ailleurs principalement utilisés pour pallier en partie l'absence de transactions dans MyISAM.  
Les tables InnoDB peuvent également utiliser ce type de verrou.

Pour verrouiller une table, il faut utiliser la commande LOCK TABLES  :

LOCK TABLES nom\_table [AS alias\_table] [READ | WRITE] [, ...];

* En utilisant READ, un verrou de lecture sera posé ; c'est-à-dire que les autres sessions pourront toujours lire les données des tables verrouillées, mais ne pourront plus les modifier.
* En utilisant WRITE, un verrou d'écriture sera posé. Les autres sessions ne pourront plus ni lire ni modifier les données des tables verrouillées.

Pour déverrouiller les tables, on utilise UNLOCK TABLES. Cela déverrouille toutes les tables verrouillées. Il n'est pas possible de préciser les tables à déverrouiller. Tous les verrous de table d'une session sont relâchés en même temps.

##### Session ayant obtenu le verrou

Lorsqu'une session acquiert un ou plusieurs verrous de table, cela a plusieurs conséquences pour cette session :

* elle ne peut plus accéder **qu'aux tables sur lesquelles elle a posé un verrou ;**
* elle ne peut accéder à ces tables qu'**en utilisant les noms qu'elle a donnés** lors du verrouillage (soit le nom de la table, soit le/les alias donné(s)) ;
* s'il s'agit d'un **verrou de lecture** (READ), elle peut **uniquement lire les données**, pas les modifier.

**Exemples :** on pose deux verrous, l'unREAD, l'autreWRITE, l'un en donnant un alias au nom de la table, l'autre sans.

LOCK TABLES Espece READ,

-- On pose un verrou de lecture sur Espece

Adoption AS adopt WRITE;

-- et un verrou d'écriture sur Adoption avec l'alias adopt

Voyons maintenant le résultat de ces différentes requêtes.

**1.** Sélection dans Espece, sans alias.

SELECT id, nom\_courant FROM Espece;

**2.** Sélection dans *Espece*, avec alias.

SELECT id, nom\_courant

FROM Espece AS table\_espece;

ERROR 1100 (HY000): Table 'table\_espece' was not locked with LOCK TABLES

Par contre, si l'on essaye d'utiliser un alias, cela ne fonctionne pas. Le verrou est posé sur *Espece*, pas sur *Espece*AS*table\_espece*.

**3.** Modification dans *Espece*, sans alias.

UPDATE Espece

*SET* description = 'Petit piaf bruyant'

WHERE id = 4;

ERROR 1099 (HY000): Table 'Espece' was locked with a READ lock and can't be updated

Avec ou sans alias, impossible de modifier la table *Espece*, puisque le verrou que l'on possède dessus est un verrou de lecture.

**4.** Sélection dans *Adoption*, sans alias.

SELECT client\_id, animal\_id

FROM Adoption;

ERROR 1100 (HY000): Table 'Adoption' was not locked with LOCK TABLES

Cette fois, c'est le contraire ; sans alias, cela ne passe pas.

**5.** Sélection dans *Adoption*, avec alias.

SELECT client\_id, animal\_id

FROM Adoption AS adopt

WHERE client\_id = 4;

**6.** Modification dans *Adoption*, sans alias.

UPDATE Adoption

*SET* paye = 0

WHERE client\_id = 10 AND animal\_id = 49;

ERROR 1100 (HY000): Table 'Adoption' was not locked with LOCK TABLES

Idem pour la modification, l'alias est indispensable.

**7.** Modification dans *Adoption*, avec alias.

UPDATE Adoption AS adopt

*SET* paye = 0

WHERE client\_id = 10 AND animal\_id = 49;

Query OK, 1 row affected (0.03 sec)

Il faut donc penser à acquérir tous les verrous nécessaires aux requêtes à exécuter. De plus, il faut les obtenir **en une seule requête**LOCK TABLES. En effet, LOCK TABLES  commence par enlever tous les verrous de table de la session avant d'en acquérir de nouveaux.  
Il est bien entendu possible de poser plusieurs verrous sur la même table en une seule requête afin de verrouiller son nom ainsi qu'un ou plusieurs alias.

**Exemples :** on pose un verrou de lecture sur *Adoption*, puis avec une seconde requête, on pose deux verrous de lecture sur la table *Espece*, l'un avec alias, l'autre sans.

UNLOCK TABLES; -- On relâche d'abord les deux verrous précédents

LOCK TABLES Adoption READ;

LOCK TABLES Espece READ, Espece AS table\_espece READ;

Une fois ces deux requêtes effectuées, nous aurons donc bien deux verrous de lecture sur la table *Espece* : un avec son nom, l'autre avec un alias. Par contre, le verrou sur *Adoption* n'existera plus puisqu'il aura été relâché par l'exécution de la seconde requête LOCK TABLES.

**1.** Sélection dans *Espece*, sans alias.

SELECT id, nom\_courant FROM Espece;

**2.** Sélection dans *Espece*, avec alias.

SELECT id, nom\_courant FROM Espece AS table\_espece;

**3.** Sélection dans *Espece*, avec mauvais alias.

SELECT id, nom\_courant FROM Espece AS table\_esp;

ERROR 1100 (HY000): Table 'table\_esp' was not locked with LOCK TABLES

Bien entendu, cela ne fonctionne que pour l'alias que l'on a donné lors du verrouillage.

**4.** Sélection dans *Adoption*, sans alias.

SELECT \* FROM Adoption;

ERROR 1100 (HY000): Table 'Adoption' was not locked with LOCK TABLES

Le verrou sur *Adoption* a été relâché lorsque l'on a posé les verrous sur *Espece*. On ne peut donc pas lire les données d'*Adoption* (avec ou sans alias).

**Conséquences pour les autres sessions**

Si une session a obtenu un**verrou de lecture** sur une table, les autres sessions :

* peuvent lire les données de la table ;
* peuvent également acquérir un verrou de lecture sur cette table ;
* ne peuvent pas modifier les données ni acquérir un verrou d'écriture sur cette table.

Si par contre une session a obtenu un **verrou d'écriture**, les autres sessions ne peuvent absolument pas accéder à cette table tant que ce verrou existe.

**Exemples :** ouvrez un deuxième client MySQL et connectez-vous à votre base de données afin d'avoir deux sessions ouvertes.

**1.** Sélection sur des tables verrouillées à partir d'une autre session.

Session 1 :

LOCK TABLES Client READ,

-- Verrou de lecture sur Client

Adoption WRITE;

-- Verrou d'écriture sur Adoption

Session 2 :

SELECT id, nom, prenom, ville, email

FROM Client

WHERE ville = 'Houtsiplou';

La sélection sur Client se fait sans problème.

Session 2 :

SELECT \*

FROM Adoption

WHERE client\_id = 4;

Par contre, la sélection sur Adoption ne passe pas. La session se bloque, jusqu'à ce que la session 1 déverrouille les tables avec UNLOCK TABLES.

**2.** Modification sur des tables verrouillées à partir d'une autre session.

Reverrouillez les tables avec la session 1 :

LOCK TABLES Client READ,

-- Verrou de lecture sur Client

Adoption WRITE;

-- Verrou d'écriture sur Adoption

Session 2 :

UPDATE Client

*SET* pays = 'Suisse'

WHERE id = 5;

La modification sur Client, contrairement à la sélection, est bloquée jusqu'au déverrouillage. Déverrouillez, puis verrouillez à nouveau avec la session 1.

Session 2 :

UPDATE Adoption

*SET* paye = 1

WHERE client\_id = 3;

Bien entendu, la modification sur la table Adoption attend également que les verrous soient relâchés par la session 1.

En ce qui concerne la pose de verrous de table par les autres sessions, faites vos propres tests. Simplement, si une session peut lire les données d'une table, elle peut également poser un verrou de lecture ; si une session peut modifier les données d'une table, elle peut également poser un verrou d'écriture.

##### Interaction avec les transactions

Si l'on utilise des tables MyISAM, il n'y a évidemment aucune précaution particulière à prendre par rapport aux transactions lorsque l'on utilise des verrous de table (les tables MyISAM étant non transactionnelles). Par contre, si l'on utilise des tables InnoDB, il convient d'être prudent. En effet :

* START TRANSACTION  ôte les verrous de table ;
* les commandes LOCK TABLES  et UNLOCK TABLES  provoquent une validation implicite si elles sont exécutées à l'intérieur d'une transaction.

Pour utiliser à la fois les transactions et les verrous de table, il faut renoncer à démarrer explicitement les transactions, et donc utiliser le mode non-autocommit. Lorsque l'on est dans ce mode, il est facile de contourner la validation implicite provoquée par LOCK TABLES  et UNLOCK TABLES  : il suffit d'appeler LOCK TABLES  avant toute modification de données, et de commiter/annuler les modifications avant d'exécuter UNLOCK TABLES.

**Exemple :**

*SET* autocommit = 0;

LOCK TABLES Adoption WRITE;

-- La validation implicite ne commite rien puisque aucun changement n'a été fait

UPDATE Adoption *SET* date\_adoption = NOW() WHERE client\_id = 9 AND animal\_id = 54;

SELECT client\_id, animal\_id, date\_adoption FROM Adoption WHERE client\_id = 9;

ROLLBACK;

UNLOCK TABLES;

-- On a annulé les changements juste avant donc la validation implicite n'a aucune conséquence

SELECT client\_id, animal\_id, date\_adoption FROM Adoption WHERE client\_id = 9;

*SET* autocommit = 1;

### Syntaxe et utilisation : verrous de ligne

Ces verrous ne peuvent pas être posés sur une table utilisant le moteur MyISAM ! Tout ce qui est dit ici concerne les tables **InnoDB**uniquement.

Comme les verrous de table, les verrous de ligne peuvent être de deux types :

* **Les verrous partagés :** permettent aux autres sessions de lire les données, mais pas de les modifier (équivalents aux verrous de table de lecture) ;
* **Les verrous exclusifs :** ne permettent ni la lecture ni la modification des données (équivalents aux verrous d'écriture).

#### Requêtes de modification, insertion et suppression

* Les requêtes de **modification et suppression** des données **posent automatiquement un verrou exclusif sur les lignes concernées**, à savoir les lignes sélectionnées par la clause WHERE, ou toutes les lignes s'il n'y a pas de clause WHERE  (ou sur les colonnes utilisées s'il n'y a pas d'index,  comme nous verrons plus loin).
* Les requêtes d'insertion quant à elles posent un **verrou exclusif sur la ligne insérée**.

#### Requêtes de sélection

Les requêtes de sélection, par défaut, ne posent pas de verrous. Il faut donc en poser explicitement au besoin.

##### Verrou partagé

Pour poser un verrou partagé, on utilise LOCK IN SHARE MODE  à la fin de la requête SELECT.

SELECT \* FROM Animal WHERE espece\_id = 5 LOCK IN SHARE MODE;

Cette requête pose donc un verrou partagé sur les lignes de la table Animal pour lesquelles espece\_id vaut 5.

Ce verrou signifie en fait, pour les autres sessions : "Je suis en train de lire ces données. Vous pouvez venir les lire aussi, mais pas les modifier tant que je n'ai pas terminé."

##### Verrou exclusif

Pour poser un verrou exclusif, on utilise FOR UPDATE  à la fin de la requête SELECT.

SELECT \* FROM Animal WHERE espece\_id = 5 FOR UPDATE;

Ce verrou signifie aux autres sessions : "Je suis en train de lire ces données dans le but probable de faire une modification. Ne les lisez pas avant que j'aie fini (et bien sûr, ne les modifiez pas)."

#### Transactions et fin d'un verrou de ligne

Les verrous de ligne ne sont donc pas posés par des commandes spécifiques, mais par des requêtes de sélection, d'insertion ou de modification.  
Ces verrous existent donc uniquement tant que la requête qui les a posés interagit avec les données.

Par conséquent, ce type de verrou s'utilise en conjonction avec les transactions. En effet, hors transaction, dès qu'une requête est lancée, elle est effectuée et les éventuelles modifications des données sont immédiatement validées.  
Par contre, dans le cas d'une requête faite dans une transaction, les changements ne sont pas validés tant que la transaction n'a pas été commitée. Donc, à partir du moment où une requête a été exécutée dans une transaction, et jusqu'à la fin de la transaction (COMMIT  ou ROLLBACK), la requête a **potentiellement** un effet sur les données.  
C'est à ce moment-là (quand une requête a été exécutée, mais pas validée ou annulée) qu'il est intéressant de verrouiller les données qui vont **potentiellement être modifiées** (ou supprimées) par la transaction.

Un verrou de ligne est donc lié à la transaction dans laquelle il est posé. Dès que l'on fait un COMMIT  ou un ROLLBACK  de la transaction, le verrou est levé.

#### Exemples

##### Verrou posé par une requête de modification

Session 1 :

START TRANSACTION;

UPDATE Client *SET* pays = 'Suisse'

WHERE id = 8;

-- un verrou exclusif sera posé sur la ligne avec id = 8

Session 2 :

START TRANSACTION;

SELECT \* FROM Client

WHERE id = 8; -- pas de verrou

SELECT \* FROM Client

WHERE id = 8

LOCK IN SHARE MODE; -- on essaye de poser un verrou partagé

La première session a donc posé un verrou exclusif automatiquement en faisant un UPDATE.

La seconde session fait d'abord une simple sélection, sans poser de verrou. Pas de problème, la requête passe.

Ah ? La requête passe ? Et c'est normal ? Et le verrou exclusif alors ?

Oui, c'est normal et c'est important de comprendre pourquoi.  
En fait, lorsqu'une session **démarre une transaction**, **elle prend en quelque sorte une photo des tables dans leur état actuel** (les modifications non commitées n'étant pas visibles). La transaction va alors travailler sur la base de cette photo, tant que l'on ne lui demande pas d'aller vérifier que les données n'ont pas changé. Donc le SELECT  ne voit pas les changements, et ne se heurte pas au verrou, puisque celui-ci est posé sur les lignes de la table, et non pas sur la photo de cette table que détient la session.

Et comment fait-on pour demander à la session d'actualiser sa photo ?

On lui demande de poser un verrou ! Lorsqu'une session **pose un verrou** sur une table, elle est obligée de travailler vraiment avec la table, et pas sur sa photo. Elle va donc aller chercher les dernières infos disponibles, et actualiser sa photo par la même occasion.  
On le voit bien avec la seconde requête, qui tente de poser un verrou partagé (qui vise donc uniquement la lecture). Elle va d'abord chercher les lignes les plus à jour et tomber sur le verrou posé par la première session ; elle se retrouve alors bloquée jusqu'à ce que la première session ôte le verrou exclusif.

Session 1 :

COMMIT;

En committant les changements de la session 1, le verrou exclusif posé par la requête de modification est relâché. La session 2 est donc libre de poser à son tour un verrou partagé.

On peut également essayer la même manœuvre, avec cette fois-ci un UPDATE  plutôt qu'un SELECT ... LOCK IN SHARE MODE  (donc une requête qui va tenter de poser un verrou exclusif plutôt qu'un verrou partagé).

Session 1 :

START TRANSACTION;

UPDATE Adoption *SET* paye = 0

WHERE client\_id = 11;

Session 2 :

START TRANSACTION;

UPDATE Adoption *SET* paye = 1

WHERE animal\_id = 32;

-- l'animal 32 a été adopté par le client 11

Comme prévu, la seconde session est bloquée, jusqu'à ce que la première session termine sa transaction. Validez la transaction de la première session, puis de la seconde. Le comportement sera le même si la deuxième session fait un DELETE  sur les lignes verrouillées, ou un SELECT ... FOR UPDATE.

##### Verrou posé par une requête d'insertion

Session 1 :

START TRANSACTION;

INSERT INTO Adoption (client\_id, animal\_id, date\_reservation, prix)

VALUES (12, 75, NOW(), 10.00);

Session 2 :

SELECT \* FROM Adoption

WHERE client\_id > 13

LOCK IN SHARE MODE;

SELECT \* FROM Adoption

WHERE client\_id < 13

LOCK IN SHARE MODE;

La première session insère une adoption pour le client 12 et pose un verrou exclusif sur cette ligne.  
La seconde session fait deux requêtes SELECT  en posant un verrou partagé : l'une qui sélectionne les adoptions des clients avec un id supérieur à 13 ; l'autre qui sélectionne les adoptions des clients avec un id inférieur à 13.  
Seule la seconde requête SELECT  se heurte au verrou posé par la première session, puisqu'elle tente de récupérer notamment les adoptions du client 12, dont une est verrouillée.

Dès que la session 1 commite l'insertion, la sélection se fait dans la session 2.

Session 1 :

COMMIT;

##### Verrou posé par une requête de sélection

Voyons d'abord le comportement d'un verrou partagé, posé par SELECT ... LOCK IN SHARE MODE.

Session 1 :

START TRANSACTION;

SELECT \* FROM Client

WHERE id < 5

LOCK IN SHARE MODE;

Session 2 :

START TRANSACTION;

SELECT \* FROM Client

WHERE id BETWEEN 3 AND 8;

SELECT \* FROM Client

WHERE id BETWEEN 3 AND 8

LOCK IN SHARE MODE;

SELECT \* FROM Client

WHERE id BETWEEN 3 AND 8

FOR UPDATE;

La première session pose un verrou partagé sur les clients 1, 2, 3 et 4.  
La seconde session fait trois requêtes de sélection. Toutes les trois concernent les clients 3 à 8 (dont les deux premiers sont verrouillés).

* Requête 1 : ne pose aucun verrou (travaille sur une "photo" de la table et pas sur les vraies données) donc s'effectue sans souci.
* Requête 2 : pose un verrou partagé, ce qui est faisable sur une ligne verrouillée par un verrou partagé. Elle s'effectue également.
* Requête 3 : tente de poser un verrou exclusif, ce qui lui est refusé.

Bien entendu, des requêtes UPDATE  ou DELETE  (posant des verrous exclusifs) faites par la deuxième session se verraient, elles aussi, bloquées.

Terminez les transactions des deux sessions (par un rollback ou un commit).

Quant aux requêtes SELECT ... FOR UPDATE  posant un verrou exclusif, elles provoqueront exactement les mêmes effets qu'une requête UPDATE  ou DELETE  (après tout, un verrou exclusif, c'est un verrou exclusif).

Session 1 :

START TRANSACTION;

SELECT \* FROM Client

WHERE id < 5

FOR UPDATE;

Session 2 :

START TRANSACTION;

SELECT \* FROM Client

WHERE id BETWEEN 3 AND 8;

SELECT \* FROM Client

WHERE id BETWEEN 3 AND 8

LOCK IN SHARE MODE;

Cette fois-ci, même la requête SELECT ... LOCK IN SHARE MODE  de la seconde session est bloquée (comme le serait une requête SELECT ... FOR UPDATE, ou une requête UPDATE, ou une requête DELETE).

#### En résumé

* On pose un verrou partagé lorsque l'on fait une requête dans le but de lire des données.
* On pose un verrou exclusif lorsque l'on fait une requête dans le but (immédiat ou non) de modifier des données.
* Un verrou partagé sur les lignes x va permettre aux autres sessions d'obtenir également un verrou partagé sur les lignes x, mais pas d'obtenir un verrou exclusif.
* Un verrou exclusif sur les lignes x va empêcher les autres sessions d'obtenir un verrou sur les lignes x, qu'il soit partagé ou exclusif.

En fait, ils portent plutôt bien leurs noms ces verrous !

#### Rôle des index

Tentons une nouvelle expérience.

Session 1 :

START TRANSACTION;

UPDATE Animal

*SET* commentaires = CONCAT\_WS(' ', 'Animal fondateur.', commentaires) -- On ajoute une phrase de commentaire

WHERE date\_naissance < '2007-01-01'; -- à tous les animaux nés avant 2007

Session 2 :

START TRANSACTION;

UPDATE Animal

*SET* commentaires = 'Aveugle' -- On modifie les commentaires

WHERE date\_naissance = '2008-03-10 13:40:00'; -- De l'animal né le 10 mars 2008 à 13h40

Dans la session 1, on fait un UPDATE  sur les animaux nés avant 2007. On s'attend donc à pouvoir utiliser les animaux nés après dans une autre session, puisque InnoDB pose des verrous sur les lignes et pas sur toute la table.  
Pourtant, la session 2 semble bloquée lorsque l'on fait un UPDATE  sur un animal né en 2008.  
Faites un rollback sur la session 1 ; ceci débloque la session 2. Annulez également la requête de cette session.

Ce comportement est donc en contradiction avec ce que l'on obtenait précédemment. Quelle est la différence ?

Le sous-titre vous a évidemment soufflé la réponse : la différence se trouve au niveau des index. Voyons donc ça !  
Voici une commande qui va vous afficher les index présents sur la table Animal :

SHOW INDEX FROM Animal;

Une partie des colonnes du résultat montré ici a été retirée pour des raisons de clarté.

Nous avons donc des index sur les colonnes suivantes : id, nom, mere\_id, pere\_id, espece\_id et race\_id.  
Mais aucun index sur la colonne date\_naissance.

Il semblerait donc que, lorsque l'on pose un verrou, avec dans la clause WHERE  de la requête une colonne indexée (espece\_id), le verrou soit bien posé uniquement sur les lignes pour lesquelles espece\_id vaut la valeur recherchée.  
Par contre, si, dans la clause WHERE, on utilise une colonne non indexée (date\_naissance), MySQL n'est pas capable de déterminer quelles lignes doivent être bloquées, donc on se retrouve avec toutes les lignes bloquées.

Pourquoi faut-il un index pour pouvoir poser un verrou efficacement ?

C'est très simple ! Vous savez que, lorsqu'une colonne est indexée (que ce soit un index simple, unique, ou une clé primaire ou étrangère), MySQL stocke les valeurs de cette colonne **en les triant**. Donc lors d'une recherche sur l'index, pas besoin de parcourir toutes les lignes, il peut utiliser des algorithmes de recherche performants et trouver facilement les lignes concernées.  
S'il n'y a pas d'index, par contre, toutes les lignes doivent être parcourues chaque fois que la recherche est faite, et il n'y a donc pas moyen de verrouiller simplement une partie de l'index (donc une partie des lignes). Dans ce cas, MySQL verrouille toutes les lignes.

Cela fait une bonne raison de plus de mettre des index sur les colonnes qui servent fréquemment dans vos clauses WHERE  !

Encore une petite expérience pour illustrer le rôle des index dans le verrouillage de lignes :

Session 1 :

START TRANSACTION;

UPDATE Animal -- Modification de tous les rats

*SET* commentaires = CONCAT\_WS(' ', 'Très intelligent.', commentaires)

WHERE espece\_id = 5;

Session 2 :

START TRANSACTION;

UPDATE Animal

*SET* commentaires = 'Aveugle'

WHERE id = 34; -- Modification de l'animal 34 (un chat)

UPDATE Animal

*SET* commentaires = 'Aveugle'

WHERE id = 72; -- Modification de l'animal 72 (un rat)

La session 1 se sert de l'index sur espece\_id pour verrouiller les lignes contenant des rats bruns. Pendant ce temps, la session 2 veut modifier deux animaux : un chat et un rat, en se basant sur leur id.  
La modification du chat se fait sans problème ; par contre, la modification du rat est bloquée tant que la transaction de la session 1 est ouverte.  
Faites un rollback des deux transactions.

On peut conclure de cette expérience que, bien que MySQL utilise les index pour verrouiller les lignes, il n'est pas nécessaire d'utiliser le même index pour avoir des accès concurrents.

#### Lignes fantômes et index de clé suivante

Qu'est-ce qu'une ligne fantôme ?

Dans une session, démarrons une transaction et sélectionnons toutes les adoptions faites par les clients dont l'id dépasse 13, avec un verrou exclusif.

Session 1 :

START TRANSACTION;

SELECT \* FROM Adoption WHERE client\_id > 13 FOR UPDATE;

-- ne pas oublier le FOR UPDATE pour poser le verrou

La requête va poser un verrou exclusif sur toutes les lignes dont client\_id vaut 14 ou plus.

Imaginons maintenant qu'une seconde session démarre une transaction à ce moment-là, insère et commite une ligne dans Adoption pour le client 15.  
Si, par la suite, la première session refait la même requête de sélection avec verrou exclusif, elle va faire apparaître une troisième ligne de résultat : l'adoption nouvellement insérée (étant donné que pour poser le verrou, la session va aller chercher les données les plus à jour, prenant en compte le commit de la seconde session).

Cette ligne nouvellement apparue malgré les verrous est une "ligne fantôme".

Pour pallier ce problème, qui est contraire au principe d'isolation, **les verrous posés par des requêtes de lecture, de modification et de suppression sont des verrous dits "de clé suivante" :** ils empêchent l'insertion d'une ligne dans les espaces entre les lignes verrouillées, ainsi que dans l'espace juste après les lignes verrouillées.

L'espace entre ? L'espace juste après ?

Nous avons vu que les verrous se basent sur les index pour verrouiller uniquement les lignes nécessaires. Voici un petit schéma qui vous expliquera ce qu'est cet "index de clé suivante".

On peut représenter l'index sur client\_id de la table Adoption de la manière suivante (je ne mets que les client\_id < 10) :

![Représentation de l'index sur client_id](data:image/png;base64,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)Représentation de l'index sur client\_id

Si l'on insère une adoption avec 4 pour client\_id, l'index va être réorganisé de la manière suivante :
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Mais, si l'on pose un verrou de clé suivante sur l'index, sur les lignes dont client\_id vaut 4, on va alors verrouiller **les lignes, les espaces entre les lignes et les espaces juste après**. Ceci va bloquer l'insertion de la nouvelle ligne :
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**Démonstration**

On a toujours un verrou exclusif (grâce à notre SELECT ... FOR UPDATE) sur les client\_id supérieurs à 14 dans la session 1 (sinon, reposez-le).

Session 2 :

START TRANSACTION;

INSERT INTO Adoption (client\_id, animal\_id, date\_reservation, prix)

VALUES (15, 61, NOW(), 735.00);

L'insertion est bloquée ! Pas de risque de voir apparaître une ligne fantôme.  
Annulez les deux transactions.

##### Exception

Si la clause WHERE  concerne un index UNIQUE  (cela inclut bien sûr les clés primaires) et recherche une seule valeur (exemple : WHERE id = 4), alors seule la ligne concernée (si elle existe) est verrouillée, et pas l'espace juste après dans l'index. Forcément, s'il s'agit d'un index UNIQUE, l'insertion d'une nouvelle valeur ne changera rien : WHERE id = 4  ne renverra jamais qu'une seule ligne.

#### Pourquoi poser un verrou exclusif avec une requête SELECT ?

Après tout, une requête SELECT  ne fait jamais que lire des données. Que personne ne puisse les modifier pendant que l'on est en train de les lire, c'est tout à fait compréhensible. Mais pourquoi carrément interdire aux autres de les lire aussi ?

Tout simplement parce que certaines données sont lues dans le but prévisible et avoué de les modifier immédiatement après.

L'exemple typique est la vérification de stock dans un magasin (ou dans un élevage d'animaux).  
Un client arrive et veut adopter un chat, on vérifie donc les chats disponibles pour l'adoption, en posant un verrou partagé :

Session 1 :

START TRANSACTION;

SELECT Animal.id, Animal.nom, Animal.date\_naissance, Race.nom as race, COALESCE(Race.prix, Espece.prix) as prix

FROM Animal

INNER JOIN Espece ON Animal.espece\_id = Espece.id

LEFT JOIN Race ON Animal.race\_id = Race.id

-- Jointure externe, on ne veut pas que les chats de race

WHERE Espece.nom\_courant = 'Chat'

-- Uniquement les chats...

AND Animal.id NOT IN (SELECT animal\_id FROM Adoption)

-- ... qui n'ont pas encore été adoptés

LOCK IN SHARE MODE;

Je rappelle que la fonction COALESCE()  prend un nombre illimité de paramètres, et renvoie le premier paramètre non NULL  qu'elle rencontre. Donc ici, s'il s'agit d'un chat de race, *Race.prix* ne sera pas NULL  et sera donc renvoyé. Par contre, s'il n'y a pas de race, *Race.prix* sera NULL, mais pas *Espece.prix*, qui sera alors sélectionné.

Si, pendant que le premier client fait son choix, un second client arrive, voulant adopter un chat maine coon, il va également chercher la liste des chats disponibles. Et vu que l'on travaille pour l'instant en verrous partagés, il va pouvoir l'obtenir.

Session 2 :

START TRANSACTION;

SELECT Animal.id, Animal.nom, Animal.date\_naissance, Race.nom as race, COALESCE(Race.prix, Espece.prix) as prix

FROM Animal

INNER JOIN Espece ON Animal.espece\_id = Espece.id

INNER JOIN Race ON Animal.race\_id = Race.id

-- Jointure interne cette fois

WHERE Race.nom = 'Maine Coon'

-- Uniquement les Maine Coon...

AND Animal.id NOT IN (SELECT animal\_id FROM Adoption)

-- ... qui n'ont pas encore été adoptés

LOCK IN SHARE MODE;

C'est alors que le premier client, M. Dupont, décide de craquer pour Bagherra.

INSERT INTO Adoption (client\_id, animal\_id, date\_reservation, prix, paye)

SELECT id, 8, NOW(), 735.00, 1

FROM Client

WHERE email = 'jean.dupont@email.com';

COMMIT;

Et M. Durant jette également son dévolu sur Bagherra (qui est décidément très très mignon) !

INSERT INTO Client (nom, prenom, email)

VALUES ('Durant', 'Philippe', 'phidu@email.com');

INSERT INTO Adoption (client\_id, animal\_id, date\_reservation, prix, paye)

VALUES (LAST\_INSERT\_ID(), 8, NOW(), 735.00, 0);

L'insertion dans Client fonctionne, mais l'insertion dans Adoption pose problème :

ERROR 1062 (23000): Duplicate entry '8' for key 'ind\_uni\_animal\_id'

Et pour cause : Bagherra vient d'être adopté, à l'instant.  
Furieux, M. Durant s'en va, et l'élevage a perdu un client. Il ne reste plus qu'à annuler sa transaction.

C'est pour éviter ce genre de situation qu'il vaut parfois mieux mettre un verrou exclusif sur une sélection. Si l'on sait que cette sélection sert à déterminer quels changements vont être faits, ce n'est pas la peine de laisser quelqu'un d'autre lire des informations qui cesseront d'être justes incessamment sous peu.

### Niveaux d'isolation

Nous avons vu que, par défaut :

* lorsque l'on démarre une transaction, la session prend une photo des tables, et travaille uniquement sur cette photo (donc sur des données potentiellement périmées) tant qu'elle ne pose pas un verrou ;
* les requêtes SELECT  ne posent pas de verrous si l'on ne le demande pas explicitement ;
* les requêtes SELECT ... LOCK IN SHARE MODE, SELECT ... FOR UPDATE, DELETE  et UPDATE  posent un verrou de clé suivante (sauf dans le cas d'une recherche sur index unique, avec une valeur unique).

Ce comportement est **défini par le niveau d'isolation** des transactions.

#### Syntaxe

Pour définir le niveau d'isolation des transactions, on utilise la requête suivante :

*SET* [GLOBAL | SESSION] TRANSACTION ISOLATION LEVEL { READ UNCOMMITTED | READ COMMITTED | REPEATABLE READ | SERIALIZABLE }

* Le mot-clé GLOBAL  définit le niveau d'isolation pour toutes les sessions MySQL qui seront créées dans le futur. Les sessions existantes ne sont pas affectées.
* SESSION  définit le niveau d'isolation pour la session courante.
* Si l'on ne précise ni GLOBAL  ni SESSION, le niveau d'isolation défini ne concernera que la prochaine transaction que l'on ouvrira dans la session courante.

#### Les différents niveaux

##### REPEATABLE READ

Il s'agit du **niveau par défaut**, celui avec lequel vous travaillez depuis le début. Repeatable read signifie "lecture répétable", c'est-à-dire que, si l'on fait plusieurs requêtes de sélection **(non verrouillantes)** à la suite, elles donneront toujours le même résultat, quels que soient les changements effectués par d'autres sessions.  
Si l'on pense à bien utiliser les verrous là où c'est nécessaire, c'est un niveau d'isolation tout à fait suffisant.

##### READ COMMITTED

Avec ce niveau d'isolation, chaque requête SELECT  (non verrouillante) va reprendre une "photo" à jour de la base de données, même si plusieurs SELECT  se font dans la même transaction. Ainsi, un SELECT  verra toujours les derniers changements commités, même s'ils ont été faits dans une autre session, après le début de la transaction.

##### READ UNCOMMITTED

Le niveau READ UNCOMMITTED  fonctionne comme READ COMMITTED, si ce n'est qu'il autorise la "lecture sale". C'est-à-dire qu'une session sera capable de lire des changements encore non commités par d'autres sessions.

**Exemple**

Session 1 :

START TRANSACTION;

UPDATE Race

*SET* prix = 0

WHERE id = 7;

Session 2 :

*SET* TRANSACTION ISOLATION LEVEL READ UNCOMMITTED;

START TRANSACTION;

SELECT id, nom, espece\_id, prix FROM Race;

La modification faite par la session 1 n'a pas été commitée. Elle ne sera donc potentiellement jamais validée, auquel cas elle n'affectera jamais les données.  
Pourtant, la session 2 voit ce changement de données non commitées. "Lecture sale" n'a pas une connotation négative par hasard, bien entendu ! Aussi, évitez de travailler avec ce niveau d'isolation.  
Annulez la modification de données réalisée par la session 1 et terminez la transaction de la seconde session.

##### SERIALIZABLE

Ce niveau d'isolation se comporte comme REPEATABLE READ, sauf que, lorsque le mode autocommit est désactivé, tous les SELECT  simples sont implicitement convertis en SELECT ... LOCK IN SHARE MODE.

## Requêtes préparées

Après les verrous et les transactions, voici une troisième notion importante pour la sécurisation des requêtes : les requêtes préparées.

Une requête préparée, c'est en quelque sorte **une requête stockée en mémoire** (pour la session courante), et **que l'on peut exécuter** à loisir. Mais avant d'entrer dans le vif du sujet, nous allons faire un détour par **les variables utilisateur**, qui sont indispensables aux requêtes préparées.

Dans ce chapitre, nous apprendrons donc :

* ce que sont les variables utilisateur et comment les définir ;
* ce qu'est une requête préparée ;
* comment créer, exécuter et supprimer une requête préparée ;
* de quelle manière utiliser les requêtes préparées ;
* en quoi les requêtes préparées sont utiles pour la sécurisation d'une application ;
* comment et dans quel cas on peut gagner en performance en utilisant les requêtes préparées.

### Variables utilisateur

#### Définitions

##### Variable

Une variable est une **information stockée**, constituée d'un **nom**et d'une **valeur**.  
On peut par exemple avoir la variable age (son nom) ayant pour valeur 24.

##### Variable utilisateur

Une variable utilisateur est une variable **définie par l'utilisateur**. Les variables utilisateur MySQL doivent toujours être **précédées du signe @**.

Une variable utilisateur peut contenir quatre types de valeur :

* un entier (ex. : 24) ;
* un réel (ex. : 7,8) ;
* une chaîne de caractères (ex. : 'Hello World !') ;
* une chaîne binaire, auquel cas il faut faire précéder la chaîne du caractère b (ex. : b'011001'). Nous n'en parlerons pas dans ce cours.

Pour les noms de vos variables utilisateur utilisez uniquement des lettres, des chiffres, des \_, des $ et des .. Attention au fait que les noms des variables ne sont pas sensibles à la casse : @A  est la même variable utilisateur que @a.

Il existe également ce que l'on appelle des **variables système**, qui sont des variables prédéfinies par MySQL, et des variables locales, que nous verrons avec les procédures stockées.

#### Créer et modifier une variable utilisateur

##### SET

La manière la plus classique de créer ou de modifier une variable utilisateur est d'utiliser la commande SET.

*SET* @age = 24;

-- Ne pas oublier le @

*SET* @salut = 'Hello World !', @poids = 7.8;

-- On peut créer plusieurs variables en même temps

Si la variable utilisateur existe déjà, sa valeur sera modifiée, sinon, elle sera créée.

SELECT @age, @poids, @salut;

##### Opérateur d'assignation

Il est également possible d'assigner une valeur à une variable utilisateur directement dans une requête, en utilisant l'opérateur d'assignation **:=** (n'oubliez pas les : sinon il s'agit de l'opérateur de comparaison de valeurs).

SELECT @age := 32, @poids := 48.15, @perroquet := 4;

On peut utiliser l'opérateur d'assignation **:=** dans une commande SET  également : SET @chat := 2;

#### Utilisation d'une variable utilisateur

##### Ce que l'on peut faire

Une fois votre variable utilisateur créée, vous pouvez bien sûr l'afficher avec SELECT. Mais vous pouvez également l'utiliser dans des requêtes ou faire des calculs avec.

SELECT id, sexe, nom, commentaires, espece\_id

FROM Animal

WHERE espece\_id = @perroquet;

-- On sélectionne les perroquets

*SET* @conversionDollar = 1.31564;

-- On crée une variable contenant le taux de conversion des euros en dollars

SELECT prix AS prix\_en\_euros,

-- On sélectionne le prix des races, en euros et en dollars.

ROUND(prix \* @conversionDollar, 2) AS prix\_en\_dollars,

-- En arrondissant à deux décimales

nom FROM Race;

Si vous utilisez une variable utilisateur qui n'a pas été définie, vous n'obtiendrez aucune erreur. Simplement, la variable aura comme valeur NULL.

##### Ce que l'on ne peut pas faire

Avec les variables utilisateur, on peut donc dynamiser un peu nos requêtes. Cependant, il n'est pas possible d'utiliser les variables utilisateur pour stocker un nom de table ou de colonne que l'on introduirait ensuite directement dans la requête. Ni pour stocker une partie de commande SQL. **Les variables utilisateur stockent des données**.

**Exemples**

*SET* @table\_clients = 'Client';

SELECT \* FROM @table\_clients;

ERROR 1064 (42000): You have an error in your SQL syntax; check the manual that corresponds to your MySQL server version for the right syntax to use near '@table\_clients' at line 1

*SET* @colonnes = 'id, nom, description';

SELECT @colonnes FROM Race WHERE espece\_id = 1;

C'est logique, dans une requête, les noms de tables/colonnes et les commandes SQL ne peuvent pas être représentées comme des chaînes de caractères : on ne les entoure pas de guillemets.

#### Portée des variables utilisateur

Une variable utilisateur n'existe que pour la session dans laquelle elle a été définie. Lorsque vous vous déconnectez, toutes vos variables utilisateur sont automatiquement réinitialisées. De plus, deux sessions différentes ne partagent pas leurs variables utilisateur.

**Exemple**

Session 1:

*SET* @essai = 3;

Session 2:

SELECT @essai;

De même, si vous assignez une valeur à @essai dans la session 2, @essai vaudra toujours 3 pour la session 1.

### Principe et syntaxe des requêtes préparées

#### Principe

Une requête préparée, c'est en fait un **modèle de requête** que l'on enregistre et auquel on donne un nom. On va ensuite pouvoir l'exécuter en l'appelant grâce à son nom, et en lui passant éventuellement un ou plusieurs paramètres.

Par exemple, si vous avez régulièrement besoin d'aller chercher des informations sur vos clients à partir de leur adresse e-mail dans une session, plutôt que de faire :

SELECT \* FROM Client WHERE email = 'truc@email.com';

SELECT \* FROM Client WHERE email = 'machin@email.com';

SELECT \* FROM Client WHERE email = 'bazar@email.com';

SELECT \* FROM Client WHERE email = 'brol@email.com';

Vous pouvez préparer une requête modèle :

SELECT \* FROM Client WHERE email = ?

Où le ? représente un paramètre. Ensuite, il suffit de l'appeler par son nom en lui passant 'truc@email.com', ou 'machin@email.com', selon les besoins du moment.

Bien entendu, on parle d'un cas où l'on n'a qu'une seule adresse e-mail à la fois. Typiquement, c'est le cas où l'on s'occupe d'un client à la fois. Sinon, bien entendu, une simple clause email IN ('truc@email.com', 'machin@email.com', 'bazar@email.com', 'brol@email.com')suffirait.

##### Portée

Tout comme les variables utilisateur, **une requête préparée n'existe que pour la session qui la crée**.

#### Syntaxe

Voyons comment faire tout cela !

##### Préparation d'une requête

Pour préparer une requête, il faut renseigner deux éléments :

* le nom que l'on donne à la requête préparée ;
* la requête elle-même, avec un ou plusieurs paramètres (représentés par un ?).

Voici la syntaxe à utiliser :

PREPARE nom\_requete

FROM 'requete\_preparable';

**Exemples**

-- Sans paramètre

PREPARE select\_race

FROM 'SELECT \* FROM Race';

-- Avec un paramètre

PREPARE select\_client

FROM 'SELECT \* FROM Client WHERE email = ?';

-- Avec deux paramètres

PREPARE select\_adoption

FROM 'SELECT \* FROM Adoption WHERE client\_id = ? AND animal\_id = ?';

Plusieurs choses importantes :

* Le nom de la requête préparée ne doit pas être entre guillemets. Par contre, la requête à préparer doit l'être. **La requête à préparer doit être passée comme une chaîne de caractères**.
* Que le paramètre soit un nombre (client\_id = ?) ou une chaîne de caractères (email = ?), cela ne change rien. **On ne met pas de guillemets autour du ?** à l'intérieur de la requête à préparer.
* La chaîne de caractères contenant la requête à préparer ne peut contenir qu'**une seule requête** (et non plusieurs séparées par un ;).
* **Les paramètres ne peuvent représenter que des données, des valeurs**, pas des noms de tables ou de colonnes ni des morceaux de commandes SQL.

Comme la requête à préparer est donnée sous forme de chaîne de caractères, il est également possible d'utiliser une variable utilisateur dans laquelle on enregistre tout ou partie de la requête à préparer.

**Exemples**

*SET* @req = 'SELECT \* FROM Race';

PREPARE select\_race

FROM @req;

*SET* @colonne = 'nom';

*SET* @req\_animal = CONCAT('SELECT ', @colonne, ' FROM Animal WHERE id = ?');

PREPARE select\_col\_animal

FROM @req\_animal;

Par contre, il n'est pas possible de mettre directement la fonction CONCAT()  dans la clause FROM.

Si vous donnez à une requête préparée le nom d'une requête préparée déjà existante, cette dernière sera supprimée et remplacée par la nouvelle.

##### Exécution d'une requête préparée

Pour exécuter une requête préparée, on utilise la commande suivante :

EXECUTE nom\_requete [USING @parametre1, @parametre2, ...];

Si la requête préparée contient un ou plusieurs paramètres, on doit leur donner une valeur avec la clause USING, **en utilisant une variable utilisateur**. Il n'est pas possible de donner directement une valeur. Par ailleurs, il faut donner exactement autant de variables utilisateur qu'il y a de paramètres dans la requête.

**Exemples**

EXECUTE select\_race;

*SET* @id = 3;

EXECUTE select\_col\_animal USING @id;

*SET* @client = 2;

EXECUTE select\_adoption USING @client, @id;

*SET* @email = 'jean.dupont@email.com';

EXECUTE select\_client USING @email;

*SET* @email = 'marie.boudur@email.com';

EXECUTE select\_client USING @email;

*SET* @email = 'fleurtrachon@email.com';

EXECUTE select\_client USING @email;

*SET* @email = 'jeanvp@email.com';

EXECUTE select\_client USING @email;

*SET* @email = 'johanetpirlouit@email.com';

EXECUTE select\_client USING @email;

##### Suppression d'une requête préparée

Pour supprimer une requête préparée, on utilise DEALLOCATE PREPARE, suivi du nom de la requête préparée.

**Exemple**

DEALLOCATE PREPARE select\_race;

### Usage et utilité

#### Usage

La syntaxe que nous venons de voir, avec PREPARE, EXECUTE  et DEALLOCATE  est en fait très rarement utilisée.  
En effet, vous le savez, MySQL est rarement utilisé seul. La plupart du temps, il est utilisé en conjonction avec un langage de programmation, comme Java, PHP, Python, etc. Celui-ci permet de gérer un programme, un site web… et crée des requêtes SQL permettant de gérer la base de données de l'application.  
Or, il existe des API (interfaces de programmation) pour plusieurs langages, qui permettent de faire des requêtes préparées sans exécuter vous-mêmes les commandes SQL PREPARE, EXECUTE  et DEALLOCATE. Exemples : l'API C MySQL pour le langage C, MySQL Connector/J pour le Java, ou MySQL Connector/Net pour le .Net.

Voici un exemple de code C utilisant l'API MySQL pour préparer et exécuter une requête d'insertion :

MYSQL\_STMT \*req\_prep;

MYSQL\_BIND param[3];

*int* client = 2;

*int* animal = 56;

MYSQL\_TIME date\_reserv;

*char* \*req\_texte = "INSERT INTO Adoption (client\_id, animal\_id, date\_reservation) VALUES (?, ?, ?)";

// On prépare la requête

if (mysql\_stmt\_prepare(req\_prep, req\_texte, strlen(req\_texte)) != 0)

{

printf("Impossible de préparer la requête");

exit(0);

}

// On initialise un tableau (param, qui contiendra les paramètres) à 0

memset((*void*\*) param, 0, sizeof(param));

// On définit le premier paramètre (pour client\_id)

param[0].buffer\_type = MYSQL\_TYPE\_INT;

param[0].buffer = (*void*\*) &client;

param[0].is\_unsigned = 0;

param[0].is\_null = 0;

// On définit le deuxième paramètre (pour animal\_id)

param[1].buffer\_type = MYSQL\_TYPE\_INT;

param[1].buffer = (*void*\*) &animal;

param[1].is\_unsigned = 0;

param[1].is\_null = 0;

// On définit le troisième paramètre (pour date\_reservation)

param[2].buffer\_type = MYSQL\_TYPE\_DATE;

param[2].buffer = (*void*\*) &date\_reserv;

param[2].is\_null = 0;

// On lie les paramètres

if (mysql\_stmt\_bind\_param(req\_prep, param) != 0)

{

printf("Impossible de lier les paramètres à la requête");

exit(0);

}

// On définit la date

date\_reserv.year = 2012;

date\_reserv.month = 3;

date\_reserv.day = 20;

// On exécute la requête

if (mysql\_stmt\_execute(req\_prep) != 0)

{

printf("Impossible d'exécuter la requête");

exit(0);

}

Pour d'autres langages, des extensions ont été créées, en général elles-mêmes basées sur l'API C MySQL, comme PDO pour le PHP.

Exemple de code PHP utilisant l'extension PDO pour préparer et exécuter une requête de sélection :

<?php

try

{

$email = 'jean.dupont@email.com';

// On se connecte

$bdd = new *PDO*('mysql:host=localhost;dbname=elevage', 'sdz', '', array(*PDO*::ATTR\_ERRMODE => *PDO*::ERRMODE\_EXCEPTION ));

// On prépare la requête

$requete = $bdd->prepare("SELECT \* FROM Client WHERE email = :email");

// On lie la variable $email définie au-dessus au paramètre :email de la requête préparée

$requete->bindValue(':email', $email, *PDO*::PARAM\_STR);

//On exécute la requête

$requete->execute();

// On récupère le résultat

if ($requete->fetch())

{

echo 'Le client existe !';

}

} catch (Exception $e)

{

die('Erreur : ' . $e->getMessage());

}

Pourquoi nous avoir fait apprendre la syntaxe SQL si l'on ne s'en sert jamais ?

D'abord, parce qu'il est toujours intéressant de savoir comment fonctionnent les requêtes préparées.  
Ensuite, parce qu'il pourrait arriver qu'il n'existe aucune API ni extension permettant de faire des requêtes préparées pour le langage dans lequel vous programmez, auquel cas, bien entendu, il faudrait construire vos requêtes préparées vous-même.  
Ou vous pourriez tomber sur l'un des rares cas où il vous serait nécessaire de préparer une requête directement en SQL.  
Enfin, vous aurez peut-être besoin de faire quelques tests impliquant des requêtes préparées directement dans MySQL.

Cependant, si une API ou une extension existe et répond à vos besoins, utilisez-la ! Elle sera généralement plus performante et plus sécurisée que ce que vous pourriez faire vous-même.

#### Utilité

Les requêtes préparées sont principalement utilisées pour deux raisons :

* protéger son application des injections SQL ;
* gagner en performance dans le cas d'une requête exécutée plusieurs fois par la même session.

##### Empêcher les injections SQL

En général, quand on crée une application, l'utilisateur peut interagir avec celle-ci. L'utilisateur peut créer un membre sur un site web communautaire, un personnage sur un jeu vidéo, etc. Les actions de l'utilisateur vont donc avoir une incidence sur la base de données de l'application. Il va envoyer certaines informations, qui vont être traitées, puis une partie va être envoyée sous forme de requêtes à la base de données.  
Il existe un adage bien connu en programmation : "Never trust user input", traduit en français par "Ne jamais faire confiance aux données fournies par l'utilisateur".

Lorsque l'on traite des données qui viennent de l'extérieur, il est absolument impératif de toujours vérifier celles-ci, et de protéger les requêtes construites à partir de ces données. Ceci évite que l'utilisateur, volontairement ou non, fasse ce que l'on appelle une injection SQL et provoque un comportement inattendu et souvent indésirable, voire dangereux, pour les données.

Les injections SQL sont **un**type de failles exploitables par l'utilisateur. Il existe de nombreux autres types de failles.

Passons maintenant à la question qui doit vous brûler les lèvres.

Mais qu'est-ce qu'une injection SQL ?

On appelle injection SQL le fait qu'un utilisateur fournisse des données contenant des mots-clés SQL ou des caractères particuliers qui vont**détourner ou modifier le comportement des requêtes construites** sur la base de ces données.

Imaginons que vous créiez un site web avec un espace membre.  
Vos membres ont accès à une page "profil" grâce à laquelle ils peuvent gérer leurs informations, ou supprimer leur compte. Pour supprimer leur compte, ils ont simplement à appuyer sur un bouton qui envoie leur numéro d'id.

D'un côté, on a donc une requête incomplète :

DELETE FROM Membre WHERE id =

De l'autre, l'id du client, par exemple 4.

Avec votre langage de programmation web préféré, vous mettez les deux ensemble pour créer la requête complète :

DELETE FROM Membre WHERE id = 4;

Et maintenant, un méchant pirate s'amuse à modifier la donnée envoyée par le bouton "Supprimer compte" (oui oui, c'est faisable, et même plutôt facile).  
À la suite du numéro d'id, il ajoute OR 1 = 1. Après construction de la requête, on obtient donc ceci :

DELETE FROM Membre WHERE id = 4 OR 1 = 1;

Et la seconde condition étant toujours remplie, c'est l'horreur : toute votre table Membre est effacée !  
Et voilà ! Vous avez été victime d'une injection SQL.

Comment une requête préparée peut-elle éviter les injections SQL ?

En utilisant les requêtes préparées, lorsque vous liez une valeur à un paramètre de la requête préparée grâce à la fonction correspondante dans le langage que vous utilisez, le type du paramètre attendu est également donné, explicitement ou implicitement. La plupart du temps, soit une erreur sera générée si la donnée de l'utilisateur ne correspond pas au type attendu, soit la donnée de l'utilisateur sera rendue inoffensive (par l'ajout de guillemets qui en feront une simple chaîne de caractères, par exemple).  
Par ailleurs, lorsque MySQL injecte les valeurs dans la requête, les mots-clés SQL qui s'y trouvent pour une raison ou une autre ne sont pas interprétés (puisque les paramètres n'acceptent que des valeurs, et pas des morceaux de requêtes).

##### Gagner en performance

Lorsque l'on exécute une simple requête (sans la préparer), voici les étapes qui sont effectuées :

1. La requête est envoyée vers le serveur.
2. La requête est compilée par le serveur (traduite du langage SQL compréhensible pour nous, pauvres humains limités, vers un "langage machine" dont se sert le serveur).
3. Le serveur crée un plan d'exécution de la requête (quelles tables utiliser ? quels index ? dans quel ordre ?…).
4. Le serveur exécute la requête.
5. Le résultat de la requête est renvoyé au client.

Voici maintenant les étapes lorsqu'il s'agit d'une requête préparée :

**Préparation**de la requête :

1. La requête est envoyée vers le serveur, avec un identifiant.
2. La requête est compilée par le serveur.
3. Le serveur crée un plan d'exécution de la requête.
4. La requête compilée et son plan d'exécution sont stockés en mémoire par le serveur.
5. Le serveur envoie vers le client une confirmation que la requête est prête (en se servant de l’identifiant de la requête).

**Exécution**de la requête :

1. L'identifiant de la requête à exécuter ainsi que les paramètres à utiliser sont envoyés vers le serveur.
2. Le serveur exécute la requête demandée.
3. Le résultat de la requête est renvoyé au client.

On a donc plus d'étapes pour une requête préparée que pour une requête non préparée (8 contre 5). Du moins, lorsque l'on exécute une seule fois la requête. Car si l'on exécute plusieurs fois une requête, la tendance s'inverse rapidement : dans le cas d'une requête non préparée,**toutes les étapes doivent être répétées à chaque fois** (sachant que la création du plan d'exécution est l'étape la plus longue), alors que, pour une requête préparée, **seules les étapes d'exécution seront répétées**.

Il est donc intéressant, du point de vue des performances, de préparer une requête lorsqu'elle va **être exécutée plusieurs fois pendant la même session** (je vous rappelle que les requêtes préparées sont supprimées à la fin de la session).

Le fait que la requête soit compilée lors de sa préparation, et que le plan d'exécution soit calculé également lors de la préparation et non de l'exécution, explique pourquoi les paramètres peuvent uniquement être des valeurs, et non des parties de requêtes comme des noms de tables ou des mots-clés. En effet, il est impossible de créer le plan si l'on ne sait pas encore sur quelles tables on travaillera ni quelles colonnes (et donc quels index) seront utilisées.

## Procédures stockées

Les procédures stockées sont disponibles depuis la version 5 de MySQL. Elles permettent d'automatiser des actions qui peuvent être très complexes.

Une procédure stockée est en fait une **série d'instructions SQL** désignée par un **nom**. Lorsque l'on crée une procédure stockée, on l'enregistre **dans la base de données** que l'on utilise, au même titre qu'une table, par exemple. Une fois la procédure créée, il est possible d'**appeler** celle-ci par son nom. Les instructions de la procédure sont alors exécutées.

Contrairement aux requêtes préparées, qui ne sont gardées en mémoire que pour la session courante, les procédures stockées sont, comme leur nom l'indique, **stockées de manière durable**, et font bien **partie intégrante de la base de données** dans laquelle elles sont enregistrées.

### Création et utilisation d'une procédure

Voyons tout de suite la syntaxe à utiliser pour créer une procédure :

CREATE PROCEDURE nom\_procedure ([parametre1 [, parametre2, ...]])

corps de la procédure;

Décodons tout ceci.

* CREATE PROCEDURE  : sans surprise, il s'agit de la commande à exécuter pour créer une procédure. On fait suivre cette commande du nom que l'on veut donner à la nouvelle procédure.
* ([parametre1 [, parametre2, ...]])  : après le nom de la procédure viennent des parenthèses. **Celles-ci sont obligatoires !** À l'intérieur de ces parenthèses, on définit les éventuels paramètres de la procédure. Ces paramètres sont des variables qui pourront être utilisées par la procédure.
* Corps de la procédure : c'est là que l'on met le **contenu** de la procédure, ce qui va être exécuté lorsqu'on lance la procédure. Cela peut être soit **une seule requête**, soit **un bloc d'instructions**.

Les noms des procédures stockées ne sont pas sensibles à la casse.

#### Procédure avec une seule requête

Voici une procédure toute simple, sans paramètres, qui va juste afficher toutes les races d'animaux.

CREATE PROCEDURE afficher\_races\_requete()

-- pas de paramètres dans les parenthèses

SELECT id, nom, espece\_id, prix FROM Race;

#### Procédure avec un bloc d'instructions

Pour délimiter un bloc d'instructions (qui peut donc contenir plus d'une instruction), on utilise les mots BEGIN  et END.

BEGIN

-- Série d'instructions

END;

**Exemple :** reprenons la procédure précédente, mais en utilisant un bloc d'instructions.

CREATE PROCEDURE afficher\_races\_bloc()

-- pas de paramètres dans les parenthèses

BEGIN

SELECT id, nom, espece\_id, prix FROM Race;

END;

Malheureusement…

ERROR 1064 (42000): You have an error in your SQL syntax; check the manual that corresponds to your MySQL server version for the right syntax to use near '' at line 3

Que s'est-il passé ? La syntaxe semble correcte…

Les mots-clés sont bons, il n'y a pas de paramètres, mais on a bien mis les parenthèses, BEGIN  et END  sont tous les deux présents. Tout cela est correct, et pourtant, nous avons visiblement omis un détail.

Peut-être aurez-vous compris que le problème se situe au niveau du caractère ; : en effet, un ; termine une instruction SQL. Or, on a mis un ; à la suite de SELECT \* FROM Race;. Cela semble logique, mais pose problème puisque c'est le premier ; rencontré par l'instruction CREATE PROCEDURE, qui naturellement pense devoir s'arrêter là. Ceci déclenche une erreur puisqu'en réalité, l'instruction CREATE PROCEDURE  n'est pas terminée : le bloc d'instructions n'est pas complet !

Comment faire pour écrire des instructions à l'intérieur d'une instruction alors ?

Il suffit de changer le délimiteur !

#### Délimiteur

Ce que l'on appelle délimiteur, c'est tout simplement (par défaut), le caractère ;. C'est-à-dire le caractère qui permet de **délimiter les instructions**.  
Or, il est tout à fait possible de définir le délimiteur manuellement, de manière à ce que ; ne signifie plus qu'une instruction se termine. Auquel cas le caractère ; pourra être utilisé à l'intérieur d'une instruction, et donc dans le corps d'une procédure stockée.

Pour changer le délimiteur, il suffit d'utiliser cette commande :

DELIMITER |

À partir de maintenant, vous devrez utiliser le caractère | pour signaler la fin d'une instruction. ; ne sera plus compris comme tel par votre session.

SELECT 'test'|

DELIMITER  n'agit que pour la **session courante**.

Vous pouvez utiliser le ou les caractères de votre choix comme délimiteur. Bien entendu, il vaut mieux choisir quelque chose qui ne risque pas d'être utilisé dans une instruction. Bannissez donc les lettres, les chiffres, le @ (qui sert pour les variables utilisateurs) et le \ (qui sert à échapper les caractères spéciaux).

Les deux délimiteurs suivants sont les plus couramment utilisés :

DELIMITER //

DELIMITER |

Bien ! Ceci étant réglé, reprenons !

#### Création d'une procédure stockée

DELIMITER | -- On change le délimiteur

CREATE PROCEDURE afficher\_races()

-- toujours pas de paramètres, toujours des parenthèses

BEGIN

SELECT id, nom, espece\_id, prix

FROM Race; -- Cette fois, le ; ne nous embêtera pas

END| -- Et on termine bien sûr la commande CREATE PROCEDURE par notre nouveau délimiteur

Cette fois-ci, tout se passe bien. La procédure a été créée.

Lorsque l'on utilisera la procédure, quel que soit le délimiteur défini par DELIMITER, les instructions à l'intérieur du corps de la procédure seront bien délimitées par ;. En effet, lors de la création d'une procédure, celle-ci est interprétée – on dit aussi "parsée" – par le serveur MySQL et le parseur des procédures stockées interprétera toujours ; comme délimiteur. Il n'est pas influencé par la commande DELIMITER.

Les procédures stockées n'étant que très rarement composées d'une seule instruction, on utilise presque toujours un bloc d'instructions pour le corps de la procédure.

#### Utilisation d'une procédure stockée

Pour appeler une procédure stockée, c'est-à-dire déclencher l'exécution du bloc d'instructions constituant le corps de la procédure, il faut utiliser le mot-clé CALL, suivi du nom de la procédure appelée, puis de parenthèses (avec éventuellement des paramètres).

CALL afficher\_races()| -- le délimiteur est toujours | !!!

Le bloc d'instructions a bien été exécuté (un simple SELECT  dans ce cas).

### Les paramètres d'une procédure stockée

Maintenant que l'on sait créer une procédure et l'appeler, intéressons-nous aux paramètres.

#### Sens des paramètres

Un paramètre peut être de trois sens différents : entrant (IN), sortant (OUT), ou les deux (INOUT).

* IN  : c'est un paramètre "entrant". C'est-à-dire qu'il s'agit d'un paramètre dont la valeur est fournie à la procédure stockée. Cette valeur sera utilisée pendant la procédure (pour un calcul ou une sélection, par exemple).
* OUT  : il s'agit d'un paramètre "sortant", dont la valeur sera établie au cours de la procédure et qui pourra ensuite être utilisé en dehors de cette procédure.
* INOUT  : un tel paramètre sera utilisé pendant la procédure, verra éventuellement sa valeur modifiée par celle-ci, et sera ensuite utilisable en dehors.

#### Syntaxe

Lorsque l'on crée une procédure avec un ou plusieurs paramètres, chaque paramètre est défini par trois éléments.

* Son sens : entrant, sortant, ou les deux. Si aucun sens n'est donné, il s'agira d'un paramètre IN  par défaut.
* Son nom : indispensable pour le désigner à l'intérieur de la procédure.
* Son type : INT, VARCHAR(10)…

#### Exemples

##### Procédure avec un seul paramètre entrant

Voici une procédure qui, selon l'id de l'espèce qu'on lui passe en paramètre, affiche les différentes races existant pour cette espèce.

DELIMITER | -- Facultatif si votre délimiteur est toujours |

CREATE PROCEDURE afficher\_race\_selon\_espece (IN p\_espece\_id *INT*)

-- Définition du paramètre p\_espece\_id

BEGIN

SELECT id, nom, espece\_id, prix

FROM Race

WHERE espece\_id = p\_espece\_id; -- Utilisation du paramètre

END |

DELIMITER ; -- On remet le délimiteur par défaut

Notez que, à la suite de la création de la procédure, j'ai remis le délimiteur par défaut ;. Ce n'est absolument pas obligatoire, vous pouvez continuer à travailler avec | si vous préférez.

Pour l'utiliser, il faut donc passer une valeur en paramètre de la procédure, soit directement, soit par l'intermédiaire d'une variable utilisateur.

CALL afficher\_race\_selon\_espece(1);

*SET* @espece\_id := 2;

CALL afficher\_race\_selon\_espece(@espece\_id);

Le premier appel à la procédure affiche bien toutes les races de chiens, et le second, toutes les races de chats.

J'ai fait commencer le nom du paramètre par "p\_". Ce n'est pas obligatoire, mais je vous conseille de le faire systématiquement pour vos paramètres afin de les distinguer facilement. Si vous ne le faites pas, soyez extrêmement prudent avec les noms que vous leur donnez. Par exemple, dans cette procédure, si l'on avait nommé le paramètre espece\_id, cela aurait posé problème, puisque espece\_id est aussi le nom d'une colonne dans la table Race. Qui plus est, c'est le nom de la colonne dont on se sert dans la condition WHERE. En cas d’ambiguïté, MySQL interprète l'élément comme étant le paramètre, et non la colonne. On aurait donc eu WHERE 1 = 1, par exemple, ce qui est toujours vrai.

##### Procédure avec deux paramètres, un entrant et un sortant

Voici une procédure assez similaire à la précédente, si ce n'est qu'elle n'affiche pas les races existant pour une espèce, mais compte combien il y en a, puis stocke cette valeur dans un paramètre sortant.

DELIMITER |

CREATE PROCEDURE compter\_races\_selon\_espece (p\_espece\_id *INT*, OUT p\_nb\_races *INT*)

BEGIN

SELECT COUNT(\*) INTO p\_nb\_races

FROM Race

WHERE espece\_id = p\_espece\_id;

END |

DELIMITER ;

Aucun sens n'a été précisé pour p\_espece\_id, il est donc considéré comme un paramètre entrant.

SELECT COUNT(\*) INTO p\_nb\_races, voilà qui est nouveau ! Comme vous l'avez sans doute deviné, le mot-clé INTO  placé après la clause SELECT  permet d'**assigner les valeurs sélectionnées** par ce SELECT  à des variables, au lieu de simplement afficher les valeurs sélectionnées.  
Dans le cas présent, la valeur du COUNT(\*)  est assignée à p\_nb\_races.

Pour pouvoir l'utiliser, il est nécessaire que le SELECT  ne renvoie qu'**une seule ligne**, et il faut que le nombre de valeurs sélectionnées et le nombre de variables à assigner **soient égaux :**

**Exemple 1 :** SELECT ... INTO  correct avec deux valeurs

SELECT id, nom INTO @var1, @var2

FROM Animal

WHERE id = 7;

SELECT @var1, @var2;

Le SELECT ... INTO  n'a rien affiché, mais a assigné la valeur 7  à *@var1*, et la valeur'Caroline'  à *@var2.* Nous les avons ensuite affichées avec un autre SELECT.

**Exemple 2 :** SELECT ... INTO  incorrect, car le nombre de valeurs sélectionnées (deux) n'est pas le même que le nombre de variables à assigner (une).

SELECT id, nom INTO @var1

FROM Animal

WHERE id = 7;

ERROR 1222 (21000): The used SELECT statements have a different number of columns

**Exemple 3 :** SELECT ... INTO  incorrect, car il y a plusieurs lignes de résultats.

SELECT id, nom INTO @var1, @var2

FROM Animal

WHERE espece\_id = 5;

ERROR 1172 (42000): Result consisted of more than one row

Revenons maintenant à notre nouvelle procédure *compter\_races\_selon\_espece()* et exécutons-la. Pour cela, il va falloir lui passer deux paramètres : *p\_espece\_id* et *p\_nb\_races*.  
Le premier ne pose pas de problème, il faut simplement donner un nombre, soit directement, soit par l'intermédiaire d'une variable, comme pour la procédure *afficher\_race\_selon\_espece()*.  
Par contre, pour le second, il s'agit d'un paramètre sortant. Il ne faut donc pas donner une valeur, mais quelque chose dont la valeur sera déterminée par la procédure (grâce au SELECT ... INTO) et que l'on pourra utiliser ensuite : **une variable utilisateur !**

CALL compter\_races\_selon\_espece (2, @nb\_races\_chats);

Et voilà ! La variable *@nb\_races\_chats* contient maintenant le nombre de races de chats. Il suffit de l'afficher pour vérifier.

SELECT @nb\_races\_chats;

**Procédure avec deux paramètres, un entrant et un entrant-sortant**

Nous allons créer une procédure qui va servir à calculer le prix que doit payer un client. Pour cela, deux paramètres sont nécessaires : l'animal acheté (paramètre IN), et le prix à payer (paramètre INOUT).  
La raison pour laquelle le prix est un paramètre à la fois entrant et sortant est que l'on veut pouvoir, avec cette procédure, calculer simplement un prix total dans le cas où un client achèterait plusieurs animaux.  
Le principe est simple : si le client n'a encore acheté aucun animal, le prix est de 0. Pour chaque animal acheté, on appelle la procédure, qui ajoute au prix total le prix de l'animal en question.  
Une fois n'est pas coutume, commençons par voir les requêtes qui nous serviront à tester la procédure. Cela devrait clarifier le principe. Je vous propose d'essayer ensuite d'écrire vous-même la procédure correspondante avant de regarder à quoi elle ressemble.

*SET* @prix = 0; -- On initialise @prix à 0

CALL calculer\_prix (13, @prix); -- Achat de Rouquine

SELECT @prix AS prix\_intermediaire;

CALL calculer\_prix (24, @prix); -- Achat de Cartouche

SELECT @prix AS prix\_intermediaire;

CALL calculer\_prix (42, @prix); -- Achat de Bilba

SELECT @prix AS prix\_intermediaire;

CALL calculer\_prix (75, @prix); -- Achat de Mimi

SELECT @prix AS total;

On passe donc chaque animal acheté tour à tour à la procédure, qui modifie le prix en conséquence. Voici quelques indices et rappels qui devraient vous aider à écrire vous-même la procédure.

* Le prix n'est pas un nombre entier.
* Il est possible de faire des additions directement dans un SELECT.
* Pour déterminer le prix, il faut utiliser la fonction COALESCE().

Réponse :

DELIMITER |

CREATE PROCEDURE calculer\_prix (IN p\_animal\_id *INT*, INOUT p\_prix *DECIMAL*(7,2))

BEGIN

SELECT p\_prix + COALESCE(Race.prix, Espece.prix) INTO p\_prix

FROM Animal

INNER JOIN Espece ON Espece.id = Animal.espece\_id

LEFT JOIN Race ON Race.id = Animal.race\_id

WHERE Animal.id = p\_animal\_id;

END |

DELIMITER ;

### Suppression d'une procédure

Vous commencez à connaître cette commande : pour supprimer une procédure, on utilise DROP  (en précisant qu'il s'agit d'une procédure).

**Exemple :**

DROP PROCEDURE afficher\_races;

Pour rappel, les procédures stockées ne sont pas détruites à la fermeture de la session, mais bien enregistrées comme un élément de la base de données, au même titre qu'une table, par exemple.

Notons encore qu'il n'est pas possible de modifier une procédure directement. La seule façon de modifier une procédure existante est de la supprimer puis de la recréer avec les modifications.

Il existe bien une commande ALTER PROCEDURE, mais elle ne permet de changer ni les paramètres ni le corps de la procédure. Elle permet uniquement de changer certaines caractéristiques de la procédure, et ne sera pas couverte dans ce cours.

### Avantages, inconvénients et usage des procédures stockées

#### Avantages

Les procédures stockées permettent de **réduire les allers-retours entre le client et le serveur MySQL**. En effet, si l'on englobe en une seule procédure un processus demandant l'exécution de plusieurs requêtes, le client ne communique qu'une seule fois avec le serveur (pour demander l'exécution de la procédure) pour exécuter la totalité du traitement. Cela permet donc un certain **gain en performance**.

Elles permettent également de **sécuriser**une base de données. Par exemple, il est possible de **restreindre les droits des utilisateurs** de façon à ce qu'ils puissent **uniquement exécuter des procédures**. Finis les DELETE  dangereux ou les UPDATE  inconsidérés. Chaque requête exécutée par les utilisateurs est créée et contrôlée par l'administrateur de la base de données par l'intermédiaire des procédures stockées.

Cela permet ensuite de**s'assurer qu'un traitement est toujours exécuté de la même manière**, quelle que soit l'application/le client qui le lance. Il arrive par exemple qu'une même base de données soit exploitée par plusieurs applications, lesquelles peuvent être écrites avec différents langages. Si on laisse chaque application avoir son propre code pour un même traitement, il est possible que des différences apparaissent (distraction, mauvaise communication, erreur ou autre). Par contre, si chaque application appelle la même procédure stockée, ce risque disparaît.

#### Inconvénients

Les procédures stockées**ajoutent évidemment à la charge du serveur de données**. Plus on implémente de logique de traitement directement dans la base de données, moins le serveur est disponible pour son but premier : le stockage de données.

Par ailleurs, certains traitements seront toujours plus simples et plus courts à écrire (et donc à maintenir) s'ils sont développés dans un langage informatique adapté. A fortiori lorsqu'il s'agit de traitements complexes. **La logique qu'il est possible d'implémenter avec MySQL permet de nombreuses choses, mais reste assez basique**.

Enfin, **la syntaxe des procédures stockées diffère beaucoup d'un SGBD à un autre**. Par conséquent, si l'on désire en changer, il faudra procéder à un grand nombre de corrections et d'ajustements.

#### Conclusion et usage

Comme souvent, tout est question d'**équilibre**. Il faut savoir utiliser des procédures quand c'est utile, quand on a une bonne raison de le faire. Il ne sert à rien d'en abuser.  
Pour une base contenant des données ultrasensibles, une bonne gestion des droits des utilisateurs couplée à l'usage de procédures stockées peut se révéler salutaire.  
Pour une base de données destinée à être utilisée par plusieurs applications différentes, on choisira de créer des procédures pour les traitements généraux et/ou pour lesquels la moindre erreur peut poser de gros problèmes.  
Pour un traitement long, impliquant de nombreuses requêtes et une logique simple, on peut sérieusement gagner en performance en le faisant dans une procédure stockée (a fortiori si ce traitement est souvent lancé).

À vous de voir quelles procédures sont utiles pour **votre application et vos besoins**.

## Structurez vos instructions

Lorsque l'on écrit une série d'instructions, par exemple dans le corps d'une procédure stockée, il est nécessaire d'être capable de structurer ses instructions. Cela va permettre d’instiller de la **logique dans le traitement :** exécuter telles ou telles instructions en fonction des données que l'on possède, répéter une instruction un certain nombre de fois, etc.

Voici quelques outils indispensables à la structuration des instructions :

* les **variables locales :** elles vont permettre de **stocker et de modifier des valeurs** pendant le déroulement d'une procédure ;
* les **conditions :** elles vont permettre d'exécuter certaines instructions seulement **si une certaine condition est remplie ;**
* les **boucles :** elles vont permettre de **répéter une instruction** plusieurs fois.

Ces structures sont bien sûr utilisables dans les procédures stockées, que nous avons vues au chapitre précédent, mais pas uniquement. Elles sont **utilisables dans tout objet définissant une série d'instructions à exécuter**. C'est le cas des **fonctions stockées** (non couvertes par ce cours et qui forment avec les procédures stockées ce que l'on appelle les "routines"), des événements (non couverts), et également des **triggers**, auxquels un chapitre est consacré à la fin de cette partie.

### Blocs d'instructions et variables locales

#### Blocs d'instructions

Nous avons vu qu'un bloc d'instructions était défini par les mots-clés BEGIN  et END, entre lesquels on met les instructions qui composent le bloc (de zéro à autant d'instructions que l'on veut, séparées bien sûr d'un ;).

Il est possible d'imbriquer plusieurs blocs d'instructions. De même, à l'intérieur d'un bloc d'instructions, plusieurs blocs d'instructions peuvent se suivre. Ceux-ci permettent donc de **structurer les instructions** en plusieurs parties distinctes et sur plusieurs niveaux d'imbrication différents.

BEGIN

SELECT 'Bloc d''instructions principal';

BEGIN

SELECT 'Bloc d''instructions 2, imbriqué dans le bloc principal';

BEGIN

SELECT 'Bloc d''instructions 3, imbriqué dans le bloc d''instructions 2';

END;

END;

BEGIN

SELECT 'Bloc d''instructions 4, imbriqué dans le bloc principal';

END;

END;

Cet exemple montre également l'importance de l'**indentation** pour avoir un code lisible. Ici, toutes les instructions d'un bloc sont au même niveau et décalées vers la droite par rapport à la déclaration du bloc. Cela permet de voir en un coup d’œil où commence et où se termine chaque bloc d'instructions.

#### Variables locales

Nous connaissons déjà les variables utilisateur, qui sont des variables désignées par @. J'ai également mentionné l'existence des variables système, qui sont des variables prédéfinies par MySQL.  
Voyons maintenant les **variables locales**, qui peuvent être définies dans un bloc d'instructions.

##### Déclaration d'une variable locale

La déclaration d'une variable locale se fait avec l'instruction DECLARE  :

DECLARE nom\_variable type\_variable [DEFAULT valeur\_defaut];

Cette instruction doit se trouver tout au début du bloc d'instructions dans lequel la variable locale sera utilisée (donc directement après le BEGIN).

On a donc une structure générale des blocs d'instructions qui se dégage :

BEGIN

-- Déclarations (de variables locales par exemple)

-- Instructions (dont éventuels blocs d'instructions imbriqués)

END;

Tout comme pour les variables utilisateur, le nom des variables locales n'est **pas** sensible à la casse.

Si aucune valeur par défaut n'est précisée, la variable vaudra NULL  tant que sa valeur n'est pas changée.  
Pour changer la valeur d'une variable locale, on peut utiliser SET  ou SELECT ... INTO.

**Exemple :** voici une procédure stockée qui donne la date d'aujourd'hui et de demain.

DELIMITER |

CREATE PROCEDURE aujourdhui\_demain ()

BEGIN

DECLARE v\_date *DATE* DEFAULT CURRENT\_DATE();

-- On déclare une variable locale et on lui met une valeur par défaut

SELECT DATE\_FORMAT(v\_date, '%W %e %M %Y') AS Aujourdhui;

*SET* v\_date = v\_date + INTERVAL 1 DAY;

-- On change la valeur de la variable locale

SELECT DATE\_FORMAT(v\_date, '%W %e %M %Y') AS Demain;

END|

DELIMITER ;

Testons-la :

*SET* lc\_time\_names = 'fr\_FR';

CALL aujourdhui\_demain();

Tout comme pour les paramètres, les variables locales peuvent poser problème si l'on ne fait pas attention au nom qu'on leur donne. En cas de conflit (avec un nom de colonne, par exemple), comme pour les paramètres, le nom sera interprété comme désignant la variable locale en priorité. Par conséquent, toutes mes variables locales seront préfixées par "v\_".

##### Portée des variables locales dans un bloc d'instructions

Les variables locales n'existent que dans le bloc d'instructions dans lequel elles ont été déclarées. Dès que le mot-clé END  est atteint, toutes les variables locales du bloc sont détruites.

**Exemple 1 :**

DELIMITER |

CREATE PROCEDURE test\_portee1()

BEGIN

DECLARE v\_test1 *INT* DEFAULT 1;

BEGIN

DECLARE v\_test2 *INT* DEFAULT 2;

SELECT 'Imbriqué' AS Bloc;

SELECT v\_test1, v\_test2;

END;

SELECT 'Principal' AS Bloc;

SELECT v\_test1, v\_test2;

END|

DELIMITER ;

CALL test\_portee1();

**Exemple 2 :**

DELIMITER |

CREATE PROCEDURE test\_portee2()

BEGIN

DECLARE v\_test1 *INT* DEFAULT 1;

BEGIN

DECLARE v\_test2 *INT* DEFAULT 2;

SELECT 'Imbriqué 1' AS Bloc;

SELECT v\_test1, v\_test2;

END;

BEGIN

SELECT 'imbriqué 2' AS Bloc;

SELECT v\_test1, v\_test2;

END;

END|

DELIMITER ;

CALL test\_portee2();

**Exemple 3 :**

DELIMITER |

CREATE PROCEDURE test\_portee3()

BEGIN

DECLARE v\_test *INT* DEFAULT 1;

SELECT v\_test AS 'Bloc principal';

BEGIN

DECLARE v\_test *INT* DEFAULT 0;

SELECT v\_test AS 'Bloc imbriqué';

*SET* v\_test = 2;

SELECT v\_test AS 'Bloc imbriqué après modification';

END;

SELECT v\_test AS 'Bloc principal';

END |

DELIMITER ;

CALL test\_portee3();

La variable locale v\_test est déclarée dans le bloc principal et dans le bloc imbriqué, avec deux valeurs différentes. Mais lorsque l'on revient dans le bloc principal après exécution du bloc d'instructions imbriqué, v\_test a toujours la valeur qu'elle avait avant l'exécution de ce bloc et sa deuxième déclaration. Il s'agit donc bien de **deux variables locales distinctes**.

### Structures conditionnelles

Les structures conditionnelles permettent de déclencher une action ou une série d'instructions lorsqu'une condition préalable est remplie.

MySQL propose deux structures conditionnelles : IF  et CASE.

#### La structure IF

Voici la syntaxe de la structure IF  :

IF condition THEN instructions

[ELSEIF autre\_condition THEN instructions

[ELSEIF ...]]

[ELSE instructions]

END IF;

##### Le cas le plus simple : si la condition est vraie, alors on exécute ces instructions.

Voici la structure minimale d'un IF  :

IF condition THEN

instructions

END IF;

Soit on exécute les instructions (si la condition est vraie), soit on ne les exécute pas.

**Exemple :** la procédure suivante affiche 'J''ai déjà été adopté !', si c'est le cas, à partir de l'id d'un animal.

DELIMITER |

CREATE PROCEDURE est\_adopte(IN p\_animal\_id *INT*)

BEGIN

DECLARE v\_nb *INT* DEFAULT 0;

-- On crée une variable locale

SELECT COUNT(\*) INTO v\_nb

FROM Adoption

WHERE animal\_id = p\_animal\_id;

-- On met le nombre de lignes correspondant à l'animal dans Adoption dans notre variable locale

IF v\_nb > 0 THEN

-- On teste si v\_nb est supérieur à 0 (donc si l'animal a été adopté)

SELECT 'J''ai déjà été adopté !';

END IF;

-- Et on n'oublie surtout pas le END IF et le ; final

END |

DELIMITER ;

CALL est\_adopte(3);

CALL est\_adopte(28);

Seul le premier appel à la procédure va afficher 'J''ai déjà été adopté !', puisque l'animal 3 est présent dans la table Adoption, contrairement à l'animal 28.

##### Deuxième cas : si ... alors, sinon ...

Grâce au mot-clé ELSE, on peut définir une série d'instructions à exécuter si la condition est fausse.

ELSE  ne doit **pas** être suivi de THEN.

**Exemple :** la procédure suivante affiche 'Je suis né avant 2010'  ou 'Je suis né après 2010', selon la date de naissance de l'animal transmis en paramètre.

DELIMITER |

CREATE PROCEDURE avant\_apres\_2010(IN p\_animal\_id *INT*)

BEGIN

DECLARE v\_annee *INT*;

SELECT YEAR(date\_naissance) INTO v\_annee

FROM Animal

WHERE id = p\_animal\_id;

IF v\_annee < 2010 THEN

SELECT 'Je suis né avant 2010' AS naissance;

ELSE -- Pas de THEN

SELECT 'Je suis né après 2010' AS naissance;

END IF; -- Toujours obligatoire

END |

DELIMITER ;

CALL avant\_apres\_2010(34); -- Né le 20/04/2008

CALL avant\_apres\_2010(69); -- Né le 13/02/2012

##### Troisième et dernier cas : plusieurs conditions alternatives

Enfin, le mot-clé ELSEIF... THEN  permet de vérifier d'autres conditions (en dehors de la condition du IF), chacune ayant une série d'instructions définies à exécuter en cas de véracité. Si plusieurs conditions sont vraies en même temps, seule la première rencontrée verra ses instructions exécutées.  
On peut bien sûr toujours (mais ce n'est pas obligatoire) ajouter un ELSE  pour le cas où aucune condition ne serait vérifiée.

**Exemple :** cette procédure affiche un message différent selon le sexe de l'animal passé en paramètre.

DELIMITER |

CREATE PROCEDURE message\_sexe(IN p\_animal\_id *INT*)

BEGIN

DECLARE v\_sexe *VARCHAR*(10);

SELECT sexe INTO v\_sexe

FROM Animal

WHERE id = p\_animal\_id;

IF (v\_sexe = 'F') THEN -- Première possibilité

SELECT 'Je suis une femelle !' AS sexe;

ELSEIF (v\_sexe = 'M') THEN -- Deuxième possibilité

SELECT 'Je suis un mâle !' AS sexe;

ELSE -- Défaut

SELECT 'Je suis en plein questionnement existentiel...' AS sexe;

END IF;

END|

DELIMITER ;

CALL message\_sexe(8); -- Mâle

CALL message\_sexe(6); -- Femelle

CALL message\_sexe(9); -- Ni l'un ni l'autre

Il peut bien sûr y avoir autant de ELSEIF... THEN  que l'on veut (mais un seul ELSE).

#### La structure CASE

Deux syntaxes sont possibles pour utiliser CASE.

##### Première syntaxe : conditions d'égalité

CASE valeur\_a\_comparer

WHEN possibilite1 THEN instructions

[WHEN possibilite2 THEN instructions] ...

[ELSE instructions]

END CASE;

**Exemple :** on reprend la procédure message\_sexe(), et on l'adapte pour utiliser CASE.

DELIMITER |

CREATE PROCEDURE message\_sexe2(IN p\_animal\_id *INT*)

BEGIN

DECLARE v\_sexe *VARCHAR*(10);

SELECT sexe INTO v\_sexe

FROM Animal

WHERE id = p\_animal\_id;

CASE v\_sexe

WHEN 'F' THEN -- Première possibilité

SELECT 'Je suis une femelle !' AS sexe;

WHEN 'M' THEN -- Deuxième possibilité

SELECT 'Je suis un mâle !' AS sexe;

ELSE -- Défaut

SELECT 'Je suis en plein questionnement existentiel...' AS sexe;

END CASE;

END|

DELIMITER ;

CALL message\_sexe2(8); -- Mâle

CALL message\_sexe2(6); -- Femelle

CALL message\_sexe2(9); -- Ni l'un ni l'autre

On définit donc v\_sexe comme point de comparaison. Chaque WHEN  donne alors un élément auquel v\_sexe doit être comparé. Les instructions exécutées seront celles du WHEN  dont l'élément est égal à v\_sexe. Le ELSE  sera exécuté si aucun WHEN  ne correspond.

Ici, on compare une variable locale (v\_sexe) à des chaînes de caractères ('F'  et 'M'), mais on peut utiliser différents types d'éléments. Voici les principaux :

* des variables locales ;
* des variables utilisateur ;
* des valeurs constantes de tous types (0, 'chaîne', 5.67, '2012-03-23'…) ;
* des expressions (2 + 4, NOW(), CONCAT(nom, ' ', prenom)…) ;
* …

Cette syntaxe ne permet pas de faire des comparaisons avec NULL, puisqu'elle utilise une comparaison de type valeur1 = valeur2. Or cette comparaison est inutilisable dans le cas de NULL. Il faudra donc utiliser la seconde syntaxe, avec le test IS NULL.

##### Seconde syntaxe : toutes conditions

Cette seconde syntaxe ne compare pas un élément à différentes valeurs, mais utilise simplement des conditions classiques et permet donc de faire des comparaisons de type "plus grand que", "différent de", etc. (bien entendu, elle peut également être utilisée pour des égalités).

CASE

WHEN condition THEN instructions

[WHEN condition THEN instructions] ...

[ELSE instructions]

END CASE

**Exemple :** on reprend la procédure avant\_apres\_2010(), que l'on réécrit avec CASE, et en donnant une possibilité en plus. De plus, on passe le message en paramètre OUT  pour changer un peu.

DELIMITER |

CREATE PROCEDURE avant\_apres\_2010\_case (IN p\_animal\_id *INT*, OUT p\_message *VARCHAR*(100))

BEGIN

DECLARE v\_annee *INT*;

SELECT YEAR(date\_naissance) INTO v\_annee

FROM Animal

WHERE id = p\_animal\_id;

CASE

WHEN v\_annee < 2010 THEN

*SET* p\_message = 'Je suis né avant 2010.';

WHEN v\_annee = 2010 THEN

*SET* p\_message = 'Je suis né en 2010.';

ELSE

*SET* p\_message = 'Je suis né après 2010.';

END CASE;

END |

DELIMITER ;

CALL avant\_apres\_2010\_case(59, @message);

SELECT @message;

CALL avant\_apres\_2010\_case(62, @message);

SELECT @message;

CALL avant\_apres\_2010\_case(69, @message);

SELECT @message;

##### Comportement particulier : aucune correspondance trouvée

En l'absence de clause ELSE, si aucune des conditions posées par les différentes clauses WHEN  n'est remplie (quelle que soit la syntaxe utilisée), une erreur est déclenchée.

Par exemple, cette procédure affiche une salutation différente selon la terminaison du nom de l'animal passé en paramètre :

DELIMITER |

CREATE PROCEDURE salut\_nom(IN p\_animal\_id *INT*)

BEGIN

DECLARE v\_terminaison *CHAR*(1);

SELECT SUBSTRING(nom, -1, 1) INTO v\_terminaison

-- Une position négative signifie qu'on recule au lieu d'avancer, -1 est donc la dernière lettre du nom..

FROM Animal

WHERE id = p\_animal\_id;

CASE v\_terminaison

WHEN 'a' THEN

SELECT 'Bonjour !' AS Salutations;

WHEN 'o' THEN

SELECT 'Salut !' AS Salutations;

WHEN 'i' THEN

SELECT 'Coucou !' AS Salutations;

END CASE;

END|

DELIMITER ;

CALL salut\_nom(69); -- Baba

CALL salut\_nom(5); -- Choupi

CALL salut\_nom(29); -- Fiero

CALL salut\_nom(54); -- Bubulle

L'appel de la procédure avec Bubulle présente un cas qui n'est pas couvert par les trois WHEN. Une erreur est donc déclenchée.

Donc, si l'on n'est pas sûr d'avoir couvert tous les cas possibles, il faut toujours ajouter une clause ELSE  pour éviter les erreurs.  
Si l'on veut qu'aucune instruction ne soit exécutée par le ELSE, il suffit de mettre un bloc d'instructions vide (BEGIN END;).

**Exemple :** reprenons la procédure salut\_nom(), et ajoutons-lui une clause ELSE  vide :

DROP PROCEDURE salut\_nom;

DELIMITER |

CREATE PROCEDURE salut\_nom(IN p\_animal\_id *INT*)

BEGIN

DECLARE v\_terminaison *CHAR*(1);

SELECT SUBSTRING(nom, -1, 1) INTO v\_terminaison

FROM Animal

WHERE id = p\_animal\_id;

CASE v\_terminaison

WHEN 'a' THEN

SELECT 'Bonjour !' AS Salutations;

WHEN 'o' THEN

SELECT 'Salut !' AS Salutations;

WHEN 'i' THEN

SELECT 'Coucou !' AS Salutations;

ELSE

BEGIN -- Bloc d'instructions vide

END;

END CASE;

END|

DELIMITER ;

CALL salut\_nom(69); -- Baba

CALL salut\_nom(5); -- Choupi

CALL salut\_nom(29); -- Fiero

CALL salut\_nom(54); -- Bubulle

Cette fois, pas d'erreur. Le dernier appel (avec Bubulle) n'affiche simplement rien.

Il faut au minimum une instruction ou un bloc d'instructions par clause WHEN  et par clause ELSE. Un bloc vide BEGIN END;  est donc nécessaire si l'on ne veut rien exécuter.

#### Utiliser une structure conditionnelle directement dans une requête

Jusqu'ici, on a vu l'usage des structures conditionnelles dans des procédures stockées. Il est cependant possible d'utiliser une structure CASE  dans une simple requête.

Par exemple, écrivons une requête SELECT  suivant le même principe que la procédure message\_sexe() :

SELECT id, nom, CASE

WHEN sexe = 'M' THEN 'Je suis un mâle !'

WHEN sexe = 'F' THEN 'Je suis une femelle !'

ELSE 'Je suis en plein questionnement existentiel...'

END AS message

FROM Animal

WHERE id IN (9, 8, 6);

Quelques remarques :

* On peut utiliser les deux syntaxes de CASE.
* Il faut clôturer le CASE  par END, et non par END CASE  (et bien sûr ne pas mettre de ; si la requête n'est pas finie).
* Ce n'est pas limité aux clauses SELECT, on peut tout à fait utiliser un CASE  dans une clause WHERE, par exemple.
* Ce n'est par conséquent pas non plus limité aux requêtes SELECT, on peut l'utiliser dans n'importe quelle requête.

Il n'est par contre pas possible d'utiliser une structure IF  dans une requête. Cependant, il existe une **fonction**IF(), beaucoup plus limitée, dont la syntaxe est la suivante :

IF(condition, valeur\_si\_vrai, valeur\_si\_faux)

**Exemple :**

SELECT nom, IF(sexe = 'M', 'Je suis un mâle', 'Je ne suis pas un mâle') AS sexe

FROM Animal

WHERE espece\_id = 5;

### Boucles

Une boucle est une structure qui permet de répéter plusieurs fois une série d'instructions. Il existe trois types de boucles en MySQL : WHILE, LOOP  et REPEAT.

#### La boucle WHILE

La boucle WHILE  permet de répéter une série d'instructions **tant que la condition donnée reste vraie**.

WHILE condition DO

-- Attention de ne pas oublier le DO, erreur classique

instructions

END WHILE;

**Exemple :** la procédure suivante affiche les nombres entiers de 1 à p\_nombre (passé en paramètre).

DELIMITER |

CREATE PROCEDURE compter\_jusque\_while(IN p\_nombre *INT*)

BEGIN

DECLARE v\_i *INT* DEFAULT 1;

WHILE v\_i <= p\_nombre DO

SELECT v\_i AS nombre;

*SET* v\_i = v\_i + 1;

-- À ne surtout pas oublier, sinon la condition restera vraie

END WHILE;

END |

DELIMITER ;

CALL compter\_jusque\_while(3);

Vérifiez que votre condition devient bien fausse après un certain nombre d'itérations de la boucle. Sinon, vous vous retrouvez avec une boucle infinie (qui ne s'arrête jamais).

#### La boucle REPEAT

La boucle REPEAT  travaille en quelque sorte de manière opposée à WHILE, puisqu'elle exécute des instructions de la boucle **jusqu'à ce que la condition donnée devienne vraie**.

**Exemple :** voici la même procédure écrite avec une boucle REPEAT.

DELIMITER |

CREATE PROCEDURE compter\_jusque\_repeat(IN p\_nombre *INT*)

BEGIN

DECLARE v\_i *INT* DEFAULT 1;

REPEAT

SELECT v\_i AS nombre;

*SET* v\_i = v\_i + 1;

-- À ne surtout pas oublier, sinon la condition restera vraie

UNTIL v\_i > p\_nombre END REPEAT;

END |

DELIMITER ;

CALL compter\_jusque\_repeat(3);

Attention, comme la condition d'une boucle REPEAT  est vérifiée après le bloc d'instructions de la boucle, **on passe au moins une fois dans la boucle**, même si la condition est tout de suite fausse !

**Test**

-- Condition fausse dès le départ, on ne rentre pas dans la boucle

CALL compter\_jusque\_while(0);

-- Condition fausse dès le départ, on rentre quand même une fois dans la boucle

CALL compter\_jusque\_repeat(0);

#### Donner un label à une boucle

Il est possible de donner un label (un nom) à une boucle, ou à un bloc d'instructions défini par BEGIN... END. Il suffit pour cela de faire précéder l'ouverture de la boucle/du bloc par ce label, suivi de :.

La fermeture de la boucle/du bloc peut alors faire référence à ce label (mais ce n'est pas obligatoire).

Un label ne peut pas dépasser 16 caractères.

**Exemples**

-- Boucle WHILE

-- ------------

super\_while: WHILE condition DO

-- La boucle a pour label "super\_while"

instructions

END WHILE super\_while;

-- On ferme en donnant le label de la boucle (facultatif)

-- Boucle REPEAT

-- -------------

repeat\_genial: REPEAT -- La boucle s'appelle "repeat\_genial"

instructions

UNTIL condition END REPEAT;

-- Cette fois, on choisit de ne pas faire référence au label lors de la fermeture

-- Bloc d'instructions

-- -------------------

bloc\_extra: BEGIN -- Le bloc a pour label "bloc\_extra"

instructions

END bloc\_extra;

Mais en quoi cela peut-il être utile ?

D'une part, cela peut permettre de **clarifier le code** lorsqu'il y a beaucoup de boucles et de blocs d'instructions imbriqués. D'autre part, il est nécessaire de donner un label aux boucles et aux blocs d'instructions pour lesquels on veut pouvoir **utiliser les instructions ITERATE  et LEAVE**.

#### Les instructions LEAVE  et ITERATE

##### LEAVE  : quitter la boucle ou le bloc d'instructions

L'instruction LEAVE  peut s'utiliser**dans une boucle ou un bloc d'instructions** et **déclenche la sortie immédiate de la structure dont le label est donné**.

LEAVE label\_structure;

**Exemple :** cette procédure incrémente de 1 et affiche un nombre entier passé en paramètre. Et cela 4 fois maximum. Mais si l'on trouve un multiple de 10, la boucle s'arrête.

DELIMITER |

CREATE PROCEDURE test\_leave1(IN p\_nombre *INT*)

BEGIN

DECLARE v\_i *INT* DEFAULT 4;

SELECT 'Avant la boucle WHILE';

while1: WHILE v\_i > 0 DO

*SET* p\_nombre = p\_nombre + 1; -- On incrémente le nombre de 1

IF p\_nombre%10 = 0 THEN -- Si p\_nombre est divisible par 10,

SELECT 'Stop !' AS 'Multiple de 10';

LEAVE while1; -- On quitte la boucle WHILE.

END IF;

SELECT p\_nombre; -- On affiche p\_nombre

*SET* v\_i = v\_i - 1; -- Attention de ne pas l'oublier

END WHILE while1;

SELECT 'Après la boucle WHILE';

END|

DELIMITER ;

CALL test\_leave1(3); -- La boucle s'exécutera 4 fois

**Exemple :** voici la même procédure. Cette fois-ci, un multiple de 10 provoque l'arrêt de toute la procédure, pas seulement de la boucle WHILE.

DELIMITER |

CREATE PROCEDURE test\_leave2(IN p\_nombre *INT*)

corps\_procedure: BEGIN

-- On donne un label au bloc d'instructions principal

DECLARE v\_i *INT* DEFAULT 4;

SELECT 'Avant la boucle WHILE';

while1: WHILE v\_i > 0 DO

*SET* p\_nombre = p\_nombre + 1; -- On incrémente le nombre de 1

IF p\_nombre%10 = 0 THEN -- Si p\_nombre est divisible par 10,

SELECT 'Stop !' AS 'Multiple de 10';

LEAVE corps\_procedure; -- je quitte la procédure.

END IF;

SELECT p\_nombre; -- On affiche p\_nombre

*SET* v\_i = v\_i - 1; -- Attention de ne pas l'oublier

END WHILE while1;

SELECT 'Après la boucle WHILE';

END|

DELIMITER ;

CALL test\_leave2(8);

'Après la boucle WHILE'  ne s'affiche plus lorsque l'instruction LEAVE  est déclenchée, puisque l'on quitte la procédure stockée avant d'arriver à l'instruction SELECT  qui suit la boucle WHILE.

En revanche, LEAVE  ne permet pas de quitter directement une structure conditionnelle (IF  ou CASE). Il n'est d'ailleurs pas non plus possible de donner un label à ces structures. Cette restriction est cependant aisément contournable en utilisant les blocs d'instructions.

**Exemple :** la procédure suivante affiche les nombres de 4 à 1 en précisant s'ils sont pairs. Sauf pour le nombre 2, pour lequel une instruction LEAVE  empêche l'affichage habituel.

DELIMITER |

CREATE PROCEDURE test\_leave3()

BEGIN

DECLARE v\_i *INT* DEFAULT 4;

WHILE v\_i > 0 DO

IF v\_i%2 = 0 THEN

if\_pair: BEGIN

IF v\_i = 2 THEN -- Si v\_i vaut 2

LEAVE if\_pair;

-- On quitte le bloc "if\_pair", ce qui revient à quitter la structure IF v\_i%2 = 0

END IF;

SELECT CONCAT(v\_i, ' est pair') AS message;

END if\_pair;

ELSE

if\_impair: BEGIN

SELECT CONCAT(v\_i, ' est impair') AS message;

END if\_impair;

END IF;

*SET* v\_i = v\_i - 1;

END WHILE;

END|

DELIMITER ;

CALL test\_leave3();

**Exemple :** la procédure suivante affiche les nombres de 1 à 3, avec un message avant le IF  et après le IF. Sauf pour le nombre 2, qui relance une itération de la boucle dans le IF.

DELIMITER |

CREATE PROCEDURE test\_iterate()

BEGIN

DECLARE v\_i *INT* DEFAULT 0;

boucle\_while: WHILE v\_i < 3 DO

*SET* v\_i = v\_i + 1;

SELECT v\_i, 'Avant IF' AS message;

IF v\_i = 2 THEN

ITERATE boucle\_while;

END IF;

SELECT v\_i, 'Après IF' AS message;

-- Ne sera pas exécuté pour v\_i = 2

END WHILE;

END |

DELIMITER ;

CALL test\_iterate();

#### La boucle LOOP

On a gardé la boucle LOOP  pour la fin, parce qu'elle est un peu particulière. En effet, voici sa syntaxe :

[label:] LOOP

instructions

END LOOP [label]

Vous voyez bien : il n'est question de condition nulle part. En fait, une boucle LOOP  doit intégrer dans ses instructions un élément qui va la faire s'arrêter : typiquement, une instruction LEAVE. Sinon, c'est une boucle infinie.

**Exemple :** à nouveau une procédure qui affiche les nombres entiers de 1 à p\_nombre.

DELIMITER |

CREATE PROCEDURE compter\_jusque\_loop(IN p\_nombre *INT*)

BEGIN

DECLARE v\_i *INT* DEFAULT 1;

boucle\_loop: LOOP

SELECT v\_i AS nombre;

*SET* v\_i = v\_i + 1;

IF v\_i > p\_nombre THEN

LEAVE boucle\_loop;

END IF;

END LOOP;

END |

DELIMITER ;

CALL compter\_jusque\_loop(3);

## Gestionnaires d'erreurs, curseurs et utilisation avancée

Dans ce chapitre, nous verrons tout d'abord deux structures utilisables dans les blocs d'instructions qui vont vous ouvrir d'énormes possibilités :

* les **gestionnaires d'erreurs**, qui permettent de gérer les cas où une erreur se produirait pendant l'exécution d'une série d'instructions ;
* les **curseurs**, qui permettent de parcourir les lignes de résultat d'une requête SELECT.

Ensuite, nous verrons quelques cas d'utilisation avancée des blocs d'instructions, utilisant non seulement les structures décrites dans ce chapitre et le précédent, mais également d'autres notions et objets (transaction, variables utilisateur, etc.).

### Gestion des erreurs

Il arrive régulièrement qu'un traitement soit susceptible de générer une erreur SQL. Prenons la procédure suivante, qui enregistre une adoption :

DELIMITER |

CREATE PROCEDURE ajouter\_adoption(IN p\_client\_id *INT*, IN p\_animal\_id *INT*, IN p\_date *DATE*, IN p\_paye TINYINT)

BEGIN

DECLARE v\_prix *DECIMAL*(7,2);

SELECT COALESCE(Race.prix, Espece.prix) INTO v\_prix

FROM Animal

INNER JOIN Espece ON Espece.id = Animal.espece\_id

LEFT JOIN Race ON Race.id = Animal.race\_id

WHERE Animal.id = p\_animal\_id;

INSERT INTO Adoption (animal\_id, client\_id, date\_reservation, date\_adoption, prix, paye)

VALUES (p\_animal\_id, p\_client\_id, CURRENT\_DATE(), p\_date, v\_prix, p\_paye);

SELECT 'Adoption correctement ajoutée' AS message;

END|

DELIMITER ;

Plusieurs erreurs sont susceptibles de se déclencher selon les paramètres passés à cette procédure.

**Exemple 1 :** le client n'existe pas.

*SET* @date\_adoption = CURRENT\_DATE() + INTERVAL 7 DAY;

CALL ajouter\_adoption(18, 6, @date\_adoption, 1);

ERROR 1452 (23000): Cannot add or update a child row: a foreign key constraint fails (`elevage`.`Adoption`, CONSTRAINT `Adoption\_ibfk\_1` FOREIGN KEY (`client\_id`) REFERENCES `Client` (`id`))

**Exemple 2 :** l'animal a déjà été adopté.

CALL ajouter\_adoption(12, 21, @date\_adoption, 1);

ERROR 1062 (23000): Duplicate entry '21' for key 'ind\_uni\_animal\_id'

**Exemple 3 :** l'animal n'existe pas, v\_prix est donc NULL.

CALL ajouter\_adoption(12, 102, @date\_adoption, 1);

ERROR 1048 (23000): Column 'prix' cannot be null

Pour empêcher ces erreurs intempestives, deux solutions :

* vérifier chaque paramètre pouvant poser problème (p\_animal\_id et p\_client\_id ne sont pas NULL  et correspondent à quelque chose dans les tables Animal et Client, p\_animal\_id ne correspond pas à un animal déjà adopté, etc.) ;
* utiliser un gestionnaire d'erreurs : c'est ce que nous allons apprendre à faire ici.

#### Création d'un gestionnaire d'erreurs

Voici la syntaxe à utiliser pour créer un gestionnaire d'erreurs :

DECLARE { EXIT | CONTINUE } HANDLER FOR { numero\_erreur | { SQLSTATE identifiant\_erreur } | condition }

instruction ou bloc d'instructions

* Un gestionnaire d'erreurs définit une instruction (une seule !), ou un bloc d'instructions (BEGIN ... END;), qui va être**exécuté en cas d'erreur** correspondant au gestionnaire.
* Tous les gestionnaires d'erreurs doivent être déclarés au même endroit : **après la déclaration des variables locales, mais avant les instructions de la procédure**.
* Un gestionnaire peut soit provoquer l'**arrêt de la procédure** (EXIT), soit **faire reprendre la procédure** après avoir géré l'erreur (CONTINUE).
* On peut identifier le type d'erreur que le gestionnaire va reconnaître de trois manières différentes : **un numéro d'erreur, un identifiant, ou une CONDITION**.
* Un gestionnaire étant défini grâce au mot-clé DECLARE, comme les variables locales, il a exactement **la même portée** que celles-ci.

**Exemples :** ces deux procédures enregistrent une adoption en gérant les erreurs, l'une arrêtant la procédure, l'autre relançant celle-ci.

DELIMITER |

CREATE PROCEDURE ajouter\_adoption\_exit(IN p\_client\_id *INT*, IN p\_animal\_id *INT*, IN p\_date *DATE*, IN p\_paye TINYINT)

BEGIN

DECLARE v\_prix *DECIMAL*(7,2);

DECLARE EXIT HANDLER FOR SQLSTATE '23000'

BEGIN

SELECT 'Une erreur est survenue...';

SELECT 'Arrêt prématuré de la procédure';

END;

SELECT 'Début procédure';

SELECT COALESCE(Race.prix, Espece.prix) INTO v\_prix

FROM Animal

INNER JOIN Espece ON Espece.id = Animal.espece\_id

LEFT JOIN Race ON Race.id = Animal.race\_id

WHERE Animal.id = p\_animal\_id;

INSERT INTO Adoption (animal\_id, client\_id, date\_reservation, date\_adoption, prix, paye)

VALUES (p\_animal\_id, p\_client\_id, CURRENT\_DATE(), p\_date, v\_prix, p\_paye);

SELECT 'Fin procédure' AS message;

END|

CREATE PROCEDURE ajouter\_adoption\_continue(IN p\_client\_id *INT*, IN p\_animal\_id *INT*, IN p\_date *DATE*, IN p\_paye TINYINT)

BEGIN

DECLARE v\_prix *DECIMAL*(7,2);

DECLARE CONTINUE HANDLER FOR SQLSTATE '23000' SELECT 'Une erreur est survenue...';

SELECT 'Début procédure';

SELECT COALESCE(Race.prix, Espece.prix) INTO v\_prix

FROM Animal

INNER JOIN Espece ON Espece.id = Animal.espece\_id

LEFT JOIN Race ON Race.id = Animal.race\_id

WHERE Animal.id = p\_animal\_id;

INSERT INTO Adoption (animal\_id, client\_id, date\_reservation, date\_adoption, prix, paye)

VALUES (p\_animal\_id, p\_client\_id, CURRENT\_DATE(), p\_date, v\_prix, p\_paye);

SELECT 'Fin procédure';

END|

DELIMITER ;

*SET* @date\_adoption = CURRENT\_DATE() + INTERVAL 7 DAY;

CALL ajouter\_adoption\_exit(18, 6, @date\_adoption, 1);

CALL ajouter\_adoption\_continue(18, 6, @date\_adoption, 1);

Les instructions définies par le gestionnaire sont bien exécutées, mais 'Fin procédure'  n'est affiché que dans le cas de ajouter\_adoption\_continue(), qui fait reprendre la procédure une fois l'erreur gérée. La procédure ajouter\_adoption\_exit() utilise un bloc d'instructions et peut donc exécuter plusieurs instructions.

#### Définition de l'erreur gérée

##### Identifiant ou numéro MySQL de l'erreur

Voici la déclaration du gestionnaire dans la procédure ajouter\_adoption\_continue() :

DECLARE CONTINUE HANDLER FOR SQLSTATE '23000' SELECT 'Une erreur est survenue...';

Et voici une des erreurs qui peut être interceptée par ce gestionnaire :

ERROR 1062 (23000): Duplicate entry '21' for key 'ind\_uni\_animal\_id'

Le message d'erreur est constitué de trois éléments importants :

* 1062 : le **numéro d'erreur MySQL** (un nombre entier) ;
* 23000 : l'**identifiant de l'état SQL** (une chaîne de 5 caractères) ;
* Duplicate entry '21' for key 'ind\_uni\_animal\_id' : un message donnant le détail de l'erreur.

**Identifiant de l'état SQL**

Dans la procédure ajouter\_adoption\_continue(), c'est l'identifiant de l'état SQL ('23000') qui a été utilisé.  
Il s'agit d'une chaîne de 5 caractères, renvoyée par le serveur au client pour **informer de la réussite ou de l'échec d'une instruction**. Un identifiant commençant par '00', par exemple, signifie que l'instruction a réussi. '23000'  est l'identifiant renvoyé lorsqu'une erreur concernant une contrainte (NOT NULL, unicité, clé primaire ou secondaire…) a été déclenchée.  
Pour utiliser cet identifiant dans un gestionnaire d'erreurs, il faut le faire précéder de SQLSTATE.

**Numéro d'erreur MySQL**

Pour utiliser le numéro d'erreur SQL, par contre, il suffit de l'indiquer, comme un nombre entier :

DECLARE CONTINUE HANDLER FOR 1062 SELECT 'Une erreur est survenue...';

Ce sont des codes qui, contrairement aux identifiants SQLSTATE, sont **propres à MySQL**. Ils sont aussi en général **plus précis**. L'identifiant SQL '23000', par exemple, correspond à une dizaine de codes d'erreur MySQL différents.

**Quelques exemples de codes souvent rencontrés**

| **Code MySQL** | **SQLSTATE** | **Description** |
| --- | --- | --- |
| 1048 | 23000 | La colonne x ne peut pas être NULL |
| 1169 | 23000 | Violation de contrainte d'unicité |
| 1216 | 23000 | Violation de clé secondaire : insertion ou modification impossible (table avec la clé secondaire) |
| 1217 | 23000 | Violation de clé secondaire : suppression ou modification impossible (table avec la **référence**de la clé secondaire) |
| 1172 | 42000 | Plusieurs lignes de résultats alors que l'on ne peut en avoir qu'une seule. |
| 1242 | 21000 | La sous-requête retourne plusieurs lignes de résultats alors que l'on ne peut en avoir qu'une seule. |

Pour une liste plus complète, il suffit d'aller sur la [documentation officielle](https://dev.mysql.com/doc/refman/5.5/en/error-messages-server.html).

Pour finir, notez qu'il est tout à fait possible d'intercepter des avertissements avec un gestionnaire d'erreurs. Ils sont également représentés par un identifiant SQL et un code d'erreur MySQL. Un avertissement, contrairement à une erreur, ne fait pas échouer l'instruction par défaut, mais en l'interceptant dans une requête stockée avec un gestionnaire, vous pouvez décider du comportement à adopter à la suite de cet avertissement.

Vous aurez, par exemple, un avertissement si vous insérez un DATETIME  dans une colonne DATE, puisque la donnée sera tronquée pour correspondre au type de la colonne (l'heure sera supprimée pour ne garder que la date) : code Mysql 1265, SQLSTATE '01000'.

##### Utilisation d'une CONDITION

Avec un numéro d'erreur MySQL et un identifiant d'état SQL, il existe une troisième manière d'identifier les erreurs reconnues par un gestionnaire : une CONDITION.  
Une CONDITION  est simplement un nom donné à un numéro d'erreur MySQL ou à un identifiant d'état SQL. Cela vous permet de travailler avec des erreurs plus claires.

Voici la syntaxe à utiliser pour nommer une erreur. Il s'agit à nouveau d'un DECLARE. Les déclarations de CONDITION  doivent se trouver avant les déclarations de gestionnaires.

DECLARE nom\_erreur CONDITION FOR { SQLSTATE identifiant\_SQL | numero\_erreur\_MySQL };

**Exemple :** réécrivons la procédure ajouter\_adoption\_exit() en nommant l'erreur.

DROP PROCEDURE ajouter\_adoption\_exit;

DELIMITER |

CREATE PROCEDURE ajouter\_adoption\_exit(IN p\_client\_id *INT*, IN p\_animal\_id *INT*, IN p\_date *DATE*, IN p\_paye TINYINT)

BEGIN

DECLARE v\_prix *DECIMAL*(7,2);

DECLARE violation\_contrainte

CONDITION FOR SQLSTATE '23000';

-- On nomme l'erreur dont l'identifiant est 23000 "violation\_contrainte"

DECLARE EXIT HANDLER FOR violation\_contrainte

-- Le gestionnaire sert donc à intercepter les erreurs de type "violation\_contrainte"

BEGIN

SELECT 'Une erreur est survenue...';

SELECT 'Arrêt prématuré de la procédure';

END;

SELECT 'Début procédure';

SELECT COALESCE(Race.prix, Espece.prix) INTO v\_prix

FROM Animal

INNER JOIN Espece ON Espece.id = Animal.espece\_id

LEFT JOIN Race ON Race.id = Animal.race\_id

WHERE Animal.id = p\_animal\_id;

INSERT INTO Adoption (animal\_id, client\_id, date\_reservation, date\_adoption, prix, paye)

VALUES (p\_animal\_id, p\_client\_id, CURRENT\_DATE(), p\_date, v\_prix, p\_paye);

SELECT 'Fin procédure';

END|

DELIMITER ;

##### Conditions prédéfinies

Il existe trois conditions prédéfinies dans MySQL :

* SQLWARNING  : tous les identifiants SQL commençant par '01', c'est-à-dire les avertissements et les notes ;
* NOT FOUND  : tous les identifiants SQL commençant par '02', et que nous verrons plus en détail avec les curseurs ;
* SQLEXCEPTION  : tous les identifiants SQL ne commençant ni par '00', ni par '01', ni par '02', donc les erreurs.

**Exemple :** réécriture de la procédure ajouter\_adoption\_exit(), de façon à ce que le gestionnaire intercepte toutes les erreurs SQL.

DROP PROCEDURE ajouter\_adoption\_exit;

DELIMITER |

CREATE PROCEDURE ajouter\_adoption\_exit(IN p\_client\_id *INT*, IN p\_animal\_id *INT*, IN p\_date *DATE*, IN p\_paye TINYINT)

BEGIN

DECLARE v\_prix *DECIMAL*(7,2);

DECLARE EXIT HANDLER FOR SQLEXCEPTION

BEGIN

SELECT 'Une erreur est survenue...';

SELECT 'Arrêt prématuré de la procédure';

END;

SELECT 'Début procédure';

SELECT COALESCE(Race.prix, Espece.prix) INTO v\_prix

FROM Animal

INNER JOIN Espece ON Espece.id = Animal.espece\_id

LEFT JOIN Race ON Race.id = Animal.race\_id

WHERE Animal.id = p\_animal\_id;

INSERT INTO Adoption (animal\_id, client\_id, date\_reservation, date\_adoption, prix, paye)

VALUES (p\_animal\_id, p\_client\_id, CURRENT\_DATE(), p\_date, v\_prix, p\_paye);

SELECT 'Fin procédure';

END|

DELIMITER ;

#### Déclarer plusieurs gestionnaires, gérer plusieurs erreurs par gestionnaire

Un gestionnaire peut reconnaître plusieurs types d'erreurs différents. Par ailleurs, il est possible de déclarer plusieurs gestionnaires dans un même bloc d'instructions.

**Exemple :** toujours avec la procédure ajouter\_adoption\_exit(). On peut l'écrire en détaillant différentes erreurs possibles, puis en ajoutant un gestionnaire général qui reconnaîtra les SQLEXCEPTION  et les SQLWARNING, pour tous les cas que l'on ne traite pas dans les autres gestionnaires. Ce qui donne :

DROP PROCEDURE ajouter\_adoption\_exit;

DELIMITER |

CREATE PROCEDURE ajouter\_adoption\_exit(IN p\_client\_id *INT*, IN p\_animal\_id *INT*, IN p\_date *DATE*, IN p\_paye TINYINT)

BEGIN

DECLARE v\_prix *DECIMAL*(7,2);

-- Déclaration des CONDITIONS

DECLARE violation\_cle\_etrangere CONDITION FOR 1452;

DECLARE violation\_unicite CONDITION FOR 1062;

-- Déclaration du gestionnaire pour les erreurs de clés étrangères

DECLARE EXIT HANDLER FOR violation\_cle\_etrangere

BEGIN

SELECT 'Erreur : violation de clé étrangère.';

END;

-- Déclaration du gestionnaire pour les erreurs d'index unique

DECLARE EXIT HANDLER FOR violation\_unicite

BEGIN

SELECT 'Erreur : violation de contrainte d''unicité.';

END;

-- Déclaration du gestionnaire pour toutes les autres erreurs ou avertissements

DECLARE EXIT HANDLER FOR SQLEXCEPTION, SQLWARNING

BEGIN

SELECT 'Une erreur est survenue...';

END;

SELECT 'Début procédure';

SELECT COALESCE(Race.prix, Espece.prix) INTO v\_prix

FROM Animal

INNER JOIN Espece ON Espece.id = Animal.espece\_id

LEFT JOIN Race ON Race.id = Animal.race\_id

WHERE Animal.id = p\_animal\_id;

INSERT INTO Adoption (animal\_id, client\_id, date\_reservation, date\_adoption, prix, paye)

VALUES (p\_animal\_id, p\_client\_id, CURRENT\_DATE(), p\_date, v\_prix, p\_paye);

SELECT 'Fin procédure';

END|

DELIMITER ;

*SET* @date\_adoption = CURRENT\_DATE() + INTERVAL 7 DAY;

CALL ajouter\_adoption\_exit(12, 3, @date\_adoption, 1);

-- Violation unicité (animal 3 est déjà adopté)

CALL ajouter\_adoption\_exit(133, 6, @date\_adoption, 1);

-- Violation clé étrangère (client 133 n'existe pas)

CALL ajouter\_adoption\_exit(NULL, 6, @date\_adoption, 1);

-- Violation de contrainte NOT NULL

Cette procédure montre également que, lorsque plusieurs gestionnaires d'erreurs peuvent correspondre à l'erreur déclenchée (ou à l'avertissement), c'est le plus précis qui est utilisé. C'est la raison pour laquelle une violation de clé étrangère déclenche le gestionnaire FOR violation\_cle\_etrangere  (numéro MySQL 1062), et non le gestionnaire FOR SQLEXCEPTION.

### Curseurs

Nous avons vu qu'il était possible d'exploiter le résultat d'un SELECT  dans un bloc d'instructions en utilisant la commande SELECT colonne(s) INTO variable(s), qui assigne les valeurs sélectionnées à des variables.  
Cependant, SELECT ... INTO  ne peut être utilisé que pour des requêtes qui ne ramènent qu'une seule ligne de résultats.

Les curseurs permettent de **parcourir un jeu de résultats d'une requête SELECT**, quel que soit le nombre de lignes récupérées, et d'en exploiter les valeurs.

Quatre étapes sont nécessaires pour utiliser un curseur.

* Déclaration du curseur : avec une instruction DECLARE.
* Ouverture du curseur : on exécute la requête SELECT  du curseur et on stocke le résultat dans celui-ci.
* Parcours du curseur : on parcourt une à une les lignes.
* Fermeture du curseur.

#### Syntaxe

##### Déclaration du curseur

Comme toutes les instructions DECLARE, la déclaration d'un curseur doit se faire au début du bloc d'instructions pour lequel celui-ci est défini. Plus précisément, on déclare les curseurs **après les variables locales et les conditions**, mais **avant les gestionnaires d'erreurs**.

DECLARE nom\_curseur CURSOR FOR requete\_select;

Un curseur est donc composé d'**un nom**, et d'**une requête SELECT**.

**Exemple :**

DECLARE curseur\_client CURSOR

FOR SELECT \*

FROM Client;

##### Ouverture et fermeture du curseur

En déclarant le curseur, on a donc associé un nom et une requête SELECT. L'ouverture du curseur va provoquer l'exécution de la requête SELECT, ce qui va produire un jeu de résultats.

Une fois que l'on aura parcouru les résultats, il n'y aura plus qu'à fermer le curseur. Si l'on ne le fait pas explicitement, le curseur sera fermé à la fin du bloc d'instructions.

OPEN nom\_curseur;

-- Parcours du curseur et instructions diverses

CLOSE nom\_curseur;

##### Parcours du curseur

Une fois que le curseur a été ouvert et le jeu de résultats récupéré, le curseur place un pointeur sur la première ligne de résultats. Avec la commande FETCH, on récupère la ligne sur laquelle pointe le curseur, et on fait avancer le pointeur vers la ligne de résultats suivante.

FETCH nom\_curseur INTO variable(s);

Bien entendu, comme pour SELECT ... INTO, il faut donner autant de variables dans la clause INTO  que l'on a récupéré de colonnes dans la clause SELECT  du curseur.

**Exemple :** la procédure suivante parcourt les deux premières lignes de la table Client avec un curseur.

DELIMITER |

CREATE PROCEDURE parcours\_deux\_clients()

BEGIN

DECLARE v\_nom, v\_prenom *VARCHAR*(100);

DECLARE curs\_clients CURSOR

FOR SELECT nom, prenom -- Le SELECT récupère deux colonnes

FROM Client

ORDER BY nom, prenom;

-- On trie les clients par ordre alphabétique

OPEN curs\_clients; -- Ouverture du curseur

FETCH curs\_clients INTO v\_nom, v\_prenom;

-- On récupère la première ligne et on assigne les valeurs récupérées à nos variables locales

SELECT CONCAT(v\_prenom, ' ', v\_nom) AS 'Premier client';

FETCH curs\_clients INTO v\_nom, v\_prenom;

-- On récupère la seconde ligne et on assigne les valeurs récupérées à nos variables locales

SELECT CONCAT(v\_prenom, ' ', v\_nom) AS 'Second client';

CLOSE curs\_clients; -- Fermeture du curseur

END|

DELIMITER ;

CALL parcours\_deux\_clients();

#### Restrictions

FETCH  est la seule commande permettant de récupérer une partie d'un jeu de résultats d'un curseur, et elle ne permet qu'une chose : récupérer la ligne de résultats suivante.  
Il n'est pas possible de sauter une ou plusieurs lignes ni d'aller rechercher une ligne précédente. **On ne peut que parcourir les lignes une à une**, de la première à la dernière.

Ensuite, il n'est pas possible de modifier une ligne directement à partir d'un curseur. Il s'agit d'une restriction particulière à MySQL. D'autres SGBD vous permettent des requêtes d'UPDATE  directement sur les curseurs.

Avec Oracle, la requête suivante modifiera la dernière ligne récupérée avec FETCH  :

UPDATE nom\_table

*SET* colonne = valeur

WHERE CURRENT OF nom\_curseur;

Ce n'est, du moins actuellement, absolument **pas possible** avec MySQL !!!

Il vaut d'ailleurs mieux éviter tout UPDATE  sur une table sur laquelle un curseur est ouvert, même sans faire de référence à celui-ci. Le résultat d'un tel UPDATE  serait imprévisible.

Ces restrictions sur les requêtes UPDATE  sont bien entendu également valables pour les suppressions (DELETE).

#### Parcourir intelligemment tous les résultats d'un curseur

Pour récupérer une ligne de résultats, on utilise donc FETCH. Dans la procédure parcours\_deux\_clients(), on voulait récupérer les deux premières lignes, on a donc utilisé deux FETCH.  
Cependant, la plupart du temps, on ne veut pas seulement utiliser les deux premières lignes, mais toutes ! Or, sauf exception, on ne sait pas combien de lignes seront sélectionnées.

On veut donc parcourir une à une les lignes de résultats et leur appliquer un traitement, sans savoir à l'avance combien de fois ce traitement devra être répété.  
Pour cela, on utilise une boucle ! WHILE, REPEAT  ou LOOP. Il n'y a plus qu'à trouver une condition pour arrêter la boucle une fois tous les résultats parcourus.

##### Condition d'arrêt

Voyons ce qui se passe lorsque l'on fait un FETCH  alors qu'il n'y a plus, ou pas, de résultats.  
Voici une procédure qui sélectionne les clients selon une ville donnée en paramètre. Les lignes sont récupérées et affichées grâce au FETCH, placé dans une boucle LOOP. Je rappelle que cette boucle ne définit pas de condition d'arrêt : il est nécessaire d'ajouter une instruction LEAVE  pour l'arrêter. Ici, pour tester, on ne mettra pas d'instruction LEAVE.

DELIMITER |

CREATE PROCEDURE test\_condition(IN p\_ville *VARCHAR*(100))

BEGIN

DECLARE v\_nom, v\_prenom *VARCHAR*(100);

DECLARE curs\_clients CURSOR

FOR SELECT nom, prenom

FROM Client

WHERE ville = p\_ville;

OPEN curs\_clients;

LOOP

FETCH curs\_clients INTO v\_nom, v\_prenom;

SELECT CONCAT(v\_prenom, ' ', v\_nom) AS 'Client';

END LOOP;

CLOSE curs\_clients;

END|

DELIMITER ;

Voyons donc ce que cela donne pour une ville dans laquelle quelques clients habitent.

CALL test\_condition('Houtsiplou');

ERROR 1329 (02000): No data - zero rows fetched, selected, or processed

Tentons ensuite l'expérience avec une ville qui ne donnera aucun résultat.

CALL test\_condition('Bruxelles');

ERROR 1329 (02000): No data - zero rows fetched, selected, or processed

On a la même erreur dans les deux cas, lorsque l'on essaye de faire un FETCH  alors qu'il n'y a pas ou plus de ligne à récupérer. Or, vous vous souvenez peut-être d'une condition prédéfinie pour les gestionnaires d'erreurs, NOT FOUND, qui représente les erreurs dont l'identifiant SQL commence par '02', ce qui est le cas ici.

On va donc utiliser cette condition pour arrêter la boucle : on définit un gestionnaire pour la condition NOT FOUND, qui change la valeur d'une variable locale. Cette variable locale vaut 0 au départ, et passe à 1 quand le gestionnaire est déclenché (donc quand il n'y a plus de ligne). Il suffit alors d'ajouter une structure IF  qui vérifie la valeur de la variable locale une fois le FETCH  exécuté. Si elle vaut 1, on quitte la boucle.

**Exemple :** la procédure test\_condition2() ci-dessous fait la même chose que test\_condition(), mais inclut le gestionnaire d'erreurs et le IF  nécessaires pour stopper la boucle dès que toutes les lignes sélectionnées ont été parcourues :

DELIMITER |

CREATE PROCEDURE test\_condition2(IN p\_ville *VARCHAR*(100))

BEGIN

DECLARE v\_nom, v\_prenom *VARCHAR*(100);

DECLARE fin TINYINT DEFAULT 0;

-- Variable locale utilisée pour stopper la boucle

DECLARE curs\_clients CURSOR

FOR SELECT nom, prenom

FROM Client

WHERE ville = p\_ville;

-- Gestionnaire d'erreur pour la condition NOT FOUND

DECLARE CONTINUE HANDLER FOR NOT FOUND *SET* fin = 1;

OPEN curs\_clients;

loop\_curseur: LOOP

FETCH curs\_clients INTO v\_nom, v\_prenom;

-- Structure IF pour quitter la boucle à la fin des résultats

IF fin = 1 THEN

LEAVE loop\_curseur;

END IF;

SELECT CONCAT(v\_prenom, ' ', v\_nom) AS 'Client';

END LOOP;

CLOSE curs\_clients;

END|

DELIMITER ;

CALL test\_condition2('Houtsiplou');

CALL test\_condition2('Bruxelles');

Je vous laisse le soin, si vous le désirez, de réécrire cette procédure en utilisant une boucle WHILE  ou une boucle REPEAT. C'est un excellent exercice ! ![:)](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABMAAAATCAMAAAEyifZoAAAAY1BMVEX/tFr/+an/6pj/2YT/3Yn/vWX/1X//9qX/uF//0Xz/7p3/znf/+6z/umH/xG3/7Jr/5JH/9KPmolD/4Y2UlJT/y3T/wWn/tl3/x3D//7D//a7Xl0uodjr/slj///8AAAD////kIWupAAAAIXRSTlP//////////////////////////////////////////wCfwdAhAAAA5UlEQVQYGQXBh2HEMBADQSh/zpaYjtj+q/SMMHIPEQhUkryKrUwW6x67wCCXcUdj7ruVrkcgQkbg8fJdDeJZsn9rCuR5vD3TPcLC98OOxQjABhBgGxC0yzg1EEfJt/lckYf86/47WZ8t96E/VPV5bdu0nKLKZ6d7OCzq3XZUBC1ibyDANiAA7BYRzQZAgI/3cBve4zxdqwHh9i459156X6+Poxm5PYeSs93ta0pHNMuf12Uoudwu09++HxHVcjvP0/c1n9NyKCLULNz2x8PLSRGOWJoR4KqIiIhTqgYEgN1qrc0G4B8FHyJnCxBjUAAAAABJRU5ErkJggg==)

Notez que ce n'est pas la seule solution pour arrêter la boucle. On pourrait par exemple compter le nombre de lignes récupérées, grâce à la fonction FOUND\_ROWS()  (dont on a déjà parlé dans le [chapitre sur les fonctions](http://www.siteduzero.com/tutoriel-3-509482-1-rappels-et-introduction.html#ss_part_3)). Cependant, cette utilisation du gestionnaire d'erreurs est la solution la plus utilisée, et je la trouve personnellement très élégante.

##### Le cas des booléens chez MySQL

Un booléen, en informatique, est un type de donnée pouvant prendre deux états : vrai ou faux.  
MySQL ne propose pas ce type de données. Avec MySQL, on représente la valeur "vrai" par 1, et la valeur "faux" par 0.

**Démonstration :**

SELECT 1 = 1, 1 = 2;

-- 1 = 1 est vrai, bien sûr. Contrairement à 1 = 2

Par conséquent, pour représenter un booléen, on utilise en général un TINYINT, valant soit 0, soit 1. C'est ce que l'on a fait pour la colonne paye de la table Client, par exemple.

Une autre conséquence est que la structure IF, que l'on utilise dans la procédure test\_condition2(), peut être réécrite de la manière suivante :

IF fin THEN

LEAVE loop\_curseur;

END IF;

Et pour améliorer encore la lisibilité pour les données de ce genre, MySQL a créé plusieurs synonymes que l'on peut utiliser dans ces situations.

* BOOL  et BOOLEAN  sont synonymes de TINYINT(1).
* TRUE  est synonyme de 1.
* FALSE  est synonyme de 0.

On peut donc réécrire la procédure test\_condition2() en utilisant ces synonymes.

DROP PROCEDURE test\_condition2;

DELIMITER |

CREATE PROCEDURE test\_condition2(IN p\_ville *VARCHAR*(100))

BEGIN

DECLARE v\_nom, v\_prenom *VARCHAR*(100);

-- On déclare fin comme un BOOLEAN, avec FALSE pour défaut

DECLARE fin BOOLEAN DEFAULT FALSE;

DECLARE curs\_clients CURSOR

FOR SELECT nom, prenom

FROM Client

WHERE ville = p\_ville;

-- On utilise TRUE au lieu de 1

DECLARE CONTINUE HANDLER FOR NOT FOUND *SET* fin = TRUE;

OPEN curs\_clients;

loop\_curseur: LOOP

FETCH curs\_clients INTO v\_nom, v\_prenom;

IF fin THEN -- Plus besoin de "= 1"

LEAVE loop\_curseur;

END IF;

SELECT CONCAT(v\_prenom, ' ', v\_nom) AS 'Client';

END LOOP;

CLOSE curs\_clients;

END|

DELIMITER ;

### Utilisation avancée des blocs d'instructions

Vous avez maintenant vu les principales structures qu'il est possible d'utiliser dans un bloc d'instructions. Nous allons ici combiner ces structures avec des objets ou notions vues précédemment.

La puissance du langage SQL (et de tous les langages informatiques) réside dans le fait que l'on peut **combiner différentes notions pour réaliser des traitements complexes**. Voici quelques exemples de telles combinaisons.  
Notez que ces exemples utilisent tous des procédures stockées, mais la plupart sont adaptables à d'autres objets, comme les triggers, les fonctions stockées ou les événements.

#### Utiliser des variables utilisateur dans un bloc d'instructions

En plus des variables locales, il est tout à fait possible d'utiliser des variables utilisateur dans un bloc d'instructions. Mais n'oubliez pas qu'**une variable utilisateur est définie pour toute la session, pas uniquement le bloc**, même si elle est créée à l'intérieur de celui-ci.

**Exemple :** procédure stockée utilisant une variable utilisateur.

DELIMITER |

CREATE PROCEDURE test\_vu()

BEGIN

*SET* @var = 15;

END|

DELIMITER ;

SELECT @var; -- @var n'existe pas encore, on ne l'a pas définie

CALL test\_vu(); -- On exécute la procédure

SELECT @var;

-- @var vaut maintenant 15, même en dehors de la procédure, puisqu'elle est définie partout dans la session

Voyant cela, on pourrait être tenté d'utiliser des variables utilisateur à la place des paramètres OUT  et INOUT  des procédures stockées.

Cependant, il convient d'être extrêmement prudent lorsque l'on utilise des variables utilisateur dans un bloc d'instructions.  
Si l'on reste par exemple dans le contexte des procédures stockées, un des intérêts de celles-ci est d'avoir une interface entre la base de données et l'utilisateur. L'utilisateur n'est donc pas nécessairement conscient des variables utilisateur qui sont définies ou modifiées dans la procédure. Il pourrait donc définir des variables utilisateur, puis exécuter une procédure et constater que certaines de ses variables ont été écrasées par la procédure.

Ainsi dans le code suivant :

*SET* @var = 'Bonjour';

CALL test\_vu();

SELECT @var; -- Donne 15 !

Un utilisateur inconscient du fait que test\_vu() modifie @var  pourrait bien y perdre des cheveux !

Un raisonnement similaire peut être tenu pour les autres objets utilisant les blocs d'instructions.  
Évitez donc les variables utilisateur dans les blocs quand c'est possible (et nous allons bientôt voir un cas où ce n'est pas possible).

#### Utiliser une procédure dans un bloc

CALL nom\_procedure();  est une instruction. On peut donc parfaitement exécuter une procédure dans un bloc d'instructions.

**Exemple :** la procédure surface\_cercle() calcule la surface d'un cercle à partir de son rayon. Elle exécute pour cela la procédure carre(), qui élève un nombre au carré.  
Pour rappel, on calcule la surface d'un cercle avec la formule suivante :  S = π×r2π×r2

DELIMITER |

CREATE PROCEDURE carre(INOUT p\_nb *FLOAT*) *SET* p\_nb = p\_nb \* p\_nb|

CREATE PROCEDURE surface\_cercle(IN p\_rayon *FLOAT*, OUT p\_surface *FLOAT*)

BEGIN

CALL carre(p\_rayon);

*SET* p\_surface = p\_rayon \* PI();

END|

DELIMITER ;

CALL surface\_cercle(1, @surface); -- Donne environ pi (3,14...)

SELECT @surface;

CALL surface\_cercle(2, @surface); -- Donne environ 12,57...

SELECT @surface;

Un FLOAT  stockant **une valeur approchée**, il est tout à fait possible (voire probable) que vous obteniez un résultat différent de celui donné par une calculette.

#### Transactions et gestion d'erreurs

Un usage classique et utile des gestionnaires d'erreurs est l'annulation des transactions en cas d'erreur.

**Exemple :** la procédure suivante prend en paramètre l'id d'un client et de deux animaux que le client veut adopter :

DELIMITER |

CREATE PROCEDURE adoption\_deux\_ou\_rien(p\_client\_id *INT*, p\_animal\_id\_1 *INT*, p\_animal\_id\_2 *INT*)

BEGIN

DECLARE v\_prix *DECIMAL*(7,2);

-- Gestionnaire qui annule la transaction et termine la procédure

DECLARE EXIT HANDLER FOR SQLEXCEPTION ROLLBACK;

START TRANSACTION;

SELECT COALESCE(Race.prix, Espece.prix) INTO v\_prix

FROM Animal

INNER JOIN Espece ON Espece.id = Animal.espece\_id

LEFT JOIN Race ON Race.id = Animal.race\_id

WHERE Animal.id = p\_animal\_id\_1;

INSERT INTO Adoption (animal\_id, client\_id, date\_reservation, date\_adoption, prix, paye)

VALUES (p\_animal\_id\_1, p\_client\_id, CURRENT\_DATE(), CURRENT\_DATE(), v\_prix, TRUE);

SELECT 'Adoption animal 1 réussie' AS message;

SELECT COALESCE(Race.prix, Espece.prix) INTO v\_prix

FROM Animal

INNER JOIN Espece ON Espece.id = Animal.espece\_id

LEFT JOIN Race ON Race.id = Animal.race\_id

WHERE Animal.id = p\_animal\_id\_2;

INSERT INTO Adoption (animal\_id, client\_id, date\_reservation, date\_adoption, prix, paye)

VALUES (p\_animal\_id\_2, p\_client\_id, CURRENT\_DATE(), CURRENT\_DATE(), v\_prix, TRUE);

SELECT 'Adoption animal 2 réussie' AS message;

COMMIT;

END|

DELIMITER ;

CALL adoption\_deux\_ou\_rien(2, 43, 55); -- L'animal 55 a déjà été adopté

La procédure s'interrompt, puisque la seconde insertion échoue. On n'exécute donc pas le second SELECT. Ici, grâce à la transaction et au ROLLBACK  du gestionnaire, la première insertion a été annulée.

#### Préparer une requête dans un bloc d'instructions

Pour finir, on peut créer et exécuter une requête préparée dans un bloc d'instructions. Ceci permet de créer des requêtes dynamiques, puisque l'on prépare une requête à partir d'une chaîne de caractères.

**Exemple :** la procédure suivante ajoute la ou les clauses que l'on veut à une simple requête SELECT.

DELIMITER |

CREATE PROCEDURE select\_race\_dynamique(p\_clause *VARCHAR*(255))

BEGIN

*SET* @sql = CONCAT('SELECT nom, description FROM Race ', p\_clause);

PREPARE requete FROM @sql;

EXECUTE requete;

END|

DELIMITER ;

-- Affichera les races de chats

CALL select\_race\_dynamique('WHERE espece\_id = 2');

-- Affichera les deux premières races par ordre alphabétique de leur nom

CALL select\_race\_dynamique('ORDER BY nom LIMIT 2');

Il va sans dire que ce genre de construction dynamique de requêtes peut poser d'**énormes problèmes de sécurité** si l'on ne prend pas de précaution.  
Par ailleurs, il n'est pas possible de construire une requête préparée à partir d'une variable locale. Il est donc nécessaire d'utiliser une variable utilisateur.

## Triggers

Les triggers (ou déclencheurs) sont des objets de la base de données. **Attachés à une table**, ils vont **déclencher l'exécution d'une instruction**, ou d'un bloc d'instructions, **lorsqu'une ou plusieurs lignes sont insérées, supprimées ou modifiées** dans la table à laquelle ils sont attachés.

Dans ce chapitre, nous allons voir comment ils fonctionnent exactement, comment on peut les créer et les supprimer, et surtout, comment on peut s'en servir et quelles sont leurs restrictions.

### Principe et usage

#### Qu'est-ce qu'un trigger ?

Tout comme les procédures stockées, les triggers servent à exécuter une ou plusieurs instructions. Mais à la différence des procédures, il n'est pas possible d'appeler un trigger : un trigger doit être déclenché par un événement.

Un trigger est **attaché à une table** et peut **être déclenché** par :

* une insertion dans la table (requête INSERT) ;
* la suppression d'une partie des données de la table (requête DELETE) ;
* la modification d'une partie des données de la table (requête UPDATE).

Par ailleurs, une fois le trigger déclenché, ses instructions peuvent être exécutées soit juste avant l'exécution de l'événement déclencheur, soit juste après.

##### Que fait un trigger ?

Un trigger exécute un **traitement pour chaque ligne insérée, modifiée ou supprimée** par l'événement déclencheur. Donc si l'on insère cinq lignes, les instructions du trigger seront exécutées cinq fois, chaque itération permettant de traiter les données d'une des lignes insérées.

Les instructions d'un trigger suivent les mêmes principes que les instructions d'une procédure stockée. S'il y a plus d'une instruction, il faut les mettre à l'intérieur d'un bloc d'instructions. Les structures que nous avons vues dans les deux chapitres précédents sont bien sûr utilisables (structures conditionnelles, boucles, gestionnaires d'erreurs, etc.), avec toutefois quelques restrictions que nous verrons en fin de chapitre.

Un trigger peut modifier et/ou insérer des données dans n'importe quelle table sauf les tables utilisées dans la requête qui l'a déclenché. En ce qui concerne la table à laquelle le trigger est attaché (qui est forcément utilisée par l'événement déclencheur), le trigger peut lire et modifier uniquement la ligne insérée, modifiée ou supprimée qu'il est en train de traiter.

#### À quoi sert un trigger ?

On peut faire de nombreuses choses avec un trigger. Voici quelques exemples d'usage fréquent de ces objets. Nous verrons plus loin certains de ces exemples appliqués à notre élevage d'animaux.

##### Contraintes et vérifications de données

Comme cela a déjà été mentionné dans le chapitre sur les types de données, MySQL n'implémente pas de contraintes d'assertion, qui sont des contraintes permettant de limiter les valeurs acceptées par une colonne (limiter une colonne TINYINT  à TRUE  (1) ou FALSE  (0), par exemple).  
Avec des triggers se déclenchant avant l'INSERT  et avant l'UPDATE, on peut vérifier les valeurs d'une colonne lors de l'insertion ou de la modification, et les corriger si elles ne font pas partie des valeurs acceptables, ou bien faire échouer la requête. On peut ainsi pallier l'absence de contraintes d'assertion.

##### Intégrité des données

Les triggers sont parfois utilisés pour remplacer les options des clés étrangères ON UPDATE RESTRICT|CASCADE|SET NULL  et ON DELETE RESTRICT|CASCADE|SET NULL, notamment pour des tables MyISAM qui sont non transactionnelles et ne supportent pas les clés étrangères.  
Cela peut aussi être utilisé avec des tables transactionnelles, dans les cas où le traitement à appliquer pour garder des données cohérentes est plus complexe que ce qui est permis par les options de clés étrangères.

Par exemple, dans certains systèmes, on veut pouvoir appliquer deux systèmes de suppression :

* une vraie suppression pure et dure, avec effacement des données, donc une requête DELETE  ;
* un archivage, qui masquera les données dans l'application, mais les conservera dans la base de données.

Dans ce cas, une solution possible est d'ajouter aux tables contenant des données archivables une colonne archive, pouvant contenir 0 (la ligne n'est pas archivée) ou 1 (la ligne est archivée). Pour une vraie suppression, on peut utiliser simplement un ON DELETE RESTRICT|CASCADE|SET NULL  qui se répercutera sur les tables référençant les données supprimées. Par contre, dans le cas d'un archivage, on utilisera plutôt un trigger pour traiter les lignes qui référencent les données archivées, par exemple en les archivant également.

##### Historisation des actions

On veut parfois garder une trace des actions effectuées sur la base de données, c'est-à-dire, par exemple, savoir qui a modifié telle ligne, et quand. Avec les triggers, rien de plus simple, il suffit de mettre à jour des données d'historisation à chaque insertion, modification ou suppression, soit directement dans la table concernée, soit dans une table utilisée spécialement et exclusivement pour garder un historique des actions.

##### Mise à jour d'informations qui dépendent d'autres données

Comme pour les procédures stockées, une partie de la logique "business" de l'application peut être codée directement dans la base de données grâce aux triggers, plutôt que du côté applicatif (en PHP, Java ou quel que soit le langage de programmation utilisé).  
À nouveau, cela peut permettre d'harmoniser un traitement à travers plusieurs applications utilisant la même base de données.

Par ailleurs, lorsque certaines informations dépendent de la valeur de certaines données, on peut en général les retrouver en faisant une requête SELECT. Dans ce cas, il n'est pas indispensable de stocker ces informations.  
Cependant, utiliser les triggers pour stocker ces informations peut faciliter la vie de l'utilisateur et peut aussi faire gagner en performance, par exemple, si l'on a très souvent besoin de cette information, ou si la requête à faire pour trouver cette information est longue à exécuter.  
C'est typiquement cet usage qui est fait des triggers dans ce que l'on appelle les "vues matérialisées", auxquelles un chapitre est consacré dans la partie 6.

### Création des triggers

#### Syntaxe

Pour créer un trigger, on utilise la commande suivante :

CREATE TRIGGER nom\_trigger moment\_trigger evenement\_trigger

ON nom\_table FOR EACH ROW

corps\_trigger;

* CREATE TRIGGER nom\_trigger  : les triggers ont donc un nom.
* moment\_trigger evenement\_trigger  : servent à définir quand et comment le trigger est déclenché.
* ON nom\_table  : c'est là que l'on définit à quelle table le trigger est attaché.
* FOR EACH ROW  : signifie littéralement "pour chaque ligne", sous-entendu "pour chaque ligne insérée/supprimée/modifiée" selon ce qui a déclenché le trigger.
* corps\_trigger  : c'est le contenu du trigger. Comme pour les procédures stockées, il peut s'agir soit d'une seule instruction, soit d'un bloc d'instructions.

##### Événement déclencheur

Trois événements différents peuvent déclencher l'exécution des instructions d'un trigger :

* l'insertion de lignes (INSERT) dans la table attachée au trigger ;
* la modification de lignes (UPDATE) de cette table ;
* la suppression de lignes (DELETE) de la table.

Un trigger est déclenché soit par INSERT, soit par UPDATE, soit par DELETE. Il ne peut pas être déclenché par deux événements différents. On peut par contre créer plusieurs triggers par table pour couvrir chaque événement.

##### Avant ou après

Lorsqu'un trigger est déclenché, ses instructions peuvent être exécutées à deux moments différents : soit juste avant que l'événement déclencheur n'ait lieu (BEFORE), soit juste après (AFTER).

Donc, si vous avez un trigger BEFORE UPDATE  sur la table A, l'exécution d'une requête UPDATE  sur cette table va d'abord déclencher l'exécution des instructions du trigger, ensuite seulement les lignes de la table seront modifiées.

##### Exemple

Pour créer un trigger sur la table Animal, déclenché par une insertion et s'exécutant après ladite insertion, on utilisera la syntaxe suivante :

CREATE TRIGGER after\_insert\_animal AFTER INSERT

ON Animal FOR EACH ROW

corps\_trigger;

#### Règle et convention

Il ne peut exister qu'un seul trigger par combinaison moment\_trigger/evenement\_trigger  par table. Donc un seul trigger BEFORE UPDATE  par table, un seul AFTER DELETE, etc.  
Étant donné qu'il existe deux possibilités pour le moment d'exécution, et trois pour l'événement déclencheur, on a donc un**maximum de six triggers par table**.

Cette règle étant établie, il existe une convention quant à la manière de nommer ses triggers, que je vous encourage à suivre : nom\_trigger = moment\_evenement\_table. Donc le trigger BEFORE UPDATE ON Animal  aura pour nom : before\_update\_animal.

#### OLD et NEW

Dans le corps du trigger, MySQL met à disposition deux mots-clés : OLD  et NEW.

* OLD  représente les valeurs des colonnes de la ligne traitée **avant qu'elle ne soit modifiée** par l'événement déclencheur. Ces valeurs peuvent être**lues, mais pas modifiées**.
* NEW  représente les valeurs des colonnes de la ligne traitée **après qu'elle a été modifiée** par l'événement déclencheur. Ces valeurs peuvent être **lues et modifiées**.

Il n'y a que dans le cas d'un trigger UPDATE  que OLD  et NEW  coexistent. Lors d'une insertion, OLD  n'existe pas, puisque la ligne n'existe pas avant l'événement déclencheur. Dans le cas d'une suppression, c'est NEW  qui n'existe pas, puisque la ligne n'existera plus après l'événement déclencheur.

**Premier exemple :** l'insertion d'une ligne.

Exécutons la commande suivante :

INSERT INTO Adoption (client\_id, animal\_id, date\_reservation, prix, paye)

VALUES (12, 15, NOW(), 200.00, FALSE);

Pendant le traitement de cette ligne par le trigger correspondant,

* NEW.client\_id  vaudra 12 ;
* NEW.animal\_id  vaudra 15 ;
* NEW.date\_reservation  vaudra NOW();
* NEW.date\_adoption  vaudra NULL;
* NEW.prix  vaudra 200.00 ;
* NEW.paye  vaudra FALSE  (0).

Les valeurs de OLD  ne seront pas définies.  
Dans le cas d'une suppression, on aura exactement l'inverse.

**Second exemple :** la modification d'une ligne.  
On modifie la ligne que l'on vient d'insérer en exécutant la commande suivante :

UPDATE Adoption

*SET* paye = TRUE

WHERE client\_id = 12 AND animal\_id = 15;

Pendant le traitement de cette ligne par le trigger correspondant,

* NEW.paye  vaudra TRUE, tandis que OLD.paye  vaudra FALSE.
* Par contre, les valeurs respectives de NEW.animal\_id, NEW.client\_id, NEW.date\_reservation, NEW.date\_adoption  et NEW.prix  seront les mêmes queOLD.animal\_id, OLD.client\_id, OLD.date\_reservation, OLD.date\_adoption  et OLD.prix, puisque ces colonnes ne sont pas modifiées par la requête.

Dans le cas d'une insertion ou d'une modification, si un trigger peut potentiellement changer la valeur de NEW.colonne, il doit être exécuté avant l'événement (BEFORE). Sinon, la ligne aura déjà été insérée ou modifiée, et la modification de NEW.colonne  n'aura plus aucune influence sur celle-ci.

#### Erreur déclenchée pendant un trigger

* Si un trigger BEFORE  génère une erreur (non interceptée par un gestionnaire d'erreurs), la requête ayant déclenché le trigger ne sera pas exécutée. Si l'événement devait également déclencher un trigger AFTER, il ne sera bien sûr pas non plus exécuté.
* Si un trigger AFTER  génère une erreur, la requête ayant déclenché le trigger échouera.
* Dans le cas d'une table transactionnelle, si une erreur est déclenchée, un ROLLBACK  sera fait. Dans le cas d'une table non transactionnelle, tous les changements qui auront été faits par le ou les triggers avant le déclenchement de l'erreur persisteront.

### Suppression des triggers

Encore une fois, la commande DROP  permet de supprimer un trigger.

DROP TRIGGER nom\_trigger;

Tout comme pour les procédures stockées, il n'est pas possible de modifier un trigger. Il faut le supprimer puis le recréer différemment.

Par ailleurs, si l'on supprime une table, on supprime également tous les triggers qui y sont attachés.

### Exemples

#### Contraintes et vérification des données

##### Vérification du sexe des animaux

Dans notre table Animal se trouve la colonne sexe. Cette colonne accepte tout caractère, ou NULL. Or, seuls les caractères "M" et "F" ont du sens. Nous allons donc créer deux triggers, un pour l'insertion, un autre pour la modification, qui vont empêcher que l'on donne un autre caractère que "M" ou "F" pour sexe.

Ces deux triggers devront se déclencher avant l'insertion et la modification. On aura donc :

-- Trigger déclenché par l'insertion

DELIMITER |

CREATE TRIGGER before\_insert\_animal BEFORE INSERT

ON Animal FOR EACH ROW

BEGIN

-- Instructions

END |

-- Trigger déclenché par la modification

CREATE TRIGGER before\_update\_animal BEFORE UPDATE

ON Animal FOR EACH ROW

BEGIN

-- Instructions

END |

DELIMITER ;

Il ne reste plus qu'à écrire le code du trigger, qui sera similaire pour les deux triggers. Et comme ce corps contiendra des instructions, il ne faut pas oublier de changer le délimiteur.

Le corps consistera en une simple structure conditionnelle et définira un comportement à adopter si le sexe donné ne vaut ni "M", ni "F", ni NULL.

Quel comportement adopter en cas de valeur erronée ?

Deux possibilités :

* on modifie la valeur du sexe, en le mettant à NULL, par exemple ;
* on provoque une erreur, ce qui empêchera l'insertion/la modification.

Commençons par le plus simple : mettre le sexe à NULL.

DELIMITER |

CREATE TRIGGER before\_update\_animal BEFORE UPDATE

ON Animal FOR EACH ROW

BEGIN

IF NEW.sexe IS NOT NULL -- le sexe n'est ni NULL

AND NEW.sexe != 'M' -- ni "M"âle

AND NEW.sexe != 'F' -- ni "F"emelle

THEN

*SET* NEW.sexe = NULL;

END IF;

END |

DELIMITER ;

**Test :**

UPDATE Animal

*SET* sexe = 'A'

WHERE id = 20; -- l'animal 20 est Balou, un mâle

SELECT id, sexe, date\_naissance, nom

FROM Animal

WHERE id = 20;

Pour le second trigger, déclenché par l'insertion de lignes, on va implémenter le second comportement : on va déclencher une erreur, ce qui empêchera l'insertion et affichera l'erreur.

Mais comment déclencher une erreur ?

Contrairement à certains SGBD, MySQL ne dispose pas d'une commande permettant de déclencher une erreur personnalisée. La seule solution est donc de faire une requête dont on sait qu'elle va générer une erreur.

**Exemple :**

SELECT 1, 2 INTO @a;

ERROR 1222 (21000): The used SELECT statements have a different number of columns

Cependant, il serait quand même intéressant d'avoir un message d'erreur qui soit un peu explicite. Voici une manière d'obtenir un tel message : on crée une table *Erreur* avec deux colonnes, *id* et *erreur*. La colonne *id* est clé primaire, et *erreur* contient un texte court décrivant l'erreur. Un index UNIQUE  est ajouté sur cette dernière colonne. On insère ensuite une ligne correspondant à l'erreur que l'on veut utiliser dans le trigger.  
Ensuite, dans le corps du trigger, en cas de valeur erronée, on refait la même insertion. Cela déclenche une erreur de contrainte d'unicité, laquelle affiche le texte que l'on a essayé d'insérer dans *Erreur*.

-- Création de la table Erreur

CREATE TABLE Erreur (

id TINYINT UNSIGNED AUTO\_INCREMENT PRIMARY KEY,

erreur *VARCHAR*(255) UNIQUE);

-- Insertion de l'erreur qui nous intéresse

INSERT INTO Erreur (erreur) VALUES ('Erreur : sexe doit valoir "M", "F" ou NULL.');

-- Création du trigger

DELIMITER |

CREATE TRIGGER before\_insert\_animal BEFORE INSERT

ON Animal FOR EACH ROW

BEGIN

IF NEW.sexe IS NOT NULL -- le sexe n'est ni NULL

AND NEW.sexe != 'M' -- ni "M"

AND NEW.sexe != 'F' -- ni "F"

THEN

INSERT INTO Erreur (erreur) VALUES ('Erreur : sexe doit valoir "M", "F" ou NULL.');

END IF;

END |

DELIMITER ;

**Test :**

INSERT INTO Animal (nom, sexe, date\_naissance, espece\_id)

VALUES ('Babar', 'A', '2011-08-04 12:34', 3);

ERROR 1062 (23000): Duplicate entry 'Erreur : sexe doit valoir "M", "F" ou NULL.' for key 'erreur'

Et voilà, ce n'est pas parfait, mais au moins, le message d'erreur permet de cerner d'où vient le problème. Et Babar n'a pas été inséré.

**Vérification du booléen dans *Adoption***

Il est important de savoir si un client a payé ou non pour les animaux qu'il veut adopter. Il faut donc vérifier la valeur de ce que l'on insère dans la colonne *paye*, et refuser toute insertion/modification donnant une valeur différente de TRUE  (1) ou FALSE  (0).  
Les deux triggers à créer sont très similaires à ce que l'on a fait pour la colonne *sexe* d'*Animal*. Essayez donc de construire les requêtes vous-même.

INSERT INTO Erreur (erreur) VALUES ('Erreur : paye doit valoir TRUE (1) ou FALSE (0).');

DELIMITER |

CREATE TRIGGER before\_insert\_adoption BEFORE INSERT

ON Adoption FOR EACH ROW

BEGIN

IF NEW.paye != TRUE -- ni TRUE

AND NEW.paye != FALSE -- ni FALSE

THEN

INSERT INTO Erreur (erreur) VALUES ('Erreur : paye doit valoir TRUE (1) ou FALSE (0).');

END IF;

END |

CREATE TRIGGER before\_update\_adoption BEFORE UPDATE

ON Adoption FOR EACH ROW

BEGIN

IF NEW.paye != TRUE -- ni TRUE

AND NEW.paye != FALSE -- ni FALSE

THEN

INSERT INTO Erreur (erreur) VALUES ('Erreur : paye doit valoir TRUE (1) ou FALSE (0).');

END IF;

END |

DELIMITER ;

**Test :**

UPDATE Adoption

*SET* paye = 3

WHERE client\_id = 9;

ERROR 1062 (23000): Duplicate entry 'Erreur : paye doit valoir TRUE (1) ou FALSE (0)' for key 'erreur'

**Vérification de la date d'adoption**

Il reste une petite chose à vérifier, et ce sera tout pour les vérifications de données : la date d'adoption !  
En effet, celle-ci doit être postérieure ou égale à la date de réservation. Un client ne peut pas emporter chez lui un animal avant même d'avoir prévenu qu'il voulait l'adopter.  
À nouveau, essayez de faire le trigger vous-même. Pour rappel, il ne peut exister qu'un seul trigger BEFORE UPDATE  et qu'un seul BEFORE INSERT  pour chaque table.

INSERT INTO Erreur (erreur) VALUES ('Erreur : date\_adoption doit être >= à date\_reservation.');

DELIMITER |

DROP TRIGGER before\_insert\_adoption|

CREATE TRIGGER before\_insert\_adoption BEFORE INSERT

ON Adoption FOR EACH ROW

BEGIN

IF NEW.paye != TRUE -- On remet la vérification sur paye

AND NEW.paye != FALSE

THEN

INSERT INTO Erreur (erreur) VALUES ('Erreur : paye doit valoir TRUE (1) ou FALSE (0).');

ELSEIF NEW.date\_adoption < NEW.date\_reservation THEN

-- Adoption avant réservation

INSERT INTO Erreur (erreur) VALUES ('Erreur : date\_adoption doit être >= à date\_reservation.');

END IF;

END |

DROP TRIGGER before\_update\_adoption|

CREATE TRIGGER before\_update\_adoption BEFORE UPDATE

ON Adoption FOR EACH ROW

BEGIN

IF NEW.paye != TRUE -- On remet la vérification sur paye

AND NEW.paye != FALSE

THEN

INSERT INTO Erreur (erreur) VALUES ('Erreur : paye doit valoir TRUE (1) ou FALSE (0).');

ELSEIF NEW.date\_adoption < NEW.date\_reservation THEN

-- Adoption avant réservation

INSERT INTO Erreur (erreur) VALUES ('Erreur : date\_adoption doit être >= à date\_reservation.');

END IF;

END |

DELIMITER ;

On aurait pu faire un second IF  au lieu d'un ELSEIF, mais de toute façon, le trigger ne pourra déclencher qu'une erreur à la fois.

**Test :**

INSERT INTO Adoption (animal\_id, client\_id, date\_reservation, date\_adoption, prix, paye)

VALUES (10, 10, NOW(), NOW() - INTERVAL 2 DAY, 200.00, 0);

INSERT INTO Adoption (animal\_id, client\_id, date\_reservation, date\_adoption, prix, paye)

VALUES (10, 10, NOW(), NOW(), 200.00, 4);

ERROR 1062 (23000): Duplicate entry 'Erreur : date\_adoption doit être >= à date\_reservation.' for key 'erreur'

ERROR 1062 (23000): Duplicate entry 'Erreur : paye doit valoir TRUE (1) ou FALSE (0).' for key 'erreur'

Les deux vérifications fonctionnent !

**Mise à jour d'informations dépendant d'autres données**

Pour l'instant, lorsque l'on a besoin de savoir quels animaux restent disponibles pour l'adoption, il faut faire une requête avec sous-requête.

SELECT id, nom, sexe, date\_naissance, commentaires

FROM Animal

WHERE NOT EXISTS (

SELECT \*

FROM Adoption

WHERE Animal.id = Adoption.animal\_id

);

Mais une telle requête n'est pas particulièrement performante, et elle est relativement peu facile à lire. Les triggers peuvent nous permettre de stocker automatiquement une donnée permettant de savoir immédiatement si un animal est disponible ou non.

Pour cela, il suffit d'ajouter une colonne *disponible* à la table *Animal*, qui vaudra FALSE  ou TRUE, et qui sera mise à jour grâce à trois triggers sur la table *Adoption*.

* À l'insertion d'une nouvelle adoption, il faut retirer l'animal adopté des animaux disponibles.
* En cas de suppression, il faut faire le contraire.
* En cas de modification d'une adoption, si l'animal adopté change, il faut remettre l'ancien parmi les animaux disponibles et retirer le nouveau.

-- Ajout de la colonne disponible

ALTER TABLE Animal ADD COLUMN disponible BOOLEAN DEFAULT TRUE;

-- À l'insertion, un animal est forcément disponible

-- Remplissage de la colonne

UPDATE Animal

*SET* disponible = FALSE

WHERE EXISTS (

SELECT \*

FROM Adoption

WHERE Animal.id = Adoption.animal\_id

);

-- Création des trois triggers

DELIMITER |

CREATE TRIGGER after\_insert\_adoption AFTER INSERT

ON Adoption FOR EACH ROW

BEGIN

UPDATE Animal

*SET* disponible = FALSE

WHERE id = NEW.animal\_id;

END |

CREATE TRIGGER after\_delete\_adoption AFTER DELETE

ON Adoption FOR EACH ROW

BEGIN

UPDATE Animal

*SET* disponible = TRUE

WHERE id = OLD.animal\_id;

END |

CREATE TRIGGER after\_update\_adoption AFTER UPDATE

ON Adoption FOR EACH ROW

BEGIN

IF OLD.animal\_id <> NEW.animal\_id THEN

UPDATE Animal

*SET* disponible = TRUE

WHERE id = OLD.animal\_id;

UPDATE Animal

*SET* disponible = FALSE

WHERE id = NEW.animal\_id;

END IF;

END |

DELIMITER ;

**Test :**

SELECT animal\_id, nom, sexe, disponible, client\_id

FROM Animal

INNER JOIN Adoption ON Adoption.animal\_id = Animal.id

WHERE client\_id = 9;

DELETE FROM Adoption -- 54 doit redevenir disponible

WHERE animal\_id = 54;

UPDATE Adoption

*SET* animal\_id = 38, prix = 985.00 -- 38 doit devenir indisponible

WHERE animal\_id = 33; -- et 33 redevenir disponible

INSERT INTO Adoption (client\_id, animal\_id, date\_reservation, prix, paye)

VALUES (9, 59, NOW(), 700.00, FALSE); -- 59 doit devenir indisponible

SELECT Animal.id AS animal\_id, nom, sexe, disponible, client\_id

FROM Animal

LEFT JOIN Adoption ON Animal.id = Adoption.animal\_id

WHERE Animal.id IN (33, 54, 55, 38, 59);

Désormais, pour savoir quels animaux sont disponibles, il suffira de faire la requête suivante :

SELECT \*

FROM Animal

WHERE disponible = TRUE;

-- Ou même

SELECT \*

FROM Animal

WHERE disponible;

**Historisation**

Voici deux exemples de systèmes d'historisation :

* l'un très basique, gardant simplement trace de l'insertion (date et utilisateur) et de la dernière modification (date et utilisateur), et se faisant directement dans la table concernée ;
* l'autre plus complet garde une copie de chaque version antérieure des lignes dans une table dédiée, ainsi qu'une copie de la dernière version en cas de suppression.

**Historisation basique**

On va utiliser cette historisation pour la table *Race*. Libre à vous d'adapter ou de créer les triggers d'autres tables pour les historiser également de cette manière.

On ajoute donc quatre colonnes à la table. Ces colonnes seront toujours remplies automatiquement par les triggers.

-- On modifie la table Race

ALTER TABLE Race

ADD COLUMN date\_insertion DATETIME, -- date d'insertion

ADD COLUMN utilisateur\_insertion *VARCHAR*(20), -- utilisateur ayant inséré la ligne

ADD COLUMN date\_modification DATETIME, -- date de dernière modification

ADD COLUMN utilisateur\_modification *VARCHAR*(20); -- utilisateur ayant fait la dernière modification

-- On remplit les colonnes

UPDATE Race

*SET* date\_insertion = NOW() - INTERVAL 1 DAY,

utilisateur\_insertion = 'Test',

date\_modification = NOW()- INTERVAL 1 DAY,

utilisateur\_modification = 'Test';

J'ai mis artificiellement les dates d'insertion et de dernière modification à la veille d'aujourd'hui, et les utilisateurs pour l'insertion et la modification à "Test", afin d'avoir des données intéressantes lors des tests. Idéalement, ce type d'historisation doit bien sûr être mis en place dès la création de la table.

Occupons-nous maintenant des triggers. Il en faut sur l'insertion et sur la modification.

DELIMITER |

CREATE TRIGGER before\_insert\_race BEFORE INSERT

ON Race FOR EACH ROW

BEGIN

*SET* NEW.date\_insertion = NOW();

*SET* NEW.utilisateur\_insertion = CURRENT\_USER();

*SET* NEW.date\_modification = NOW();

*SET* NEW.utilisateur\_modification = CURRENT\_USER();

END |

CREATE TRIGGER before\_update\_race BEFORE UPDATE

ON Race FOR EACH ROW

BEGIN

*SET* NEW.date\_modification = NOW();

*SET* NEW.utilisateur\_modification = CURRENT\_USER();

END |

DELIMITER ;

Les triggers sont très simples : ils mettent simplement à jour les colonnes d'historisation nécessaires ; ils doivent donc nécessairement être BEFORE.

**Test** :

INSERT INTO Race (nom, description, espece\_id, prix)

VALUES ('Yorkshire terrier', 'Chien de petite taille au pelage long et soyeux de couleur bleu et feu.', 1, 700.00);

UPDATE Race

*SET* prix = 630.00

WHERE nom = 'Rottweiller' AND espece\_id = 1;

SELECT nom, *DATE*(date\_insertion) AS date\_ins, utilisateur\_insertion AS utilisateur\_ins, *DATE*(date\_modification) AS date\_mod, utilisateur\_modification AS utilisateur\_mod

FROM Race

WHERE espece\_id = 1;

##### Historisation complète

Nous allons mettre en place un système d'historisation complet pour la table Animal. Celle-ci ne change pas et contiendra la dernière version des données. Par contre, on va ajouter une table Animal\_histo, qui contiendra les versions antérieures (quand il y en a) des données d'Animal.

CREATE TABLE Animal\_histo (

id SMALLINT(6) UNSIGNED NOT NULL, -- Colonnes historisées

sexe *CHAR*(1),

date\_naissance DATETIME NOT NULL,

nom *VARCHAR*(30),

commentaires *TEXT*,

espece\_id SMALLINT(6) UNSIGNED NOT NULL,

race\_id SMALLINT(6) UNSIGNED DEFAULT NULL,

mere\_id SMALLINT(6) UNSIGNED DEFAULT NULL,

pere\_id SMALLINT(6) UNSIGNED DEFAULT NULL,

disponible BOOLEAN DEFAULT TRUE,

date\_histo DATETIME NOT NULL, -- Colonnes techniques

utilisateur\_histo *VARCHAR*(20) NOT NULL,

evenement\_histo *CHAR*(6) NOT NULL,

PRIMARY KEY (id, date\_histo)

) ENGINE=InnoDB;

Les colonnes date\_histo et utilisateur\_histo contiendront bien sûr la date à laquelle la ligne a été historisée et l'utilisateur qui a provoqué cette historisation. Quant à la colonne evenement\_histo, elle contiendra l'événement qui a déclenché le trigger (soit "DELETE", soit "UPDATE"). La clé primaire de cette table est le couple (id, date\_histo).

Voici les triggers nécessaires. Cette fois, ils pourraient être soit BEFORE, soit AFTER. Cependant, aucun traitement ne concerne les nouvelles valeurs de la ligne modifiée (ni, a fortiori, de la ligne supprimée). Par conséquent, autant utiliser AFTER, cela évitera d'exécuter les instructions du trigger en cas d'erreur lors de la requête déclenchant celui-ci.

DELIMITER |

CREATE TRIGGER after\_update\_animal AFTER UPDATE

ON Animal FOR EACH ROW

BEGIN

INSERT INTO Animal\_histo (

id,

sexe,

date\_naissance,

nom,

commentaires,

espece\_id,

race\_id,

mere\_id,

pere\_id,

disponible,

date\_histo,

utilisateur\_histo,

evenement\_histo)

VALUES (

OLD.id,

OLD.sexe,

OLD.date\_naissance,

OLD.nom,

OLD.commentaires,

OLD.espece\_id,

OLD.race\_id,

OLD.mere\_id,

OLD.pere\_id,

OLD.disponible,

NOW(),

CURRENT\_USER(),

'UPDATE');

END |

CREATE TRIGGER after\_delete\_animal AFTER DELETE

ON Animal FOR EACH ROW

BEGIN

INSERT INTO Animal\_histo (

id,

sexe,

date\_naissance,

nom,

commentaires,

espece\_id,

race\_id,

mere\_id,

pere\_id,

disponible,

date\_histo,

utilisateur\_histo,

evenement\_histo)

VALUES (

OLD.id,

OLD.sexe,

OLD.date\_naissance,

OLD.nom,

OLD.commentaires,

OLD.espece\_id,

OLD.race\_id,

OLD.mere\_id,

OLD.pere\_id,

OLD.disponible,

NOW(),

CURRENT\_USER(),

'DELETE');

END |

DELIMITER ;

Cette fois, ce sont les valeurs avant modification/suppression qui nous intéressent, d'où l'utilisation de OLD.

**Test :**

UPDATE Animal

*SET* commentaires = 'Petit pour son âge'

WHERE id = 10;

DELETE FROM Animal

WHERE id = 47;

SELECT id, sexe, date\_naissance, nom, commentaires, espece\_id

FROM Animal

WHERE id IN (10, 47);

SELECT id, nom, date\_histo, utilisateur\_histo, evenement\_histo

FROM Animal\_histo;

##### Quelques remarques sur l'historisation

Les deux systèmes d'historisation montrés dans ce cours ne sont que deux possibilités parmi des dizaines. Si vous pensez avoir besoin d'un système de ce type, prenez le temps de réfléchir et de vous renseigner sur les diverses possibilités qui s'offrent à vous.  
Dans certains systèmes, on combine les deux historisations que j'ai présentées.  
Parfois, on ne conserve pas les lignes supprimées dans la table d'historisation, mais on utilise plutôt un système d'archive, séparé de l'historisation.  
Au-delà du modèle d'historisation que vous choisirez, les détails sont également modifiables. Voulez-vous garder toutes les versions des données, ou les garder seulement pour une certaine période de temps ? Voulez-vous enregistrer l'utilisateur SQL ou plutôt des utilisateurs créés pour votre application, découplés des utilisateurs SQL ?  
Ne restez pas bloqué sur les exemples montrés dans ce cours (que ce soit pour l'historisation ou le reste), le monde est vaste !

### Restrictions

Les restrictions sur les triggers sont malheureusement trop importantes pour que l'on puisse se permettre de ne pas les mentionner. On peut espérer qu'une partie de ces restrictions soit levée dans une prochaine version de MySQL, mais en attendant, il est nécessaire d'avoir celles-ci en tête.  
Voici donc les principales.

##### Commandes interdites

**Il est impossible de travailler avec des transactions à l'intérieur d'un trigger.**  
Cette restriction est nécessaire, puisque la requête ayant provoqué l'exécution du trigger pourrait très bien se trouver elle-même à l'intérieur d'une transaction. Auquel cas toute commande START TRANSACTION, COMMIT  ou ROLLBACK  interagirait avec cette transaction, de manière intempestive.

**Les requêtes préparées ne peuvent pas non plus être utilisées.**

Enfin, on ne peut pas appeler n'importe quelle procédure à partir d'un trigger.

* Les procédures appelées par un trigger **ne peuvent pas envoyer d'informations au client MySQL**. Par exemple, elles ne peuvent pas exécuter un simple SELECTqui produit un affichage dans le client (un SELECT...INTO  par contre est permis). Elles peuvent toutefois renvoyer des informations au trigger grâce à des paramètres OUT  ou INOUT.
* Les procédures appelées ne peuvent utiliser ni les transactions (START TRANSACTION, COMMIT  ou ROLLBACK) ni les requêtes préparées. C'est-à-dire qu'**elles doivent respecter les restrictions des triggers**.

##### Tables utilisées par la requête

Comme mentionné auparavant, il est **impossible de modifier les données d'une table utilisée par la requête ayant déclenché le trigger** à l'intérieur de celui-ci.

Cette restriction est importante et peut remettre en question l'utilisation de certains triggers.

**Exemple :** le trigger AFTER INSERT ON Adoption  modifie les données de la table Animal. Si l'on exécute la requête suivante, cela posera problème.

INSERT INTO Adoption (animal\_id, client\_id, date\_reservation, prix, paye)

SELECT Animal.id, 4, NOW(), COALESCE(Race.prix, Espece.prix), FALSE

FROM Animal

INNER JOIN Espece ON Espece.id = Animal.espece\_id

LEFT JOIN Race ON Race.id = Animal.race\_id

WHERE Animal.nom = 'Boucan' AND Animal.espece\_id = 2;

ERROR 1442 (HY000): Can't update table 'animal' in stored function/trigger because it is already used by statement which invoked this stored function/trigger.

Le trigger échoue puisque la table Animal est utilisée par la requête INSERT  qui le déclenche. L'insertion elle-même est donc finalement annulée.

##### Clés étrangères

**Une suppression ou modification de données déclenchée par une clé étrangère ne provoquera pas l'exécution du trigger correspondant.**  
Par exemple, la colonne Animal.race\_id possède une clé étrangère qui référence la colonne Race.id. Cette clé étrangère a été définie avec l'option ON DELETE SET NULL. Donc en cas de suppression d'une race, tous les animaux de cette race seront modifiés et leur race\_id changée en NULL. Il s'agit donc d'une modification de données. Mais comme cette modification a été déclenchée par une contrainte de clé étrangère, les éventuels triggers BEFORE UPDATE  et AFTER UPDATE  de la table Animal ne seront pas déclenchés.

En cas d'utilisation de triggers sur des tables présentant des clés étrangères avec ces options, il vaut donc mieux supprimer celles-ci et déplacer ce comportement dans des triggers.  
Une autre solution est de ne pas utiliser les triggers sur les tables concernées. Vous pouvez alors remplacer les triggers par l'utilisation de procédures stockées et/ou de transactions.

Qu'avons-nous comme clés étrangères dans nos tables ?

* Race :CONSTRAINT fk\_race\_espece\_id FOREIGN KEY (espece\_id) REFERENCES Espece (id) ON DELETE CASCADE;
* Animal :CONSTRAINT fk\_race\_id FOREIGN KEY (race\_id) REFERENCES Race (id) ON DELETE SET NULL;
* Animal :CONSTRAINT fk\_espece\_id FOREIGN KEY (espece\_id) REFERENCES Espece (id);
* Animal :CONSTRAINT fk\_mere\_id FOREIGN KEY (mere\_id) REFERENCES Animal (id) ON DELETE SET NULL;
* Animal :CONSTRAINT fk\_pere\_id FOREIGN KEY (pere\_id) REFERENCES Animal (id) ON DELETE SET NULL;

Quatre d'entre elles pourraient donc poser problème. Quatre sur cinq ! Ce n'est donc pas anodin comme restriction !

On va alors modifier nos clés étrangères pour qu'elles reprennent leur comportement par défaut. Il faudra ensuite créer (ou recréer) quelques triggers pour reproduire le comportement que l'on avait défini.  
À ceci près que la restriction sur la modification des données d'une table utilisée par l'événement déclencheur fait que l'on ne pourra pas reproduire certains comportements. On ne pourra pas mettre à NULL  les colonnes pere\_id et mere\_id de la table Animal en cas de suppression de l'animal de référence.

Voici les commandes :

-- On supprime les clés

ALTER TABLE Race DROP FOREIGN KEY fk\_race\_espece\_id;

ALTER TABLE Animal DROP FOREIGN KEY fk\_race\_id,

DROP FOREIGN KEY fk\_mere\_id,

DROP FOREIGN KEY fk\_pere\_id;

-- On les recrée sans option

ALTER TABLE Race

ADD CONSTRAINT fk\_race\_espece\_id FOREIGN KEY (espece\_id) REFERENCES Espece (id);

ALTER TABLE Animal

ADD CONSTRAINT fk\_race\_id FOREIGN KEY (race\_id) REFERENCES Race (id),

ADD CONSTRAINT fk\_mere\_id FOREIGN KEY (mere\_id) REFERENCES Animal (id),

ADD CONSTRAINT fk\_pere\_id FOREIGN KEY (pere\_id) REFERENCES Animal (id);

-- Trigger sur Race

DELIMITER |

CREATE TRIGGER before\_delete\_race BEFORE DELETE

ON Race FOR EACH ROW

BEGIN

UPDATE Animal

*SET* race\_id = NULL

WHERE race\_id = OLD.id;

END|

-- Trigger sur Espece

CREATE TRIGGER before\_delete\_espece BEFORE DELETE

ON Espece FOR EACH ROW

BEGIN

DELETE FROM Race

WHERE espece\_id = OLD.id;

END |

DELIMITER ;

## Vues

Les vues sont des objets de la base de données, constitués d'**un nom** et d'une **requête de sélection**.

Une fois qu'une vue est définie, on peut l'utiliser comme on le ferait avec une table qui serait constituée des données sélectionnées par la requête définissant la vue.

Nous verrons dans ce chapitre :

* comment créer, modifier, supprimer une vue ;
* à quoi peut servir une vue ;
* deux algorithmes différents pouvant être utilisés par les vues ;
* comment modifier les données à partir d'une vue.

### État actuel de la base de données

**Note :** les tables de test et les procédures stockées ne sont pas reprises.

*SET* NAMES utf8;

DROP TABLE IF EXISTS Erreur;

DROP TABLE IF EXISTS Animal\_histo;

DROP TABLE IF EXISTS Adoption;

DROP TABLE IF EXISTS Animal;

DROP TABLE IF EXISTS Race;

DROP TABLE IF EXISTS Espece;

DROP TABLE IF EXISTS Client;

CREATE TABLE Client (

id smallint(5) unsigned NOT NULL AUTO\_INCREMENT,

nom *varchar*(100) NOT NULL,

prenom *varchar*(60) NOT NULL,

adresse *varchar*(200) DEFAULT NULL,

code\_postal *varchar*(6) DEFAULT NULL,

ville *varchar*(60) DEFAULT NULL,

pays *varchar*(60) DEFAULT NULL,

email varbinary(100) DEFAULT NULL,

PRIMARY KEY (id),

UNIQUE KEY ind\_uni\_email (email)

) ENGINE=InnoDB AUTO\_INCREMENT=17;

LOCK TABLES Client WRITE;

INSERT INTO Client VALUES (1,'Dupont','Jean','Rue du Centre, 5','45810','Houtsiplou','France','jean.dupont@email.com'),(2,'Boudur','Marie','Place de la Gare, 2','35840','Troudumonde','France','marie.boudur@email.com'),(3,'Trachon','Fleur','Rue haute, 54b','3250','Belville','Belgique','fleurtrachon@email.com'),

(4,'Van Piperseel','Julien',NULL,NULL,NULL,NULL,'jeanvp@email.com'),(5,'Nouvel','Johan',NULL,NULL,NULL,'Suisse','johanetpirlouit@email.com'),(6,'Germain','Frank',NULL,NULL,NULL,NULL,'francoisgermain@email.com'),

(7,'Antoine','Maximilien','Rue Moineau, 123','4580','Trocoul','Belgique','max.antoine@email.com'),(8,'Di Paolo','Hector',NULL,NULL,NULL,'Suisse','hectordipao@email.com'),(9,'Corduro','Anaelle',NULL,NULL,NULL,NULL,'ana.corduro@email.com'),

(10,'Faluche','Eline','Avenue circulaire, 7','45870','Garduche','France','elinefaluche@email.com'),(11,'Penni','Carine','Boulevard Haussman, 85','1514','Plasse','Suisse','cpenni@email.com'),(12,'Broussaille','Virginie','Rue du Fleuve, 18','45810','Houtsiplou','France','vibrousaille@email.com'),

(13,'Durant','Hannah','Rue des Pendus, 66','1514','Plasse','Suisse','hhdurant@email.com'),(14,'Delfour','Elodie','Rue de Flore, 1','3250','Belville','Belgique','e.delfour@email.com'),(15,'Kestau','Joel',NULL,NULL,NULL,NULL,'joel.kestau@email.com');

UNLOCK TABLES;

CREATE TABLE Espece (

id smallint(6) unsigned NOT NULL AUTO\_INCREMENT,

nom\_courant *varchar*(40) NOT NULL,

nom\_latin *varchar*(40) NOT NULL,

description *text*,

prix *decimal*(7,2) unsigned DEFAULT NULL,

PRIMARY KEY (id),

UNIQUE KEY nom\_latin (nom\_latin)

) ENGINE=InnoDB AUTO\_INCREMENT=6;

LOCK TABLES Espece WRITE;

INSERT INTO Espece VALUES (1,'Chien','Canis canis','Bestiole à quatre pattes qui aime les caresses et tire souvent la langue',200.00),(2,'Chat','Felis silvestris','Bestiole à quatre pattes qui saute très haut et grimpe aux arbres',150.00),(3,'Tortue d''Hermann','Testudo hermanni','Bestiole avec une carapace très dure',140.00),

(4,'Perroquet amazone','Alipiopsitta xanthops','Joli oiseau parleur vert et jaune',700.00),(5,'Rat brun','Rattus norvegicus','Petite bestiole avec de longues moustaches et une longue queue sans poils',10.00);

UNLOCK TABLES;

CREATE TABLE Race (

id smallint(6) unsigned NOT NULL AUTO\_INCREMENT,

nom *varchar*(40) NOT NULL,

espece\_id smallint(6) unsigned NOT NULL,

description *text*,

prix *decimal*(7,2) unsigned DEFAULT NULL,

date\_insertion datetime DEFAULT NULL,

utilisateur\_insertion *varchar*(20) DEFAULT NULL,

date\_modification datetime DEFAULT NULL,

utilisateur\_modification *varchar*(20) DEFAULT NULL,

PRIMARY KEY (id)

) ENGINE=InnoDB AUTO\_INCREMENT=11;

LOCK TABLES Race WRITE;

INSERT INTO Race VALUES (1,'Berger allemand',1,'Chien sportif et élégant au pelage dense, noir-marron-fauve, noir ou gris.',485.00,'2012-05-21 00:53:36','Test','2012-05-21 00:53:36','Test'),(2,'Berger blanc suisse',1,'Petit chien au corps compact, avec des pattes courtes mais bien proportionnées et au pelage tricolore ou bicolore.',935.00,'2012-05-21 00:53:36','Test','2012-05-21 00:53:36','Test'),(3,'Singapura',2,'Chat de petite taille aux grands yeux en amandes.',985.00,'2012-05-21 00:53:36','Test','2012-05-21 00:53:36','Test'),

(4,'Bleu russe',2,'Chat aux yeux verts et à la robe épaisse et argentée.',835.00,'2012-05-21 00:53:36','Test','2012-05-21 00:53:36','Test'),(5,'Maine coon',2,'Chat de grande taille, à poils mi-longs.',735.00,'2012-05-21 00:53:36','Test','2012-05-21 00:53:36','Test'),(7,'Sphynx',2,'Chat sans poils.',1235.00,'2012-05-21 00:53:36','Test','2012-05-21 00:53:36','Test'),

(8,'Nebelung',2,'Chat bleu russe, mais avec des poils longs...',985.00,'2012-05-21 00:53:36','Test','2012-05-21 00:53:36','Test'),(9,'Rottweiller',1,'Chien d''apparence solide, bien musclé, à la robe noire avec des taches feu bien délimitées.',630.00,'2012-05-21 00:53:36','Test','2012-05-22 00:54:13','sdz@localhost'),(10,'Yorkshire terrier',1,'Chien de petite taille au pelage long et soyeux de couleur bleu et feu.',700.00,'2012-05-22 00:58:25','sdz@localhost','2012-05-22 00:58:25','sdz@localhost');

UNLOCK TABLES;

CREATE TABLE Animal (

id smallint(6) unsigned NOT NULL AUTO\_INCREMENT,

sexe *char*(1) DEFAULT NULL,

date\_naissance datetime NOT NULL,

nom *varchar*(30) DEFAULT NULL,

commentaires *text*,

espece\_id smallint(6) unsigned NOT NULL,

race\_id smallint(6) unsigned DEFAULT NULL,

mere\_id smallint(6) unsigned DEFAULT NULL,

pere\_id smallint(6) unsigned DEFAULT NULL,

disponible tinyint(1) DEFAULT 1,

PRIMARY KEY (id),

UNIQUE KEY ind\_uni\_nom\_espece\_id (nom,espece\_id)

) ENGINE=InnoDB AUTO\_INCREMENT=76;

LOCK TABLES Animal WRITE;

INSERT INTO Animal VALUES (1,'M','2010-04-05 13:43:00','Rox','Mordille beaucoup',1,1,18,22,1),(2,NULL,'2010-03-24 02:23:00','Roucky',NULL,2,NULL,40,30,1),(3,'F','2010-09-13 15:02:00','Schtroumpfette',NULL,2,4,41,31,0),

(4,'F','2009-08-03 05:12:00',NULL,'Bestiole avec une carapace très dure',3,NULL,NULL,NULL,1),(5,NULL,'2010-10-03 16:44:00','Choupi','Né sans oreille gauche',2,NULL,NULL,NULL,0),(6,'F','2009-06-13 08:17:00','Bobosse','Carapace bizarre',3,NULL,NULL,NULL,1),

(7,'F','2008-12-06 05:18:00','Caroline',NULL,1,2,NULL,NULL,1),(8,'M','2008-09-11 15:38:00','Bagherra',NULL,2,5,NULL,NULL,0),(9,NULL,'2010-08-23 05:18:00',NULL,'Bestiole avec une carapace très dure',3,NULL,NULL,NULL,1),

(10,'M','2010-07-21 15:41:00','Bobo','Petit pour son âge',1,NULL,7,21,1),(11,'F','2008-02-20 15:45:00','Canaille',NULL,1,NULL,NULL,NULL,1),(12,'F','2009-05-26 08:54:00','Cali',NULL,1,2,NULL,NULL,1),

(13,'F','2007-04-24 12:54:00','Rouquine',NULL,1,1,NULL,NULL,1),(14,'F','2009-05-26 08:56:00','Fila',NULL,1,2,NULL,NULL,1),(15,'F','2008-02-20 15:47:00','Anya',NULL,1,NULL,NULL,NULL,0),

(16,'F','2009-05-26 08:50:00','Louya',NULL,1,NULL,NULL,NULL,0),(17,'F','2008-03-10 13:45:00','Welva',NULL,1,NULL,NULL,NULL,1),(18,'F','2007-04-24 12:59:00','Zira',NULL,1,1,NULL,NULL,0),

(19,'F','2009-05-26 09:02:00','Java',NULL,1,2,NULL,NULL,1),(20,NULL,'2007-04-24 12:45:00','Balou',NULL,1,1,NULL,NULL,1),(21,'F','2008-03-10 13:43:00','Pataude',NULL,1,NULL,NULL,NULL,0),

(22,'M','2007-04-24 12:42:00','Bouli',NULL,1,1,NULL,NULL,1),(24,'M','2007-04-12 05:23:00','Cartouche',NULL,1,NULL,NULL,NULL,1),(25,'M','2006-05-14 15:50:00','Zambo',NULL,1,1,NULL,NULL,1),

(26,'M','2006-05-14 15:48:00','Samba',NULL,1,1,NULL,NULL,0),(27,'M','2008-03-10 13:40:00','Moka',NULL,1,NULL,NULL,NULL,0),(28,'M','2006-05-14 15:40:00','Pilou',NULL,1,1,NULL,NULL,1),

(29,'M','2009-05-14 06:30:00','Fiero',NULL,2,3,NULL,NULL,1),(30,'M','2007-03-12 12:05:00','Zonko',NULL,2,5,NULL,NULL,0),(31,'M','2008-02-20 15:45:00','Filou',NULL,2,4,NULL,NULL,1),

(32,'M','2009-07-26 11:52:00','Spoutnik',NULL,3,NULL,52,NULL,0),(33,'M','2006-05-19 16:17:00','Caribou',NULL,2,4,NULL,NULL,1),(34,'M','2008-04-20 03:22:00','Capou',NULL,2,5,NULL,NULL,1),

(35,'M','2006-05-19 16:56:00','Raccou','Pas de queue depuis la naissance',2,4,NULL,NULL,1),(36,'M','2009-05-14 06:42:00','Boucan',NULL,2,3,NULL,NULL,1),(37,'F','2006-05-19 16:06:00','Callune',NULL,2,8,NULL,NULL,1),

(38,'F','2009-05-14 06:45:00','Boule',NULL,2,3,NULL,NULL,0),(39,'F','2008-04-20 03:26:00','Zara',NULL,2,5,NULL,NULL,0),(40,'F','2007-03-12 12:00:00','Milla',NULL,2,5,NULL,NULL,0),

(41,'F','2006-05-19 15:59:00','Feta',NULL,2,4,NULL,NULL,0),(42,'F','2008-04-20 03:20:00','Bilba','Sourde de l''oreille droite à 80%',2,5,NULL,NULL,0),(43,'F','2007-03-12 11:54:00','Cracotte',NULL,2,5,NULL,NULL,1),

(44,'F','2006-05-19 16:16:00','Cawette',NULL,2,8,NULL,NULL,1),(45,'F','2007-04-01 18:17:00','Nikki','Bestiole avec une carapace très dure',3,NULL,NULL,NULL,1),(46,'F','2009-03-24 08:23:00','Tortilla','Bestiole avec une carapace très dure',3,NULL,NULL,NULL,1),

(48,'F','2006-03-15 14:56:00','Lulla','Bestiole avec une carapace très dure',3,NULL,NULL,NULL,1),(49,'F','2008-03-15 12:02:00','Dana','Bestiole avec une carapace très dure',3,NULL,NULL,NULL,0),(50,'F','2009-05-25 19:57:00','Cheli','Bestiole avec une carapace très dure',3,NULL,NULL,NULL,1),

(51,'F','2007-04-01 03:54:00','Chicaca','Bestiole avec une carapace très dure',3,NULL,NULL,NULL,1),(52,'F','2006-03-15 14:26:00','Redbul','Insomniaque',3,NULL,NULL,NULL,1),(54,'M','2008-03-16 08:20:00','Bubulle','Bestiole avec une carapace très dure',3,NULL,NULL,NULL,1),

(55,'M','2008-03-15 18:45:00','Relou','Surpoids',3,NULL,NULL,NULL,0),(56,'M','2009-05-25 18:54:00','Bulbizard','Bestiole avec une carapace très dure',3,NULL,NULL,NULL,1),(57,'M','2007-03-04 19:36:00','Safran','Coco veut un gâteau !',4,NULL,NULL,NULL,0),

(58,'M','2008-02-20 02:50:00','Gingko','Coco veut un gâteau !',4,NULL,NULL,NULL,0),(59,'M','2009-03-26 08:28:00','Bavard','Coco veut un gâteau !',4,NULL,NULL,NULL,0),(60,'F','2009-03-26 07:55:00','Parlotte','Coco veut un gâteau !',4,NULL,NULL,NULL,1),

(61,'M','2010-11-09 00:00:00','Yoda',NULL,2,5,NULL,NULL,1),(62,'M','2010-11-05 00:00:00','Pipo',NULL,1,9,NULL,NULL,0),(69,'F','2012-02-13 15:45:00','Baba',NULL,5,NULL,NULL,NULL,0),

(70,'M','2012-02-13 15:48:00','Bibo','Agressif',5,NULL,72,73,1),(72,'F','2008-02-01 02:25:00','Momy',NULL,5,NULL,NULL,NULL,1),(73,'M','2007-03-11 12:45:00','Popi',NULL,5,NULL,NULL,NULL,1),

(75,'F','2007-03-12 22:03:00','Mimi',NULL,5,NULL,NULL,NULL,0);

UNLOCK TABLES;

CREATE TABLE Adoption (

client\_id smallint(5) unsigned NOT NULL,

animal\_id smallint(5) unsigned NOT NULL,

date\_reservation *date* NOT NULL,

date\_adoption *date* DEFAULT NULL,

prix *decimal*(7,2) unsigned NOT NULL,

paye tinyint(1) NOT NULL DEFAULT '0',

PRIMARY KEY (client\_id,animal\_id),

UNIQUE KEY ind\_uni\_animal\_id (animal\_id)

) ENGINE=InnoDB;

LOCK TABLES Adoption WRITE;

INSERT INTO Adoption VALUES (1,8,'2012-05-21',NULL,735.00,1),(1,39,'2008-08-17','2008-08-17',735.00,1),(1,40,'2008-08-17','2008-08-17',735.00,1),

(2,3,'2011-03-12','2011-03-12',835.00,1),(2,18,'2008-06-04','2008-06-04',485.00,1),(3,27,'2009-11-17','2009-11-17',200.00,1),

(4,26,'2007-02-21','2007-02-21',485.00,1),(4,41,'2007-02-21','2007-02-21',835.00,1),(5,21,'2009-03-08','2009-03-08',200.00,1),

(6,16,'2010-01-27','2010-01-27',200.00,1),(7,5,'2011-04-05','2011-04-05',150.00,1),(8,42,'2008-08-16','2008-08-16',735.00,1),

(9,38,'2007-02-11','2007-02-11',985.00,1),(9,55,'2011-02-13','2011-02-13',140.00,1),(9,59,'2012-05-22',NULL,700.00,0),

(10,49,'2010-08-17','2010-08-17',140.00,0),(11,32,'2008-08-17','2010-03-09',140.00,1),(11,62,'2011-03-01','2011-03-01',630.00,0),

(12,15,'2012-05-22',NULL,200.00,1),(12,69,'2007-09-20','2007-09-20',10.00,1),(12,75,'2012-05-21',NULL,10.00,0),

(13,57,'2012-01-10','2012-01-10',700.00,1),(14,58,'2012-02-25','2012-02-25',700.00,1),(15,30,'2008-08-17','2008-08-17',735.00,1);

UNLOCK TABLES;

ALTER TABLE Race ADD CONSTRAINT fk\_race\_espece\_id FOREIGN KEY (espece\_id) REFERENCES Espece (id);

ALTER TABLE Animal ADD CONSTRAINT fk\_race\_id FOREIGN KEY (race\_id) REFERENCES Race (id);

ALTER TABLE Animal ADD CONSTRAINT fk\_mere\_id FOREIGN KEY (mere\_id) REFERENCES Animal (id);

ALTER TABLE Animal ADD CONSTRAINT fk\_pere\_id FOREIGN KEY (pere\_id) REFERENCES Animal (id);

ALTER TABLE Animal ADD CONSTRAINT fk\_espece\_id FOREIGN KEY (espece\_id) REFERENCES Espece (id);

ALTER TABLE Adoption ADD CONSTRAINT fk\_client\_id FOREIGN KEY (client\_id) REFERENCES Client (id);

ALTER TABLE Adoption ADD CONSTRAINT fk\_adoption\_animal\_id FOREIGN KEY (animal\_id) REFERENCES Animal (id);

CREATE TABLE Animal\_histo (

id smallint(6) unsigned NOT NULL,

sexe *char*(1) DEFAULT NULL,

date\_naissance datetime NOT NULL,

nom *varchar*(30) DEFAULT NULL,

commentaires *text*,

espece\_id smallint(6) unsigned NOT NULL,

race\_id smallint(6) unsigned DEFAULT NULL,

mere\_id smallint(6) unsigned DEFAULT NULL,

pere\_id smallint(6) unsigned DEFAULT NULL,

disponible tinyint(1) DEFAULT 1,

date\_histo datetime NOT NULL,

utilisateur\_histo *varchar*(20) NOT NULL,

evenement\_histo *char*(6) NOT NULL,

PRIMARY KEY (id,date\_histo)

) ENGINE=InnoDB;

LOCK TABLES Animal\_histo WRITE;

INSERT INTO Animal\_histo VALUES (10,'M','2010-07-21 15:41:00','Bobo',NULL,1,NULL,7,21,1,'2012-05-22 01:00:34','sdz@localhost','UPDATE'),(47,'F','2009-03-26 01:24:00','Scroupy','Bestiole avec une carapace très dure',3,NULL,NULL,NULL,1,'2012-05-22 01:00:34','sdz@localhost','DELETE');

UNLOCK TABLES;

CREATE TABLE Erreur (

id tinyint(3) unsigned NOT NULL AUTO\_INCREMENT,

erreur *varchar*(255) DEFAULT NULL,

PRIMARY KEY (id),

UNIQUE KEY erreur (erreur)

) ENGINE=InnoDB AUTO\_INCREMENT=8;

LOCK TABLES Erreur WRITE;

INSERT INTO Erreur VALUES (5,'Erreur : date\_adoption doit être >= à date\_reservation.'),(3,'Erreur : paye doit valoir TRUE (1) ou FALSE (0).'),(1,'Erreur : sexe doit valoir \"M\", \"F\", \"A\" ou NULL.');

UNLOCK TABLES;

-- -------- --

-- TRIGGERS --

-- -------- --

DELIMITER |

CREATE TRIGGER before\_insert\_adoption BEFORE INSERT

ON Adoption FOR EACH ROW

BEGIN

IF NEW.paye != TRUE

AND NEW.paye != FALSE

THEN

INSERT INTO Erreur (erreur) VALUES ('Erreur : paye doit valoir TRUE (1) ou FALSE (0).');

ELSEIF NEW.date\_adoption < NEW.date\_reservation THEN

INSERT INTO Erreur (erreur) VALUES ('Erreur : date\_adoption doit être >= à date\_reservation.');

END IF;

END |

CREATE TRIGGER after\_insert\_adoption AFTER INSERT

ON Adoption FOR EACH ROW

BEGIN

UPDATE Animal

*SET* disponible = FALSE

WHERE id = NEW.animal\_id;

END |

CREATE TRIGGER before\_update\_adoption BEFORE UPDATE

ON Adoption FOR EACH ROW

BEGIN

IF NEW.paye != TRUE

AND NEW.paye != FALSE

THEN

INSERT INTO Erreur (erreur) VALUES ('Erreur : paye doit valoir TRUE (1) ou FALSE (0).');

ELSEIF NEW.date\_adoption < NEW.date\_reservation THEN

INSERT INTO Erreur (erreur) VALUES ('Erreur : date\_adoption doit être >= à date\_reservation.');

END IF;

END |

CREATE TRIGGER after\_update\_adoption AFTER UPDATE

ON Adoption FOR EACH ROW

BEGIN

IF OLD.animal\_id <> NEW.animal\_id THEN

UPDATE Animal

*SET* disponible = TRUE

WHERE id = OLD.animal\_id;

UPDATE Animal

*SET* disponible = FALSE

WHERE id = NEW.animal\_id;

END IF;

END |

CREATE TRIGGER after\_delete\_adoption AFTER DELETE

ON Adoption FOR EACH ROW

BEGIN

UPDATE Animal

*SET* disponible = TRUE

WHERE id = OLD.animal\_id;

END |

CREATE TRIGGER before\_insert\_animal BEFORE INSERT

ON Animal FOR EACH ROW

BEGIN

IF NEW.sexe IS NOT NULL

AND NEW.sexe != 'M'

AND NEW.sexe != 'F'

AND NEW.sexe != 'A'

THEN

INSERT INTO Erreur (erreur) VALUES ('Erreur : sexe doit valoir "M", "F", "A" ou NULL.');

END IF;

END |

CREATE TRIGGER before\_update\_animal BEFORE UPDATE

ON Animal FOR EACH ROW

BEGIN

IF NEW.sexe IS NOT NULL

AND NEW.sexe != 'M'

AND NEW.sexe != 'F'

AND NEW.sexe != 'A'

THEN

*SET* NEW.sexe = NULL;

END IF;

END |

CREATE TRIGGER after\_update\_animal AFTER UPDATE

ON Animal FOR EACH ROW

BEGIN

INSERT INTO Animal\_histo (

id, sexe, date\_naissance, nom, commentaires, espece\_id, race\_id,

mere\_id, pere\_id, disponible, date\_histo, utilisateur\_histo, evenement\_histo)

VALUES (

OLD.id, OLD.sexe, OLD.date\_naissance, OLD.nom, OLD.commentaires, OLD.espece\_id, OLD.race\_id,

OLD.mere\_id, OLD.pere\_id, OLD.disponible, NOW(), CURRENT\_USER(), 'UPDATE');

END |

CREATE TRIGGER after\_delete\_animal AFTER DELETE

ON Animal FOR EACH ROW

BEGIN

INSERT INTO Animal\_histo (

id, sexe, date\_naissance, nom, commentaires, espece\_id, race\_id,

mere\_id, pere\_id, disponible, date\_histo, utilisateur\_histo, evenement\_histo)

VALUES (

OLD.id, OLD.sexe, OLD.date\_naissance, OLD.nom, OLD.commentaires, OLD.espece\_id, OLD.race\_id,

OLD.mere\_id, OLD.pere\_id, OLD.disponible, NOW(), CURRENT\_USER(), 'DELETE');

END |

CREATE TRIGGER before\_delete\_espece BEFORE DELETE

ON Espece FOR EACH ROW

BEGIN

DELETE FROM Race

WHERE espece\_id = OLD.id;

END |

CREATE TRIGGER before\_insert\_race BEFORE INSERT

ON Race FOR EACH ROW

BEGIN

*SET* NEW.date\_insertion = NOW();

*SET* NEW.utilisateur\_insertion = CURRENT\_USER();

*SET* NEW.date\_modification = NOW();

*SET* NEW.utilisateur\_modification = CURRENT\_USER();

END |

CREATE TRIGGER before\_update\_race BEFORE UPDATE

ON Race FOR EACH ROW

BEGIN

*SET* NEW.date\_modification = NOW();

*SET* NEW.utilisateur\_modification = CURRENT\_USER();

END |

CREATE TRIGGER before\_delete\_race BEFORE DELETE

ON Race FOR EACH ROW

BEGIN

UPDATE Animal

*SET* race\_id = NULL

WHERE race\_id = OLD.id;

END |

DELIMITER ;

### Création d'une vue

#### Le principe

Pour notre élevage, la requête suivante est très utile.

SELECT Animal.id, Animal.sexe, Animal.date\_naissance, Animal.nom, Animal.commentaires,

Animal.espece\_id, Animal.race\_id, Animal.mere\_id, Animal.pere\_id, Animal.disponible,

Espece.nom\_courant AS espece\_nom, Race.nom AS race\_nom

FROM Animal

INNER JOIN Espece ON Animal.espece\_id = Espece.id

LEFT JOIN Race ON Animal.race\_id = Race.id;

Avec ou sans clause WHERE, il arrive régulièrement que l'on veuille trouver des renseignements sur nos animaux, y compris leur race et leur espèce (et seul, l'id contenu dans Animal n'est pas une information très explicite). Il serait donc bien pratique de pouvoir stocker cette requête plutôt que de devoir la retaper en entier à chaque fois.

C'est très exactement le principe d'une vue : **on stocke une requête SELECT  en lui donnant un nom**, et on peut ensuite appeler directement la vue par son nom.

Quelques remarques importantes :

* Il s'agit bien d'objets de la base de données, **stockés de manière durable**, comme le sont les tables ou les procédures stockées.
* C'est donc bien différent des requêtes préparées, qui ne sont définies que le temps d'une session, et qui ont un tout autre but.
* Ce qui est stocké est la **requête**, et non pas les résultats de celle-ci. **On ne gagne absolument rien en termes de performances** en utilisant une vue plutôt qu'en faisant une requête directement sur les tables.

#### Création

Pour créer une vue, on utilise tout simplement la commande CREATE VIEW, dont voici la syntaxe :

CREATE [OR REPLACE] VIEW nom\_vue

AS requete\_select;

La clause OR REPLACE  est facultative. Si elle est fournie, la vue nom\_vue sera soit créée, si elle n'existe pas, soit remplacée, si elle existait déjà. Si OR REPLACE  est omise et qu'une vue portant le même nom a été précédemment définie, cela déclenchera une erreur.

Donc, si l'on reprend la requête précédente, voici comment créer une vue pour stocker celle-ci :

CREATE VIEW V\_Animal\_details

AS SELECT Animal.id, Animal.sexe, Animal.date\_naissance, Animal.nom, Animal.commentaires,

Animal.espece\_id, Animal.race\_id, Animal.mere\_id, Animal.pere\_id, Animal.disponible,

Espece.nom\_courant AS espece\_nom, Race.nom AS race\_nom

FROM Animal

INNER JOIN Espece ON Animal.espece\_id = Espece.id

LEFT JOIN Race ON Animal.race\_id = Race.id;

Dorénavant, plus besoin de retaper cette requête, il suffit de travailler à partir de la vue, comme s'il s'agissait d'une table :

SELECT \* FROM V\_Animal\_details;

J'ai préfixé le nom de la vue par "V\_". Il s'agit d'une convention que je vous conseille fortement de respecter. Cela permet de savoir au premier coup d’œil si l'on travaille avec une vraie table, ou avec une vue.

D'ailleurs, si l'on demande la liste des tables de la base de données, on peut voir que la vue est reprise (bien qu'il ne s'agisse pas d'une table, mais d'une requête SELECT  stockée, j'insiste).

SHOW TABLES;

#### Les colonnes de la vue

Comme pour les tables, on peut utiliser la commande DESCRIBE  pour voir les différentes colonnes de notre vue.

DESCRIBE V\_Animal\_details;

Comme on pouvait s'y attendre, les noms de colonnes ont été déterminés par la clause SELECT  de la requête définissant la vue. S'il n'y avait pas d'alias pour la colonne, c'est simplement le même nom que dans la table d'origine (*date\_naissance,*par exemple), et si un alias a été donné, il est utilisé (*espece\_nom,*par exemple).

**Lister les colonnes dans  CREATE VIEW**

Il existe une autre possibilité que le recours aux alias dans la clause SELECT  pour nommer les colonnes d'une vue. Il suffit de lister les colonnes juste après le nom de la vue, lors de la création de celle-ci. La commande suivante est l'équivalent de la précédente pour la création de *V\_Animal\_details*, mais cette fois sans alias dans la requête SELECT.

CREATE VIEW V\_Animal\_details (id, sexe, date\_naissance, nom, commentaires, espece\_id, race\_id, mere\_id, pere\_id, disponible, espece\_nom, race\_nom)

AS SELECT Animal.id, Animal.sexe, Animal.date\_naissance, Animal.nom, Animal.commentaires,

Animal.espece\_id, Animal.race\_id, Animal.mere\_id, Animal.pere\_id, Animal.disponible,

Espece.nom\_courant, Race.nom

FROM Animal

INNER JOIN Espece ON Animal.espece\_id = Espece.id

LEFT JOIN Race ON Animal.race\_id = Race.id;

Il faut toujours vérifier que les colonnes sélectionnées sont dans le bon ordre par rapport à la liste des noms, car la correspondance se fait uniquement sur la base de la position. MySQL ne lèvera pas le petit doigt si l'on nomme "espece" une colonne contenant le sexe.

**Doublons interdits**

Comme pour une table, il est impossible que deux colonnes ayant le même nom cohabitent dans une même vue.

CREATE VIEW V\_test

AS SELECT Animal.id, Espece.id

FROM Animal

INNER JOIN Espece ON Animal.espece\_id = Espece.id;

ERROR 1060 (42S21): Duplicate column name 'id'

Pour pouvoir créer cette vue, il est nécessaire de renommer une des deux colonnes dans la vue (soit avec un alias, soit en listant les colonnes juste après CREATE VIEW nom\_vue).

**Requête SELECT  stockée dans la vue**

Que peut-on mettre dans la requête SELECT  qui sert à définir la vue ?

La requête définissant une vue peut être n'importe quelle requête SELECT, à quelques exceptions près.

* Il n'est pas possible d'utiliser une requête SELECT  dont la clause FROM  contient une sous-requête SELECT.
* La requête ne peut pas faire référence à des variables utilisateur, à des variables système ni même à des variables locales (dans le cas d'une vue définie par une procédure stockée).
* Toutes les tables (ou vues) mentionnées dans la requête doivent exister (au moment de la création du moins).

En dehors de cela, carte blanche ! La requête peut contenir une clause WHERE, une clause GROUP BY, des fonctions (scalaires ou d’agrégation), des opérations mathématiques, une autre vue, des jointures, etc.

**Exemple 1 :** une vue pour les chiens.

L'employé de l'élevage préposé aux chiens peut créer une vue sur ceux-ci afin de ne pas devoir ajouter une clause WHERE espece\_id = 1  à chacune de ses requêtes.

CREATE VIEW V\_Chien

AS SELECT id, sexe, date\_naissance, nom, commentaires, espece\_id, race\_id, mere\_id, pere\_id, disponible

FROM Animal

WHERE espece\_id = 1;

**Exemple 2 :** combien de chats possédons-nous ?

Il est tout à fait possible de créer une vue définie par une requête qui compte le nombre d'animaux de chaque espèce que l'on possède.

CREATE OR REPLACE VIEW V\_Nombre\_espece

AS SELECT Espece.id, COUNT(Animal.id) AS nb

FROM Espece

LEFT JOIN Animal ON Animal.espece\_id = Espece.id

GROUP BY Espece.id;

**Exemple 3 :** vue sur une vue.

La vue *V\_Chien*sélectionne les chiens. Créons la vue *V\_Chien\_race*qui sélectionne les chiens dont on connaît la race. On peut bien sûr créer cette vue à partir de la table *Animal*, mais on peut aussi repartir simplement de la vue *V\_Chien*.

CREATE OR REPLACE VIEW V\_Chien\_race

AS SELECT id, sexe, date\_naissance, nom, commentaires, espece\_id, race\_id, mere\_id, pere\_id, disponible

FROM V\_Chien

WHERE race\_id IS NOT NULL;

**Exemple 4 :** expression dans une vue.

Voici un exemple de vue définie par une requête contenant une expression, qui sélectionne les espèces, avec leur prix en dollars.

CREATE VIEW V\_Espece\_dollars

AS SELECT id, nom\_courant, nom\_latin, description, ROUND(prix\*1.31564, 2) AS prix\_dollars

FROM Espece;

**La requête SELECT  est "figée"**

La requête SELECT  définissant une vue est figée : les changements de structure faits par la suite sur la ou les tables sous-jacentes n'influent pas sur la vue.

Par exemple, si l'on crée une vue *V\_Client* toute simple.

CREATE VIEW V\_Client

AS SELECT \*

FROM Client;

Cette vue sélectionne les huit colonnes de *Client(id, nom, prenom, adresse, code\_postal, ville, pays, email)*. Une fois cette vue créée, elle est figée, et l'ajout d'une colonne dans la table *Client***ne changera pas** les résultats d'une requête sur *V\_Client*. Cette vue ne sélectionnera jamais que *id, nom, prenom, adresse, code\_postal, ville, pays* et *email*, malgré le caractère \* dans la clauseSELECT. Pour que *V\_Client* sélectionne la nouvelle colonne de *Client*, il faudrait recréer la vue pour l'inclure.

**Exemple :** ajout d'une colonne *date\_naissance* à la table *Client*.

ALTER TABLE Client ADD COLUMN date\_naissance *DATE*;

DESCRIBE V\_Client;

##### Tri des données directement dans la vue

Si l'on met un ORDER BY  dans la requête définissant une vue, celui-ci prendra effet, sauf si l'on fait une requête sur la vue avec un ORDER BY. Dans ce cas, c'est ce dernier qui prime, et l'ORDER BY  originel est ignoré.

**Exemple**

CREATE OR REPLACE VIEW V\_Race

AS SELECT Race.id, nom, Espece.nom\_courant AS espece

FROM Race

INNER JOIN Espece ON Espece.id = Race.espece\_id

ORDER BY nom;

SELECT \*

FROM V\_Race;

-- Sélection sans ORDER BY, on prend l'ORDER BY de la définition

SELECT \*

FROM V\_Race

ORDER BY espece;

-- Sélection avec ORDER BY, c'est celui-là qui sera pris en compte

La première requête donnera bien les races par ordre alphabétique ; les races de chiens et les races de chats seront mélangées. Par contre, dans la deuxième, on a d'abord toutes les races de chats, puis toutes les races de chiens.

##### Comportement d'autres clauses de SELECT

En ce qui concerne notamment les clauses LIMIT  et DISTINCT  (et son opposé, ALL), le comportement est indéfini. Dans le cas où l'on fait une requête avec un LIMIT  sur une vue dont la requête possède aussi un LIMIT, on ne sait pas quelle clause, de la définition ou de la sélection, sera appliquée. Par conséquent, il est déconseillé d'inclure ces clauses dans la définition d'une vue.

### Sélection des données d'une vue

Une fois la vue créée, on peut bien entendu faire plus qu'un simple SELECT \* FROM la\_vue;  : on peut tout simplement traiter cette vue comme une table, et donc ajouter des clauses WHERE, GROUP BY, des fonctions, des jointures et tout ce que l'on veut !

**Exemple 1 :** on sélectionne les rats bruns à partir de la vue V\_Animal\_details.

SELECT id, nom, espece\_nom, date\_naissance, commentaires, disponible

FROM V\_Animal\_details

WHERE espece\_nom = 'Rat brun';

**Exemple 2 :** on sélectionne le nombre d'animaux par espèce avec la vue *V\_Nombre\_espece*, en ajoutant une jointure sur la table *Espece* pour avoir le nom des espèces en plus de leur *id*.

SELECT V\_Nombre\_espece.id, Espece.nom\_courant, V\_Nombre\_espece.nb

FROM V\_Nombre\_espece

INNER JOIN Espece ON Espece.id = V\_Nombre\_espece.id;

**Exemple 3 :** on sélectionne le nombre de chiens que l'on possède pour chaque race en utilisant un regroupement sur la vue *V\_Chien\_race*, avec jointure sur *Race* pour avoir le nom de la race.

SELECT Race.nom, COUNT(V\_Chien\_race.id)

FROM Race

INNER JOIN V\_Chien\_race ON Race.id = V\_Chien\_race.race\_id

GROUP BY Race.nom;

### Modification et suppression d'une vue

#### Modification

##### CREATE OR REPLACE

Comme déjà mentionné, pour modifier une vue, on peut tout simplement ajouter la clause OR REPLACE  à la requête de création de la vue, et lui donner le nom de la vue à modifier. L'ancienne vue sera alors remplacée.

Si le nom de votre vue est incorrect et ne correspond à aucune vue existante, aucune erreur ne sera renvoyée, et vous créerez tout simplement une nouvelle vue.

##### ALTER

Il existe aussi la commande ALTER VIEW, qui aura le même effet que CREATE OR REPLACE VIEW, si la vue existe bel et bien. Dans le cas contraire, ALTER VIEW  générera une erreur.

Syntaxe :

ALTER VIEW nom\_vue [(liste\_colonnes)]

AS requete\_select

**Exemples :** les deux requêtes suivantes ont exactement le même effet ; on modifie la vue V\_espece\_dollars pour mettre à jour le taux de change du dollar.

CREATE OR REPLACE VIEW V\_Espece\_dollars

AS SELECT id, nom\_courant, nom\_latin, description, ROUND(prix\*1.30813, 2) AS prix\_dollars

FROM Espece;

ALTER VIEW V\_Espece\_dollars

AS SELECT id, nom\_courant, nom\_latin, description, ROUND(prix\*1.30813, 2) AS prix\_dollars

FROM Espece;

#### Suppression

Pour supprimer une vue, on utilise simplement DROP VIEW [IF EXISTS] nom\_vue;.

**Exemple :** suppression de V\_Race.

DROP VIEW V\_Race;

### Utilité des vues

Au-delà de la légendaire paresse des informaticiens, bien contents de ne pas devoir retaper la même requête encore et encore, les vues sont utilisées pour différentes raisons, dont voici les principales.

#### Clarification et facilitation des requêtes

Lorsqu'une requête implique un grand nombre de tables ou nécessite des fonctions, des regroupements, etc., même une bonne indentation ne suffit pas toujours à rendre la requête claire. Qui plus est, plus la requête est longue et complexe, plus l'ajout de la moindre condition peut se révéler pénible.  
Avoir une vue pour des requêtes complexes permet de simplifier et de clarifier les requêtes.

**Exemple :** on veut savoir quelles espèces rapportent le plus, année après année. Comme c'est une question importante pour le développement de l'élevage et qu'elle reviendra souvent, on crée une vue que l'on pourra interroger facilement.

CREATE OR REPLACE VIEW V\_Revenus\_annee\_espece

AS SELECT YEAR(date\_reservation) AS annee, Espece.id AS espece\_id, SUM(Adoption.prix) AS somme, COUNT(Adoption.animal\_id) AS nb

FROM Adoption

INNER JOIN Animal ON Animal.id = Adoption.animal\_id

INNER JOIN Espece ON Animal.espece\_id = Espece.id

GROUP BY annee, Espece.id;

Avec des requêtes toutes simples, on peut maintenant obtenir des informations résultant de requêtes complexes, par exemple :

**1.** Les revenus obtenus par année

SELECT annee, SUM(somme) AS total

FROM V\_Revenus\_annee\_espece

GROUP BY annee;

**2.** Les revenus obtenus pour chaque espèce, toutes années confondues

SELECT Espece.nom\_courant AS espece, SUM(somme) AS total

FROM V\_Revenus\_annee\_espece

INNER JOIN Espece ON V\_Revenus\_annee\_espece.espece\_id = Espece.id

GROUP BY espece;

**3.** Les revenus moyens générés par la vente d'un individu de l'espèce

SELECT Espece.nom\_courant AS espece, SUM(somme)/SUM(nb) AS moyenne

FROM V\_Revenus\_annee\_espece

INNER JOIN Espece ON V\_Revenus\_annee\_espece.espece\_id = Espece.id

GROUP BY espece;

#### Création d'une interface entre l'application et la base de données

Lorsque l'on a une base de données exploitée par une application (écrite dans un langage de programmation comme Java ou PHP, par exemple), c'est souvent dans cette application que sont construites les requêtes qui vont insérer, modifier, et sélectionner les données de la base.  
Si, pour une raison ou une autre (mauvaise conception de la base de données au départ, modèle de données qui s’étend fortement…), la structure des tables de la base change, il faut réécrire également l'application pour prendre en compte les modifications nécessaires pour les requêtes.

Cependant, si l'on a utilisé des vues, on peut éviter de réécrire toutes ces requêtes, ou du moins limiter le nombre de requêtes à réécrire. Si les requêtes sont faites sur des vues, il suffit en effet de modifier la définition de ces vues pour qu'elles fonctionnent avec la nouvelle structure.

**Exemple**

On a créé une vue V\_Client qui permet de voir le contenu de notre table Client (sauf la date de naissance, ajoutée après la définition de la vue).

Si, un beau jour, on décidait de stocker les adresses postales dans une table à part, il faudrait modifier la structure de notre base. Au lieu d'une seule table Client, on en aurait deux : Client(id, nom, prenom, date\_naissance, email, adresse\_id) et Adresse(id, rue\_numero, code\_postal, ville, pays).

Pour que l'application puisse continuer à sélectionner les personnes et leur adresse sans que l'on doive la modifier, il suffit de changer la requête définissant la vue :

CREATE OR REPLACE VIEW V\_Client

-- le OR REPLACE indispensable (ou on utilise ALTER VIEW)

AS SELECT Client.id, nom, prenom, rue\_numero AS adresse, code\_postal, ville, pays, email, date\_naissance

FROM Client

LEFT JOIN Adresse ON Client.adresse\_id = Adresse.id

-- LEFT JOIN au cas où certains clients n'auraient pas d'adresse définie

Le changement de structure de la base de données serait ainsi transparent pour l'application (du moins en ce qui concerne la sélection des clients) !

#### Restriction des données visibles par les utilisateurs

La gestion des utilisateurs et de leurs droits fera l'objet d'un prochain chapitre. Sachez simplement que, pour chaque utilisateur, il est possible de définir des droits particuliers pour chaque table et chaque vue (entre autres choses).  
On peut par exemple autoriser l'utilisateur A à faire des requêtes d'insertion, de modification, de suppression et de sélection (le fameux CRUD) sur la table T1, mais n'autoriser l'utilisateur B qu'à faire des sélections sur la table T1.  
Et imaginons qu'il existe aussi un utilisateur C auquel on veut donner l'autorisation de faire des requêtes de sélection sur la table T1, mais auquel il faudrait cacher certaines colonnes qui contiennent des données sensibles, ou certaines lignes auxquelles il ne devrait pas accéder. Il suffit de créer la vue V\_T1, n'ayant accès qu'aux colonnes/lignes "publiques" de la table T1, et de donner à C les droits sur la vue V\_T1, mais pas sur la table T1.

**Exemple**

Le stagiaire travaillant dans notre élevage s'occupe exclusivement des chats et ne doit pas avoir accès aux commentaires. On ne lui donne donc pas accès à la table Animal, mais à une vue V\_Animal\_stagiaire créée de la manière suivante :

CREATE VIEW V\_Animal\_stagiaire

AS SELECT id, nom, sexe, date\_naissance, espece\_id, race\_id, mere\_id, pere\_id, disponible

FROM Animal

WHERE espece\_id = 2;

### Algorithmes

Lors de la création d'une vue, on peut définir quel algorithme sera utilisé par MySQL lors d'une sélection sur celle-ci.

CREATE [OR REPLACE]

[ALGORITHM = {UNDEFINED | MERGE | TEMPTABLE}]

VIEW nom\_vue

AS requete\_select

Il s'agit d'une **clause non standard**, donc valable uniquement pour MySQL. Deux algorithmes différents peuvent être utilisés : MERGE  et TEMPTABLE.

Les algorithmes interviennent au moment où l'on **sélectionne des données de la vue**, et pas directement à la création de celle-ci.

#### MERGE

Si l'algorithme MERGE  (fusion en anglais) a été choisi, lorsque l'on sélectionne des données de la vue, MySQL va **fusionner la requête SELECT  qui définit la vue avec les clauses de sélection**. Faire une sélection sur une vue qui utilise cet algorithme revient donc à faire une requête directement sur les tables sous-jacentes.

Comme ce n'est pas nécessairement très clair, voici deux exemples.

**Exemple 1**

On a créé la vue V\_Animal\_details à partir de la requête suivante :

SELECT Animal.id, Animal.sexe, Animal.date\_naissance, Animal.nom, Animal.commentaires,

Animal.espece\_id, Animal.race\_id, Animal.mere\_id, Animal.pere\_id, Animal.disponible,

Espece.nom\_courant AS espece\_nom, Race.nom AS race\_nom

FROM Animal

INNER JOIN Espece ON Animal.espece\_id = Espece.id

LEFT JOIN Race ON Animal.race\_id = Race.id;

Ensuite, on fait une sélection sur cette vue :

SELECT \*

FROM V\_Animal\_details

WHERE MONTH(date\_naissance) = 6;

Si c'est l'algorithme MERGE  qui est utilisé, MySQL va fusionner :

* la requête définissant la vue :
* SELECT Animal.id, Animal.sexe, Animal.date\_naissance, Animal.nom, Animal.commentaires,
* Animal.espece\_id, Animal.race\_id, Animal.mere\_id, Animal.pere\_id, Animal.disponible,
* Espece.nom\_courant AS espece\_nom, Race.nom AS race\_nom
* FROM Animal
* INNER JOIN Espece ON Animal.espece\_id = Espece.id
* LEFT JOIN Race ON Animal.race\_id = Race.id;
* les clauses de la requête de sélection :
* WHERE MONTH(date\_naissance) = 6;

Finalement, faire cette requête sur la vue provoquera l'exécution de la requête suivante :

SELECT Animal.id, Animal.sexe, Animal.date\_naissance, Animal.nom, Animal.commentaires,

Animal.espece\_id, Animal.race\_id, Animal.mere\_id, Animal.pere\_id, Animal.disponible,

Espece.nom\_courant AS espece\_nom, Race.nom AS race\_nom

FROM Animal

INNER JOIN Espece ON Animal.espece\_id = Espece.id

LEFT JOIN Race ON Animal.race\_id = Race.id

WHERE MONTH(date\_naissance) = 6;

**Exemple 2**

Si l'on exécute la requête suivante sur la vue V\_Chien, et que l'algorithme MERGE  est utilisé :

SELECT nom, date\_naissance

FROM V\_Chien

WHERE pere\_id IS NOT NULL;

MySQL va fusionner les deux requêtes, et exécuter ceci :

SELECT nom, date\_naissance

FROM Animal

WHERE espece\_id = 1

AND pere\_id IS NOT NULL;

#### TEMPTABLE

L'algorithme TEMPTABLE, par contre, **crée une table temporaire** contenant les résultats de la requête définissant la vue, puis, par la suite, exécute la requête de sélection sur cette table temporaire.

Donc, si l'on exécute la requête suivante sur la vue V\_Chien :

SELECT nom, date\_naissance

FROM V\_Chien

WHERE pere\_id IS NOT NULL;

Avec l'algorithme TEMPTABLE, la requête définissant la vue va être exécutée et ses résultats stockés dans une table temporaire.

SELECT id, sexe, date\_naissance, nom, commentaires, espece\_id, race\_id, mere\_id, pere\_id, disponible

FROM Animal

WHERE espece\_id = 1;

Ensuite, sur cette table temporaire, va être exécutée la requête finale :

SELECT nom, date\_naissance

FROM table\_temporaire

WHERE pere\_id IS NOT NULL;

#### Algorithme par défaut et conditions

Il existe une troisième option possible pour la clause ALGORITHM  dans la requête de création des vues : UNDEFINED.

Par défaut, si l'on ne précise pas d'algorithme pour la vue, c'est l'option UNDEFINED  qui est utilisée. Cette option laisse MySQL décider lui-même de l'algorithme qu'il appliquera.  
Si c'est possible, MERGE  sera utilisé, car cet algorithme est plus performant que TEMPTABLE. Cependant, toutes les vues ne peuvent pas utiliser l'algorithme MERGE. En effet, une vue utilisant un ou plusieurs des éléments suivants **ne pourra pas** utiliser MERGE  :

* DISTINCT  ;
* LIMIT  ;
* une fonction d'agrégation (SUM(), COUNT(), MAX(), etc.) ;
* GROUP BY  ;
* HAVING  ;
* UNION  ;
* une sous-requête dans la clause SELECT.

### Modification des données d'une vue

On a tendance à penser que les vues ne servent que pour la sélection de données. En réalité, il est possible de modifier, d'insérer et de supprimer des données par l'intermédiaire d'une vue.  
Les requêtes sont les mêmes que pour insérer, modifier et supprimer des données à partir d'une table (si ce n'est que l'on met le nom de la vue au lieu du nom de la table, bien sûr).

Cependant, pour qu'une vue ne soit pas en "lecture seule", elle doit répondre à une série de conditions.

#### Conditions pour qu'une vue permette de modifier des données (requêtes UPDATE)

##### Jointures

Il est possible de modifier des données à partir d'une vue définie avec une jointure, à condition de ne modifier qu'**une seule table**.

**Exemple**

-- Modifie Animal

UPDATE V\_Animal\_details

*SET* commentaires = 'Rhume chronique'

WHERE id = 21;

-- Modifie Race

UPDATE V\_Animal\_details

*SET* race\_nom = 'Maine Coon'

WHERE race\_nom = 'Maine coon';

-- Erreur

UPDATE V\_Animal\_details

*SET* commentaires = 'Vilain oiseau', espece\_nom = 'Perroquet pas beau'

-- commentaires vient de Animal, et espece\_nom vient de Espece

WHERE espece\_id = 4;

Les deux premières modifications ne posent aucun problème, mais la troisième échouera, car elle modifie des colonnes appartenant à deux tables différentes.

ERROR 1393 (HY000): Can not modify more than one base table through a join view 'elevage.v\_animal\_details'

##### Algorithme

La vue doit utiliser l'algorithme MERGE  (que l'algorithme ait été spécifié à la création, ou choisi par MySQL si l'algorithme n'a pas été défini). Par conséquent, les mêmes conditions que pour utiliser l'algorithme MERGE  s'appliquent. Les éléments suivants sont ainsi interdits dans une vue si l'on veut pouvoir modifier les données à partir de celle-ci :

* DISTINCT  ;
* LIMIT  ;
* une fonction d’agrégation (SUM(), COUNT(), MAX(), etc.) ;
* GROUP BY  ;
* HAVING  ;
* UNION  ;
* une sous-requête dans la clause SELECT.

**Exemple :** la vue V\_Nombre\_espece, qui utilise une fonction d'agrégation, ne permet pas de modifier les données.

UPDATE V\_Nombre\_espece

*SET* nb = 6

WHERE id = 4;

1288 (HY000): The target table V\_Nombre\_espece of the UPDATE is not updatable

##### Autres conditions

* On ne peut pas modifier les données à partir d'une vue qui est elle-même définie à partir d'une vue qui ne permet pas la modification des données.
* Ce n'est pas non plus possible à partir d'une vue dont la clause WHERE  contient une sous-requête faisant référence à une des tables de la clause FROM.

#### Conditions pour qu'une vue permette d'insérer des données (requêtes INSERT)

On peut insérer des données dans une vue si celle-ci respecte **les mêmes conditions que pour la modification de données**, ainsi que les conditions supplémentaires suivantes.

##### Valeurs par défaut

Toutes les colonnes n'ayant pas de valeur par défaut (et ne pouvant pas être NULL), de la table dans laquelle on veut faire l'insertion, doivent être référencées par la vue.

**Exemple**

INSERT INTO V\_Animal\_stagiaire (nom, sexe, date\_naissance, espece\_id, race\_id)

VALUES ('Rocco', 'M', '2012-03-12', 1, 9);

Ceci fonctionne. La colonne commentaires n'est pas référencée par V\_Animal\_stagiaire, mais peut être NULL  (qui est donc sa valeur par défaut).

CREATE VIEW V\_Animal\_mini

AS SELECT id, nom, sexe, espece\_id

FROM Animal;

INSERT INTO V\_Animal\_mini(nom, sexe, espece\_id)

VALUES ('Toxi', 'F', 1);

Par contre, l'insertion dans V\_Animal\_mini échoue, puisque date\_naissance n'est pas référencée, ne peut pas être NULLet n'a pas de valeur par défaut.

ERROR 1423 (HY000): Field of view 'elevage.v\_animal\_mini' underlying table doesn't have a default value

##### Jointures

Les vues avec jointure peuvent supporter l'insertion si :

* il n'y a que des jointures internes ;
* l'insertion se fait sur une seule table (comme pour la modification).

**Exemple**

INSERT INTO V\_Animal\_details (espece\_nom, espece\_nom\_latin)

VALUES ('Perruche terrestre', 'Pezoporus wallicus');

Il y a une jointure externe dans V\_Animal\_details, donc l'insertion ne fonctionnera pas.

ERROR 1471 (HY000): The target table V\_Animal\_details of the INSERT is not insertable-into

Par contre, si l'on crée une table V\_Animal\_espece avec uniquement une jointure interne, il n'y a aucun problème.

CREATE OR REPLACE VIEW V\_Animal\_espece

AS SELECT Animal.id, Animal.sexe, Animal.date\_naissance, Animal.nom, Animal.commentaires,

Animal.espece\_id, Animal.race\_id, Animal.mere\_id, Animal.pere\_id, Animal.disponible,

Espece.nom\_courant AS espece\_nom, Espece.nom\_latin AS espece\_nom\_latin

FROM Animal

INNER JOIN Espece ON Espece.id = Animal.espece\_id;

INSERT INTO V\_Animal\_espece (espece\_nom, espece\_nom\_latin)

VALUES ('Perruche terrestre', 'Pezoporus wallicus');

##### Expressions

Les colonnes de la vue doivent être de simples références à des colonnes, et non pas des expressions.

**Exemple**

Dans la vue V\_Espece\_dollars, la colonne prix\_dollars correspond à ROUND(prix\*1.30813, 2). Il n'est donc pas possible d'insérer des données à partir de cette vue.

INSERT INTO V\_Espece\_dollars (nom\_courant, nom\_latin, prix\_dollars)

VALUES ('Perruche terrestre', 'Pezoporus wallicus', 30);

ERROR 1471 (HY000): The target table V\_Espece\_dollars of the INSERT is not insertable-into

##### Colonnes dupliquées

La même colonne ne peut pas être référencée deux fois dans la vue.

**Exemple**

Si l'on crée une vue avec deux fois la même colonne référencée, il est possible de modifier des données à partir de celle-ci, mais pas d'en insérer.

CREATE VIEW V\_Espece\_2noms -- on référence nom\_courant deux fois

AS SELECT id, nom\_courant, nom\_latin, description, prix, nom\_courant AS nom2

FROM Espece;

-- Modification, pas de problème

UPDATE V\_Espece\_2noms

*SET* description= 'Joli oiseau aux plumes majoritairement vert brillant', prix = 20.00

WHERE nom\_courant = 'Perruche terrestre';

-- Insertion, impossible

INSERT INTO V\_Espece\_2noms (nom\_courant, nom\_latin, prix)

VALUES ('Perruche turquoisine', 'Neophema pulchella', 40);

ERROR 1471 (HY000): The target table V\_Espece\_2noms of the INSERT is not insertable-into

#### Conditions pour qu'une vue permette de supprimer des données (requêtes DELETE)

Il est possible de supprimer des données à partir d'une vue si et seulement si :

* il est possible de modifier des données à partir de cette vue ;
* cette vue est "mono-table" (une seule table sous-jacente).

#### Option de la vue pour la modification des données

Lors de la création d'une vue, on peut ajouter une option : WITH [LOCAL | CASCADED] CHECK OPTION.

CREATE [OR REPLACE]

[ALGORITHM = {UNDEFINED | MERGE | TEMPTABLE}]

VIEW nom\_vue [(liste\_colonnes)]

AS requete\_select

[WITH [CASCADED | LOCAL] CHECK OPTION]

Lorsque cette option est spécifiée, les modifications et insertions ne sont acceptées que si les données répondent aux conditions de la vue (c'est-à-dire aux conditions données par la clause WHERE  de la requête définissant la vue).

**Exemples**

Si la vue V\_Animal\_stagiaire (qui, pour rappel, sélectionne les chats uniquement) est définie avec WITH CHECK OPTION, on ne peut pas modifier l'espece\_id à partir de cette vue.

CREATE OR REPLACE VIEW V\_Animal\_stagiaire

AS SELECT id, nom, sexe, date\_naissance, espece\_id, race\_id, mere\_id, pere\_id, disponible

FROM Animal

WHERE espece\_id = 2

WITH CHECK OPTION;

En effet, cette vue est définie avec la condition WHERE espece\_id = 2. Les modifications faites sur les données de cette vue doivent respecter cette condition.

UPDATE V\_Animal\_stagiaire

*SET* espece\_id = 1

WHERE nom = 'Cracotte';

ERROR 1369 (HY000): CHECK OPTION failed 'elevage.v\_animal\_stagiaire'

De même, l'insertion d'un animal dont l'espece\_id n'est pas 2 sera refusée aussi.

INSERT INTO V\_Animal\_stagiaire (sexe, date\_naissance, espece\_id, nom)

VALUES ('F', '2011-09-21 15:14:00', 2, 'Bambi');

-- c'est un chat, pas de problème

INSERT INTO V\_Animal\_stagiaire (sexe, date\_naissance, espece\_id, nom)

VALUES ('M', '2011-03-11 05:54:00', 6, 'Tiroli');

-- c'est une perruche, impossible

La première insertion ne pose aucun problème, mais la seconde échoue.

##### LOCAL ou CASCADED

* LOCAL  : seules les conditions de la vue même sont vérifiées.
* CASCADED  : les conditions des vues sous-jacentes éventuelles sont également vérifiées. C'est l'option par défaut.

La vue V\_Chien\_race, par exemple, est définie à partir de la vue V\_Chien. Si l'on ajoute WITH LOCAL CHECK OPTION  à V\_Chien\_race, les modifications et insertions dans cette vue devront vérifier uniquement les conditions de la vue elle-même, c'est-à-dire race\_id IS NOT NULL. Si, par contre, c'est WITH CASCADED CHECK OPTION  qui est choisi, alors les modifications et insertions devront toujours vérifier les conditions de V\_Chien\_race, mais également celles de V\_Chien (espece\_id = 1).

**Exemple 1 :** LOCAL

CREATE OR REPLACE VIEW V\_Chien\_race

AS SELECT id, sexe, date\_naissance, nom, commentaires, espece\_id, race\_id, mere\_id, pere\_id, disponible

FROM V\_Chien

WHERE race\_id IS NOT NULL

WITH LOCAL CHECK OPTION;

-- Modification --

-- ------------ --

UPDATE V\_Chien\_race

*SET* race\_id = NULL -- Ne respecte pas la condition de V\_Chien\_race

WHERE nom = 'Zambo';-- => Impossible

UPDATE V\_Chien\_race

*SET* espece\_id = 2, race\_id = 4-- Ne respecte pas la condition de V\_Chien

WHERE nom = 'Java'; -- => possible puisque LOCAL CHECK OPTION

-- Insertion --

-- --------- --

INSERT INTO V\_Chien\_race (sexe, date\_naissance, nom, commentaires, espece\_id, race\_id)

VALUES ('M', '2012-02-28 03:05:00', 'Pumba', 'Prématuré, à surveiller', 1, 9);

-- Respecte toutes les conditions => Pas de problème

INSERT INTO V\_Chien\_race (sexe, date\_naissance, nom, commentaires, espece\_id, race\_id)

VALUES ('M', '2011-05-24 23:51:00', 'Lion', NULL, 2, 5);

-- La race n'est pas NULL, mais c'est un chat => pas de problème puisque LOCAL

INSERT INTO V\_Chien\_race (sexe, date\_naissance, nom, commentaires, espece\_id, race\_id)

VALUES ('F', '2010-04-28 13:01:00', 'Mouchou', NULL, 1, NULL);

-- La colonne race\_id est NULL => impossible

La première modification et la dernière insertion échouent donc, avec l'erreur suivante :

ERROR 1369 (HY000): CHECK OPTION failed 'elevage.v\_chien\_race'

**Exemple 2 :** CASCADED

CREATE OR REPLACE VIEW V\_Chien\_race

AS SELECT id, sexe, date\_naissance, nom, commentaires, espece\_id, race\_id, mere\_id, pere\_id, disponible

FROM V\_Chien

WHERE race\_id IS NOT NULL

WITH CASCADED CHECK OPTION;

UPDATE V\_Chien\_race

*SET* race\_id = NULL -- Ne respecte pas la condition de V\_Chien\_race

WHERE nom = 'Zambo'; -- => impossible

UPDATE V\_Chien\_race

*SET* espece\_id = 2, race\_id = 4 -- Ne respecte pas la condition de V\_Chien

WHERE nom = 'Fila'; -- => impossible aussi puisque CASCADED

Cette fois, les deux modifications échouent.

## Tables temporaires

Ce chapitre est consacré aux tables temporaires qui, comme leur nom l'indique, sont des tables ayant une durée de vie très limitée. En effet, tout comme les variables utilisateur ou les requêtes préparées, les tables temporaires **n'existent que dans la session qui les a créées**. Dès que la session se termine (déconnexion volontaire ou accidentelle), les tables temporaires sont supprimées.

Nous verrons en détail dans ce chapitre comment se comportent ces tables temporaires et à quoi elles peuvent servir.  
De plus, nous verrons deux nouvelles manières de créer une table (temporaire ou non) en partant de la structure et/ou des données d'une ou plusieurs autres tables.

### Principe, règles et comportement

On l'a dit, une table temporaire est une table qui n'existe que dans la session qui l'a créée. En dehors de cela, c'est une table presque normale. On peut exécuter sur ces tables toutes les opérations que l'on exécute sur une table classique : insérer des données, les modifier, les supprimer, et bien sûr les sélectionner.

#### Création, modification, suppression d'une table temporaire

Pour créer, modifier et supprimer une table temporaire, on utilise les mêmes commandes que pour les tables normales.

##### Création

Pour créer une table temporaire, on peut utiliser tout simplement CREATE TABLE  en ajoutant TEMPORARY, pour préciser qu'il s'agit d'une table temporaire.

**Exemple :** création d'une table temporaire TMP\_Animal.

CREATE TEMPORARY TABLE TMP\_Animal (

id *INT* UNSIGNED PRIMARY KEY,

nom *VARCHAR*(30),

espece\_id *INT* UNSIGNED,

sexe *CHAR*(1)

);

DESCRIBE TMP\_Animal;

Visiblement, la table a bien été créée. Par contre, si l'on tente de vérifier cela en utilisant SHOW TABLES  plutôt que DESCRIBE TMP\_Animal, on ne trouvera pas la nouvelle table temporaire dans la liste des tables. Et pour cause, seules les tables permanentes (et les vues) sont listées par cette commande.

##### Modification

Pour la modification, nul besoin du mot-clé TEMPORARY, on utilise directement ALTER TABLE, comme s'il s'agissait d'une table normale.

**Exemple :** ajout d'une colonne à TMP\_Animal.

ALTER TABLE TMP\_Animal

ADD COLUMN date\_naissance DATETIME;

##### Suppression

En ce qui concerne la suppression, on a le choix d'ajouter TEMPORARY  ou non.  
Si TEMPORARY  est précisé, la table mentionnée ne sera supprimée que s'il s'agit bien d'une table temporaire. Sans ce mot-clé, on pourrait supprimer par erreur une table non temporaire, en cas de confusion des noms des tables, par exemple.

**Exemple :** suppression de TMP\_Animal, qui n'aura pas fait long feu.

DROP TEMPORARY TABLE TMP\_Animal;

#### Utilisation des tables temporaires

Une table temporaire s'utilise comme une table normale. Les commandes d'insertion, modification et suppression de données sont exactement les mêmes.

Notez que l'immense majorité des tables temporaires étant créées pour stocker des données venant d'autres tables, on utilise souvent INSERT INTO ... SELECT  pour l'insertion des données.

#### Cache-cache table

Une table temporaire existe donc uniquement pour la session qui la crée. Par conséquent, deux sessions différentes peuvent parfaitement utiliser chacune une table temporaire ayant le même nom, mais ni la même structure ni les mêmes données.

Il est également possible de créer une table temporaire ayant le même nom qu'une table normale. Toutes les autres sessions éventuelles continueront à travailler sur la table normale comme si de rien n'était.

Et la session qui crée cette fameuse table ?

En cas de conflit de noms entre une table temporaire et une table permanente, la table temporaire va masquer la table permanente.  
Donc tant que cette table temporaire existera (c'est-à-dire jusqu'à ce qu'on la supprime explicitement, ou jusqu'à déconnexion de la session), toutes les requêtes faites en utilisant son nom seront exécutées sur la table temporaire, et non sur la table permanente de même nom.

**Exemple :** création d'une table temporaire nommée Animal.

On commence par sélectionner les perroquets de la table Animal (la table normale, puisque l'on n'a pas encore créé la table temporaire). On obtient quatre résultats.

SELECT id, sexe, nom, commentaires, espece\_id

FROM Animal

WHERE espece\_id = 4;

On crée ensuite la table temporaire, et on y insère un animal avec *espece\_id = 4*. On refait la même requête de sélection, et on obtient uniquement l'animal que l'on vient d'insérer, avec la structure de la table temporaire.

CREATE TEMPORARY TABLE Animal (

id *INT* UNSIGNED PRIMARY KEY,

nom *VARCHAR*(30),

espece\_id *INT* UNSIGNED,

sexe *CHAR*(1)

);

INSERT INTO Animal

VALUES (1, 'Tempo', 4, 'M');

SELECT \*

FROM Animal

WHERE espece\_id = 4;

Pour terminer, suppression de la table temporaire. La même requête de sélection nous affiche à nouveau les quatre perroquets de départ.

DROP TEMPORARY TABLE Animal;

SELECT id, sexe, nom, commentaires, espece\_id

FROM Animal

WHERE espece\_id = 4;

Dans ce cas de figure, il vaut mieux utiliser le mot-clé TEMPORARY  dans la requête de suppression de la table, afin d'être sûr que l'on détruit bien la table temporaire et non la table permanente.

Gardez bien en tête le fait que les tables temporaires sont détruites dès que la connexion prend fin. Dans de nombreuses applications, une nouvelle connexion est créée à chaque nouvelle action. Par exemple, pour un site internet codé en PHP, on crée une nouvelle connexion (donc une nouvelle session) à chaque rechargement de page.

**Restrictions des tables temporaires**

Deux restrictions importantes sont à noter lorsque l'on travaille avec des tables temporaires :

* on ne peut pas mettre de clé étrangère sur une table temporaire ;
* on ne peut pas faire référence à une table temporaire deux fois dans la même requête.

Quelques explications sur la deuxième restriction : lorsque l'on parle de "faire référence deux fois à la table", il s'agit d'aller **chercher des données** deux fois dans la table. Le nom de la table temporaire peut apparaître plusieurs fois dans la requête, par exemple pour préfixer le nom des colonnes.

**Exemples :** on recrée une table *TMP\_Animal,* un peu plus complexe cette fois, que l'on remplit avec les chats de la table *Animal*.

CREATE TEMPORARY TABLE TMP\_Animal (

id *INT* UNSIGNED PRIMARY KEY,

nom *VARCHAR*(30),

espece\_id *INT* UNSIGNED,

sexe *CHAR*(1),

mere\_id *INT* UNSIGNED,

pere\_id *INT* UNSIGNED

);

INSERT INTO TMP\_Animal

SELECT id, nom, espece\_id, sexe, mere\_id, pere\_id

FROM Animal

WHERE espece\_id = 2;

**1.** Référence n'est pas occurrence

SELECT TMP\_Animal.nom, TMP\_Animal.sexe

FROM TMP\_Animal

WHERE nom LIKE 'B%';

Ici, TMP\_Animal apparaît trois fois dans la requête. Cela ne pose aucun problème, puisque la table n'est utilisée qu'une fois pour en extraire des données : dans le FROM.

**2.** Auto-jointure

On essaye d'afficher le nom des chats, ainsi que le nom de leur père quand on le connaît.

SELECT TMP\_Animal.nom, TMP\_Pere.nom AS pere

FROM TMP\_Animal

INNER JOIN TMP\_Animal AS TMP\_Pere

ON TMP\_Animal.pere\_id = TMP\_Pere.id;

ERROR 1137 (HY000): Can't reopen table: 'TMP\_Animal'

Cette fois, cela ne fonctionne pas : on extrait en effet des données de TMP\_Animal, et de TMP\_Animal  AS  TMP\_Pere.

**3.** Sous-requête

On affiche le nom des animaux référencés comme pères.

SELECT nom

FROM TMP\_Animal

WHERE id IN (SELECT pere\_id FROM TMP\_Animal);

ERROR 1137 (HY000): Can't reopen table: 'TMP\_Animal'

À nouveau, on extrait des données de TMP\_Animal à deux endroits différents : dans la requête et dans la sous-requête. Cela ne peut pas fonctionner.

#### Interaction avec les transactions

Un comportement assez intéressant lié aux tables temporaires concerne les transactions.  
On a vu que les commandes de création d'objets en tout genre provoquaient la validation implicite de la transaction dans laquelle la commande était faite. Ainsi, CREATE TABLE  provoque une validation implicite.

Mais ce n'est pas le cas pour les tables temporaires : CREATE TEMPORARY TABLE  et DROP TEMPORARY TABLE  ne valident pas les transactions.

Cependant, ces deux commandes ne peuvent pas être annulées par un ROLLBACK.

**Exemple**

START TRANSACTION;

INSERT INTO Espece (nom\_courant, nom\_latin)

VALUES ('Gerbille de Mongolie', 'Meriones unguiculatus');

CREATE TEMPORARY TABLE TMP\_Test (id *INT*);

ROLLBACK;

SELECT id, nom\_courant, nom\_latin, prix FROM Espece;

SELECT \* FROM TMP\_Test;

### Méthodes alternatives de création des tables

Les deux méthodes de création de tables présentées ici sont valables pour créer **des tables normales ou des tables temporaires**. Elles se basent toutes les deux sur des tables et/ou des données préexistantes.  
Le choix de présenter ces méthodes dans le cadre des tables temporaires s'explique par le fait qu'en général, celles-ci sont créées pour stocker des données provenant d'autres tables, et par conséquent, sont souvent créées en utilisant une de ces deux méthodes.

#### Créer une table à partir de la structure d'une autre

Il est possible de créer la copie exacte d'une table en utilisant la commande suivante :

CREATE [TEMPORARY] TABLE nouvelle\_table

LIKE ancienne\_table;

Les types de données, les index, les contraintes, les valeurs par défaut, le moteur de stockage, toutes les caractéristiques de ancienne\_table seront reproduites dans nouvelle\_table. Par contre, les données ne seront pas copiées : nouvelle\_table sera vide.

**Exemple :** reproduction de la table Espece.

CREATE TABLE Espece\_copy

LIKE Espece;

DESCRIBE Espece;

DESCRIBE Espece\_copy;

**Exemple**

INSERT INTO Espece\_copy

SELECT \* FROM Espece

WHERE prix < 100;

SELECT id, nom\_courant, prix

FROM Espece\_copy;

**Tables temporaires**

Si l'on crée une table temporaire avec cette commande, tous les attributs de la table d'origine seront conservés, sauf les clés étrangères, puisque l'on ne peut avoir de clé étrangère dans une table temporaire.

**Exemple :** copie de la table *Animal*

CREATE TEMPORARY TABLE Animal\_copy

LIKE Animal;

INSERT INTO Animal (nom, sexe, date\_naissance, espece\_id)

VALUES ('Mutant', 'M', NOW(), 12);

INSERT INTO Animal\_copy (nom, sexe, date\_naissance, espece\_id)

VALUES ('Mutant', 'M', NOW(), 12);

Aucune espèce n'a 12 pour *id*, l'insertion dans *Animal* échoue donc à cause de la clé étrangère. Par contre, dans la table temporaire *Animal\_copy*, l'insertion réussit.

Si l'on crée une table sur la base d'une table temporaire, la nouvelle table n'est pas temporaire par défaut. Pour qu'elle le soit, il faut obligatoirement le préciser à la création avec CREATE TEMPORARY TABLE.

**Créer une table à partir de données sélectionnées**

Cette seconde méthode ne se base pas sur la structure d'une table, mais sur les données récupérées par une requête SELECT  pour construire une table et y insérer des données. On fait donc ici d'une pierre deux coups : création de la table et insertion de données dans celle-ci.

CREATE [TEMPORARY] TABLE nouvelle\_table

SELECT ...

Le type des colonnes de la nouvelle table sera déduit des colonnes sélectionnées. Par contre, la plupart des caractéristiques des colonnes sélectionnées seront perdues :

* les index ;
* les clés (primaires ou étrangères) ;
* l'auto-incrémentation.

Les valeurs par défaut et les contraintes NOT NULL  seront par contre conservées.

**Exemple :** suppression puis recréation d'une table temporaire *Animal\_copy* contenant tous les rats de la table *Animal*.

DROP TABLE Animal\_copy;

CREATE TEMPORARY TABLE Animal\_copy

SELECT \*

FROM Animal

WHERE espece\_id = 5;

DESCRIBE Animal;

DESCRIBE Animal\_copy;

##### Forcer le type des colonnes

On peut laisser MySQL déduire le type des colonnes du SELECT, mais il est également possible de préciser le type que l'on désire en faisant attention à la compatibilité entre les types que l'on précise et les colonnes sélectionnées.  
On peut également préciser les index désirés, les clés et l'éventuelle colonne à auto-incrémenter.

La syntaxe est alors similaire à un CREATE [TEMPORARY] TABLE  classique, si ce n'est que l'on rajoute une requête de sélection à la suite.

**Exemple :** recréation d'Animal\_copy, en modifiant quelques types et attributs.

DROP TABLE Animal\_copy;

CREATE TEMPORARY TABLE Animal\_copy (

id *INT* UNSIGNED PRIMARY KEY AUTO\_INCREMENT,

sexe *CHAR*(1),

date\_naissance DATETIME,

nom *VARCHAR*(100),

commentaires *TEXT*,

espece\_id *INT* NOT NULL,

race\_id *INT*,

mere\_id *INT*,

pere\_id *INT*,

disponible BOOLEAN DEFAULT TRUE,

INDEX (nom(10))

) ENGINE=InnoDB

SELECT \*

FROM Animal

WHERE espece\_id = 5;

DESCRIBE Animal\_copy;

Les colonnes id, espece\_id, race\_id, mere\_id et pere\_id ne sont plus des SMALLINT, mais des INT, et seul id est UNSIGNED. Par contre, on a bien un index sur nom, et une clé primaire auto-incrémentée avec id. On n'a pas précisé de contrainte NOT NULL  sur date\_naissance, donc il n'y en a pas, bien que cette contrainte existe dans la table d'origine.

##### Nom des colonnes

Les noms des colonnes de la table créée correspondront aux noms des colonnes dans la requête SELECT. Il est bien sûr possible d'utiliser les alias dans celle-ci pour renommer une colonne.  
Cela implique que, lorsque vous forcez le type des colonnes comme on vient de le voir, il est impératif que vos noms de colonnes correspondent à ceux de la requête SELECT, car l'insertion des données dans leurs colonnes respectives se fera sur la base du nom, et pas sur la base de la position.

**Exemple :** on recrée Animal\_copy, mais les noms des colonnes sont dans le désordre, et certains ne correspondent pas à la requête SELECT.

DROP TABLE Animal\_copy;

CREATE TEMPORARY TABLE Animal\_copy (

id *INT* UNSIGNED PRIMARY KEY AUTO\_INCREMENT,

nom *VARCHAR*(100), -- Ordre différent de la requête SELECT

sexe *CHAR*(1),

espece\_id *INT* NOT NULL, -- Ordre différent de la requête SELECT

date\_naissance DATETIME,

commentaires *TEXT*,

race\_id *INT*,

maman\_id *INT*, -- Nom de colonne différent de la requête SELECT

papa\_id *INT*, -- Nom de colonne différent de la requête SELECT

disponible BOOLEAN DEFAULT TRUE,

INDEX (nom(10))

) ENGINE=InnoDB

SELECT id, sexe, date\_naissance, nom, commentaires, espece\_id, race\_id, mere\_id, pere\_id, disponible

FROM Animal

WHERE espece\_id = 5;

DESCRIBE Animal\_copy;

Les colonnes *mere\_id* et *pere\_id* de la requête SELECT  ne correspondaient à aucune colonne définie par la commande CREATE TABLE. Ces colonnes ont donc été créées dans la nouvelle table, mais leur type a été déduit à partir du SELECT. Quant aux colonnes *maman\_id* et *papa\_id*, elles ont bien été créées bien qu'elles ne correspondent à rien dans la sélection. Elles ne contiendront simplement aucune donnée.

Voyons maintenant le contenu d'*Animal\_copy*.

SELECT maman\_id, papa\_id, id, sexe, nom, espece\_id, mere\_id, pere\_id

FROM Animal\_copy;

Les données sont dans les bonnes colonnes, et les colonnes *maman\_id* et *papa\_id* sont vides, contrairement à *mere\_id* et *pere\_id*.

Une conséquence intéressante de ce comportement est qu'il est tout à fait possible de préciser le type et les attributs pour une partie des colonnes uniquement.

**Exemple :** Recréation d'*Animal\_copy*. Cette fois, on ne précise le type et les attributs que de la colonne *id* et on ajoute un index sur *nom*.

DROP TABLE Animal\_copy;

CREATE TEMPORARY TABLE Animal\_copy (

id *INT* UNSIGNED PRIMARY KEY AUTO\_INCREMENT,

INDEX (nom(10))

) ENGINE=InnoDB

SELECT \*

FROM Animal

WHERE espece\_id = 5;

DESCRIBE Animal\_copy;

##### Réunir les données de plusieurs tables

Puisque cette méthode de création de tables se base sur une requête de sélection, cela signifie que l'on peut très bien créer une table sur la base d'une partie des colonnes d'une table existante.  
Cela signifie également que l'on peut créer une table à partir de données provenant de plusieurs tables différentes.  
Bien entendu, une table ne pouvant avoir deux colonnes de même nom, il ne faut pas oublier d'utiliser les alias pour renommer certaines colonnes en cas de noms dupliqués.

**Exemple 1 :** création de Client\_mini, qui correspond à une partie de la table Client.

CREATE TABLE Client\_mini

SELECT nom, prenom, date\_naissance

FROM Client;

**Exemple 2 :** création de Race\_espece, à partir des tables Espece et Race.

CREATE TABLE Race\_espece

SELECT Race.id, Race.nom, Espece.nom\_courant AS espece, Espece.id AS espece\_id

FROM Race

INNER JOIN Espece ON Espece.id = Race.espece\_id;

### Utilité des tables temporaires

Les tables temporaires n'existant que le temps d'une session, leur usage est limité à des situations précises.

#### Gain de performance

Si, **dans une même session**, vous devez effectuer des calculs et/ou des requêtes plusieurs fois sur le même set de données, il peut être intéressant de stocker ce set de données dans une table temporaire, pour travailler sur cette table.  
En effet, une fois vos données de travail isolées dans une table temporaire, les requêtes vous servant à sélectionner les données qui vous intéressent seront simplifiées, donc plus rapides.

Typiquement, imaginons que l'on désire faire une série de statistiques sur les adoptions de chiens.

* Quelles races sont les plus demandées ?
* Y a-t-il une période de l'année pendant laquelle les gens adoptent beaucoup ?
* Nos clients ayant adopté un chien sont-ils souvent dans la même région ?
* Les chiens adoptés sont-ils plutôt des mâles ou des femelles ?
* …

On va avoir besoin de données provenant des tables Animal, Race, Client et Adoption, en faisant au minimum une jointure à chaque requête pour n'avoir que les données liées aux chiens.  
Il peut dès lors être intéressant de stocker toutes les données dont on aura besoin dans une table temporaire.

CREATE TEMPORARY TABLE TMP\_Adoption\_chien

SELECT Animal.id AS animal\_id, Animal.nom AS animal\_nom, Animal.date\_naissance AS animal\_naissance, Animal.sexe AS animal\_sexe, Animal.commentaires AS animal\_commentaires,

Race.id AS race\_id, Race.nom AS race\_nom,

Client.id AS client\_id, Client.nom AS client\_nom, Client.prenom AS client\_prenom, Client.adresse AS client\_adresse,

Client.code\_postal AS client\_code\_postal, Client.ville AS client\_ville, Client.pays AS client\_pays, Client.date\_naissance AS client\_naissance,

Adoption.date\_reservation AS adoption\_reservation, Adoption.date\_adoption AS adoption\_adoption, Adoption.prix

FROM Animal

LEFT JOIN Race ON Animal.race\_id = Race.id

INNER JOIN Adoption ON Animal.id = Adoption.animal\_id

INNER JOIN Client ON Client.id = Adoption.client\_id

WHERE Animal.espece\_id = 1;

Toutes les requêtes pour obtenir les statistiques et informations demandées pourront donc se faire directement sur TMP\_Adoption\_chien, ce qui sera plus rapide que de refaire chaque fois une requête avec jointure(s).  
Il peut bien sûr être intéressant d'ajouter des index sur les colonnes qui serviront souvent dans les requêtes.

#### Tests

Il arrive que l'on veuille tester **l'effet des instructions avant de les appliquer sur les données**.  
Pour cela, on peut par exemple utiliser les transactions et annuler ou valider les requêtes selon que l'effet produit correspond à ce qui était attendu ou non.  
Une autre solution est d'utiliser les tables temporaires. On crée des **tables temporaires contenant les données sur lesquelles on veut faire des tests**, on effectue les tests sur celles-ci, et une fois que l'on est satisfait du résultat, on applique les mêmes requêtes aux vraies tables. Cette solution permet de ne pas risquer de valider inopinément des requêtes de test. Sans oublier qu'il n'est pas toujours possible d'utiliser les transactions : si les tables sont de type MyISAM, les transactions ne sont pas disponibles. De même, les transactions sont inutilisables si les tests comprennent des requêtes provoquant une validation implicite des transactions.

**Petite astuce :** pour tester une série d'instructions à partir d'un fichier (en utilisant la commande SOURCE), il est souvent plus simple de créer des tables temporaires **ayant le même nom** que les tables normales, qui seront ainsi masquées. Il ne sera alors pas nécessaire de modifier le nom des tables dans les requêtes à exécuter par le fichier selon que l'on est en phase de test ou non.

#### Sets de résultats et procédures stockées

Lorsque l'on crée une procédure stockée, on peut utiliser les paramètres OUT  et INOUT  pour récupérer les résultats de la procédure. Mais ces paramètres ne peuvent contenir qu'un seul élément.

Que faire si l'on veut récupérer plusieurs lignes de résultats à partir d'une procédure stockée ?

On peut avoir besoin de récupérer le résultat d'une requête SELECT, ou une liste de valeurs calculées dans la procédure. Ou encore, on peut vouloir passer un set de résultats d'une procédure stockée à une autre.

Une solution est d'utiliser une table temporaire pour stocker les résultats que l'on veut utiliser en dehors de la procédure.

**Exemple :** création par une procédure d'une table temporaire stockant les adoptions qui ne sont pas en ordre de paiement.

DELIMITER |

CREATE PROCEDURE table\_adoption\_non\_payee()

BEGIN

DROP TEMPORARY TABLE IF EXISTS Adoption\_non\_payee;

CREATE TEMPORARY TABLE Adoption\_non\_payee

SELECT Client.id AS client\_id, Client.nom AS client\_nom, Client.prenom AS client\_prenom, Client.email AS client\_email,

Animal.nom AS animal\_nom, Espece.nom\_courant AS espece, Race.nom AS race,

Adoption.date\_reservation, Adoption.date\_adoption, Adoption.prix

FROM Adoption

INNER JOIN Client ON Client.id = Adoption.client\_id

INNER JOIN Animal ON Animal.id = Adoption.animal\_id

INNER JOIN Espece ON Espece.id = Animal.espece\_id

LEFT JOIN Race ON Race.id = Animal.race\_id

WHERE Adoption.paye = FALSE;

END |

DELIMITER ;

CALL table\_adoption\_non\_payee();

SELECT client\_id, client\_nom, client\_prenom, animal\_nom, prix

FROM Adoption\_non\_payee;

## Vues matérialisées

Pour le dernier chapitre de cette partie, nous allons parler des vues matérialisées. Comme leur nom l'indique, les vues matérialisées sont **des vues dont les données sont matérialisées**, c'est-à-dire stockées.

Les vues matérialisées sont des objets assez utiles, permettant un **gain de performance** relativement important lorsqu'ils sont bien utilisés. Malheureusement, MySQL n'implémente pas les vues matérialisées en tant que telles.  
Cependant, en utilisant les moyens du bord (c'est-à-dire les objets et concepts disponibles avec MySQL), il est tout à fait possible de construire des vues matérialisées soi-même.

Voyons donc quel est le principe de ces vues matérialisées, ce que l'on peut gagner à les utiliser, et comment les construire et les mettre à jour.

### Principe

#### Vues - rappels et performance

Une vue, c'est tout simplement **une requête SELECT  à laquelle on donne un nom**. Lorsque l'on sélectionne des données à partir d'une vue, on exécute en réalité la requête SQL de la vue. Par conséquent, les vues ne permettent pas de gagner en performance.

En fait, dans certains cas, les requêtes sur des vues peuvent même être moins rapides que si l'on fait directement la requête sur la ou les tables.

Les vues peuvent en effet utiliser deux algorithmes différents :

* MERGE  : les clauses de la requête sur la vue (WHERE, ORDER BY…) sont fusionnées à la requête définissant la vue ;
* TEMPTABLE  : une table temporaire est créée avec les résultats de la requête définissant la vue, et la requête de sélection sur la vue est ensuite exécutée sur cette table temporaire.

Avec l'algorithme MERGE, tout se passe comme si l'on exécutait la requête directement sur les tables contenant les données. On perd un petit peu de temps à fusionner les clauses des deux requêtes, mais c'est négligeable.

Par contre, avec TEMPTABLE, non seulement on exécute deux requêtes (une pour créer la vue temporaire, l'autre sur cette dernière), mais en plus, **la table temporaire ne possède aucun index**, contrairement aux tables normales. Une recherche dans la table temporaire peut donc prendre plus de temps que la même recherche sur une table normale, pour peu que cette dernière possède des index.

Enfin, n'oublions pas que MySQL nécessite l'utilisation de l'algorithme TEMPTABLE  pour les vues contenant au moins un des éléments suivants :

* DISTINCT  ;
* LIMIT  ;
* une fonction d'agrégation (SUM(), COUNT(), MAX(), etc.) ;
* GROUP BY  ;
* HAVING  ;
* UNION  ;
* une sous-requête dans la clause SELECT.

#### Vues matérialisées

Il fallait donc quelque chose qui combine les avantages des vues et les avantages des tables normales : c'est ainsi que le concept des vues matérialisées est né !

Une vue matérialisée est **un objet qui permet de stocker le résultat d'une requête SELECT**. Là où une vue se contente de stocker la requête, la vue matérialisée va stocker directement les résultats (elle va donc les matérialiser), plutôt que la requête. Lorsque l'on fait une requête sur une vue matérialisée, on va donc chercher directement des données dans celle-ci, sans passer par les tables d'origine et/ou une table temporaire intermédiaire.

##### "Vraies" vues matérialisées

Certains SGBD (Oracle, par exemple) permettent de créer directement des vues matérialisées, avec des outils et des options dédiés. Il suffit alors de créer les vues matérialisées que l'on désire, de les paramétrer correctement, et tout se fait automatiquement.

Malheureusement, MySQL ne propose pas encore ce type d'objet. Il faut donc se débrouiller avec les outils disponibles.

##### "Fausses" vues matérialisées pour MySQL

On veut donc une structure qui permet de stocker des données, provenant d'une requête SELECT.

Qu'a-t-on comme structure qui permet de stocker les données ?

La réponse semble évidente : **une table !**

Pour créer une vue matérialisée avec MySQL, on utilise donc tout simplement une table dans laquelle on stocke les résultats d'une requête SELECT.

**Exemple :** on veut matérialiser V\_Revenus\_annee\_espece.

CREATE TABLE VM\_Revenus\_annee\_espece

ENGINE = InnoDB

SELECT YEAR(date\_reservation) AS annee, Espece.id AS espece\_id, SUM(Adoption.prix) AS somme, COUNT(Adoption.animal\_id) AS nb

FROM Adoption

INNER JOIN Animal ON Animal.id = Adoption.animal\_id

INNER JOIN Espece ON Animal.espece\_id = Espece.id

GROUP BY annee, Espece.id;

Par facilité, on a utilisé ici la commande CREATE TABLE ... SELECT. Mais il est tout à fait possible de créer la table avec la commande habituelle et de la remplir par la suite, avec un INSERT INTO... SELECT, par exemple. Il s'agit d'une table tout à fait normale. Ce n'est que l'usage auquel elle est destinée qui en fait une vue matérialisée.

On a maintenant matérialisé la vue V\_Revenus\_annee\_espece, avec VM\_Revenus\_annee\_espece.

Et c'est tout ?

Non, bien sûr. C'est bien beau d'avoir créé une table, mais il va falloir aussi tenir cette vue matérialisée à jour.

### Mise à jour des vues matérialisées

On l'a dit, il ne suffit pas de créer une vue matérialisée à partir des données, il faut aussi la tenir à jour lorsque les données des tables d'origine changent.

Deux possibilités :

* une mise à jour sur demande ;
* une mise à jour automatique chaque fois qu'un changement est fait.

#### Mise à jour sur demande

Si l'on veut pouvoir mettre la vue matérialisée à jour ponctuellement, on peut utiliser une procédure stockée. Le plus simple sera de supprimer les données de la vue matérialisée, puis d'insérer les données à jour grâce à la même requête de sélection ayant servi à créer/initialiser la vue matérialisée.

**Exemple :** procédure stockée permettant de mettre à jour la vue VM\_Revenus\_annee\_especes.

DELIMITER |

CREATE PROCEDURE maj\_vm\_revenus()

BEGIN

TRUNCATE VM\_Revenus\_annee\_espece;

INSERT INTO VM\_Revenus\_annee\_espece

SELECT YEAR(date\_reservation) AS annee, Espece.id AS espece\_id, SUM(Adoption.prix) AS somme, COUNT(Adoption.animal\_id) AS nb

FROM Adoption

INNER JOIN Animal ON Animal.id = Adoption.animal\_id

INNER JOIN Espece ON Animal.espece\_id = Espece.id

GROUP BY annee, Espece.id;

END |

DELIMITER ;

La commande TRUNCATE nom\_table;  a le même effet que DELETE FROM nom\_table;  (sans clause WHERE) ; elle supprime toutes les lignes de la table. Cependant, TRUNCATE  est un peu différent de DELETE FROM.

* TRUNCATE  ne supprime pas les lignes une à une : TRUNCATE  supprime la table, puis la recrée (sans les données).
* Par conséquent, TRUNCATE  ne traite pas les clés étrangères : on ne peut pas faire un TRUNCATE  sur une table dont une colonne est référencée par une clé étrangère, sauf si celle-ci est dans la même table. En outre, les options ON DELETE  ne sont pas traitées lorsque des données sont supprimées avec cette commande.
* TRUNCATE  valide implicitement les transactions, et ne peut pas être annulé par un rollback.
* Pour toutes ces raisons, TRUNCATE  est beaucoup plus rapide que DELETE FROM  (en particulier si le nombre de lignes à supprimer est important).

Dans le cas de VM\_Revenus\_annee\_espece, on peut sans problème utiliser TRUNCATE.

Pour mettre à jour la vue matérialisée, il suffit donc d'exécuter la procédure stockée.

CALL maj\_vm\_revenus();

Ce type de mise à jour est généralement utilisé pour des données qu'il n'est pas impératif d'avoir à jour en permanence. La plupart du temps, la procédure est appelée par un script qui tourne périodiquement (une fois par jour ou une fois par semaine, par exemple).

#### Mise à jour automatique

Si, à l'inverse, on veut que les données soient toujours à jour par rapport aux derniers changements de la base de données, on utilisera plutôt les triggers pour mettre à jour la vue matérialisée.

Dans le cas de VM\_Revenus\_annee\_espece, la vue matérialisée doit être mise à jour en cas de modification de la table Adoption.

* Une insertion provoquera la mise à jour de la ligne correspondant à l'année et à l'espèce de l'adoption insérée (majoration du total des prix et du nombre d'adoptions), ou insérera une nouvelle ligne si elle n'existe pas encore.
* Une suppression provoquera la mise à jour de la ligne correspondant à l'année et à l'espèce de l'adoption supprimée, ou la suppression de celle-ci s'il s'agissait de la seule adoption correspondante.
* Une modification sera un mix de la suppression et de l'insertion.

En ce qui concerne la colonne espece\_id de la vue matérialisée, il vaut mieux lui ajouter une clé étrangère, avec l'option ON DELETE CASCADE. En principe, Espece.id ne devrait jamais être modifiée, mais en mettant cette clé étrangère, on s'assure que la correspondance entre les tables existera toujours.

On va également ajouter une clé primaire, (annee, espece\_id), afin de simplifier nos triggers. Cela permettra d'utiliser la commande INSERT INTO ... ON DUPLICATE KEY UPDATE.

ALTER TABLE VM\_Revenus\_annee\_espece

ADD CONSTRAINT fk\_vm\_revenu\_espece\_id FOREIGN KEY (espece\_id) REFERENCES Espece (id) ON DELETE CASCADE,

ADD PRIMARY KEY (annee, espece\_id);

Et voici donc les triggers nécessaires à la mise à jour de la vue matérialisée :

Ces trois triggers existaient déjà et permettaient de mettre à jour la colonne Animal.disponible. Il faut donc d'abord les supprimer, puis les recréer en ajoutant la mise à jour de VM\_Revenus\_annee\_espece.

DELIMITER |

DROP TRIGGER after\_insert\_adoption |

CREATE TRIGGER after\_insert\_adoption AFTER INSERT

ON Adoption FOR EACH ROW

BEGIN

UPDATE Animal

*SET* disponible = FALSE

WHERE id = NEW.animal\_id;

INSERT INTO VM\_Revenus\_annee\_espece (espece\_id, annee, somme, nb)

SELECT espece\_id, YEAR(NEW.date\_reservation), NEW.prix, 1

FROM Animal

WHERE id = NEW.animal\_id

ON DUPLICATE KEY UPDATE somme = somme + NEW.prix, nb = nb + 1;

END |

DROP TRIGGER after\_update\_adoption |

CREATE TRIGGER after\_update\_adoption AFTER UPDATE

ON Adoption FOR EACH ROW

BEGIN

IF OLD.animal\_id <> NEW.animal\_id THEN

UPDATE Animal

*SET* disponible = TRUE

WHERE id = OLD.animal\_id;

UPDATE Animal

*SET* disponible = FALSE

WHERE id = NEW.animal\_id;

END IF;

INSERT INTO VM\_Revenus\_annee\_espece (espece\_id, annee, somme, nb)

SELECT espece\_id, YEAR(NEW.date\_reservation), NEW.prix, 1

FROM Animal

WHERE id = NEW.animal\_id

ON DUPLICATE KEY UPDATE somme = somme + NEW.prix, nb = nb + 1;

UPDATE VM\_Revenus\_annee\_espece

*SET* somme = somme - OLD.prix, nb = nb - 1

WHERE annee = YEAR(OLD.date\_reservation)

AND espece\_id = (SELECT espece\_id FROM Animal WHERE id = OLD.animal\_id);

DELETE FROM VM\_Revenus\_annee\_espece

WHERE nb = 0;

END |

DROP TRIGGER after\_delete\_adoption |

CREATE TRIGGER after\_delete\_adoption AFTER DELETE

ON Adoption FOR EACH ROW

BEGIN

UPDATE Animal

*SET* disponible = TRUE

WHERE id = OLD.animal\_id;

UPDATE VM\_Revenus\_annee\_espece

*SET* somme = somme - OLD.prix, nb = nb - 1

WHERE annee = YEAR(OLD.date\_reservation)

AND espece\_id = (SELECT espece\_id FROM Animal WHERE id = OLD.animal\_id);

DELETE FROM VM\_Revenus\_annee\_espece

WHERE nb = 0;

END |

DELIMITER ;

### Gain de performance

#### Tables vs vue vs vue matérialisée

On va tester les performances des vues et des vues matérialisées en créant trois procédures stockées différentes répondant à la même question : quelle est l'année ayant rapporté le plus en termes d'adoption de chats ?  
Les trois procédures utiliseront des objets différents :

* l'une fera la requête directement sur les tables ;
* l'autre fera la requête sur la vue ;
* la dernière utilisera la vue matérialisée.

Nos tables contenant très peu de données, la requête sera répétée un millier de fois afin que les temps d'exécution soient utilisables.

##### Empêcher MySQL d'utiliser le cache

Lorsque l'on exécute la même requête plusieurs fois de suite, MySQL ne l'exécute en réalité qu'une seule fois, et stocke le résultat en cache. Toutes les fois suivantes, MySQL ressort simplement ce qu'il a en cache, ce qui ne prend quasiment rien comme temps.  
Pour faire des tests de performance, cela pose évidemment problème, puisque cela fausse le temps d'exécution. Heureusement, il existe une clause spéciale qui permet d'empêcher MySQL de stocker le résultat de la requête en cache : SQL\_NO\_CACHE.

#### Les trois procédures

##### Sur les tables

On utilise SELECT... INTO  afin de stocker les résultats dans des variables, plutôt que de les afficher mille fois.

DELIMITER |

CREATE PROCEDURE test\_perf\_table()

BEGIN

DECLARE v\_max *INT* DEFAULT 1000;

DECLARE v\_i *INT* DEFAULT 0;

DECLARE v\_nb *INT*;

DECLARE v\_somme *DECIMAL*(15,2);

DECLARE v\_annee *CHAR*(4);

boucle: LOOP

IF v\_i = v\_max THEN LEAVE boucle; END IF;

-- Condition d'arrêt de la boucle

SELECT SQL\_NO\_CACHE YEAR(date\_reservation) AS annee,

SUM(Adoption.prix) AS somme,

COUNT(Adoption.animal\_id) AS nb

INTO v\_annee, v\_somme, v\_nb

FROM Adoption

INNER JOIN Animal ON Animal.id = Adoption.animal\_id

INNER JOIN Espece ON Animal.espece\_id = Espece.id

WHERE Espece.id = 2

GROUP BY annee

ORDER BY somme DESC

LIMIT 1;

*SET* v\_i = v\_i + 1;

END LOOP;

END |

DELIMITER ;

##### Sur la vue

DELIMITER |

CREATE PROCEDURE test\_perf\_vue()

BEGIN

DECLARE v\_max *INT* DEFAULT 1000;

DECLARE v\_i *INT* DEFAULT 0;

DECLARE v\_nb *INT*;

DECLARE v\_somme *DECIMAL*(15,2);

DECLARE v\_annee *CHAR*(4);

boucle: LOOP

IF v\_i = v\_max THEN LEAVE boucle; END IF;

SELECT SQL\_NO\_CACHE annee, somme, nb

INTO v\_annee, v\_somme, v\_nb

FROM V\_Revenus\_annee\_espece

WHERE espece\_id = 2

ORDER BY somme DESC

LIMIT 1;

*SET* v\_i = v\_i + 1;

END LOOP;

END |

DELIMITER ;

##### Sur la vue matérialisée

DELIMITER |

CREATE PROCEDURE test\_perf\_vm()

BEGIN

DECLARE v\_max *INT* DEFAULT 1000;

DECLARE v\_i *INT* DEFAULT 0;

DECLARE v\_nb *INT*;

DECLARE v\_somme *DECIMAL*(15,2);

DECLARE v\_annee *CHAR*(4);

boucle: LOOP

IF v\_i = v\_max THEN LEAVE boucle; END IF;

SELECT SQL\_NO\_CACHE annee, somme, nb

INTO v\_annee, v\_somme, v\_nb

FROM VM\_Revenus\_annee\_espece

WHERE espece\_id = 2

ORDER BY somme DESC

LIMIT 1;

*SET* v\_i = v\_i + 1;

END LOOP;

END |

DELIMITER ;

#### Le test

Il n'y a plus maintenant qu'à exécuter les trois procédures pour voir leur temps d'exécution.

CALL test\_perf\_table();

CALL test\_perf\_vue();

CALL test\_perf\_vm();

mysql> CALL test\_perf\_table();

Query OK, 1 row affected (0.27 sec)

mysql> CALL test\_perf\_vue();

Query OK, 1 row affected (0.29 sec)

mysql> CALL test\_perf\_vm();

Query OK, 1 row affected (0.06 sec)

Le temps d'exécution semble équivalent pour la requête faite sur les tables directement, et sur la vue. Par contre, on a un gros gain de performance avec la requête sur la vue matérialisée.

Voici les moyennes et écarts types des temps d'exécution des trois procédures, pour 20 exécutions :

|  | **Sur tables** | **Sur vue** | **Sur vue matérialisée** |
| --- | --- | --- | --- |
| **Moyenne** | 0,266 s | 0,2915 s | 0,058 |
| **Écart type** | 0,00503 | 0,00366 | 0,00410 |

La requête sur la vue est donc bien légèrement plus lente que la requête faite directement sur les tables. Mais le résultat le plus intéressant est bien celui obtenu avec la vue matérialisée : 5 fois plus rapide que la requête sur la vue !

Par ailleurs, on peut maintenant ajouter des clés et des index à VM\_Revenus\_annee\_especes pour accélérer encore les requêtes. Ici, le nombre réduit de lignes fait que l'effet ne sera pas perceptible, mais sur des tables plus fournies, cela vaut la peine !

ALTER TABLE VM\_Revenus\_annee\_espece ADD INDEX (somme);

#### Conclusion

Nos tables contiennent très peu de données par rapport à la réalité. Les applications moyennes classiques exploitent des bases de données dont les tables peuvent compter des centaines de milliers, voire des millions de lignes. Le gain de performance permis par les vues matérialisées, et les index, sera encore plus visible sur de telles bases.

Cependant, **toutes les vues ne sont pas intéressantes à matérialiser**. De manière générale, une vue contenant des fonctions d'agrégation, des regroupements, et qui donc devra utiliser l'algorithme TEMPTABLE, est une bonne candidate.

Mais il faut également prendre en compte le coût de la mise à jour de la vue matérialisée.  
S'il s'agit d'une vue qui doit être constamment à jour, et qui utiliserait donc des triggers, il ne sera sans doute pas intéressant de la matérialiser si les données sur lesquelles elle s'appuie sont souvent modifiées, car **le gain de performance pour les requêtes de sélection sur la vue ne compenserait pas le coût des mises à jour de celle-ci**.

Par ailleurs, **certaines vues ne nécessitent pas qu'on leur consacre une table entière**. Ainsi, la vue V\_Nombre\_espece peut être matérialisée simplement en ajoutant une colonne à la table Espece. Cette colonne peut alors être tenue à jour avec des triggers sur Animal (comme on le fait avec la colonne Animal.disponible).

Comme souvent, il faut donc bien choisir au cas par cas, peser le pour et le contre et réfléchir à toutes les implications quant au choix des vues à matérialiser.

## Gestion des utilisateurs

À plusieurs reprises dans ce cours, j'ai mentionné la possibilité de créer des utilisateurs et de leur permettre de faire certaines actions. Le moment est venu de découvrir comment faire.  
Au sommaire :

* création, modification et suppression d'utilisateurs ;
* explication des privilèges et options des utilisateurs ;
* attribution et révocation des privilèges des utilisateurs.

### État actuel de la base de données

**Note :** les tables de test, les vues de test et les procédures stockées ne sont pas reprises.

*SET* NAMES utf8;

DROP VIEW IF EXISTS V\_Animal\_details;

DROP VIEW IF EXISTS V\_Animal\_espece;

DROP VIEW IF EXISTS V\_Animal\_stagiaire;

DROP VIEW IF EXISTS V\_Chien;

DROP VIEW IF EXISTS V\_Chien\_race;

DROP VIEW IF EXISTS V\_Client;

DROP VIEW IF EXISTS V\_Espece\_dollars;

DROP VIEW IF EXISTS V\_Nombre\_espece;

DROP VIEW IF EXISTS V\_Revenus\_annee\_espece;

DROP TABLE IF EXISTS Erreur;

DROP TABLE IF EXISTS Animal\_histo;

DROP TABLE IF EXISTS VM\_Revenus\_annee\_espece;

DROP TABLE IF EXISTS Adoption;

DROP TABLE IF EXISTS Animal;

DROP TABLE IF EXISTS Race;

DROP TABLE IF EXISTS Espece;

DROP TABLE IF EXISTS Client;

CREATE TABLE Client (

id smallint(5) unsigned NOT NULL AUTO\_INCREMENT,

nom *varchar*(100) NOT NULL,

prenom *varchar*(60) NOT NULL,

adresse *varchar*(200) DEFAULT NULL,

code\_postal *varchar*(6) DEFAULT NULL,

ville *varchar*(60) DEFAULT NULL,

pays *varchar*(60) DEFAULT NULL,

email varbinary(100) DEFAULT NULL,

date\_naissance *date* DEFAULT NULL,

PRIMARY KEY (id),

UNIQUE KEY ind\_uni\_email (email)

) ENGINE=InnoDB AUTO\_INCREMENT=17;

LOCK TABLES Client WRITE;

INSERT INTO Client VALUES (1,'Dupont','Jean','Rue du Centre, 5','45810','Houtsiplou','France','jean.dupont@email.com',NULL),(2,'Boudur','Marie','Place de la Gare, 2','35840','Troudumonde','France','marie.boudur@email.com',NULL),(3,'Trachon','Fleur','Rue haute, 54b','3250','Belville','Belgique','fleurtrachon@email.com',NULL),

(4,'Van Piperseel','Julien',NULL,NULL,NULL,NULL,'jeanvp@email.com',NULL),

(5,'Nouvel','Johan',NULL,NULL,NULL,'Suisse','johanetpirlouit@email.com',NULL),(6,'Germain','Frank',NULL,NULL,NULL,NULL,'francoisgermain@email.com',NULL),

(7,'Antoine','Maximilien','Rue Moineau, 123','4580','Trocoul','Belgique','max.antoine@email.com',NULL),(8,'Di Paolo','Hector',NULL,NULL,NULL,'Suisse','hectordipao@email.com',NULL),

(9,'Corduro','Anaelle',NULL,NULL,NULL,NULL,'ana.corduro@email.com',NULL),

(10,'Faluche','Eline','Avenue circulaire, 7','45870','Garduche','France','elinefaluche@email.com',NULL),(11,'Penni','Carine','Boulevard Haussman, 85','1514','Plasse','Suisse','cpenni@email.com',NULL),(12,'Broussaille','Virginie','Rue du Fleuve, 18','45810','Houtsiplou','France','vibrousaille@email.com',NULL),

(13,'Durant','Hannah','Rue des Pendus, 66','1514','Plasse','Suisse','hhdurant@email.com',NULL),

(14,'Delfour','Elodie','Rue de Flore, 1','3250','Belville','Belgique','e.delfour@email.com',NULL),(15,'Kestau','Joel',NULL,NULL,NULL,NULL,'joel.kestau@email.com',NULL);

UNLOCK TABLES;

CREATE TABLE Espece (

id smallint(6) unsigned NOT NULL AUTO\_INCREMENT,

nom\_courant *varchar*(40) NOT NULL,

nom\_latin *varchar*(40) NOT NULL,

description *text*,

prix *decimal*(7,2) unsigned DEFAULT NULL,

PRIMARY KEY (id),

UNIQUE KEY nom\_latin (nom\_latin)

) ENGINE=InnoDB AUTO\_INCREMENT=8;

LOCK TABLES Espece WRITE;

INSERT INTO Espece VALUES (1,'Chien','Canis canis','Bestiole à quatre pattes qui aime les caresses et tire souvent la langue',200.00),(2,'Chat','Felis silvestris','Bestiole à quatre pattes qui saute très haut et grimpe aux arbres',150.00),

(3,'Tortue d''Hermann','Testudo hermanni','Bestiole avec une carapace très dure',140.00),

(4,'Perroquet amazone','Alipiopsitta xanthops','Joli oiseau parleur vert et jaune',700.00),(5,'Rat brun','Rattus norvegicus','Petite bestiole avec de longues moustaches et une longue queue sans poils',10.00),(6,'Perruche terrestre','Pezoporus wallicus','Joli oiseau aux plumes majoritairement vert brillant',20.00);

UNLOCK TABLES;

CREATE TABLE Race (

id smallint(6) unsigned NOT NULL AUTO\_INCREMENT,

nom *varchar*(40) NOT NULL,

espece\_id smallint(6) unsigned NOT NULL,

description *text*,

prix *decimal*(7,2) unsigned DEFAULT NULL,

date\_insertion datetime DEFAULT NULL,

utilisateur\_insertion *varchar*(20) DEFAULT NULL,

date\_modification datetime DEFAULT NULL,

utilisateur\_modification *varchar*(20) DEFAULT NULL,

PRIMARY KEY (id)

) ENGINE=InnoDB AUTO\_INCREMENT=11;

LOCK TABLES Race WRITE;

INSERT INTO Race VALUES (1,'Berger allemand',1,'Chien sportif et élégant au pelage dense, noir-marron-fauve, noir ou gris.',485.00,'2012-05-21 00:53:36','Test','2012-05-21 00:53:36','Test'),(2,'Berger blanc suisse',1,'Petit chien au corps compact, avec des pattes courtes mais bien proportionnées et au pelage tricolore ou bicolore.',935.00,'2012-05-21 00:53:36','Test','2012-05-21 00:53:36','Test'),

(3,'Singapura',2,'Chat de petite taille aux grands yeux en amandes.',985.00,'2012-05-21 00:53:36','Test','2012-05-21 00:53:36','Test'),

(4,'Bleu russe',2,'Chat aux yeux verts et à la robe épaisse et argentée.',835.00,'2012-05-21 00:53:36','Test','2012-05-21 00:53:36','Test'),(5,'Maine Coon',2,'Chat de grande taille, à poils mi-longs.',735.00,'2012-05-21 00:53:36','Test','2012-05-27 18:10:46','student@localhost'),(7,'Sphynx',2,'Chat sans poils.',1235.00,'2012-05-21 00:53:36','Test','2012-05-21 00:53:36','Test'),

(8,'Nebelung',2,'Chat bleu russe, mais avec des poils longs...',985.00,'2012-05-21 00:53:36','Test','2012-05-21 00:53:36','Test'),

(9,'Rottweiller',1,'Chien d''apparence solide, bien musclé, à la robe noire avec des taches feu bien délimitées.',630.00,'2012-05-21 00:53:36','Test','2012-05-22 00:54:13','student@localhost'),(10,'Yorkshire terrier',1,'Chien de petite taille au pelage long et soyeux de couleur bleu et feu.',700.00,'2012-05-22 00:58:25','student@localhost','2012-05-22 00:58:25','student@localhost');

UNLOCK TABLES;

CREATE TABLE Animal (

id smallint(6) unsigned NOT NULL AUTO\_INCREMENT,

sexe *char*(1) DEFAULT NULL,

date\_naissance datetime NOT NULL,

nom *varchar*(30) DEFAULT NULL,

commentaires *text*,

espece\_id smallint(6) unsigned NOT NULL,

race\_id smallint(6) unsigned DEFAULT NULL,

mere\_id smallint(6) unsigned DEFAULT NULL,

pere\_id smallint(6) unsigned DEFAULT NULL,

disponible tinyint(1) DEFAULT '1',

PRIMARY KEY (id),

UNIQUE KEY ind\_uni\_nom\_espece\_id (nom,espece\_id)

) ENGINE=InnoDB AUTO\_INCREMENT=81;

LOCK TABLES Animal WRITE;

INSERT INTO Animal VALUES (1,'M','2010-04-05 13:43:00','Rox','Mordille beaucoup',1,1,18,22,1),(2,NULL,'2010-03-24 02:23:00','Roucky',NULL,2,NULL,40,30,1),(3,'F','2010-09-13 15:02:00','Schtroumpfette',NULL,2,4,41,31,0),

(4,'F','2009-08-03 05:12:00',NULL,'Bestiole avec une carapace très dure',3,NULL,NULL,NULL,1),(5,NULL,'2010-10-03 16:44:00','Choupi','Né sans oreille gauche',2,NULL,NULL,NULL,0),(6,'F','2009-06-13 08:17:00','Bobosse','Carapace bizarre',3,NULL,NULL,NULL,1),

(7,'F','2008-12-06 05:18:00','Caroline',NULL,1,2,NULL,NULL,1),(8,'M','2008-09-11 15:38:00','Bagherra',NULL,2,5,NULL,NULL,0),(9,NULL,'2010-08-23 05:18:00',NULL,'Bestiole avec une carapace très dure',3,NULL,NULL,NULL,1),

(10,'M','2010-07-21 15:41:00','Bobo','Petit pour son âge',1,NULL,7,21,1),(11,'F','2008-02-20 15:45:00','Canaille',NULL,1,NULL,NULL,NULL,1),(12,'F','2009-05-26 08:54:00','Cali',NULL,1,2,NULL,NULL,1),

(13,'F','2007-04-24 12:54:00','Rouquine',NULL,1,1,NULL,NULL,1),(14,'F','2009-05-26 08:56:00','Fila',NULL,1,2,NULL,NULL,1),(15,'F','2008-02-20 15:47:00','Anya',NULL,1,NULL,NULL,NULL,0),

(16,'F','2009-05-26 08:50:00','Louya',NULL,1,NULL,NULL,NULL,0),(17,'F','2008-03-10 13:45:00','Welva',NULL,1,NULL,NULL,NULL,1),(18,'F','2007-04-24 12:59:00','Zira',NULL,1,1,NULL,NULL,0),

(19,'F','2009-05-26 09:02:00','Java',NULL,2,4,NULL,NULL,1),(20,NULL,'2007-04-24 12:45:00','Balou',NULL,1,1,NULL,NULL,1),(21,'F','2008-03-10 13:43:00','Pataude','Rhume chronique',1,NULL,NULL,NULL,0),

(22,'M','2007-04-24 12:42:00','Bouli',NULL,1,1,NULL,NULL,1),(24,'M','2007-04-12 05:23:00','Cartouche',NULL,1,NULL,NULL,NULL,1),(25,'M','2006-05-14 15:50:00','Zambo',NULL,1,1,NULL,NULL,1),

(26,'M','2006-05-14 15:48:00','Samba',NULL,1,1,NULL,NULL,0),(27,'M','2008-03-10 13:40:00','Moka',NULL,1,NULL,NULL,NULL,0),(28,'M','2006-05-14 15:40:00','Pilou',NULL,1,1,NULL,NULL,1),

(29,'M','2009-05-14 06:30:00','Fiero',NULL,2,3,NULL,NULL,1),(30,'M','2007-03-12 12:05:00','Zonko',NULL,2,5,NULL,NULL,0),(31,'M','2008-02-20 15:45:00','Filou',NULL,2,4,NULL,NULL,1),

(32,'M','2009-07-26 11:52:00','Spoutnik',NULL,3,NULL,52,NULL,0),(33,'M','2006-05-19 16:17:00','Caribou',NULL,2,4,NULL,NULL,1),(34,'M','2008-04-20 03:22:00','Capou',NULL,2,5,NULL,NULL,1),

(35,'M','2006-05-19 16:56:00','Raccou','Pas de queue depuis la naissance',2,4,NULL,NULL,1),(36,'M','2009-05-14 06:42:00','Boucan',NULL,2,3,NULL,NULL,1),(37,'F','2006-05-19 16:06:00','Callune',NULL,2,8,NULL,NULL,1),

(38,'F','2009-05-14 06:45:00','Boule',NULL,2,3,NULL,NULL,0),(39,'F','2008-04-20 03:26:00','Zara',NULL,2,5,NULL,NULL,0),(40,'F','2007-03-12 12:00:00','Milla',NULL,2,5,NULL,NULL,0),

(41,'F','2006-05-19 15:59:00','Feta',NULL,2,4,NULL,NULL,0),(42,'F','2008-04-20 03:20:00','Bilba','Sourde de l''oreille droite à 80%',2,5,NULL,NULL,0),(43,'F','2007-03-12 11:54:00','Cracotte',NULL,2,5,NULL,NULL,1),

(44,'F','2006-05-19 16:16:00','Cawette',NULL,2,8,NULL,NULL,1),(45,'F','2007-04-01 18:17:00','Nikki','Bestiole avec une carapace très dure',3,NULL,NULL,NULL,1),(46,'F','2009-03-24 08:23:00','Tortilla','Bestiole avec une carapace très dure',3,NULL,NULL,NULL,1),

(48,'F','2006-03-15 14:56:00','Lulla','Bestiole avec une carapace très dure',3,NULL,NULL,NULL,1),(49,'F','2008-03-15 12:02:00','Dana','Bestiole avec une carapace très dure',3,NULL,NULL,NULL,0),(50,'F','2009-05-25 19:57:00','Cheli','Bestiole avec une carapace très dure',3,NULL,NULL,NULL,1),

(51,'F','2007-04-01 03:54:00','Chicaca','Bestiole avec une carapace très dure',3,NULL,NULL,NULL,1),(52,'F','2006-03-15 14:26:00','Redbul','Insomniaque',3,NULL,NULL,NULL,1),

(54,'M','2008-03-16 08:20:00','Bubulle','Bestiole avec une carapace très dure',3,NULL,NULL,NULL,1),

(55,'M','2008-03-15 18:45:00','Relou','Surpoids',3,NULL,NULL,NULL,0),(56,'M','2009-05-25 18:54:00','Bulbizard','Bestiole avec une carapace très dure',3,NULL,NULL,NULL,1),

(57,'M','2007-03-04 19:36:00','Safran','Coco veut un gâteau !',4,NULL,NULL,NULL,0),

(58,'M','2008-02-20 02:50:00','Gingko','Coco veut un gâteau !',4,NULL,NULL,NULL,0),(59,'M','2009-03-26 08:28:00','Bavard','Coco veut un gâteau !',4,NULL,NULL,NULL,0),

(60,'F','2009-03-26 07:55:00','Parlotte','Coco veut un gâteau !',4,NULL,NULL,NULL,1),(61,'M','2010-11-09 00:00:00','Yoda',NULL,2,5,NULL,NULL,1),(62,'M','2010-11-05 00:00:00','Pipo',NULL,1,9,NULL,NULL,0),

(69,'F','2012-02-13 15:45:00','Baba',NULL,5,NULL,NULL,NULL,0),(70,'M','2012-02-13 15:48:00','Bibo','Agressif',5,NULL,72,73,1),(72,'F','2008-02-01 02:25:00','Momy',NULL,5,NULL,NULL,NULL,1),

(73,'M','2007-03-11 12:45:00','Popi',NULL,5,NULL,NULL,NULL,1),(75,'F','2007-03-12 22:03:00','Mimi',NULL,5,NULL,NULL,NULL,0),(76,'M','2012-03-12 00:00:00','Rocco',NULL,1,9,NULL,NULL,1),

(77,'F','2011-09-21 15:14:00','Bambi',NULL,2,NULL,NULL,NULL,1),(78,'M','2012-02-28 03:05:00','Pumba','Prématuré, à surveiller',1,9,NULL,NULL,1),(79,'M','2011-05-24 23:51:00','Lion',NULL,2,5,NULL,NULL,1);

UNLOCK TABLES;

CREATE TABLE Adoption (

client\_id smallint(5) unsigned NOT NULL,

animal\_id smallint(5) unsigned NOT NULL,

date\_reservation *date* NOT NULL,

date\_adoption *date* DEFAULT NULL,

prix *decimal*(7,2) unsigned NOT NULL,

paye tinyint(1) NOT NULL DEFAULT '0',

PRIMARY KEY (client\_id,animal\_id),

UNIQUE KEY ind\_uni\_animal\_id (animal\_id)

) ENGINE=InnoDB;

LOCK TABLES Adoption WRITE;

INSERT INTO Adoption VALUES (1,8,'2012-05-21',NULL,735.00,1),(1,39,'2008-08-17','2008-08-17',735.00,1),(1,40,'2008-08-17','2008-08-17',735.00,1),

(2,3,'2011-03-12','2011-03-12',835.00,1),(2,18,'2008-06-04','2008-06-04',485.00,1),(3,27,'2009-11-17','2009-11-17',200.00,1),

(4,26,'2007-02-21','2007-02-21',485.00,1),(4,41,'2007-02-21','2007-02-21',835.00,1),(5,21,'2009-03-08','2009-03-08',200.00,1),

(6,16,'2010-01-27','2010-01-27',200.00,1),(7,5,'2011-04-05','2011-04-05',150.00,1),(8,42,'2008-08-16','2008-08-16',735.00,1),

(9,38,'2007-02-11','2007-02-11',985.00,1),(9,55,'2011-02-13','2011-02-13',140.00,1),(9,59,'2012-05-22',NULL,700.00,0),

(10,49,'2010-08-17','2010-08-17',140.00,0),(11,32,'2008-08-17','2010-03-09',140.00,1),(11,62,'2011-03-01','2011-03-01',630.00,0),

(12,15,'2012-05-22',NULL,200.00,1),(12,69,'2007-09-20','2007-09-20',10.00,1),(12,75,'2012-05-21',NULL,10.00,0),

(13,57,'2012-01-10','2012-01-10',700.00,1),(14,58,'2012-02-25','2012-02-25',700.00,1),(15,30,'2008-08-17','2008-08-17',735.00,1);

UNLOCK TABLES;

CREATE TABLE VM\_Revenus\_annee\_espece (

annee *int*(4) NOT NULL DEFAULT '0',

espece\_id smallint(6) unsigned NOT NULL DEFAULT '0',

somme *decimal*(29,2) DEFAULT NULL,

nb *bigint*(21) NOT NULL DEFAULT '0',

PRIMARY KEY (annee,espece\_id),

KEY somme (somme)

) ENGINE=InnoDB;

LOCK TABLES VM\_Revenus\_annee\_espece WRITE;

INSERT INTO VM\_Revenus\_annee\_espece VALUES (2007,1,485.00,1),(2007,2,1820.00,2),(2007,5,10.00,1),(2008,1,485.00,1),(2008,2,2940.00,4),

(2008,3,140.00,1),(2009,1,400.00,2),(2010,1,200.00,1),(2010,3,140.00,1),(2011,1,630.00,1),

(2011,2,985.00,2),(2011,3,140.00,1),(2012,1,200.00,1),(2012,2,735.00,1),(2012,4,2100.00,3),(2012,5,10.00,1);

UNLOCK TABLES;

CREATE TABLE Animal\_histo (

id smallint(6) unsigned NOT NULL,

sexe *char*(1) DEFAULT NULL,

date\_naissance datetime NOT NULL,

nom *varchar*(30) DEFAULT NULL,

commentaires *text*,

espece\_id smallint(6) unsigned NOT NULL,

race\_id smallint(6) unsigned DEFAULT NULL,

mere\_id smallint(6) unsigned DEFAULT NULL,

pere\_id smallint(6) unsigned DEFAULT NULL,

disponible tinyint(1) DEFAULT '1',

date\_histo datetime NOT NULL,

utilisateur\_histo *varchar*(20) NOT NULL,

evenement\_histo *char*(6) NOT NULL,

PRIMARY KEY (id,date\_histo)

) ENGINE=InnoDB;

LOCK TABLES Animal\_histo WRITE;

INSERT INTO Animal\_histo VALUES (10,'M','2010-07-21 15:41:00','Bobo',NULL,1,NULL,7,21,1,'2012-05-22 01:00:34','student@localhost','UPDATE'),(19,'F','2009-05-26 09:02:00','Java',NULL,1,2,NULL,NULL,1,'2012-05-27 18:14:29','student@localhost','UPDATE'),(21,'F','2008-03-10 13:43:00','Pataude',NULL,1,NULL,NULL,NULL,0,'2012-05-27 18:10:40','student@localhost','UPDATE'),

(47,'F','2009-03-26 01:24:00','Scroupy','Bestiole avec une carapace très dure',3,NULL,NULL,NULL,1,'2012-05-22 01:00:34','student@localhost','DELETE'),(77,'F','0000-00-00 00:00:00','Toxi',NULL,1,NULL,NULL,NULL,1,'2012-05-27 18:12:38','student@localhost','DELETE');

UNLOCK TABLES;

CREATE TABLE Erreur (

id tinyint(3) unsigned NOT NULL AUTO\_INCREMENT,

erreur *varchar*(255) DEFAULT NULL,

PRIMARY KEY (id),

UNIQUE KEY erreur (erreur)

) ENGINE=InnoDB AUTO\_INCREMENT=8;

LOCK TABLES Erreur WRITE;

INSERT INTO Erreur VALUES (5,'Erreur : date\_adoption doit être >= à date\_reservation.'),(3,'Erreur : paye doit valoir TRUE (1) ou FALSE (0).'),(1,'Erreur : sexe doit valoir \"M\", \"F\" ou NULL.');

UNLOCK TABLES;

ALTER TABLE Race ADD CONSTRAINT fk\_race\_espece\_id FOREIGN KEY (espece\_id) REFERENCES Espece (id);

ALTER TABLE Animal ADD CONSTRAINT fk\_espece\_id FOREIGN KEY (espece\_id) REFERENCES Espece (id);

ALTER TABLE Animal ADD CONSTRAINT fk\_mere\_id FOREIGN KEY (mere\_id) REFERENCES Animal (id);

ALTER TABLE Animal ADD CONSTRAINT fk\_pere\_id FOREIGN KEY (pere\_id) REFERENCES Animal (id);

ALTER TABLE Animal ADD CONSTRAINT fk\_race\_id FOREIGN KEY (race\_id) REFERENCES Race (id);

ALTER TABLE Adoption ADD CONSTRAINT fk\_adoption\_animal\_id FOREIGN KEY (animal\_id) REFERENCES Animal (id);

ALTER TABLE Adoption ADD CONSTRAINT fk\_client\_id FOREIGN KEY (client\_id) REFERENCES Client (id);

ALTER TABLE VM\_Revenus\_annee\_espece ADD CONSTRAINT fk\_vm\_revenu\_espece\_id FOREIGN KEY (espece\_id) REFERENCES Espece (id) ON DELETE CASCADE;

DELIMITER |

CREATE TRIGGER before\_insert\_adoption BEFORE INSERT

ON Adoption FOR EACH ROW

BEGIN

IF NEW.paye != TRUE

AND NEW.paye != FALSE

THEN

INSERT INTO Erreur (erreur) VALUES ('Erreur : paye doit valoir TRUE (1) ou FALSE (0).');

ELSEIF NEW.date\_adoption < NEW.date\_reservation THEN

INSERT INTO Erreur (erreur) VALUES ('Erreur : date\_adoption doit être >= à date\_reservation.');

END IF;

END |

CREATE TRIGGER after\_insert\_adoption AFTER INSERT

ON Adoption FOR EACH ROW

BEGIN

UPDATE Animal

*SET* disponible = FALSE

WHERE id = NEW.animal\_id;

INSERT INTO VM\_Revenus\_annee\_espece (espece\_id, annee, somme, nb)

SELECT espece\_id, YEAR(NEW.date\_reservation), NEW.prix, 1

FROM Animal

WHERE id = NEW.animal\_id

ON DUPLICATE KEY UPDATE somme = somme + NEW.prix, nb = nb + 1;

END |

CREATE TRIGGER before\_update\_adoption BEFORE UPDATE

ON Adoption FOR EACH ROW

BEGIN

IF NEW.paye != TRUE

AND NEW.paye != FALSE

THEN

INSERT INTO Erreur (erreur) VALUES ('Erreur : paye doit valoir TRUE (1) ou FALSE (0).');

ELSEIF NEW.date\_adoption < NEW.date\_reservation THEN

INSERT INTO Erreur (erreur) VALUES ('Erreur : date\_adoption doit être >= à date\_reservation.');

END IF;

END |

CREATE TRIGGER after\_update\_adoption AFTER UPDATE

ON Adoption FOR EACH ROW

BEGIN

IF OLD.animal\_id <> NEW.animal\_id THEN

UPDATE Animal

*SET* disponible = TRUE

WHERE id = OLD.animal\_id;

UPDATE Animal

*SET* disponible = FALSE

WHERE id = NEW.animal\_id;

END IF;

INSERT INTO VM\_Revenus\_annee\_espece (espece\_id, annee, somme, nb)

SELECT espece\_id, YEAR(NEW.date\_reservation), NEW.prix, 1

FROM Animal

WHERE id = NEW.animal\_id

ON DUPLICATE KEY UPDATE somme = somme + NEW.prix, nb = nb + 1;

UPDATE VM\_Revenus\_annee\_espece

*SET* somme = somme - OLD.prix, nb = nb - 1

WHERE annee = YEAR(OLD.date\_reservation)

AND espece\_id = (SELECT espece\_id FROM Animal WHERE id = OLD.animal\_id);

DELETE FROM VM\_Revenus\_annee\_espece

WHERE nb = 0;

END |

CREATE TRIGGER after\_delete\_adoption AFTER DELETE

ON Adoption FOR EACH ROW

BEGIN

UPDATE Animal

*SET* disponible = TRUE

WHERE id = OLD.animal\_id;

UPDATE VM\_Revenus\_annee\_espece

*SET* somme = somme - OLD.prix, nb = nb - 1

WHERE annee = YEAR(OLD.date\_reservation)

AND espece\_id = (SELECT espece\_id FROM Animal WHERE id = OLD.animal\_id);

DELETE FROM VM\_Revenus\_annee\_espece

WHERE nb = 0;

END |

CREATE TRIGGER before\_insert\_animal BEFORE INSERT

ON Animal FOR EACH ROW

BEGIN

IF NEW.sexe IS NOT NULL

AND NEW.sexe != 'M'

AND NEW.sexe != 'F'

AND NEW.sexe != 'A'

THEN

INSERT INTO Erreur (erreur) VALUES ('Erreur : sexe doit valoir "M", "F", "A" ou NULL.');

END IF;

END |

CREATE TRIGGER before\_update\_animal BEFORE UPDATE

ON Animal FOR EACH ROW

BEGIN

IF NEW.sexe IS NOT NULL

AND NEW.sexe != 'M'

AND NEW.sexe != 'F'

AND NEW.sexe != 'A'

THEN

*SET* NEW.sexe = NULL;

END IF;

END |

CREATE TRIGGER after\_update\_animal AFTER UPDATE

ON Animal FOR EACH ROW

BEGIN

INSERT INTO Animal\_histo (

id, sexe, date\_naissance, nom, commentaires, espece\_id, race\_id,

mere\_id, pere\_id, disponible, date\_histo, utilisateur\_histo, evenement\_histo)

VALUES (

OLD.id, OLD.sexe, OLD.date\_naissance, OLD.nom, OLD.commentaires, OLD.espece\_id, OLD.race\_id,

OLD.mere\_id, OLD.pere\_id, OLD.disponible, NOW(), CURRENT\_USER(), 'UPDATE');

END |

CREATE TRIGGER after\_delete\_animal AFTER DELETE

ON Animal FOR EACH ROW

BEGIN

INSERT INTO Animal\_histo (

id, sexe, date\_naissance, nom, commentaires, espece\_id, race\_id,

mere\_id, pere\_id, disponible, date\_histo, utilisateur\_histo, evenement\_histo)

VALUES (

OLD.id, OLD.sexe, OLD.date\_naissance, OLD.nom, OLD.commentaires, OLD.espece\_id, OLD.race\_id,

OLD.mere\_id, OLD.pere\_id, OLD.disponible, NOW(), CURRENT\_USER(), 'DELETE');

END |

CREATE TRIGGER before\_delete\_espece BEFORE DELETE

ON Espece FOR EACH ROW

BEGIN

DELETE FROM Race

WHERE espece\_id = OLD.id;

END |

CREATE TRIGGER before\_insert\_race BEFORE INSERT

ON Race FOR EACH ROW

BEGIN

*SET* NEW.date\_insertion = NOW();

*SET* NEW.utilisateur\_insertion = CURRENT\_USER();

*SET* NEW.date\_modification = NOW();

*SET* NEW.utilisateur\_modification = CURRENT\_USER();

END |

CREATE TRIGGER before\_update\_race BEFORE UPDATE

ON Race FOR EACH ROW

BEGIN

*SET* NEW.date\_modification = NOW();

*SET* NEW.utilisateur\_modification = CURRENT\_USER();

END |

CREATE TRIGGER before\_delete\_race BEFORE DELETE

ON Race FOR EACH ROW

BEGIN

UPDATE Animal

*SET* race\_id = NULL

WHERE race\_id = OLD.id;

END |

DELIMITER ;

CREATE VIEW V\_Animal\_details AS

select Animal.id,Animal.sexe,Animal.date\_naissance,Animal.nom,Animal.commentaires,Animal.espece\_id,Animal.race\_id,

Animal.mere\_id,Animal.pere\_id,Animal.disponible,Espece.nom\_courant AS espece\_nom,Race.nom AS race\_nom

from Animal

join Espece on Animal.espece\_id = Espece.id

left join Race on Animal.race\_id = Race.id;

CREATE VIEW V\_Animal\_espece AS

select Animal.id,Animal.sexe,Animal.date\_naissance,Animal.nom,Animal.commentaires,Animal.espece\_id,Animal.race\_id,

Animal.mere\_id,Animal.pere\_id,Animal.disponible,Espece.nom\_courant AS espece\_nom,Espece.nom\_latin AS espece\_nom\_latin

from Animal

join Espece on Espece.id = Animal.espece\_id;

CREATE VIEW V\_Animal\_stagiaire AS

select Animal.id,Animal.nom,Animal.sexe,Animal.date\_naissance,Animal.espece\_id,Animal.race\_id,Animal.mere\_id,Animal.pere\_id,Animal.disponible

from Animal

where Animal.espece\_id = 2

WITH CASCADED CHECK OPTION;

CREATE VIEW V\_Chien AS

select Animal.id,Animal.sexe,Animal.date\_naissance,Animal.nom,Animal.commentaires,Animal.espece\_id,Animal.race\_id,Animal.mere\_id,Animal.pere\_id,Animal.disponible

from Animal

where Animal.espece\_id = 1;

CREATE VIEW V\_Chien\_race AS

select V\_Chien.id,V\_Chien.sexe,V\_Chien.date\_naissance,V\_Chien.nom,V\_Chien.commentaires,V\_Chien.espece\_id,V\_Chien.race\_id,V\_Chien.mere\_id,V\_Chien.pere\_id,V\_Chien.disponible

from V\_Chien

where V\_Chien.race\_id is not null

WITH CASCADED CHECK OPTION;

CREATE VIEW V\_Client AS

select Client.id,Client.nom,Client.prenom,Client.adresse,Client.code\_postal,Client.ville,Client.pays,Client.email

from Client;

CREATE VIEW V\_Espece\_dollars AS

select Espece.id,Espece.nom\_courant,Espece.nom\_latin,Espece.description,round((Espece.prix \* 1.30813),2) AS prix\_dollars

from Espece;

CREATE VIEW V\_Nombre\_espece AS

select Espece.id,count(Animal.id) AS nb

from Espece

left join Animal on Animal.espece\_id = Espece.id

group by Espece.id;

CREATE VIEW V\_Revenus\_annee\_espece AS

select year(Adoption.date\_reservation) AS annee,Espece.id AS espece\_id,sum(Adoption.prix) AS somme,count(Adoption.animal\_id) AS nb

from Adoption

join Animal on Animal.id = Adoption.animal\_id

join Espece on Animal.espece\_id = Espece.id

group by year(Adoption.date\_reservation),Espece.id;

### Introduction

Pendant ce cours, nous avons créé une base de données : elevage. Vous avez peut-être créé également d'autres bases de données pour vos tests et projets personnels.

Mais ce ne sont pas les seules bases de données existant sur votre serveur MySQL. Connectez-vous avec l'utilisateur "root" (sinon certaines bases de données vous seront cachées) et exécutez la requête suivante :

SHOW DATABASES;

La base elevage est bien là, en compagnie de quelques autres :

* information\_schema : cette base de données stocke les informations sur toutes les bases de données. Les tables, les colonnes, le type des colonnes, les procédures des bases de données y sont recensés, avec leurs caractéristiques. Nous verrons cette base de données plus en détail dans le prochain chapitre.
* performance\_schema : permet de stocker des informations sur les actions effectuées sur le serveur (temps d'exécution, temps d'attente dus aux verrous, etc.)
* test : il s'agit d'une base de test automatiquement créée. Si vous ne l'avez pas utilisée, elle ne contient rien.
* mysql : contient de nombreuses informations sur le serveur. Entre autres, c'est dans cette base que sont stockés **les utilisateurs et leurs privilèges**.

#### Les utilisateurs et leurs privilèges

##### Privilèges des utilisateurs

Lorsque l'on se connecte à MySQL, on le fait avec un utilisateur. Chaque utilisateur possède une série de privilèges relatifs aux données stockées sur le serveur : le privilège de sélectionner les données, de les modifier, de créer des objets, etc.  
Ces privilèges peuvent exister à plusieurs niveaux : base de données, tables, colonnes, procédures, etc.

Par exemple, tout au début de ce cours, vous avez créé un utilisateur, puis lui avez donné des privilèges avec la commande suivante :

GRANT ALL PRIVILEGES ON elevage.\* TO 'student'@'localhost';

Cette requête a donné tous les droits sur la base de données elevage à l'utilisateur 'student'@'localhost'.

##### Stockage des utilisateurs et privilèges

Toutes ces informations sont stockées dans la base de données mysql.  
Les utilisateurs sont stockés dans la table user, avec leurs privilèges globaux (c'est-à-dire valables au niveau du serveur, sur toutes les bases de données). La base mysql possède par ailleurs quatre tables permettant de stocker les privilèges des utilisateurs à différents niveaux.

* db : privilèges au niveau des bases de données.
* tables\_priv : privilèges au niveau des tables.
* columns\_priv : privilèges au niveau des colonnes.
* proc\_priv : privilèges au niveau des routines (procédures et fonctions stockées).

##### Modifications

Il est tout à fait possible d'ajouter, de modifier et de supprimer des utilisateurs en utilisant des requêtes INSERT, UPDATE  ou DELETE  directement sur la table mysql.user. De même pour leurs privilèges, avec les tables mysql.db, mysql.tables\_priv, mysql.columns\_priv et mysql.procs\_priv.

Cependant, en général, on utilise plutôt des commandes dédiées à cet usage. Ainsi, pas besoin de se soucier de la structure de ces tables, et le risque d'erreur est moins grand. Ce sont ces commandes que nous allons décortiquer dans la suite de ce chapitre.

Tout comme on peut préciser la table à laquelle appartient une colonne en préfixant le nom de la colonne par le nom de la table, nom\_table.nom\_colonne, il est possible de préciser à quelle base de données appartient une table, nom\_bdd.nom\_table, voire de préciser à la fois la table et la base de données dans laquelle se trouve une colonne : nom\_bdd.nom\_table.nom\_colonne.

### Création, modification et suppression des utilisateurs

#### Syntaxe pour la création et la suppression

Voici les requêtes à utiliser pour créer et supprimer un utilisateur :

-- Création

CREATE USER 'login'@'hote' [IDENTIFIED BY 'mot\_de\_passe'];

-- Suppression

DROP USER 'login'@'hote';

#### Utilisateur

L'utilisateur est donc défini par deux éléments :

* son login ;
* l'hôte à partir duquel il se connecte.

##### Login

Le login est un simple identifiant. Vous pouvez le choisir comme vous voulez. Il n'est pas obligatoire de l'entourer de guillemets, sauf s'il contient des caractères spéciaux comme - ou @. C'est cependant conseillé.

##### Hôte

L'hôte est **l'adresse à partir de laquelle l'utilisateur va se connecter**. Si l'utilisateur se connecte à partir de la machine sur laquelle le serveur MySQL se trouve, on peut utiliser 'localhost'. Sinon, on utilise en général une adresse IP ou un nom de domaine.

**Exemples**

CREATE USER 'max'@'localhost' IDENTIFIED BY 'maxisthebest';

CREATE USER 'elodie'@'194.28.12.4' IDENTIFIED BY 'ginko1';

CREATE USER 'gabriel'@'arb.brab.net' IDENTIFIED BY 'chinypower';

Il est également possible de permettre à un utilisateur de se connecter à partir de plusieurs hôtes différents (sans devoir créer un utilisateur par hôte) : en utilisant le joker %, on peut préciser des noms d'hôtes partiels ou permettre à l'utilisateur de se connecter à partir de n'importe quel hôte.

**Exemples**

-- thibault peut se connecter à partir de n'importe quel hôte dont l'adresse IP commence par 194.28.12.

CREATE USER 'thibault'@'194.28.12.%' IDENTIFIED BY 'basketball8';

-- joelle peut se connecter à partir de n'importe quel hôte du domaine brab.net

CREATE USER 'joelle'@'%.brab.net' IDENTIFIED BY 'singingisfun';

-- hannah peut se connecter à partir de n'importe quel hôte

CREATE USER 'hannah'@'%' IDENTIFIED BY 'looking4sun';

Comme pour le login, les guillemets ne sont pas obligatoires, sauf si un caractère spécial est utilisé (comme le joker %, par exemple). Notez que, si vous ne précisez pas d'hôte, c'est comme si vous autorisiez tous les hôtes. 'hannah'@'%'  est donc équivalent à 'hannah'.

Les guillemets se placent indépendamment autour du login **et** autour de l'hôte. N'entourez pas tout par des guillemets : CREATE USER 'marie@localhost'  créera un utilisateur dont le login est 'marie@localhost', autorisé à se connecter à partir de n'importe quel hôte.

##### Renommer l'utilisateur

Pour modifier l'identifiant d'un utilisateur (login et/ou hôte), on peut utiliser RENAME USER ancien\_utilisateur TO nouvel\_utilisateur.

**Exemple :** on renomme max en maxime, en gardant le même hôte.

RENAME USER 'max'@'localhost' TO 'maxime'@'localhost';

#### Mot de passe

Le mot de passe de l'utilisateur est donné par la clause IDENTIFIED BY. Cette clause n'est pas obligatoire, auquel cas l'utilisateur peut se connecter sans donner de mot de passe. Ce n'est évidemment pas une bonne idée du point de vue de la sécurité. **Évitez au maximum les utilisateurs sans mot de passe**.

Lorsqu'un mot de passe est précisé, il n'est pas stocké tel quel dans la table mysql.user. Il est d'abord hashé, et c'est cette valeur hashée qui est stockée.

##### Modifier le mot de passe

Pour modifier le mot de passe d'un utilisateur, on peut utiliser la commande SET PASSWORD  (à condition d'avoir les privilèges nécessaires, ou d'être connecté avec l'utilisateur dont on veut changer le mot de passe).  
Cependant, cette commande ne hashe pas le mot de passe automatiquement. Il faut donc utiliser la fonction PASSWORD().

**Exemple**

*SET* PASSWORD FOR 'thibault'@'194.28.12.%' = PASSWORD('basket8');

### Les privilèges - introduction

Lorsque l'on crée un utilisateur avec CREATE USER, celui-ci n'a au départ aucun privilège, aucun droit.  
En SQL, avoir un privilège, c'est avoir l'autorisation d'effectuer une action sur un objet.

Un utilisateur sans aucun privilège ne peut rien faire d'autre que se connecter. Il n'aura pas accès aux données, ne pourra créer aucun objet (base/table/procédure/autre) ni en utiliser.

#### Les différents privilèges

Il existe de nombreux privilèges dont voici une sélection des plus utilisés (à l'exception des privilèges particuliers ALL, USAGE  et GRANT OPTION  que nous verrons plus loin).

##### Privilèges du CRUD

Les privilèges SELECT, INSERT, UPDATE  et DELETE  permettent aux utilisateurs d'utiliser ces mêmes commandes.

##### Privilèges concernant les tables, les vues et les bases de données

| **Privilège** | **Action autorisée** |
| --- | --- |
| CREATE TABLE | Création de tables |
| CREATE TEMPORARY TABLE | Création de tables temporaires |
| CREATE VIEW | Création de vues (il faut également avoir le privilège SELECTsur les colonnes sélectionnées par la vue) |
| ALTER | Modification de tables (avec ALTER TABLE) |
| DROP | Suppression de tables, vues et bases de données |

##### Autres privilèges

| **Privilège** | **Action autorisée** |
| --- | --- |
| CREATE ROUTINE | Création de procédures stockées (et de fonctions stockées - non couvertes dans ce cours) |
| ALTER ROUTINE | Modification et suppression de procédures stockées (et de fonctions stockées) |
| EXECUTE | Exécution de procédures stockées (et de fonctions stockées) |
| INDEX | Création et suppression d'index |
| TRIGGER | Création et suppression de triggers |
| LOCK TABLES | Verrouillage de tables (sur lesquelles on a le privilège SELECT) |
| CREATE USER | Gestion d'utilisateur (commandes CREATE USER, DROP USER, RENAME USER  et SET PASSWORD) |

#### Les différents niveaux d'application des privilèges

Lorsque l'on accorde un privilège à un utilisateur, il faut également préciser à quoi s'applique ce privilège.

| **Niveau** | **Application du privilège** |
| --- | --- |
| \*.\* | Privilège global : s'applique à toutes les bases de données, à tous les objets. Un privilège de ce niveau sera stocké dans la table mysql.user. |
| \* | Si aucune base de données n'a été préalablement sélectionnée (avec USE nom\_bdd), c'est l'équivalent de \*.\* (privilège stocké dans mysql.user). Sinon, le privilège s'appliquera à tous les objets de la base de données que l'on utilise (et sera stocké dans la table mysql.db). |
| nom\_bdd.\* | Privilège de base de données : s'applique à tous les objets de la base nom\_bdd (stocké dans mysql.db). |
| nom\_bdd.nom\_table | Privilège de table (stocké dans mysql.tables\_priv). |
| nom\_table | Privilège de table : s'applique à la table nom\_table de la base de données dans laquelle on se trouve, sélectionnée au préalable avec USE nom\_bdd  (stocké dans mysql.tables\_priv). |
| nom\_bdd.nom\_routine | S'applique à la procédure (ou fonction) stockée nom\_bdd.nom\_routine (privilège stocké dans mysql.procs\_priv). |

Les privilèges peuvent aussi être restreints à certaines colonnes, auquel cas ils seront stockés dans la table mysql.columns\_priv. Nous verrons comment restreindre un privilège à certaines colonnes avec la commande GRANT.

### Ajout et révocation de privilèges

#### Ajout de privilèges

Pour pouvoir ajouter un privilège à un utilisateur, il faut posséder le privilège GRANT OPTION. Pour l'instant, seul l'utilisateur "root" le possède. Étant donné qu'il s'agit d'un privilège un peu particulier, nous n'en parlerons pas tout de suite. Connectez-vous donc avec "root" pour exécuter les commandes de cette partie.

##### Syntaxe

La commande pour ajouter des privilèges à un utilisateur est la suivante :

GRANT privilege [(liste\_colonnes)] [, privilege [(liste\_colonnes)], ...]

ON [type\_objet] niveau\_privilege

TO utilisateur [IDENTIFIED BY mot\_de\_passe];

* privilege  : le privilège à accorder à l'utilisateur (SELECT, CREATE VIEW, EXECUTE…) ;
* (liste\_colonnes)  : facultatif - liste des colonnes auxquelles le privilège s'applique ;
* niveau\_privilege  : niveau auquel le privilège s'applique (\*.\*, nom\_bdd.nom\_table…) ;
* type\_objet  : en cas de noms ambigus, il est possible de préciser à quoi se rapporte le niveau, TABLE  ou PROCEDURE.

On peut accorder plusieurs privilèges en une fois : il suffit de séparer les privilèges par une virgule. Si l'on veut restreindre tout ou partie des privilèges à certaines colonnes, la liste doit en être précisée pour chaque privilège.

**Exemples**

**1.** On crée un utilisateur 'john'@'localhost', en lui donnant les privilèges SELECT, INSERT  et DELETE  sur la table elevage.Animal, et UPDATE  sur les colonnes nom, sexe et commentaires de la table elevage.Animal.

CREATE USER 'john'@'localhost' IDENTIFIED BY 'exemple2012';

GRANT SELECT,

UPDATE (nom, sexe, commentaires),

DELETE,

INSERT

ON elevage.Animal

TO 'john'@'localhost';

**2.** On accorde le privilège SELECT  à l'utilisateur 'john'@'localhost'  sur la table elevage.Espece.

GRANT SELECT

ON TABLE elevage.Espece -- On précise que c'est une table (facultatif)

TO 'john'@'localhost';

**3.** On accorde à 'john'@'localhost'  le privilège de créer et d'exécuter des procédures stockées dans la base de données elevage.

GRANT CREATE ROUTINE, EXECUTE

ON elevage.\*

TO 'john'@'localhost';

#### Révocation de privilèges

Pour retirer un ou plusieurs privilèges à un utilisateur, on utilise la commande REVOKE.

REVOKE privilege [, privilege, ...]

ON niveau\_privilege

FROM utilisateur;

**Exemple**

REVOKE DELETE

ON elevage.Animal

FROM 'john'@'localhost';

### Privilèges particuliers

#### Les privilèges ALL, USAGE et GRANT OPTION

Pour terminer avec les différents privilèges, nous allons parler de trois privilèges un peu particuliers.

##### ALL

Le privilège ALL  (ou ALL PRIVILEGES), comme son nom l'indique, représente tous les privilèges. Accorder le privilège ALL  revient donc à accorder tous les droits à l'utilisateur. Il faut évidemment préciser le niveau auquel tous les droits sont accordés (on octroie tous les privilèges possibles sur une table, ou sur une base de données, etc.).

Un privilège fait exception : GRANT OPTION  n'est pas compris dans les privilèges représentés par ALL.

**Exemple :** on accorde tous les droits sur la table Client à 'john'@'localhost'.

GRANT ALL

ON elevage.Client

TO 'john'@'localhost';

##### USAGE

À l'inverse de ALL, le privilège USAGE  signifie "aucun privilège".  
À première vue, utiliser la commande GRANT  pour n'accorder aucun privilège peut sembler un peu ridicule. En réalité, c'est extrêmement utile : USAGE  permet en fait de modifier les caractéristiques d'un compte avec la commande GRANT, sans modifier les privilèges du compte. Cet usage de la commande  GRANT  est cependant déconseillé.  
USAGE  est toujours utilisé comme un privilège global (donc ON \*.\*).

##### GRANT OPTION

Nous voici donc au fameux privilège GRANT OPTION. Un utilisateur ayant ce privilège est autorisé à utiliser la commande GRANT, pour accorder des privilèges à d'autres utilisateurs.  
Ce privilège n'est pas compris dans le privilège ALL. Par ailleurs, un utilisateur ne peut accorder que les privilèges qu'il possède lui-même.

On peut accorder GRANT OPTION  de deux manières :

* comme un privilège normal, après le mot GRANT  ;
* à la fin de la commande GRANT, avec la clause WITH GRANT OPTION.

**Exemple :** on accorde les privilèges SELECT, UPDATE, INSERT, DELETE  et GRANT OPTION  sur la base de données elevage à 'joseph'@'localhost'.

GRANT SELECT, UPDATE, INSERT, DELETE, GRANT OPTION

ON elevage.\*

TO 'joseph'@'localhost' IDENTIFIED BY 'ploc4';

-- OU

GRANT SELECT, UPDATE, INSERT, DELETE

ON elevage.\*

TO 'joseph'@'localhost' IDENTIFIED BY 'ploc4'

WITH GRANT OPTION;

Le privilège ALL  doit s'utiliser tout seul. Il n'est donc pas possible d'accorder GRANT OPTION  et ALL  de la manière suivante : GRANT ALL, GRANT OPTION…  Il est nécessaire dans ce cas d'utiliser WITH GRANT OPTION.

#### Particularité des triggers, vues et procédures stockées

Les triggers, les vues et les procédures stockées (ainsi que les événements et les fonctions stockées, non couvertes par ce cours) ont un système spécial quant à la vérification des privilèges des utilisateurs.  
En effet, ces objets sont créés dans le but d'être exécutés dans le futur, et l'utilisateur créant un tel objet pourrait bien être différent de l'utilisateur se servant de l'objet. Il y a donc deux types d'utilisateurs potentiels pour ces types d'objet : celui ayant défini l'objet, et celui utilisant l'objet. Quels privilèges faut-il vérifier lorsqu'une procédure est exécutée ? Lorsque la requête SELECT  d'une vue est exécutée ?

Par défaut, ce sont les privilèges du définisseur (celui qui a défini l'objet) qui sont vérifiés. Ce qui veut dire qu'un utilisateur pourrait exécuter une procédure agissant sur des tables sur lesquelles il n'a lui-même aucun privilège, l'important étant les privilèges de l'utilisateur ayant défini la procédure. Bien entendu, un utilisateur doit toujours avoir le privilège EXECUTE  pour exécuter une procédure stockée. Les privilèges du définisseur concernent les instructions à l'intérieur de la procédure ou du trigger (ou de la requête SELECT  pour une vue).

**Exemple :** avec l'utilisateur student, on définit une procédure faisant une requête SELECT  sur la table Adoption. On exécute ensuite cette procédure avec l'utilisateur john, qui n'a aucun droit sur la table Adoption.

Utilisateur student :

USE elevage;

DELIMITER |

CREATE PROCEDURE test\_definer()

BEGIN

SELECT \* FROM Adoption;

END |

DELIMITER ;

Utilisateur john :

USE elevage;

SELECT \* FROM Adoption;

CALL test\_definer();

L'utilisateur john n'a aucun droit sur Adoption. La requête SELECT  échoue donc avec le message d'erreur suivant :

ERROR 1142 (42000): SELECT command denied to user 'john'@'localhost' for table 'adoption'

Par contre, john a le droit d'exécuter les procédures de la base de données elevage. Il exécute donc sans problème test\_definer(), qui lui affiche le contenu d'Adoption. Les privilèges vérifiés au niveau des instructions exécutées par la procédure sont en effet ceux de l'utilisateur student ayant défini celle-ci.

##### Préciser et modifier le définisseur

Les commandes de création des vues, triggers et procédures stockées permettent de préciser une clause DEFINER, dans laquelle on précise l'identifiant d'un utilisateur.  
Par défaut, c'est l'utilisateur courant qui est utilisé.  
Cependant, il est possible de donner un autre utilisateur comme définisseur de l'objet, à condition d'avoir le privilège global SUPER. Sans ce privilège, on ne peut donner comme DEFINER  que soi-même, soit avec CURRENT\_USER  ou CURRENT\_USER(), soit avec l'identifiant ('student'@'localhost', par exemple).  
La clause DEFINER  se place après le mot-clé CREATE.

**Exemple :** définition de deux procédures stockées avec l'utilisateur root (le seul ayant le privilège SUPER  sur notre serveur), l'une avec root pour DEFINER  (CURRENT\_USER()), l'autre avec john.

DELIMITER |

CREATE DEFINER = CURRENT\_USER() PROCEDURE test\_definer2()

BEGIN

SELECT \* FROM Race;

END |

CREATE DEFINER = 'john'@'localhost' PROCEDURE test\_definer3()

BEGIN

SELECT \* FROM Race;

END |

DELIMITER ;

Si l'on exécute ces deux procédures avec l'utilisateur john, on obtient deux résultats différents.

CALL test\_definer2();

CALL test\_definer3();

La première procédure s'exécute sans problème. john n'a aucun droit sur la table Race, mais le définisseur de test\_definer2() étant root, ce sont ses privilèges qui comptent. Par contre, la seconde échoue, car le définisseur de test\_definer3() a été initialisé à john.

##### Modification du contexte

Il est possible, pour les vues et les procédures stockées, de changer la manière dont les privilèges sont vérifiés à l'exécution. On peut faire en sorte que ce soient les privilèges de l'utilisateur qui se sert de la vue ou de la procédure ("l'invocateur") qui soient vérifiés, et non plus les privilèges du définisseur.

Ce n'est pas possible pour les triggers, car ceux-ci ne sont pas exécutés directement par un utilisateur, mais par une action de l'utilisateur (insertion, modification, suppression dans la table sur laquelle le trigger est défini).

Pour changer le contexte de vérification des privilèges d'une vue ou d'une procédure, il faut utiliser la clause SQL SECURITY {DEFINER | INVOKER}.

**Syntaxe de création des vues et des procédures**, clauses DEFINER  et SQL SECURITY  comprises.

-- Vues

CREATE [OR REPLACE]

[ALGORITHM = {UNDEFINED | MERGE | TEMPTABLE}]

[DEFINER = { utilisateur | CURRENT\_USER }]

[SQL SECURITY { DEFINER | INVOKER }]

VIEW nom\_vue [(liste\_colonnes)]

AS requete\_select

[WITH [CASCADED | LOCAL] CHECK OPTION]

-- Procédures

CREATE

[DEFINER = { utilisateur | CURRENT\_USER }]

PROCEDURE nom\_procedure ([parametres\_procedure])

SQL SECURITY { DEFINER | INVOKER }

corps\_procedure

**Exemple :** création, par l'utilisateur root, de deux vues avec des contextes de vérification des privilèges différents.

CREATE DEFINER = CURRENT\_USER

SQL SECURITY DEFINER

VIEW test\_contexte1

AS SELECT \* FROM Race;

CREATE DEFINER = CURRENT\_USER

SQL SECURITY INVOKER

VIEW test\_contexte2

AS SELECT \* FROM Race;

Toujours avec l'utilisateur root, on autorise john à faire des SELECT  sur ces vues.

GRANT SELECT ON elevage.test\_contexte1 TO 'john'@'localhost';

GRANT SELECT ON elevage.test\_contexte2 TO 'john'@'localhost';

Utilisons maintenant ces vues avec l'utilisateur john, qui n'a toujours aucun droit sur Race.

SELECT \* FROM test\_contexte1;

SELECT \* FROM test\_contexte2;

La première requête affiche bien la table Race. Par contre, la seconde échoue avec l'erreur suivante :

ERROR 1356 (HY000): View 'elevage.test\_contexte2' references invalid table(s) or column(s) or function(s) or definer/invoker of view lack rights to use them

### Options supplémentaires

La commande GRANT  possède encore deux clauses facultatives supplémentaires permettant de limiter les ressources serveur de l'utilisateur, et d'obliger l'utilisateur à se connecter via SSL.

#### Limitation des ressources

On peut limiter trois choses différentes pour un utilisateur :

* le nombre de requêtes par heure (MAX\_QUERIES\_PER\_HOUR) : limitation de toutes les commandes exécutées par l'utilisateur ;
* le nombre de modifications par heure (MAX\_UPDATES\_PER\_HOUR) : limitation des commandes entraînant la modification d'une table ou d'une base de données ;
* le nombre de connexions au serveur par heure (MAX\_CONNECTIONS\_PER\_HOUR).

Pour cela, on utilise la clause WITH MAX\_QUERIES\_PER\_HOUR nb | MAX\_UPDATES\_PER\_HOUR nb | MAX\_CONNECTIONS\_PER\_HOUR nbde la commande GRANT. On peut limiter une des ressources, ou deux, ou les trois en une fois, chacune avec un nombre différent.

**Exemple :** création d'un compte 'aline'@'localhost'  ayant tous les droits sur la base de données elevage, mais avec des ressources limitées.

CREATE USER 'aline'@'localhost' IDENTIFIED BY 'limited';

GRANT ALL ON elevage.\*

TO 'aline'@'localhost'

WITH MAX\_QUERIES\_PER\_HOUR 50

MAX\_CONNECTIONS\_PER\_HOUR 5;

#### Connexion SSL

La clause REQUIRE  de la commande GRANT  permet d'obliger l'utilisateur à se connecter via SSL, c'est-à-dire à l'aide d'une connexion sécurisée. Avec une telle connexion, toutes les données transitant entre le client et le serveur sont chiffrées, et non plus passées en clair.

Nous ne verrons pas les détails de cette clause dans ce cours. Je vous renvoie donc à la [documentation](https://dev.mysql.com/doc/refman/5.5/en/secure-connections.html) si vous êtes intéressé par le sujet.

## Informations sur la base de données et les requêtes

Dans ce chapitre, vous verrez comment aller chercher des informations sur les différents objets de vos bases de données (les tables, les procédures, etc.) de deux manières différentes :

* grâce à la commande SHOW  ;
* en allant chercher ces informations directement dans la base de données information\_schema.

Ensuite, vous découvrirez la commande EXPLAIN, qui donne des indications sur le déroulement des requêtes, ce qui permet d'optimiser celles-ci.

### Commandes de description

Les commandes SHOW  et DESCRIBE  ont été utilisées ponctuellement tout au long du cours pour afficher diverses informations sur les tables et les colonnes. Nous allons ici voir plus en détail comment utiliser ces commandes, et ce qu'elles peuvent nous apprendre.

#### Description d'objets

SHOW objets;

Cette commande permet d'afficher une liste des objets, ainsi que certaines caractéristiques de ces objets.

**Exemple :** liste des tables et des vues.

SHOW TABLES;

Pour pouvoir utiliser SHOW TABLES, il faut avoir sélectionné une base de données.

##### Objets listables avec SHOW

Les tables et les vues ne sont pas les seuls objets que l'on peut lister avec la commande SHOW. Pour une liste exhaustive, je vous renvoie à la documentation officielle, mais voici quelques-uns de ces objets.

| **Commande** | **Description** |
| --- | --- |
| SHOW CHARACTER SET | Montre les sets de caractères (encodages) disponibles. |
| SHOW [FULL] COLUMNS FROM nom\_table [FROM nom\_bdd] | Liste les colonnes de la table précisée, ainsi que diverses informations (type, contraintes…). Il est possible de préciser également le nom de la base de données. En ajoutant le mot-clé FULL, les informations affichées pour chaque colonne sont plus nombreuses. |
| SHOW DATABASES | Montre les bases de données sur lesquelles on possède des privilèges (ou toutes si l'on possède le privilège global SHOW DATABASES). |
| SHOW GRANTS [FOR utilisateur] | Liste les privilèges de l'utilisateur courant, ou de l'utilisateur précisé par la clause FOR  optionnelle. |
| SHOW INDEX FROM nom\_table [FROM nom\_bdd] | Liste les index de la table désignée. Il est possible de préciser également le nom de la base de données. |
| SHOW PRIVILEGES | Liste les privilèges acceptés par le serveur MySQL (dépend de la version de MySQL). |
| SHOW PROCEDURE STATUS | Liste les procédures stockées. |
| SHOW [FULL] TABLES [FROM nom\_bdd] | Liste les tables de la base de données courante, ou de la base de données désignée par la clause FROM. Si FULL  est utilisé, une colonne apparaîtra en plus, précisant s'il s'agit d'une vraie table ou d'une vue. |
| SHOW TRIGGERS [FROM nom\_bdd] | Liste les triggers de la base de données courante, ou de la base de données précisée grâce à la clause FROM. |
| SHOW [GLOBAL | SESSION] VARIABLES | Liste les variables système de MySQL. Si GLOBAL  est précisé, les valeurs des variables seront celles utilisées lors d'une nouvelle connexion au serveur. Si SESSION  est utilisé (ou si l'on ne précise ni GLOBAL  ni SESSION), les valeurs seront celles de la session courante. Plus d'informations sur les variables système seront données dans le prochain chapitre. |
| SHOW WARNINGS | Liste les avertissements générés par la dernière requête effectuée. |

##### Clauses additionnelles

Certaines commandes SHOW objets  acceptent des clauses supplémentaires : LIKE  et WHERE.

* La clause LIKE  permet de restreindre la liste aux objets dont le nom correspond au motif donné.
* WHERE  permet d'ajouter diverses conditions.

**Exemple 1 :** sélection des colonnes d'Adoption dont le nom commence par "date".

SHOW COLUMNS

FROM Adoption

LIKE 'date%';

**Exemple 2 :** sélection des encodages contenant "arab" dans leur description.

SHOW CHARACTER *SET*

WHERE Description LIKE '%arab%';

##### DESCRIBE

La commande DESCRIBE nom\_table, qui affiche les colonnes d'une table ainsi que certaines de leurs caractéristiques, est en fait un raccourci pour SHOW COLUMNS FROM nom\_table.

#### Requête de création d'un objet

La commande SHOW  peut également montrer **la requête ayant servi à créer un objet**.

SHOW CREATE type\_objet nom\_objet;

**Exemple 1 :** requête de création de la table Espece.

SHOW CREATE TABLE Espece \G

Le \G est un délimiteur, comme ;. Il change simplement la manière d'afficher le résultat, qui ne sera plus sous forme de tableau, mais formaté verticalement. Pour les requêtes de description comme SHOW CREATE, qui renvoient peu de lignes (ici : une), mais contenant beaucoup d'informations, c'est beaucoup plus lisible.

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\* 1. row \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

Table: Espece

Create Table: CREATE TABLE `Espece` (

`id` smallint(6) unsigned NOT NULL AUTO\_INCREMENT,

`nom\_courant` *varchar*(40) NOT NULL,

`nom\_latin` *varchar*(40) NOT NULL,

`description` *text*,

`prix` *decimal*(7,2) unsigned DEFAULT NULL,

PRIMARY KEY (`id`),

UNIQUE KEY `nom\_latin` (`nom\_latin`)

) ENGINE=InnoDB AUTO\_INCREMENT=8 DEFAULT CHARSET=utf8

**Exemple 2 :** requête de création du trigger before\_insert\_adoption.

SHOW CREATE TRIGGER before\_insert\_adoption \G

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\* 1. row \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

Trigger: before\_insert\_adoption

sql\_mode:

SQL Original Statement: CREATE DEFINER=`student`@`localhost` TRIGGER before\_insert\_adoption BEFORE INSERT

ON Adoption FOR EACH ROW

BEGIN

IF NEW.paye != TRUE

AND NEW.paye != FALSE

THEN

INSERT INTO Erreur (erreur) VALUES ('Erreur : paye doit valoir TRUE (1) ou FALSE (0).');

ELSEIF NEW.date\_adoption < NEW.date\_reservation THEN

INSERT INTO Erreur (erreur) VALUES ('Erreur : date\_adoption doit être >= à date\_reservation.');

END IF;

END

character\_set\_client: utf8

collation\_connection: utf8\_general\_ci

Database Collation: utf8\_general\_ci

On peut ainsi afficher la syntaxe de création d'une table, d'une base de données, d'une procédure, d'un trigger ou d'une vue.

### La base de données information\_schema

Comme son nom l'indique, la base de données information\_schema contient des informations sur les schémas.  
En MySQL, un schéma est une base de données. Ce sont des synonymes. La base information\_schema contient donc des **informations sur les bases de données**.

Cette définition de "schéma" n'est pas universelle, tant s'en faut. Dans certains SGBD, la notion de schéma est plus proche de celle d'utilisateur que de celle de base de données. Pour Oracle, par exemple, un schéma représente l'ensemble des objets appartenant à un utilisateur.

Voyons ce que l'on trouve comme tables dans cette base de données.

SHOW TABLES FROM information\_schema;

| **Tables\_in\_information\_schema** |
| --- |
| CHARACTER\_SETS |
| COLUMNS |
| COLUMN\_PRIVILEGES |
| REFERENTIAL\_CONSTRAINTS |
| ROUTINES |
| SESSION\_VARIABLES |
| STATISTICS |
| TABLES |
| TABLE\_CONSTRAINTS |
| TABLE\_PRIVILEGES |
| TRIGGERS |
| USER\_PRIVILEGES |
| VIEWS |

Le tableau ci-dessus ne reprend qu'une partie des tables d'information\_schema.

Cette base contient donc des informations sur les tables, les colonnes, les contraintes, les vues, etc., des bases de données stockées sur le serveur MySQL.  
En fait, c'est de cette base de données que sont extraites les informations affichées grâce à la commande SHOW.

Par conséquent, si les informations données par SHOW  ne suffisent pas, il est possible d'interroger directement cette base de données.

Prenons par exemple la table VIEWS de cette base de données. Quelles informations contient-elle ?

SHOW COLUMNS FROM VIEWS FROM information\_schema;

La colonne *TABLE\_NAME* contient le nom de la vue. Interrogeons donc cette table, afin d'avoir des informations sur la vue *V\_Animal\_details*.

USE information\_schema; -- On sélectionne la base de données

SELECT TABLE\_SCHEMA, TABLE\_NAME, VIEW\_DEFINITION, IS\_UPDATABLE, DEFINER, SECURITY\_TYPE

FROM VIEWS

WHERE TABLE\_NAME = 'V\_Animal\_details' \G

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\* 1. row \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

TABLE\_SCHEMA: elevage

TABLE\_NAME: V\_Animal\_details

VIEW\_DEFINITION: select `elevage`.`animal`.`id` AS `id`,`elevage`.`animal`.`sexe` AS `sexe`,`elevage`.`animal`.`date\_naissance` AS `date\_naissance`,

`elevage`.`animal`.`nom` AS `nom`,`elevage`.`animal`.`commentaires` AS `commentaires`,

`elevage`.`animal`.`espece\_id` AS `espece\_id`,`elevage`.`animal`.`race\_id` AS `race\_id`,

`elevage`.`animal`.`mere\_id` AS `mere\_id`,`elevage`.`animal`.`pere\_id` AS `pere\_id`,

`elevage`.`animal`.`disponible` AS `disponible`,`elevage`.`espece`.`nom\_courant` AS `espece\_nom`,

`elevage`.`race`.`nom` AS `race\_nom`

from ((`elevage`.`animal`

join `elevage`.`espece` on((`elevage`.`animal`.`espece\_id` = `elevage`.`espece`.`id`)))

left join `elevage`.`race` on((`elevage`.`animal`.`race\_id` = `elevage`.`race`.`id`)))

IS\_UPDATABLE: YES

DEFINER: student@localhost

SECURITY\_TYPE: DEFINER

La définition de la vue s'affiche en réalité sur une seule ligne, et n'est donc pas indentée. J'ai ajouté l'indentation ici pour que ce soit plus clair.

Voyons encore deux exemples d'exploitation des données d'*information\_schema*.

**Exemple 1 :** données sur les contraintes de la table *Animal*.

SELECT CONSTRAINT\_SCHEMA, CONSTRAINT\_NAME, TABLE\_NAME, CONSTRAINT\_TYPE

FROM TABLE\_CONSTRAINTS

WHERE CONSTRAINT\_SCHEMA = 'elevage' AND TABLE\_NAME = 'Animal';

**Exemple 2 :** données sur la procédure maj\_vm\_revenus().

SELECT ROUTINE\_NAME, ROUTINE\_SCHEMA, ROUTINE\_TYPE, ROUTINE\_DEFINITION, DEFINER, SECURITY\_TYPE

FROM ROUTINES

WHERE ROUTINE\_NAME = 'maj\_vm\_revenus' \G

Les routines comprennent les procédures stockées et les fonctions stockées (qui ne sont pas couvertes par ce cours).

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\* 1. row \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

ROUTINE\_NAME: maj\_vm\_revenus

ROUTINE\_SCHEMA: elevage

ROUTINE\_TYPE: PROCEDURE

ROUTINE\_DEFINITION: BEGIN

TRUNCATE VM\_Revenus\_annee\_espece;

INSERT INTO VM\_Revenus\_annee\_espece

SELECT YEAR(date\_reservation) AS annee, Espece.id AS espece\_id, SUM(Adoption.prix) AS somme, COUNT(Adoption.animal\_id) AS nb

FROM Adoption

INNER JOIN Animal ON Animal.id = Adoption.animal\_id

INNER JOIN Espece ON Animal.espece\_id = Espece.id

GROUP BY annee, Espece.id;

END

DEFINER: student@localhost

SECURITY\_TYPE: DEFINER

### Déroulement d'une requête

On a vu comment obtenir des informations sur les objets de nos bases de données. Voyons maintenant comment obtenir des **informations sur les requêtes que l'on exécute** sur nos bases de données.

Plus particulièrement, nous allons nous attarder sur la commande EXPLAIN, qui permet de décortiquer l'exécution d'une requête. Grâce à cette commande, il est possible de savoir quelles tables et quels index sont utilisés, et dans quel ordre.

L'utilisation de cette commande est extrêmement simple : il suffit d'ajouter EXPLAIN  devant la requête que l'on désire examiner.  EXPLAIN  peut être utilisée pour les requêtes  SELECT,  UPDATE,  DELETE,  INSERT  et  REPLACE  .

**Exemple**

EXPLAIN SELECT Animal.nom, Espece.nom\_courant AS espece, Race.nom AS race

FROM Animal

INNER JOIN Espece ON Animal.espece\_id = Espece.id

LEFT JOIN Race ON Animal.race\_id = Race.id

WHERE Animal.id = 37;

**Exemple**

EXPLAIN SELECT Animal.nom, Adoption.prix, Adoption.date\_reservation

FROM Animal

INNER JOIN Adoption ON Adoption.animal\_id = Animal.id

WHERE date\_reservation >= '2012-05-01' \G

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\* 1. row \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

id: 1

select\_type: SIMPLE

table: Adoption

type: ALL

possible\_keys: ind\_uni\_animal\_id

key: NULL

key\_len: NULL

ref: NULL

rows: 24

Extra: Using where

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\* 2. row \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

id: 1

select\_type: SIMPLE

table: Animal

type: eq\_ref

possible\_keys: PRIMARY

key: PRIMARY

key\_len: 2

ref: elevage7.Adoption.animal\_id

rows: 1

Extra:

Pour la première étape, key, key\_len et ref sont NULL. Aucun index n'est donc utilisé. type vaut  ALL, ce qui est la valeur la moins intéressante. Enfin, rows vaut 24, ce qui est le nombre de lignes dans la table Adoption. Toutes les lignes doivent être parcourues pour trouver les lignes correspondant à la clause WHERE.  
La deuxième étape par contre utilise bien un index (pour faire la jointure avec Animal).

En ajoutant un index sur Adoption.date\_reservation, on peut améliorer les performances de cette requête.

ALTER TABLE Adoption ADD INDEX ind\_date\_reservation (date\_reservation);

La même commande EXPLAIN  donnera désormais le résultat suivant :

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\* 1. row \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

id: 1

select\_type: SIMPLE

table: Adoption

type: range

possible\_keys: ind\_uni\_animal\_id,ind\_date\_reservation

key: ind\_date\_reservation

key\_len: 3

ref: NULL

rows: 4

Extra: Using where

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\* 2. row \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

id: 1

select\_type: SIMPLE

table: Animal

type: eq\_ref

possible\_keys: PRIMARY

key: PRIMARY

key\_len: 2

ref: elevage7.Adoption.animal\_id

rows: 1

Extra:

La première étape utilise l'index, et ne doit donc plus parcourir toutes les lignes, mais seulement une partie (dont le nombre est estimé à 4).

Attention de ne pas tomber dans l'excès en mettant des index partout. En général, on utiliseEXPLAIN  sur des requêtes lourdes, dont on sait qu'elles ralentissent l'application. Il n'est pas nécessaire d'optimiser la moindre petite requête.

##### Comparer le plan d'exécution de plusieurs requêtes

Lorsque l'on fait une condition sur une colonne (dans une clause WHERE  ou pour une condition de jointure), ce n'est pas parce qu'il existe un index sur celle-ci qu'il sera utilisé par la requête. En particulier, si la colonne est utilisée dans une expression, l'index ne sera pas utilisé, car la valeur de l'expression devra être calculée pour chaque ligne.  
Selon la manière d'écrire une condition donc, l'utilisation des index sera possible, ou non. Lorsque l'on hésite entre plusieurs écritures, utiliser EXPLAIN  peut permettre d'utiliser la requête la plus performante.

**Exemple**

EXPLAIN SELECT \*

FROM VM\_Revenus\_annee\_espece

WHERE somme/2 > 1000 \G

EXPLAIN SELECT \*

FROM VM\_Revenus\_annee\_espece

WHERE somme > 1000\*2 \G

Ces deux requêtes SELECT  produisent un résultat équivalent, mais la première empêche l'utilisation de l'index sur somme, contrairement à la deuxième.

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\* 1. row \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

id: 1

select\_type: SIMPLE

table: VM\_Revenus\_annee\_espece

type: ALL

possible\_keys: NULL

key: NULL

key\_len: NULL

ref: NULL

rows: 16

Extra: Using where

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\* 1. row \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

id: 1

select\_type: SIMPLE

table: VM\_Revenus\_annee\_espece

type: range

possible\_keys: somme

key: somme

key\_len: 14

ref: NULL

rows: 2

Extra: Using where

## Configuration et options

Dans ce dernier chapitre, vous apprendrez à configurer MySQL :

* en modifiant les variables système avec la commande SET  ;
* en utilisant les options du logiciel client au démarrage d'une session ;
* en utilisant les options du serveur lors de son démarrage ;
* en modifiant le fichier de configuration de MySQL.

Nous commencerons bien sûr par voir ce qu'est exactement une variable système.

Notez que ces variables système sont nombreuses, tout comme les options disponibles au niveau du client et du serveur, ainsi que dans le fichier de configuration.  
Pour ne pas vous donner de longues listes indigestes, je vous renverrai très souvent vers la documentation officielle au cours de ce chapitre, et ne vous donnerai que quelques exemples parmi les plus utilisés.

### Variables système

Le comportement de MySQL est régi par une série de valeurs contenues dans les**variables système**. Elles déterminent par exemple à quelle valeur commencent les colonnes auto-incrémentées (par défaut : 1), de combien ces valeurs s'incrémentent à chaque insertion (par défaut : 1 également), le moteur de stockage par défaut, le temps d'attente acceptable lorsqu'une requête se heurte à un verrou, etc.

Voici quelques variables système. Vous verrez que vous en connaissez déjà quelques-unes.  
Pour une liste complète, reportez-vous à la documentation officielle.

| **Nom** | **Définition** |
| --- | --- |
| autocommit | Définit si le mode autocommit est activé ou non, donc si les requêtes sont automatiquement commitées ou s'il est nécessaire de les commiter pour qu'elles prennent effet. |
| character\_set\_client | Jeu de caractères (encodage) utilisé par le client MySQL. |
| default\_week\_format | Mode par défaut de la fonction WEEK(). |
| foreign\_key\_checks | Définit si les contraintes de clé étrangère doivent être vérifiées. |
| ft\_min\_word\_len | Taille minimale d'un mot pour qu'il soit inclus dans une recherche FULLTEXT. |
| last\_insert\_id | Valeur retournée par la fonction LAST\_INSERT\_ID(). |
| max\_connections | Nombre maximal de connexions autorisées au serveur. |
| storage\_engine | Moteur de stockage par défaut. |
| tx\_isolation | Définit le niveau d'isolation des transactions. |
| unique\_checks | Définit si les contraintes d'unicité doivent être vérifiées. |

Pour connaître les valeurs actuelles des variables système, on peut utiliser la commande suivante :

SHOW VARIABLES;

Si l'on a une idée de la variable que l'on cherche, on peut utiliser la clause LIKE, ou la clause WHERE.

**Exemple 1 :** variables en rapport avec l'auto-incrémentation.

SHOW VARIABLES LIKE '%auto\_increment%';

**Exemple 2 :** affichage de la valeur de *unique\_checks*.

SHOW VARIABLES LIKE 'unique\_checks';

On peut utiliser également une requête SELECT, en faisant précéder le nom de la variable de deux caractères @.

**Exemple**

SELECT @@autocommit;

**Niveau des variables système**

Les variables système existent à deux niveaux différents :

* **Global :** c'est la variable au niveau du serveur MySQL même.
* **Session :** c'est la variable au niveau de la session.

Lorsque l'on démarre le serveur MySQL, les variables système sont donc initialisées à leur valeur par défaut (nous verrons comment modifier ces valeurs plus tard), au niveau global.  
Lorsque l'on ouvre une session MySQL et que l'on se connecte au serveur, les variables système au niveau session sont initialisées à partir des variables système globales. Il est cependant possible de modifier les variables système, au niveau de la session ou directement au niveau global. On peut donc se retrouver avec des variables système différentes pour les deux niveaux.

Il est possible de préciser le niveau que l'on désire afficher avec SHOW VARIABLES, en ajoutant GLOBAL  ou SESSION  (ou LOCAL, qui est synonyme de SESSION).

SHOW GLOBAL VARIABLES;

SHOW SESSION VARIABLES;

SELECT @@GLOBAL.nom\_variable;

SELECT @@SESSION.nom\_variable;

Par défaut, si rien n'est précisé, ce sont les variables de session qui sont affichées.

**Variables système n'existant qu'à un niveau**

Il existe un certain nombre de variables pour lequel le niveau global n'existe pas. Ces variables sont initialisées au début de la connexion, et leur modification ne peut affecter que la session en cours.  
La variable système *autocommit,* par exemple, n'existe que pour la session. De même que *last\_insert\_id*, ce qui est logique : LAST\_INSERT\_ID()  renvoie la valeur de la dernière auto-incrémentation réalisée par la session. Cela n'a donc pas de sens d'avoir cette variable à un niveau global.

De même, certaines variables système n'ont pas de sens au niveau de la session et n'y existent donc pas. C'est le cas par exemple de la variable *max\_connections*, qui détermine le nombre maximum de sessions connectées simultanément au serveur.

Pour ces variables, le comportement de la commande SHOW VARIABLES  diffère du comportement de la commande SELECT @@nom\_variable.

* Si vous ne précisez pas le niveau voulu avec SHOW VARIABLES, vous aurez la valeur de la variable de session si elle existe, sinon, la valeur au niveau global. SELECT  agira de la même manière.
* Si vous précisez un niveau et qu'une des variables n'existe pas à ce niveau, SHOW  donnera sa valeur à l'autre niveau (sans prévenir).
* Par contre, si vous précisez un niveau avec SELECTet que la variable système n'y existe pas, une erreur est déclenchée.

**Exemples :***last\_insert\_id* n'existe qu'au niveau de la session, *max\_connections* n'existe qu'au niveau global.

SHOW VARIABLES LIKE 'last\_insert\_id';

SHOW SESSION VARIABLES LIKE 'last\_insert\_id';

SHOW GLOBAL VARIABLES LIKE 'last\_insert\_id';

## Configuration et options

Dans ce dernier chapitre, vous apprendrez à configurer MySQL :

* en modifiant les variables système avec la commande SET  ;
* en utilisant les options du logiciel client au démarrage d'une session ;
* en utilisant les options du serveur lors de son démarrage ;
* en modifiant le fichier de configuration de MySQL.

Nous commencerons bien sûr par voir ce qu'est exactement une variable système.

Notez que ces variables système sont nombreuses, tout comme les options disponibles au niveau du client et du serveur, ainsi que dans le fichier de configuration.  
Pour ne pas vous donner de longues listes indigestes, je vous renverrai très souvent vers la documentation officielle au cours de ce chapitre, et ne vous donnerai que quelques exemples parmi les plus utilisés.

### Variables système

Le comportement de MySQL est régi par une série de valeurs contenues dans les**variables système**. Elles déterminent par exemple à quelle valeur commencent les colonnes auto-incrémentées (par défaut : 1), de combien ces valeurs s'incrémentent à chaque insertion (par défaut : 1 également), le moteur de stockage par défaut, le temps d'attente acceptable lorsqu'une requête se heurte à un verrou, etc.

Voici quelques variables système. Vous verrez que vous en connaissez déjà quelques-unes.  
Pour une liste complète, reportez-vous à la documentation officielle.

| **Nom** | **Définition** |
| --- | --- |
| autocommit | Définit si le mode autocommit est activé ou non, donc si les requêtes sont automatiquement commitées ou s'il est nécessaire de les commiter pour qu'elles prennent effet. |
| character\_set\_client | Jeu de caractères (encodage) utilisé par le client MySQL. |
| default\_week\_format | Mode par défaut de la fonction WEEK(). |
| foreign\_key\_checks | Définit si les contraintes de clé étrangère doivent être vérifiées. |
| ft\_min\_word\_len | Taille minimale d'un mot pour qu'il soit inclus dans une recherche FULLTEXT. |
| last\_insert\_id | Valeur retournée par la fonction LAST\_INSERT\_ID(). |
| max\_connections | Nombre maximal de connexions autorisées au serveur. |
| storage\_engine | Moteur de stockage par défaut. |
| tx\_isolation | Définit le niveau d'isolation des transactions. |
| unique\_checks | Définit si les contraintes d'unicité doivent être vérifiées. |

Pour connaître les valeurs actuelles des variables système, on peut utiliser la commande suivante :

SHOW VARIABLES;

Si l'on a une idée de la variable que l'on cherche, on peut utiliser la clause LIKE, ou la clause WHERE.

**Exemple 1 :** variables en rapport avec l'auto-incrémentation.

SHOW VARIABLES LIKE '%auto\_increment%';

| **Variable\_name** | **Value** |
| --- | --- |
| auto\_increment\_increment | 1 |
| auto\_increment\_offset | 1 |

**Exemple 2 :** affichage de la valeur de unique\_checks.

SHOW VARIABLES LIKE 'unique\_checks';

| **Variable\_name** | **Value** |
| --- | --- |
| unique\_checks | ON |

On peut utiliser également une requête SELECT, en faisant précéder le nom de la variable de deux caractères @.

**Exemple**

SELECT @@autocommit;

| **@@autocommit** |
| --- |
| 1 |

#### Niveau des variables système

Les variables système existent à deux niveaux différents :

* **Global :** c'est la variable au niveau du serveur MySQL même.
* **Session :** c'est la variable au niveau de la session.

Lorsque l'on démarre le serveur MySQL, les variables système sont donc initialisées à leur valeur par défaut (nous verrons comment modifier ces valeurs plus tard), au niveau global.  
Lorsque l'on ouvre une session MySQL et que l'on se connecte au serveur, les variables système au niveau session sont initialisées à partir des variables système globales. Il est cependant possible de modifier les variables système, au niveau de la session ou directement au niveau global. On peut donc se retrouver avec des variables système différentes pour les deux niveaux.

Il est possible de préciser le niveau que l'on désire afficher avec SHOW VARIABLES, en ajoutant GLOBAL  ou SESSION  (ou LOCAL, qui est synonyme de SESSION).

SHOW GLOBAL VARIABLES;

SHOW SESSION VARIABLES;

SELECT @@GLOBAL.nom\_variable;

SELECT @@SESSION.nom\_variable;

Par défaut, si rien n'est précisé, ce sont les variables de session qui sont affichées.

##### Variables système n'existant qu'à un niveau

Il existe un certain nombre de variables pour lequel le niveau global n'existe pas. Ces variables sont initialisées au début de la connexion, et leur modification ne peut affecter que la session en cours.  
La variable système autocommit, par exemple, n'existe que pour la session. De même que last\_insert\_id, ce qui est logique : LAST\_INSERT\_ID()  renvoie la valeur de la dernière auto-incrémentation réalisée par la session. Cela n'a donc pas de sens d'avoir cette variable à un niveau global.

De même, certaines variables système n'ont pas de sens au niveau de la session et n'y existent donc pas. C'est le cas par exemple de la variable max\_connections, qui détermine le nombre maximum de sessions connectées simultanément au serveur.

Pour ces variables, le comportement de la commande SHOW VARIABLES  diffère du comportement de la commande SELECT @@nom\_variable.

* Si vous ne précisez pas le niveau voulu avec SHOW VARIABLES, vous aurez la valeur de la variable de session si elle existe, sinon, la valeur au niveau global. SELECT  agira de la même manière.
* Si vous précisez un niveau et qu'une des variables n'existe pas à ce niveau, SHOW  donnera sa valeur à l'autre niveau (sans prévenir).
* Par contre, si vous précisez un niveau avec SELECTet que la variable système n'y existe pas, une erreur est déclenchée.

**Exemples :**last\_insert\_id n'existe qu'au niveau de la session, max\_connections n'existe qu'au niveau global.

SHOW VARIABLES LIKE 'last\_insert\_id';

SHOW SESSION VARIABLES LIKE 'last\_insert\_id';

SHOW GLOBAL VARIABLES LIKE 'last\_insert\_id';

Ces trois requêtes donneront exactement le même résultat :

| **Variable\_name** | **Value** |
| --- | --- |
| last\_insert\_id | 0 |

SHOW VARIABLES LIKE 'max\_connections';

SHOW SESSION VARIABLES LIKE 'max\_connections';

SHOW GLOBAL VARIABLES LIKE 'max\_connections';

| **Variable\_name** | **Value** |
| --- | --- |
| max\_connections | 151 |

Avec SELECT, si l'on ne précise pas le niveau, ou si l'on précise le bon niveau, le résultat est le même.

SELECT @@max\_connections AS max\_connections,

@@last\_insert\_id AS last\_insert\_id;

SELECT @@GLOBAL.max\_connections AS max\_connections,

@@SESSION.last\_insert\_id AS last\_insert\_id;

| **max\_connections** | **last\_insert\_id** |
| --- | --- |
| 151 | 0 |

Par contre, si l'on précise le mauvais niveau, on obtient une erreur.

SELECT @@SESSION.max\_connections;

SELECT @@GLOBAL.last\_insert\_id;

ERROR 1238 (HY000): Variable 'max\_connections' is a GLOBAL variable

ERROR 1238 (HY000): Variable 'last\_insert\_id' is a SESSION variable

### Modification des variables système avec SET

Comme pour les variables utilisateur et les variables locales, il est possible de modifier la valeur des variables système en utilisant la commande SET.

Cependant, toutes ne permettent pas ce genre de modification. La liste des variables système qui l'autorisent, appelées variables système dynamiques, se trouve dans la documentation officielle.

Pour modifier une variable au niveau global, il est nécessaire d'avoir le privilège global SUPER. À moins que vous n'ayez accordé ce privilège à l'un de vos utilisateurs, seul l'utilisateur "root" en est capable.

Deux syntaxes sont possibles avec SET  :

*SET* niveau nom\_variable = valeur;

-- OU

*SET* @@niveau.nom\_variable = valeur;

**Exemples**

*SET* SESSION max\_tmp\_tables = 5; -- Nombre maximal de tables temporaires

*SET* @@GLOBAL.storage\_engine = InnoDB; -- Moteur de stockage par défaut

On peut aussi omettre le niveau, auquel cas c'est la variable système au niveau de la session qui sera modifiée. Si elle n'existe qu'au niveau global, une erreur sera déclenchée.

**Exemples**

*SET* max\_tmp\_tables = 12;

*SET* @@max\_tmp\_tables = 8;

*SET* @@max\_connections = 200;

Les deux premières commandes fonctionnent, mais la troisième échoue avec l'erreur suivante :

ERROR 1229 (HY000): Variable 'max\_connections' is a GLOBAL variable and should be set with SET GLOBAL

#### Effet de la modification selon le niveau

Il est important de se rendre compte de la différence qu'il y a entre modifier la valeur d'une variable système au niveau de la session et au niveau du serveur (niveau global).

Lorsque l'on modifie une variable système globale, la valeur de la même variable système au niveau de la session ne change pas.  
Par conséquent, cela n'affecte pas du tout la session en cours.

Par contre, cela affectera toutes les sessions qui se connecteront au serveur après la modification (jusqu'à arrêt/redémarrage du serveur).

**Exemple :** on a modifié storage\_engine au niveau global, cela n'a pas affecté storage\_engine au niveau session.

SELECT @@GLOBAL.storage\_engine, @@SESSION.storage\_engine;

| **@@GLOBAL.storage\_engine** | **@@SESSION.storage\_engine** |
| --- | --- |
| InnoDB | MyISAM |

Si l'on crée une table dans la session courante, elle utilisera toujours le moteur MyISAM par défaut. Par contre, si l'on ouvre une autre session, les variables système de session étant initialisées à la connexion à partir des variables système du serveur, storage\_engine aura la valeur InnoDB pour le serveur et pour la session. Par conséquent, toute table créée par cette nouvelle session utilisera InnoDB par défaut.

À l'inverse, modifier la valeur d'une variable système au niveau de la session n'affectera que la session. Toutes les sessions futures reprendront la valeur globale à l'initialisation des variables système de la session.

#### Les commandes SET spéciales

Pour certaines variables système, MySQL a créé des commandes SET  spéciales.

**Exemples**

*SET* NAMES encodage;

Cette commande modifie trois variables système au niveau de la session : character\_set\_client, character\_set\_connection et character\_set\_results.

*SET* [GLOBAL | SESSION] TRANSACTION ISOLATION LEVEL { REPEATABLE READ | READ COMMITTED | READ UNCOMMITTED | SERIALIZABLE }

Cette commande modifie la variable système tx\_isolation au niveau demandé.

### Options au démarrage du client mysql

Lorsque l'on se connecte au serveur avec un client mysql, on peut préciser une série d'options. Vous en connaissez déjà plusieurs : l'hôte, l'utilisateur et le mot de passe sont des options.

Pour rappel, ces options peuvent être données de deux manières : la manière courte, et la longue.

mysql --host=localhost --user=student --password=motdepasse

#OU

mysql -h localhost -u student -pmotdepasse

On peut mélanger les deux notations.

Pour préciser une option, on utilise donc --option[=valeur]. Certaines options permettent un raccourci, et certaines ne nécessitent pas qu'on leur donne une valeur.

En voici quelques-unes.

| **Option** | **Raccourci** | **Explication** |
| --- | --- | --- |
| --default-character-set=encodage | / | Définit l'encodage par défaut. |
| --delimiter=delim | / | Modifie le délimiteur. |
| --no-beep | -b | Le client n'émet plus de son en cas d'erreur. |
| --execute=requetes | -e requetes | Exécute les requêtes données (séparées par ;), puis quitte le client. |
| --init-command=requete | / | Exécute la requête donnée dès le démarrage du client. |
| --safe-updates ou --i-m-a-dummy | -U | N'exécute les requêtes UPDATE  et DELETE  que si les lignes à modifier/supprimer sont spécifiées explicitement grâce à une clause WHERE  sur un index, ou limitées par un LIMIT. Cela empêche l'exécution de commandes comme DELETE FROM nomTable;  qui supprime toutes les données de la table. |
| --skip-column-names | -N | Les noms des colonnes ne sont pas affichés dans les résultats. |
| --vertical | -E | Écrit les résultats de manière verticale (comme lorsque l'on termine une requête par \G). |

Pour la liste complète, comme d'habitude, vous trouverez votre bonheur dans la [documentation officielle](https://dev.mysql.com/doc/refman/5.5/en/mysql-command-options.html).

Certaines options ont un effet sur les variables système, au niveau de la session. Par exemple, --default-character-set modifie trois variables système : character\_set\_client, character\_set\_connection et character\_set\_results. C'est donc l'équivalent de la commande SET NAMES encodage;.  
D'autres, comme --no-beep, n'ont vraiment d'effet que sur le logiciel client.

**Exemple**

mysql -u student -p elevage --skip-column-names

SELECT id, nom, espece\_id, prix

FROM Race;

|  |  |  |  |
| --- | --- | --- | --- |
| 1 | Berger allemand | 1 | 450.00 |
| 2 | Berger blanc suisse | 1 | 900.00 |
| 3 | Singapura | 2 | 950.00 |
| 4 | Bleu russe | 2 | 800.00 |
| 5 | Maine Coon | 2 | 700.00 |
| 7 | Sphynx | 2 | 1200.00 |
| 8 | Nebelung | 2 | 950.00 |
| 9 | Rottweiller | 1 | 600.00 |

### Options au démarrage du serveur mysqld

Vous connaissez maintenant deux techniques permettant de modifier des variables système de session :

* pendant la session avec SET @@SESSION.nomVariable = valeur  ;
* au démarrage de la session avec les options du client mysql.

Pour les variables système globales, il existe l'équivalent :

* vous savez déjà qu'il est possible de faire SET @@GLOBAL.nomVariable = valeur  ;
* nous allons maintenant voir comment préciser des options au démarrage **du serveur**.

Démarrer le serveur ? On n'a jamais démarré le serveur !

Mais si ! Tout au début, lors de l'installation de MySQL, le serveur a été démarré. Selon votre configuration et/ou votre système d'exploitation, il a été démarré soit automatiquement, soit en tapant mysqld\_safe ou mysqld en ligne de commande. Depuis, chaque fois que vous rallumez votre ordinateur, le serveur est démarré automatiquement (c'est en tout cas le comportement par défaut, modifiable à l'installation et/ou par la suite).

Pour stopper le serveur, on utilise l'utilitaire mysqladmin (en ligne de commande, bien sûr) :

mysqladmin -u root -p shutdown

Bien entendu, si vous n'avez pas défini de mot de passe pour l'utilisateur root (mauvaise idée !), enlevez le -p.

Et pour (re)démarrer le serveur :

mysqld

Ou, si vous êtes sous MacOS ou Linux, vous pouvez utiliser mysqld\_safe, qui ajoute quelques options de sécurisation :

mysqld\_safe

Vous connaissez donc maintenant quatre logiciels installés lors de la mise en place de MySQL sur votre ordinateur :

* ***myqsl :*** le logiciel client ;
* ***mysqld :*** le serveur ;
* ***mysqladmin :*** qui permet des opérations d'administration ;
* ***mysqldump :*** qui permet de faire des backups de vos bases de données.

##### Les options du serveur

La syntaxe est la même que lors du démarrage du client : --option[=valeur].

**Quelques exemples :**

| **Option** | **Raccourci** | **Explication** |
| --- | --- | --- |
| --character-set-server=encodage | -C charset\_name | Définit l'encodage par défaut utilisé par le serveur. |
| --default-storage-engine=type | / | Définit le moteur de stockage par défaut. |
| --default-time-zone=timezone | / | Définit le fuseau horaire à utiliser. |
| --init-file=nomFichier | / | Les requêtes définies dans le dossier donné sont exécutées au démarrage du serveur. |
| --language=langue | -L langue | Définit la langue à utiliser pour les messages d'erreur. |
| --transaction-isolation=niveau | / | Définit le niveau d'isolation des transactions. |

La plupart des options du serveur (mais pas toutes) modifient les variables système globales.

**Exemple :** on lance le serveur en définissant l'encodage utilisé par celui-ci.

mysqld -C greek

Il suffit alors de démarrer une session pour tester notre nouvelle configuration.

SHOW GLOBAL VARIABLES LIKE 'character\_set\_server';

| **Variable\_name** | **Value** |
| --- | --- |
| character\_set\_server | greek |

### Fichiers de configuration

Si l'on veut garder la même configuration en permanence malgré les redémarrages de serveur et pour toutes les sessions, il existe une solution plus simple que de démarrer chaque fois le logiciel avec les options désirées : utiliser **les fichiers de configuration**.

Ceux-ci permettent de préciser, pour chacun des logiciels de MySQL (le client mysql, le serveur mysqld, l'utilitaire mysqladmin, etc.), une série d'options qui **seront prises en compte à chaque démarrage** du logiciel.

#### Emplacement du fichier

Lors de leur démarrage, les logiciels MySQL vérifient l'existence de fichiers de configuration à différents endroits.  
Si plusieurs fichiers de configuration sont trouvés, ils sont tous utilisés. Si une option est spécifiée plusieurs fois (par plusieurs fichiers différents), c'est la dernière valeur qui est prise en compte (l'ordre dans lequel les fichiers de configuration sont lus est donné ci-dessous).  
Les emplacements vérifiés sont différents selon que l'on utilise Windows ou Unix.

Il est tout à fait possible que ces fichiers de configuration n'existent pas. Dans ce cas, il suffit de le (ou les) créer avec un simple éditeur de texte.

##### Pour Windows

**Dans l'ordre**, trois emplacements sont utilisés.

| **Emplacement** | **Commentaire** |
| --- | --- |
| WINDIR\my.ini, WINDIR\my.cnf | WINDIR est le dossier de Windows. Généralement, il s'agit du dossier C:\Windows. Pour vérifier, il suffit d'exécuter la commande suivante (dans la ligne de commande Windows) : echo %WINDIR% |
| C:\my.ini ou C:\my.cnf | - |
| INSTALLDIR\my.ini ou INSTALLDIR\my.cnf | INSTALLDIR est le dossier dans lequel MySQL a été installé. |

##### Pour Linux et MacOS

Les emplacements suivants sont parcourus, dans l'ordre.

| **Emplacement** | **Commentaire** |
| --- | --- |
| /etc/my.cnf | - |
| /etc/mysql/my.cnf | - |
| ~/.my.cnf | ~/ est le répertoire de l'utilisateur Unix. Dans un système avec plusieurs utilisateurs, cela permet de définir un fichier de configuration pour chaque utilisateur Unix (le fichier n'étant lu que pour l'utilisateur Unix courant). |

Il existe deux autres emplacements possibles pour les fichiers de configuration sous Unix. Ceux-ci sont les principaux et les plus simples.

##### Fichier de configuration fourni au démarrage

Que ce soit sous Windows ou sous Unix, il est également possible de donner un fichier de configuration dans les options au démarrage du logiciel. Dans ce cas, le fichier peut se trouver n'importe où, il suffit de fournir le chemin complet.

Voici les options permettant cela :

| **Option** | **Commentaire** |
| --- | --- |
| --defaults-extra-file=chemin\_fichier | Le fichier de configuration spécifié est utilisé **en plus** des éventuels autres fichiers de configuration. Ce fichier est utilisé en dernier, sauf sous Unix où le fichier localisé dans le dossier racine de l'utilisateur Unix est toujours utilisé en tout dernier. |
| --defaults-file=chemin\_fichier | Seul ce fichier de configuration est utilisé, les autres sont ignorés. |

**Exemple**

mysql -u student -p --defaults-extra-file=/Users/taguan/Documents/SQLtuto/mysqlConfig.cnf

#### Structure du fichier

Un fichier de configuration MySQL peut contenir trois types de lignes différentes :

* **option ou option=valeur :** définit l'option à utiliser. C'est exactement la même syntaxe que pour les options à préciser lors du démarrage du logiciel, à ceci près que l'on omet les deux tirets -.
* **[logiciel]** ou **[groupe] :** définit le logiciel ou le groupe auquel les options s'appliquent.
* **#commentaire** ou **;commentaire :** ligne de commentaire, elle sera ignorée. Notez qu'il est possible de commencer un commentaire au milieu d'une ligne avec #.

**Exemple**

#début des options pour le serveur mysqld

[mysqld]

character-default-set=utf8 # on modifie l'encodage du serveur

timezone='+01:00' # on ajuste le fuseau horaire du serveur

default-storage-engine=InnoDB # on définit le moteur de stockage par défaut

#début des options pour le client mysql

[mysql]

character-set=utf8 # on modifie l'encodage client

no-beep # le silence est d'or

##### Les options

Toutes les options disponibles en ligne de commande lors du démarrage d'un logiciel sont utilisables dans un fichier de configuration (pour le logiciel correspondant).  
On omet simplement les deux caractères - avant l'option, et les raccourcis ne peuvent pas être utilisés.

Si l'option nécessite que l'on précise une valeur, celle-ci peut, mais ne doit pas, être entourée de guillemets. Si la valeur donnée comprend un #, les guillemets seront nécessaires pour que ce caractère ne soit pas considéré comme le début d'un commentaire.

Par ailleurs, les espaces avant et après l'option sont ignorées, et les espaces autour du signe = sont autorisées (ce n'est pas le cas en ligne de commande).

##### Balise [logiciel] et [groupe]

Les balises [logiciel] et [groupe] permettent de spécifier **à quel(s) logiciel(s) s'appliquent les options suivant cette balise** (jusqu'à la balise [logiciel] ou [groupe] suivante, ou jusqu'à ce que la fin du fichier soit atteinte).

On peut donc soit donner le nom du logiciel concerné ([mysqld], [mysql], [mysqldump], etc.), soit donner le groupe [client].  
Si le groupe [client] est spécifié, **les options suivantes seront prises en compte par tous les logiciels clients**. mysqldump, mysqladmin et mysql sont tous trois des logiciels clients.

Les options données pour ce groupe doivent être valables pour tous les logiciels clients. Si vous essayez de démarrer un logiciel client alors qu'une option non valable pour celui-ci a été donnée dans le fichier de configuration, le logiciel quittera avec une erreur.

Bien entendu, il est possible de spécifier une balise [client] pour les options communes à tous les clients, puis une balise [logiciel] pour les options spécifiques à un logiciel.

**Exemple**

[client]

port=3306 # on précise le port à utiliser pour tous les logiciels clients

[mysqld]

port=3306 # on précise le port aussi pour le serveur

character-default-set=utf8

[mysql]

no-beep

Tous les logiciels clients, ainsi que le serveur utiliseront le port 3306, mais seul le logiciel mysql utilisera l'option no-beep.