# Utility or Collection Framework

**Why Collection Framework**

Collection are nothing but group of objects stored in well defined manner. **Earlier, Arrays are used to represent these groups of objects. But, arrays are not re-sizable. Size of the arrays is fixed.** Size of the arrays can not be changed once they are defined. This causes lots of problem while handling group of objects. To overcome this drawback of arrays, Collection framework or simply collections are introduced in java from JDK 1.2.

Although, there were classes like **Dictionary, Vector, Stack and Properties** which handle group of objects better than the arrays. **But, each of them handles the objects differently**. The way you use Dictionary class is totally different from the way you use Stack class and the way you use Vector class is different from the way you use Properties class. Hence, there needed a central and unifying theme to handle the group of objects. That’s why we need collection framework.

**What is Collection Framework?**

Collection Framework in java is a **centralized and unified theme to store and manipulate the group of objects**. Java Collection Framework provides some pre-defined classes and interfaces to handle the group of objects. Using collection framework, you can store the objects **as a list or as a set or as a queue or as a map and perform operations like adding an object or removing an object or sorting the objects** without much hard work.
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|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| **Interface** | **Implementation** | | | | **Historical** |  |
| Set | HashSet |  | TreeSet | LinkedHashSet |  | It handles list of objects which must contain unique element. |
| List |  | ArrayList |  | LinkedList | Vector Stack | It handles sequential list of objects. |
| Map | HashMap |  | TreeMap |  | Hashtable Properties | This is the one interface in Collection Framework which is not inherited from Collection interface. It handles group of objects as Key/Value pairs |
| Queue |  | PriorityQueue |  | LinkedList |  | It handles special list of objects in which elements are removed only from the head. |

The entire collection framework is divided into four interfaces.

Collection: A *collection* is an object that represents a group of objects (such as Vector, ArrayList, etc). The primary advantages of a collections framework are that it:  
 i) **Reduces programming effort** by providing useful data structures and algorithms so you don't have to   
 write them yourself.  
 ii) **Increases performance** by providing high-performance implementations of useful data structures and   
 algorithms. Because the various implementations of each interface are interchangeable, programs can be   
 easily tuned by switching implementations.  
 iii) **Reduces the effort required to learn APIs** iv) **Reduces the effort required to design and implement APIs**

### Collection Interface

There are fourteen *collection interfaces*. The most basic interface is ***Collection***. These interfaces extend Collection: Set, List, SortedSet, NavigableSet, Queue, Deque, BlockingQueue and BlockingDeque. The other collection interfaces, Map, SortedMap, NavigableMap, ConcurrentMap and ConcurrentNavigableMap do not extend Collection, as they represent mappings rather than true collections. However, these interfaces contain *collection-view* operations, which allow them to be manipulated as collections.
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**Enumeration Interface**

A class that implements Enumeration interface provides access to series of elements one at a time. You need to call nextElement method to get next element in the series. Also hasMoreElements () method gives you status about the availability of next element in the series.

![UML Diagram for Map.Entry Interface](data:image/gif;base64,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)

**Example -** com.src.java.collection – MyEnumeration.java

**Question: Why Java1.5 onwards Java has retricted to store Homogenous type of Objects inside any Collection using Generics? OR Why java has introduced Generic Java1.5 onwards?**

**Iterator Interface**  
All of the collection classes provides iterator () method to iterate through the collection. The iterator () method returns the Iterator object through which you can access the collection elements in an order. Enumeration also does the same purpose. The difference between Iterator and Enumerations is: **Iterators allow the caller to remove elements from the underlying collection** during the iteration with well-defined semantics.
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**Example -** com.src.java.collection – MyCollectionIterator.java, MyItrRemoveElement.java

**Question: Difference between Enumeration & Iterator?**

Only major difference between Enumeration and iterator is Iterator has a remove () method while Enumeration doesn't. Enumeration acts as Read-only interface, because it has the methods only to traverse and fetch the objects, where as by using Iterator we can manipulate the objects like adding and removing the objects from collection e.g. Arraylist.

Also Iterator is more secure and safe as compared to Enumeration because it does not allow other thread to modify the collection object while some thread is iterating over it and throws **ConcurrentModificationException**.  
  
**ListIterator Interface**

The *ListIterator* interface extends the *Iterator* interface to support **bi-directional access**, as well as adding or changing elements in the underlying collection. Using ListIterator, we can iterate all elements of a list in either direction. You can access next element by calling next () method, and also you can access previous element by calling previous () method on the list.
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**Example -** com.src.java.collection – MyListIterator.java

**Question: Difference between Iterator & ListIterartor?**

|  |  |
| --- | --- |
| **Iterator** | **ListIterator** |
| Iterator () method is available for all collections. That is, Iterator can be used for all collection classes. | ListIterator () method is available for those collections that implement List interface. That is, descendents of List interface only can use ListIterator. |
| Can do remove operation only on elements | Can remove, add and replace elements |

**How to use Iterator**

There are two kinds of Iterator in Java, **fail-safe (ConcurrentHashMap)** and**fail-fast (ArrayList, HashMap, HashSet, etc)**. Fail-safe Iterator doesn't throw **ConcurrentModificationException** during iteration while fail-fast does, if, Iterator realizes any structural change in Collection once Iteration begins.

**Example -** com.src.java.collection – IteratorHowToUse.java

### Group Operations

Other operations the Collection interface supports are tasks done on groups of elements or the entire collection at once:

* boolean containsAll(Collection collection)
* boolean addAll(Collection collection)
* void clear()
* void removeAll(Collection collection)
* **void retainAll(Collection collection)**

The containsAll() method allows you to discover if the current collection contains all the elements of another collection, a subset. The remaining methods are optional, in that a specific collection might not support the altering of the collection. The addAll() method ensures all elements from another collection are added to the current collection, usually a union. The clear() method removes all elements from the current collection. The removeAll() method is like clear() but only removes a subset of elements. The retainAll() method is similar to the removeAll() method, but does what might be perceived as the opposite. It removes from the current collection those elements not in the other collection, an intersection.

### Set Interface

The Set interface extends the Collection interface and, by definition, forbids duplicates within the collection. All the original methods are present and no new methods are introduced. The concrete Set implementation classes rely on the equals() method of the object added to check for equality.
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### HashSet, TreeSet, LinkedHashSet

**HastSet**

This class implements the Set interface, backed by a hash table (actually a HashMap instance). It makes no guarantees as to the iteration order of the set; in particular, it does not guarantee that the order will remain constant over time. **This class permits the null element**.

If we are trying to insert duplicate objects we won't get compile time error and runtime error add() method simply returns false.

**Note that this implementation is not synchronized.** If multiple threads access a hash set concurrently, and at least one of the threads modifies the set, it must be synchronized externally.

Set s = Collections.synchronizedSet(new HashSet(...));

The iterators returned by this class's iterator method are **fail-fast**: if the set is modified at any time after the iterator is created, in any way except through the iterator's own removemethod, the Iterator throws a [ConcurrentModificationException](http://java.util).

**Example -** com.src.java.collection – SpellChecker.java

**TreeSet**It stores its elements in a red-black tree, orders its elements based on their values; it is substantially slower than HashSet.  
The TreeSet implementation is useful when you need to extract elements from a collection in a sorted manner. In order to work property, elements added to a TreeSet must be sortable. The Collections Framework adds support for Comparable elements. It is generally faster to add elements to a HashSet, and then convert the collection to a TreeSet for sorted traversal.  
To optimize HashSet space usage, you can tune the initial capacity and load factor. The TreeSet has no tuning options.

**Example -** com.src.java.collection – TreeSetNaturalOrder.java

**LinkedHashSet**

It is implemented as a hash table with a linked list running through it, orders its elements based on the order in which they were inserted into the set (insertion-order).

**Example -** com.src.java.collection – SetComparision.java

**Question: Difference among HashSet, TreeSet & LinkedHashSet?**

HashSet is fastest, LinkedHashSet is second on performance or almost similar to HashSet but TreeSet is bit slower because of sorting operation it needs to perform on each insertion.  
HashSet is backed by a **HashMap instance**, LinkedHashSet is implemented using **HashSet and LinkedList** while TreeSet is backed up by **NavigableMap** in Java and by default it uses **TreeMap**.

HashSet and LinkedHashSet allow null but TreeSet doesn't allow null but TreeSet doesn't allow null and throw [java.lang.NullPointerException](http://javarevisited.blogspot.sg/2012/06/common-cause-of-javalangnullpointerexce.html) when you will insert null into TreeSet. Since TreeSet uses [compareTo () method](http://javarevisited.blogspot.sg/2011/11/how-to-override-compareto-method-in.html) of respective elements to compare them which throws NullPointerException while comparing with null.

### List Interface

The List interface extends the Collection interface to define an ordered collection, permitting duplicates.
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### Vector, ArrayList, LinkedList Classes

**Vector**

Vectors (the java.util.Vector class) are commonly used instead of arrays, because they expand automatically when new data is added to them. The Java 2 Collections API introduced the similar ArrayList data structure. ArrayLists are unsynchronized and therefore faster than Vectors, but less secure in a multithreaded environment. The Vector class was changed in Java 2 to add the additional methods supported by ArrayList.

**Example -** com.src.java.collection – VectorExample.java

**ArrayList**

It is resizable-array implementation of the List interface. Implements all optional list operations, and permits all elements, including null. This class is roughly equivalent to Vector, except that it is unsynchronized.

If you need to support random access, without inserting or removing elements from any place other than the end, than ArrayList offers the optimal collection.

**Note that this implementation is not synchronized.** If multiple threads access an ArrayList instance concurrently, and at least one of the threads modifies the list structurally, it *must* be synchronized externally.

*List list = Collections.synchronizedList(new ArrayList(...));*

The iterators returned by this class's [iterator](http://docs.oracle.com/javase/7/docs/api/java/util/ArrayList.html#iterator()) and [listIterator](http://docs.oracle.com/javase/7/docs/api/java/util/ArrayList.html#listIterator(int)) methods are *fail-fast*: if the list is structurally modified at any time after the iterator is created, in any way except through the iterator's own [remove](http://docs.oracle.com/javase/7/docs/api/java/util/ListIterator.html#remove()) or [add](http://docs.oracle.com/javase/7/docs/api/java/util/ListIterator.html#add(E)) methods, the iterator will throw a [ConcurrentModificationException](http://java.util).

**Example -** com.src.java.collection – SwapArrayList.java

**LinkedList**

If, however, you need to frequently add and remove elements from the middle of the list and only access the list elements sequentially then LinkedList offers the better implementation. Both ArrayList and LinkedList implement the Cloneable interface. In addition, LinkedList adds several methods for working with the elements at the ends of the list

Example – Mail Box Application always prefer to use LinkList

![Partial UML Diagram for LinkedList Class](data:image/gif;base64,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)

**Example -** com.src.java.collection – Node.java, SinglyLinkedListImpl.java, SingleLinkedListClient.java

**Question- What is difference between Collection & Collections?**

**Question- How to sort List of Employees based on salary?  
Example -** com.src.java.collection – Employee.java, SortEmployees.java

**Question- What is difference between Array, Vector & ArrayList?**Array is fixed size length data structure whereas Vector & ArrayList are auto expandable. ArrayList is not synchronised which will give better performance whereas Vector preferable to used in Multithreaded environment since it is synchronized.

**Question- What is difference between ArrayList & LinkedList?**ArrayList is used for fast searching based on Index whereas LinkedList we can use where lots of insertion & deletion operations are required. ArrayList is slower for insertion & deletion since array element shift their position upto last element which takes more time in comparison to LinkedList.

### Map Interface

The Map interface is not an extension of the Collection interface. Instead, the interface starts off its own interface hierarchy, for maintaining key-value associations. The interface describes a mapping from keys to values, without duplicate keys, by definition.

![UML Diagram for Map Interface](data:image/png;base64,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)

### Map.Entry Interface

The entrySet () method of Map returns a collection of objects that implement Map.Entry interface. Each object in the collection is a specific key-value pair in the underlying Map.

![UML Diagram for Map.Entry Interface](data:image/gif;base64,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)

### HashMap, TreeMap Classes

For inserting, deleting, and locating elements in a Map, the HashMap offers the best alternative. If, however, you need to traverse the keys in a sorted order, then TreeMap is your better alternative. Depending upon the size of your collection, it may be faster to add elements to a HashMap, and then convert the map to a TreeMap for sorted key traversal. Using a HashMap requires that the class of key added have a well-defined hashCode () implementation. With the TreeMap implementation, elements added to the map must be sortable.

To optimize HashMap space usage, you can tune the initial capacity and load factor. The TreeMap has no tuning options, as the tree is always balanced.

The Hashtable and Properties classes are historical implementations of the Map interface.

**HashMap**

**Example -** com.src.java.collection – HashMapDemo.java, Account.java, TestMutableKey.java

**Question- How to sort a Map either based on key / value?  
Example -** com.src.java.collection – SortMapByKeyAndValue.java

### Performance comparison of different ways to iterate over HashMap

To compare traversal in hash map in java. HashMap is very frequently used class and most of the times we just fetch the value using get(Object key) method provided by class. But at times it is required to iterate over whole Map and fetch all key-value pairs stored in it. For example, analyzing all request parameters sent from client. If you are using this for every client you will be iterating whole map at least once in your code.

If you are using this type of iteration many places in code and there are large number of requests then you surely would like to optimize your iteration code to make best use of it.

Now let’s compare their performances for a common data set stored in map. I am storing 10 lacs key value pairs in map and will iterate over map in all four ways. I will also fetch key and value from map for all 10 lacs entries in best suitable way. Then i will capture the time taken by each way.

**Observations-** 10 lacs is very big number of most the application requirements. Even though the **difference is not very substantial in milliseconds**, as compare to it was [very big in case of for loops](http://java). I believe most of us can live with such a minor difference.

But if you want to be very specifically make the conclusion, using entry set is more powerful and yields better performance as comparing to using key set for iteration. **Result varies from 20% -- 50% when above program is executed multiple times.**

**Example -** com.src.java.collection – DifferentWaysToIterateOverHashMap.java

**TreeMap**

**Example -** com.src.java.collection – MyTreeMapComparator.java, SortMapByKeyAndValue.java

### WeakHashMap Class

A hashtable-based Map implementation with weak keys. An entry in a WeakHashMap will automatically be removed when its key is no longer in ordinary use. More precisely, the presence of a mapping for a given key will not prevent the key from being discarded by the garbage collector, which is, made finalizable, finalized, and then reclaimed. When a key has been discarded its entry is effectively removed from the map, so this class behaves somewhat differently than other Map implementations. Both null values and the null key are supported.

Like most collection classes, this class is not synchronized. A synchronized WeakHashMap may be constructed using the Collections.synchronizedMap method.

**Example -** com.src.java.collection – WeakHashMapExample.java

**Question- Where can we use WeakHashMap?**   
WeakHashMap to avoid memory leaks. WeakHashMap can also be used fairly straightforwardly as a cache that can be cleared automatically when JVM memory is low.

### ConcurrentHashMap Class

The ConcurrentHashMap is very similar to the java.util.HashTable class, except that ConcurrentHashMap offers better concurrency than HashTable does. ConcurrentHashMap does not lock the Map while you are reading from it. Additionally, ConcurrentHashMap does not lock the entire Map when writing to it. It only locks the part of theMap that is being written to, internally.

Another difference is that ConcurrentHashMap does not throw ConcurrentModificationException if theConcurrentHashMap is changed while being iterated. The Iterator is not designed to be used by more than one thread though.

**Example -** com.src.java.collection – ConcurrentHashMapExample.java