# ***Lab 5: File system, Spawn and Shell***

## ***Introduction***

*In this lab, you will implement spawn, a library call that loads and runs on-disk executables. You will then flesh out your kernel and library operating system enough to run a shell on the console. These features need a file system, and this lab introduces a simple read/write file system.*

# ***File system preliminaries***

*The file system you will work with is much simpler than most "real" file systems including that of xv6 UNIX, but it is powerful enough to provide the basic features: creating, reading, writing, and deleting files organized in a hierarchical directory structure.*

*We are (for the moment anyway) developing only a single-user operating system, which provides protection sufficient to catch bugs but not to protect multiple mutually suspicious users from each other. Our file system therefore does not support the UNIX notions of file ownership or permissions. Our file system also currently does not support hard links, symbolic links, time stamps, or special device files like most UNIX file systems do.*

### *Sectors and Blocks*

*Most disks cannot perform reads and writes at byte granularity and instead perform reads and writes in units of sectors. In JOS, sectors are 512 bytes each. File systems actually allocate and use disk storage in units of blocks. Be wary of the distinction between the two terms: sector size is a property of the disk hardware, whereas block size is an aspect of the operating system using the disk. A file system's block size must be a multiple of the sector size of the underlying disk.*

*The UNIX xv6 file system uses a block size of 512 bytes, the same as the sector size of the underlying disk. Most modern file systems use a larger block size, however, because storage space has gotten much cheaper and it is more efficient to manage storage at larger granularities. Our file system will use a block size of 4096 bytes, conveniently matching the processor's page size.*

### ***Superblocks***

*File systems typically reserve certain disk blocks at "easy-to-find" locations on the disk (such as the very start or the very end) to hold meta-data describing properties of the file system as a whole, such as the block size, disk size, any meta-data required to find the root directory, the time the file system was last mounted, the time the file system was last checked for errors, and so on. These special blocks are called superblocks.*

*Our file system will have exactly one superblock, which will always be at block 1 on the disk. Its layout is defined by struct Super in inc/fs.h. Block 0 is typically reserved to hold boot loaders and partition tables, so file systems generally do not use the very first disk block. Many "real" file systems maintain multiple superblocks, replicated throughout several widely-spaced regions of the disk, so that if one of them is corrupted or the disk develops a media error in that region, the other superblocks can still be found and used to access the file system.*

### 

*![](data:image/png;base64,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)*

### *File Meta-data*

*The layout of the meta-data describing a file in our file system is described by struct File in inc/fs.h. This meta-data includes the file's name, size, type (regular file or directory), and pointers to the blocks comprising the file. As mentioned above, we do not have inodes, so this meta-data is stored in a directory entry on disk. Unlike in most "real" file systems, for simplicity we will use this one File structure to represent file meta-data as it appears both on disk and in memory.*

*The f\_direct array in struct File contains space to store the block numbers of the first 10 (NDIRECT) blocks of the file, which we call the file's direct blocks. For small files up to 10\*4096 = 40KB in size, this means that the block numbers of all of the file's blocks will fit directly within the File structure itself. For larger files, however, we need a place to hold the rest of the file's block numbers. For any file greater than 40KB in size, therefore, we allocate an additional disk block, called the file's indirect block, to hold up to 4096/4 = 1024 additional block numbers. Our file system therefore allows files to be up to 1034 blocks, or just over four megabytes, in size. To support larger files, "real" file systems typically support double- and triple-indirect blocks as well.*

### *Directories versus Regular Files*

*A File structure in our file system can represent either a regular file or a directory; these two types of "files" are distinguished by the type field in the File structure. The file system manages regular files and directory-files in exactly the same way, except that it does not interpret the contents of the data blocks associated with regular files at all, whereas the file system interprets the contents of a directory-file as a series of File structures describing the files and subdirectories within the directory.*

*The superblock in our file system contains a File structure (the root field in struct Super) that holds the meta-data for the file system's root directory. The contents of this directory-file is a sequence of File structures describing the files and directories located within the root directory of the file system. Any subdirectories in the root directory may in turn contain more File structures representing sub-subdirectories, and so on.*

# ***The File System***

***Disk Access***

*The file system environment in our operating system needs to be able to access the disk, but we have not yet implemented any disk access functionality in our kernel. Instead of taking the conventional "monolithic" operating system strategy of adding an IDE disk driver to the kernel along with the necessary system calls to allow the file system to access it, we instead implement the IDE disk driver as part of the user-level file system environment. We will still need to modify the kernel slightly, in order to set things up so that the file system environment has the privileges it needs to implement disk access itself.*

*It is easy to implement disk access in user space this way as long as we rely on polling, "programmed I/O" (PIO)-based disk access and do not use disk interrupts. It is possible to implement interrupt-driven device drivers in user mode as well (the L3 and L4 kernels do this, for example), but it is more difficult since the kernel must field device interrupts and dispatch them to the correct user-mode environment.*

*The x86 processor uses the IOPL bits in the EFLAGS register to determine whether protected-mode code is allowed to perform special device I/O instructions such as the IN and OUT instructions. Since all of the IDE disk registers we need to access are located in the x86's I/O space rather than being memory-mapped, giving "I/O privilege" to the file system environment is the only thing we need to do in order to allow the file system to access these registers. In effect, the IOPL bits in the EFLAGS register provides the kernel with a simple "all-or-nothing" method of controlling whether user-mode code can access I/O space. In our case, we want the file system environment to be able to access I/O space, but we do not want any other environments to be able to access I/O space at all.*

*Exercise 1. i386\_init identifies the file system environment by passing the type ENV\_TYPE\_FS to your environment creation function, env\_create. Modify env\_create in env.c, so that it gives the file system environment I/O privilege, but never gives that privilege to any other environment.*

*Make sure you can start the file environment without causing a General Protection fault. You should pass the "fs i/o" test in make grade.*

*/\**

*Check the type of the environment which is to be created, if the environment is of the type ENV\_TYPE\_FS i.e. file system’s environment, we provide it with IO Privileges. The FL\_IOPL\_ 3 macro is used since file systems is actually a user environment which has to be granted IO privileges so that it can access disk registers in processoor’s IO space to perform file IO on behalf of other user-mode environments.*

*\*/*

*if (type == ENV\_TYPE\_FS)*

*{*

*new\_env->env\_tf.tf\_eflags |= FL\_IOPL\_3;*

*}*

*Question*

1. *Do you have to do anything else to ensure that this I/O privilege setting is saved and restored properly when you subsequently switch from one environment to another? Why?*

*No, this is because the I/O privilege setting is part of the eflags register, which is saved separately for each environment. So if, for example, we switch from an i/o privileged environment to a non i/o privileged one, the eflags register will get reloaded and the new, non-privileged environment won't be able to access the i/o devices.*

*Note that the GNUmakefile file in this lab sets up QEMU to use the file obj/kern/kernel.img as the image for disk 0 (typically "Drive C" under DOS/Windows) as before, and to use the (new) file obj/fs/fs.img as the image for disk 1 ("Drive D"). In this lab our file system should only ever touch disk 1; disk 0 is used only to boot the kernel.*

## *The Block Cache*

*In our file system, we will implement a simple "buffer cache" (really just a block cache) with the help of the processor's virtual memory system. The code for the block cache is in fs/bc.c.*

*Our file system will be limited to handling disks of size 3GB or less. We reserve a large, fixed 3GB region of the file system environment's address space, from 0x10000000 (DISKMAP) up to 0xD0000000 (DISKMAP+DISKMAX), as a "memory mapped" version of the disk. For example, disk block 0 is mapped at virtual address 0x10000000, disk block 1 is mapped at virtual address 0x10001000, and so on. The diskaddr function in fs/bc.c implements this translation from disk block numbers to virtual addresses (along with some sanity checking).*

*Since our file system environment has its own virtual address space independent of the virtual address spaces of all other environments in the system, and the only thing the file system environment needs to do is to implement file access, it is reasonable to reserve most of the file system environment's address space in this way. It would be awkward for a real file system implementation on a 32-bit machine to do this since modern disks are larger than 3GB. Such a buffer cache management approach may still be reasonable on a machine with a 64-bit address space.*

*Of course, it would take a long time to read the entire disk into memory, so instead we'll implement a form of demand paging, wherein we only allocate pages in the disk map region and read the corresponding block from the disk in response to a page fault in this region. This way, we can pretend that the entire disk is in memory.*

*Exercise 2. Implement the bc\_pgfault and flush\_block functions in fs/bc.c. bc\_pgfault is a page fault handler, just like the one your wrote in the previous lab for copy-on-write fork, except that its job is to load pages in from the disk in response to a page fault. When writing this, keep in mind that (1) addr may not be aligned to a block boundary and (2) ide\_read operates in sectors, not blocks.*

*The flush\_block function should write a block out to disk if necessary. flush\_block shouldn't do anything if the block isn't even in the block cache (that is, the page isn't mapped) or if it's not dirty. We will use the VM hardware to keep track of whether a disk block has been modified since it was last read from or written to disk. To see whether a block needs writing, we can just look to see if the PTE\_D "dirty" bit is set in the uvpt entry. (The PTE\_D bit is set by the processor in response to a write to that page; see 5.2.4.3 in*[*chapter 5*](http://pdos.csail.mit.edu/6.828/2011/readings/i386/s05_02.htm)*of the 386 reference manual.) After writing the block to disk, flush\_block should clear the PTE\_D bit using sys\_page\_map.*

*Use make grade to test your code. Your code should pass "check\_bc", "check\_super", and "check\_bitmap".*

*// Allocate a page in the disk map region, read the contents*

*// of the block from the disk into that page.*

*// Hint: first round addr to page boundary. fs/ide.c has code to read*

*// the disk.*

*/\**

*Utilizing the hints we initially allocate a page through the system call of sys\_page\_alloc and map it to the faulting address. We then proceed to read the corresponding block from the disk into memory through ide\_read function. The parameters of ide\_read function are in accordance to the fact the ide\_read operates in sectors, not bytes.*

*\*/*

*// LAB 5: you code here:*

*static\_assert(PGSIZE == BLKSIZE);*

*if ((r = sys\_page\_alloc(thisenv -> env\_id, ROUNDDOWN (addr, PGSIZE), PTE\_W | PTE\_P | PTE\_U)) < 0)*

*{*

*panic ("sys\_page\_alloc failed in file system. %e", r);*

*}*

*if ((r = ide\_read((BLKSIZE/SECTSIZE) \* blockno, ROUNDDOWN (addr, PGSIZE), (BLKSIZE/SECTSIZE))) < 0)*

*{*

*panic ("IDE Read Failed. %e \n", r);*

*}*

*// Flush the contents of the block containing VA out to disk if*

*// necessary, then clear the PTE\_D bit using sys\_page\_map.*

*// If the block is not in the block cache or is not dirty, does*

*// nothing.*

*// Hint: Use va\_is\_mapped, va\_is\_dirty, and ide\_write.*

*// Hint: Use the PTE\_SYSCALL constant when calling sys\_page\_map.*

*// Hint: Don't forget to round addr down.*

*/\**

*Initially, we check if the dirty bit for the page containing the addr has been set which means it has been modified since it was last written to the disk, along with checking if the page is actually mapped. If either is the case, we simply return. Else, we call the ide\_write function to write the page onto the disk at its appropriate place i.e. sector.*

*In the aftermath, since we have to clear the PTE\_D bit, we call the sys\_page\_map function.*

*\*/*

*void*

*flush\_block(void \*addr)*

*{*

*uint32\_t blockno = ((uint32\_t)addr - DISKMAP) / BLKSIZE;*

*if (addr < (void\*)DISKMAP || addr >= (void\*)(DISKMAP + DISKSIZE))*

*panic("flush\_block of bad va %08x", addr);*

*// LAB 5: Your code here.*

*static\_assert(PGSIZE == BLKSIZE);*

*int a = 0;*

*if (!va\_is\_mapped (addr) || !va\_is\_dirty (addr))*

*return;*

*if ((a = ide\_write ((BLKSIZE/SECTSIZE)\*blockno, ROUNDDOWN (addr, PGSIZE), (BLKSIZE/SECTSIZE))) < 0)*

*{*

*panic ("IDE\_WRITE FAILED. %e \n", a);*

*}*

*if ((a = sys\_page\_map(0, ROUNDDOWN (addr, PGSIZE), 0, ROUNDDOWN (addr, PGSIZE), uvpt[PGNUM(addr)]&PTE\_SYSCALL)) < 0)*

*{*

*panic ("Failed to clear dirty bit in file system envirnment %e \n", a);*

*}*

*//panic("flush\_block not implemented");*

*}*

*The fs\_init function in fs/fs.c is a prime example of how to use the block cache. After initializing the block cache, it simply stores pointers into the disk map region in the super global variable. After this point, we can simply read from the super structure as if they were in memory and our page fault handler will read them from disk as necessary.*

## *The Block Bitmap*

*After fs\_init sets the bitmap pointer, we can treat bitmap as a packed array of bits, one for each block on the disk. See, for example, block\_is\_free, which simply checks whether a given block is marked free in the bitmap.*

*Exercise 3. Use free\_block as a model to implement alloc\_block in fs/fs.c, which should find a free disk block in the bitmap, mark it used, and return the number of that block. When you allocate a block, you should immediately flush the changed bitmap block to disk with flush\_block, to help file system consistency.*

*Use make grade to test your code. Your code should now pass "alloc\_block".*

*// Search the bitmap for a free block and allocate it. When you*

*// allocate a block, immediately flush the changed bitmap block*

*// to disk.*

*//*

*// Return block number allocated on success,*

*// -E\_NO\_DISK if we are out of blocks.*

*//*

*// Hint: use free\_block as an example for manipulating the bitmap.*

*/\**

*bitmap has been defined in fs/fsformat.c to be an integer pointer. As such, after its initialization, it will be treated as an integer array each bit of which will indicate whether a block in disk is free or occupied. 1 means that a block is free and 0 means its occupied.*

*Assuming that the disk size is 3 GB which is equivalent to 3221225472 bytes and that each block is 4096 bytes in size, we get 786432 total blocks on disk. Now, a single block of bitmap of 4096 bytes will house information of 4096\*8 = 32768 blocks. As such, a total of 786432 / 32768 blocks are required just for bitmaps i.e. 24 blocks.*

*Now, since bitmap is to treated as an array, each element of that array will house information of 32 blocks. As such, dividing total number of blocks on the disk by 32 will give the size of the bitmap array. This is exactly what is being done in step 1 of the function.*

*The DIVE\_CEIL is a macro defined in inc/types.h which will return the ceiling of x being divided by y.*

*That length is then being used in the following for loop to determine a particular element which is not 0. An element of bitmap array will be zero if all the 32 blocks that the element represents are occupied. We will break from the for loop when first such element is encountered. Else, if all the elements of the bitmap array are traversed, then we return with not enough memory error.*

*Now to determine the exact bit in the particular element of the bitmap array which is 0, we use the second for loop, in which we test each bit of the element for having the value of 1, breaking from it the moment we encounter first such bit which has a value of 1.*

*Then we infer the block number that the particular bit represents by multiplying the array element containing the block by 32 and adding the bit number to the result.*

*We then, set the value of the particular bit to be 0 without disturbing the other bits.*

*Finally, we use the flush\_block function to write that block on to the disk.*

*The condition is the for loop makes sure that we only write the blocks containing the bitmaps back to the disk. The*

*bmb = DIV\_CEIL(super->s\_nblocks, BLKBITSIZE)*

*will make sure that bmb has the value of the number of blocks occupied by the bitmaps which should be 24 for 3GB disk.*

*The starting address of each block containing the bitmaps needs to be passed to the flush\_block function.*

*Since bitmap is actually an array, calculate the number of that array elements that can be stored in a single block by the expression (BLKSIZE / 32). Multiplying it by k will give us the number of elements of bitmap array being moved on to the disk.*

*For eg. BLKSIZE is 4096 bytes. Dividing it by 32 (since each element of bitmap array is 4 \* 8 bits) we get 128 i.e. 128 elements of the bitmap array are moved to the disk during first iteration. The next 128 will be moved during the next iteration and so on until all blocks have been flushed on to the disk.*

*\*/*

*int*

*alloc\_block(void)*

*{*

*// The bitmap consists of one or more blocks. A single bitmap block*

*// contains the in-use bits for BLKBITSIZE blocks. There are*

*// super->s\_nblocks blocks in the disk altogether.*

*// LAB 5: Your code here.*

*int bitmaplim = DIV\_CEIL(super->s\_nblocks, 32);*

*int i;*

*for (i = 0; i < bitmaplim; i++) {*

*if (bitmap[i] != 0) {*

*break;*

*}*

*}*

*if (i == bitmaplim) {*

*return -E\_NO\_DISK;*

*}*

*// now find which bit is set*

*uint32\_t j;*

*for (j = 0; j < 32; j++) {*

*if (bitmap[i] & (1 << j)) {*

*break;*

*}*

*}*

*assert(j < 32); // at least one bit must be 1*

*int blockno = 32 \* i + j;*

*if (blockno >= super->s\_nblocks) {*

*return -E\_NO\_DISK;*

*}*

*// clear the chosen bit*

*bitmap[i] &= ~(1 << j);*

*for (int k = 0, bmb = DIV\_CEIL(super->s\_nblocks, BLKBITSIZE); k < bmb; k++)*

*{*

*uint32\_t \*bmaddr = &bitmap[k \* (BLKSIZE / 32)];*

*flush\_block (bmaddr);*

*}*

*// panic("alloc\_block not implemented");*

*return blockno;*

*}*

## *File Operations*

*We have provided a variety of functions in fs/fs.c to implement the basic facilities you will need to interpret and manage File structures, scan and manage the entries of directory-files, and walk the file system from the root to resolve an absolute pathname. Read through all of the code in fs/fs.c and make sure you understand what each function does before proceeding.*

*Exercise 4. Implement file\_block\_walk and file\_get\_block. file\_block\_walk maps from a block offset within a file to the pointer for that block in the struct File or the indirect block, very much like what pgdir\_walk did for page tables. file\_get\_block goes one step further and maps to the actual disk block, allocating a new one if necessary.*

*Use make grade to test your code. Your code should pass "file\_open", "file\_get\_block", and "file\_flush/file\_truncated/file rewrite", and "testfile".*

*// Find the disk block number slot for the 'filebno'th block in file 'f'.*

*// Set '\*ppdiskbno' to point to that slot.*

*// The slot will be one of the f->f\_direct[] entries,*

*// or an entry in the indirect block.*

*// When 'alloc' is set, this function will allocate an indirect block*

*// if necessary.*

*//*

*// Returns:*

*// 0 on success (but note that \*ppdiskbno might equal 0).*

*// -E\_NOT\_FOUND if the function needed to allocate an indirect block, but*

*// alloc was 0.*

*// -E\_NO\_DISK if there's no space on the disk for an indirect block.*

*// -E\_INVAL if filebno is out of range (it's >= NDIRECT + NINDIRECT).*

*//*

*// Analogy: This is like pgdir\_walk for files.*

*// Hint: Don't forget to clear any block you allocate.*

*/\**

*As asked initially, we check if the filebno i.e. file’s block no number provided is not greater than NDIRECT + NINDIRECT i.e. 1034. If it is, we return with error code. If it is not greater, we check if filebno is less than NDIRECT i.e. less than 10. If it is, we straight away set the point ppdiskbno to point towards the appropriate block and return.*

*AN IMPORTANT THING TI NOTE HERE IS THAT IN THE STRUCT FILE, THE F\_DIRECT ARRAY WILL HOUSE UPTO 10 POINTERS WHICH POINT TOWARDS THE BLOCKS CONTAINING THE FILE DATA. THE F\_INDIRECT BLOCK HOWEVER, WILL CONTAIN THE BLOCK NUMBER OF THE DISK WHICH CONTAINS THE BLOCK NUMBER OF THE DISK WHICH IS THE INDIRECT BLOCK OF THE FILE. THAT BLOCK THEN WILL HOLD POINTERS TO THE ADDITIONAL BLOCKS OF FILE. THE ADDRESS OF F\_INDIRECT BLOCK, THEREFORE HAS TO BE OBTAINED THROUGH THE DISKADDR METHOD IN FS/BC.C.*

*In the event of f\_indirect fo the struct File\* f being 0, and alloc being false, we return with error. In cacse of alloc being set, we allocate an additional block on disk for the f\_indirect for the struct File\* f and set it to 0. Now since the alloc\_block method will return a dsik block number, we calculate it is address through the diskaddr function while providing it to memset.*

*Finally, we get a pointer to the address of f\_indirect block through diskaddr method and then set ppdiskbno to the appropriate block with the f\_indirect block of the file. We have subtracted NDIRECT from filebno before returning since filenbno will be the block number within the file considering the NDIRECT blocks of the file.*

*\*/*

*static int*

*file\_block\_walk(struct File \*f, uint32\_t filebno, uint32\_t \*\*ppdiskbno, bool alloc)*

*{*

*// LAB 5: Your code here.*

*if (filebno >= NDIRECT+NINDIRECT)*

*return -E\_INVAL;*

*if (filebno < NDIRECT)*

*{*

*\*ppdiskbno = f->f\_direct + filebno;*

*return 0;*

*}*

*if (f->f\_indirect == 0 && !alloc)*

*{*

*return -E\_NOT\_FOUND;*

*} else if (f->f\_indirect == 0 && alloc)*

*{*

*int blocknum = alloc\_block ();*

*if (blocknum < 0)*

*return -E\_NO\_DISK;*

*f->f\_indirect = blocknum;*

*memset (diskaddr(f->f\_indirect), 0, BLKSIZE);*

*flush\_block (diskaddr(f->f\_indirect));*

*}*

*uint32\_t \*blk = (uint32\_t \*) diskaddr(f->f\_indirect);*

*\*ppdiskbno = &blk[filebno - NDIRECT];*

*return 0;*

*// panic("file\_block\_walk not implemented");*

*}*

*// Set \*blk to the address in memory where the filebno'th*

*// block of file 'f' would be mapped.*

*//*

*// Returns 0 on success, < 0 on error. Errors are:*

*// -E\_NO\_DISK if a block needed to be allocated but the disk is full.*

*// -E\_INVAL if filebno is out of range.*

*//*

*// Hint: Use file\_block\_walk and alloc\_block.*

*/\**

*As asked initially, we check if the filebno i.e. file’s block no number provided is not greater than NDIRECT + NINDIRECT i.e. 1034. If it is, we return with error code. We then call the file\_block\_walk method to obtain a pointer to the filebno block within the file. If the pointer is still 0 which is quite possible, we then allocate an extra block for the file through alloc\_block method and make \*ptr hold the value of the block. FINally, we obtain the virtial address of the block number held by pointer ptr and set \*blk to point towards it.*

*\*/*

*int*

*file\_get\_block(struct File \*f, uint32\_t filebno, char \*\*blk)*

*{*

*// LAB 5: Your code here.*

*if (filebno >= NDIRECT + NINDIRECT)*

*return -E\_INVAL;*

*uint32\_t\* ptr = NULL;*

*int a;*

*if ((a = file\_block\_walk (f, filebno, &ptr, true)) < 0)*

*return a;*

*if (\*ptr == 0)*

*{*

*int blocknum = alloc\_block ();*

*if (blocknum < 0)*

*return -E\_NO\_DISK;*

*\*ptr = blocknum;*

*}*

*\*blk = (char\*) diskaddr (\*ptr);*

*return 0;*

*//panic("file\_get\_block not implemented");*

*}*

*file\_block\_walk and file\_get\_block are the workhorses of the file system. For example, file\_read and file\_write are little more than the bookkeeping atop file\_get\_block necessary to copy bytes between scattered blocks and a sequential buffer.*

## *The file system interface*

*Now that we have the necessary functionality within the file system environment itself, we must make it accessible to other environments that wish to use the file system. Since other environments can't directly call functions in the file system environment, we'll expose access to the file system environment via a remote procedure call, or RPC, abstraction, built atop JOS's IPC mechanism. Graphically, here's what a call to the file system server (say, read) looks like*

|  |
| --- |
| *Regular env FS env*  *+---------------+ +---------------+*  *| read | | file\_read |*  *| (lib/fd.c) | | (fs/fs.c) |*  *...|.......|.......|...|.......^.......|...............*  *| v | | | | RPC mechanism*  *| devfile\_read | | serve\_read |*  *| (lib/file.c) | | (fs/serv.c) |*  *| | | | ^ |*  *| v | | | |*  *| fsipc | | serve |*  *| (lib/file.c) | | (fs/serv.c) |*  *| | | | ^ |*  *| v | | | |*  *| ipc\_send | | ipc\_recv |*  *| | | | ^ |*  *+-------|-------+ +-------|-------+*  *| |*  *+-------------------+* |

*Everything below the dotted line is simply the mechanics of getting a read request from the regular environment to the file system environment. Starting at the beginning, read (which we provide) works on any file descriptor and simply dispatches to the appropriate device read function, in this case devfile\_read (we can have more device types, like pipes). devfile\_read implements read specifically for on-disk files. This and the other devfile\_\* functions in lib/file.c implement the client side of the FS operations and all work in roughly the same way, bundling up arguments in a request structure, calling fsipc to send the IPC request, and unpacking and returning the results. The fsipc function simply handles the common details of sending a request to the server and receiving the reply.*

*The file system server code can be found in fs/serv.c. It loops in the serve function, endlessly receiving a request over IPC, dispatching that request to the appropriate handler function, and sending the result back via IPC. In the read example, serve will dispatch to serve\_read, which will take care of the IPC details specific to read requests such as unpacking the request structure and finally call file\_read to actually perform the file read.*

*Recall that JOS's IPC mechanism lets an environment send a single 32-bit number and, optionally, share a page. To send a request from the client to the server, we use the 32-bit number for the request type (the file system server RPCs are numbered, just like how*

*syscalls were numbered) and store the arguments to the request in a union Fsipc on the page shared via the IPC. On the client side, we always share the page at fsipcbuf; on the server side, we map the incoming request page at fsreq (0x0ffff000).*

*The server also sends the response back via IPC. We use the 32-bit number for the function's return code. For most RPCs, this is all they return. FSREQ\_READ and FSREQ\_STAT also return data, which they simply write to the page that the client sent its request on. There's no need to send this page in the response IPC, since the client shared it with the file system server in the first place. Also, in its response, FSREQ\_OPEN shares with the client a new "Fd page". We'll return to the file descriptor page shortly.*

*Exercise 5. Implement serve\_read in fs/serv.c.*

*serve\_read's heavy lifting will be done by the already-implemented file\_read in fs/fs.c (which, in turn, is just a bunch of calls to file\_get\_block). serve\_read just has to provide the RPC interface for file reading. Look at the comments and code in serve\_set\_size to get a general idea of how the server functions should be structured.*

*Use make grade to test your code. Your code should pass "serve\_open/file\_stat/file\_close" and "file\_read" for a score of 70/150.*

*// Read at most ipc->read.req\_n bytes from the current seek position*

*// in ipc->read.req\_fileid. Return the bytes read from the file to*

*// the caller in ipc->readRet, then update the seek position. Returns*

*// the number of bytes successfully read, or < 0 on error.*

*/\**

*As is stated in the serve\_set size function, we initially use the openfile\_lookup function to locate the file from which read operation is to be performed. openfile\_lookup function will search for the relavant file whose file id has been passed to it as a parameter and return the corresponding file’s struct Openfile which basically integrated struct File and struct Fd for the file. The struct Openfile is kept private to file system environment and houses data of all open files. Details of how file operations are actually perfromed follow shortly. Getting the file’s vital information i.e. struct Openfile, we then call the file\_read function. The file\_read function will read the number of bytes, asked by the user environment, from the file which are passed to the File System through struct Fsreq\_read in union Fsipc which is written to a page and shared with the FS through IPC along with RPC numbers defined in inc/fs.h. The data will be read from the file from the offset provided as the fourth parameter which is contained in struct Fd i.e. File Descriptor struct of the file. The bytes read will then be written to the buffer whose address is passed to the file\_read function as second argument i.e. the starting address of buffer in struct Fsret\_read which will be returned to the user environment in the IPC. The bytes are read from the file through the file\_get\_block method, transfered to the buffer and the offset of the file moved ahead by bytes read. With file\_reaad methdo returning the number of bytes actually read from the file, we use the very return value to update the file offset in struct Fd and return the number of bytes read from the file.*

*\*/*

*int*

*serve\_read(envid\_t envid, union Fsipc \*ipc)*

*{*

*struct Fsreq\_read \*req = &ipc->read;*

*struct Fsret\_read \*ret = &ipc->readRet;*

*if (debug)*

*cprintf("serve\_read %08x %08x %08x\n", envid, req->req\_fileid, req->req\_n);*

*// Lab 5: Your code here:*

*struct OpenFile \*o;*

*if ((int sa = openfile\_lookup (envid, req -> req\_fileid, &o)) < 0)*

*return a;*

*int bytes\_read = 0;*

*if (( bytes\_read = file\_read (o->o\_file, ret->ret\_buf, req->req\_n, o->o\_fd->fd\_offset)) < 0)*

*return bytes\_read;*

*o->o\_fd->fd\_offset += bytes\_read;*

*return bytes\_read;*

*}*

*Exercise 6. Implement serve\_write in fs/serv.c and devfile\_write in lib/file.c.*

*Use make grade to test your code. Your code should pass "file\_write", "file\_read after file\_write", "open", and "large file" for a score of 90/150.*

*In file fs/serv.c*

*// Write req->req\_n bytes from req->req\_buf to req\_fileid, starting at*

*// the current seek position, and update the seek position*

*// accordingly. Extend the file if necessary. Returns the number of*

*// bytes written, or < 0 on error.*

*/\**

*Similar to the serve\_read function only the responsibilities of functions change.*

*\*/*

*int*

*serve\_write(envid\_t envid, struct Fsreq\_write \*req)*

*{*

*if (debug)*

*cprintf("serve\_write %08x %08x %08x\n", envid, req->req\_fileid, req->req\_n);*

*// LAB 5: Your code here.*

*struct OpenFile\* o;*

*int a ;*

*if ((a = openfile\_lookup(envid, req->req\_fileid, &o)) < 0)*

*return a;*

*int bytes\_written = 0;*

*if ((bytes\_written = file\_write (o->o\_file, req->req\_buf, req->req\_n, o->o\_fd->fd\_offset)) < 0)*

*return bytes\_written;*

*o->o\_fd->fd\_offset += bytes\_written;*

*return bytes\_written;*

*// panic("serve\_write not implemented");*

*}*

*In file lib/file.c*

*// Write at most 'n' bytes from 'buf' to 'fd' at the current seek position.*

*//*

*// Returns:*

*// The number of bytes successfully written.*

*// < 0 on error.*

*/\**

*The function is used to bundle together the arguments in order for fsipc function to send an IPC request to the FS for writing a specific file.*

*Initially, we set parameters of the struct Fsreq\_write of union fsipc the page of which will be shared with the FS by the fsipc function through ipc\_send. In the event the number of bytes to be written, provided as a afuntion parameters is greater than the max size of the buffer contained in the struct Fsreq\_write, we do a sanity check and only write as many number of bytes as are permissible by buffer in the structure.*

*The bytes to written to the file which are held in a buffer by the user environment are then moved into the buffer of the struct Fsreq\_write through memmove and fsipc method is called with its type parameter as FSREQ\_WRITE.*

*\*/*

*static ssize\_t*

*devfile\_write(struct Fd \*fd, const void \*buf, size\_t n)*

*{*

*// Make an FSREQ\_WRITE request to the file system server. Be*

*// careful: fsipcbuf.write.req\_buf is only so large, but*

*// remember that write is always allowed to write \*fewer\**

*// bytes than requested.*

*// LAB 5: Your code here*

*fsipcbuf.write.req\_fileid = fd->fd\_file.id;*

*fsipcbuf.write.req\_n = n;*

*int bytes\_written = sizeof(fsipcbuf.write.req\_buf);*

*memmove (fsipcbuf.write.req\_buf, buf, MIN(bytes\_written, n));*

*int r;*

*if ((r = fsipc (FSREQ\_WRITE, NULL)) < 0)*

*return r;*

*assert (r <= n);*

*assert (r <= bytes\_written);*

*return r;*

*//panic("devfile\_write not implemented");*

*}*

# *Spawning Processes*

*We have given you the code for spawn (see lib/spawn.c) which creates a new environment, loads a program image from the file system into it, and then starts the child environment running this program. The parent process then continues running independently of the child. The spawn function effectively acts like a fork in UNIX followed by an immediate exec in the child process.*

*We implemented spawn rather than a UNIX-style exec because spawn is easier to implement from user space in "exokernel fashion", without special help from the kernel.*

*Exercise 7. spawn relies on the new syscall sys\_env\_set\_trapframe to initialize the state of the newly created environment. Implement sys\_env\_set\_trapframe in kern/syscall.c (don't forget to dispatch the new system call in syscall()).*

*Test your code by running the user/spawnhello program from kern/init.c, which will attempt to spawn /hello from the file system.*

*Use make grade to test your code.*

*// Set envid's trap frame to 'tf'.*

*// tf is modified to make sure that user environments always run at code*

*// protection level 3 (CPL 3), interrupts enabled, and IOPL of 0.*

*//*

*// Returns 0 on success, < 0 on error. Errors are:*

*// -E\_BAD\_ENV if environment envid doesn't currently exist,*

*// or the caller doesn't have permission to change envid.*

*/\**

*Simple Function. We get the struct Env corresponding to the envid through the envidtoenv method with permissions set for sanity chehcking. We then check if the environment has the right to modify the memory pointed to by pointer tf. If it has the right, we assignment envid’s trap frame to tf and later modify it as has been asked by setting the RPL for the trapframe to be 3.*

*\*/*

*static int*

*sys\_env\_set\_trapframe(envid\_t envid, struct Trapframe \*tf)*

*{*

*// LAB 5: Your code here.*

*// Remember to check whether the user has supplied us with a good*

*// address!*

*int err;*

*struct Env \*env;*

*if ((err = envid2env(envid, &env, true)) < 0) {*

*return err;*

*}*

*if ((err = user\_mem\_check(env, tf, sizeof(struct Trapframe), PTE\_U)) < 0) {*

*return err;*

*}*

*env->env\_tf = \*tf;*

*// set the IOPL to 0*

*env->env\_tf.tf\_eflags &= ~FL\_IOPL\_MASK;*

*// enable interrupts*

*env->env\_tf.tf\_eflags |= FL\_IF;*

*// set user privilage level*

*env->env\_tf.tf\_ds = GD\_UD | 3;*

*env->env\_tf.tf\_es = GD\_UD | 3;*

*env->env\_tf.tf\_ss = GD\_UD | 3;*

*env->env\_tf.tf\_cs = GD\_UT | 3;*

*return 0;*

*//panic("sys\_env\_set\_trapframe not implemented");*

*}*

## *Sharing library state across fork and spawn*

*The UNIX file descriptors are a general notion that also encompasses pipes, console I/O, etc. In JOS, each of these device types has a corresponding struct Dev, with pointers to the functions that implement read/write/etc. for that device type. lib/fd.c implements the general UNIX-like file descriptor interface on top of this. Each struct Fd indicates its device type, and most of the functions in lib/fd.c simply dispatch operations to functions in the appropriate struct Dev.*

*lib/fd.c also maintains the file descriptor table region in each application environment's address space, starting at FDTABLE. This area reserves a page's worth (4KB) of address space for each of the up to MAXFD (currently 32) file descriptors the application can have open at once. At any given time, a particular file descriptor table page is mapped if and only if the corresponding file descriptor is in use. Each file descriptor also has an optional "data page" in the region starting at FILEDATA, which devices can use if they choose.*

*We would like to share file descriptor state across fork and spawn, but file descriptor state is kept in user-space memory. Right now, on fork, the memory will be marked copy-on-write, so the state will be duplicated rather than shared. (This means environments won't be able to seek in files they didn't open themselves and that pipes won't work across a fork.) On spawn, the memory will be left behind, not copied at all. (Effectively, the spawned environment starts with no open file descriptors.)*

*We will change fork to know that certain regions of memory are used by the "library operating system" and should always be shared. Rather than hard-code a list of regions somewhere, we will set an otherwise-unused bit in the page table entries (just like we did with the PTE\_COW bit in fork).*

*We have defined a new PTE\_SHARE bit in inc/lib.h. This bit is one of the three PTE bits that are marked "available for software use" in the Intel and AMD manuals. We will establish the convention that if a page table entry has this bit set, the PTE should be copied directly from parent to child in both fork and spawn. Note that this is different from marking it copy-on-write: as described in the first paragraph, we want to make sure to share updates to the page.*

*Exercise 8. Change duppage in lib/fork.c to follow the new convention. If the page table entry has the PTE\_SHARE bit set, just copy the mapping directly. (You should use PTE\_SYSCALL, not 0xfff, to mask out the relevant bits from the page table entry. 0xfff picks up the accessed and dirty bits as well.)*

*Likewise, implement copy\_shared\_pages in lib/spawn.c. It should loop through all page table entries in the current process (just like fork did), copying any page mappings that have the PTE\_SHARE bit set into the child process.*

*// Map our virtual page pn (address pn\*PGSIZE) into the target envid*

*// at the same virtual address. If the page is writable or copy-on-write,*

*// the new mapping must be created copy-on-write, and then our mapping must be*

*// marked copy-on-write as well. (Exercise: Why do we need to mark ours*

*// copy-on-write again if it was already copy-on-write at the beginning of*

*// this function?)*

*//*

*// Returns: 0 on success, < 0 on error.*

*// It is also OK to panic on error.*

*//*

*/\**

*Changes to the function are minor. While we were earlier copying pages which didn't have PTE\_W and PTE\_COW set in the page table entries directly into the child, we add an aditional condition in the first if loop to also copy thse [ages directly into the child which PTE\_SHARE set. The rest of the program remains the same. For those pages which have PTE\_W set, we change it to PTE\_COW and copy only the mappings from parent to child.*

*\*/*

*static int*

*duppage(envid\_t envid, unsigned pn)*

*{*

*// LAB 4: Your code here.*

*int r;*

*pte\_t pte = uvpt[pn];*

*if ((!(pte & PTE\_W) && !(pte & PTE\_COW)) || (pte & PTE\_SHARE))*

*{*

*if ((r = sys\_page\_map(thisenv->env\_id, (void \*)(pn \* PGSIZE), envid, (void \*)(pn \* PGSIZE), pte & PTE\_SYSCALL)) < 0) {*

*panic("sys\_page\_map: %e", r);*

*}*

*return 0;*

*}*

*// remove write bit and set copy on write*

*pte &= ~PTE\_W;*

*pte |= PTE\_COW;*

*if ((r = sys\_page\_map(thisenv->env\_id, (void \*)(pn \* PGSIZE), envid, (void \*)(pn \* PGSIZE),pte & PTE\_SYSCALL)) < 0)*

*{*

*panic("sys\_page\_map: %e", r);*

*}*

*// remap our page to have copy on write*

*if ((r = sys\_page\_map(thisenv->env\_id, (void \*)(pn \* PGSIZE), thisenv->env\_id, (void \*)(pn \* PGSIZE), pte & PTE\_SYSCALL)) < 0)*

*{*

*panic("sys\_page\_map: %e", r);*

*}*

*return 0;*

*}*

*In file lib/spawn.c*

*// Copy the mappings for shared pages into the child address space.*

*/\**

*spawn is basically a functionality like UNIX ‘exec’ but implemented entirely in user space library. Spawn will basically load an executable file from disk using the FS, then make the user environment fork a child, load the executable into the child’s address space and get the child running the executable. In this scenario however, we want the library part of the parent to be same for child i.e. we want all the files that were open and edited by the parent to be available to child as well, to edit if it wishes to, the result of which will be displayed in the File descriptor section of memory i.e. FDTABLE. As such, we set PTE\_SHARE bit for those corresponding pages in their page table entries which means those entries will be directly copied into the child by the below function instead of being duplicated on attempt being made to write to them.*

*Traversing through the page directory of the parent, we head into the page table for each directory entry. If the present bit for the directory entry is not set we move to the next entry. In case it is set, we head into the corresponding page table and obtain the page table entry. We then check if the page table entry is above UTOP which is the kernel section. In case it is, we exit the neted for loops. If the address is not, we check if the pte has PTE\_SHARE set. In case it has, we plainly copy the mapping to set into the child environment using the sys\_page\_map system call.*

*\*/*

*static int*

*copy\_shared\_pages(envid\_t child)*

*{*

*// LAB 5: Your code here.*

*int r;*

*bool is\_below\_ulim = true;*

*for (int i = 0; is\_below\_ulim && i < NPDENTRIES ; i++)*

*{*

*if (!(uvpd[i] & PTE\_P))*

*continue;*

*for (int j = 0; is\_below\_ulim && j < NPTENTRIES; j++)*

*{*

*unsigned pn = i \* NPTENTRIES + j;*

*pte\_t pte = uvpt[pn];*

*if (pn >= (UTOP >> PGSHIFT))*

*{*

*is\_below\_ulim = false;*

*} else if (pte & PTE\_SHARE)*

*{*

*if ((r = sys\_page\_map(0, (void \*)(pn \* PGSIZE), child, (void \*)(pn \* PGSIZE), pte & PTE\_SYSCALL)) < 0) {*

*return r;*

*}}}}*

*return 0;*

*}*

# *The keyboard interface*

*For the shell to work, we need a way to type at it. QEMU has been displaying output we write to the CGA display and the serial port, but so far we've only taken input while in the kernel monitor. In QEMU, input typed in the graphical window appear as input from the keyboard to JOS, while input typed to the console appear as characters on the serial port. kern/console.c already contains the keyboard and serial drivers that have been used by the kernel monitor since lab 1, but now you need to attach these to the rest of the system.*

*Exercise 9. In your kern/trap.c, call kbd\_intr to handle trap IRQ\_OFFSET +IRQ\_KBD and serial\_intr to handle trap IRQ\_OFFSET +IRQ\_SERIAL.*

*/\**

*Simple Exercise. No explanation needed.*

*\*/*

*In file kern/trap.c*

*SETGATE (idt[IRQ\_OFFSET + IRQ\_KBD], false, GD\_KT, IRQ\_KeyboardINT, 0);*

*SETGATE (idt[IRQ\_OFFSET + IRQ\_SERIAL], false, GD\_KT, IRQ\_SerialINT, 0);*

*In function trap\_dispatch*

*// Handle keyboard and serial interrupts.*

*// LAB 5: Your code here.*

*if (tf->tf\_trapno == IRQ\_OFFSET + IRQ\_KBD) {*

*kbd\_intr();*

*return;*

*}*

*if (tf->tf\_trapno == IRQ\_OFFSET + IRQ\_SERIAL) {*

*serial\_intr();*

*return;*

*}*

*Make sure to make appropriate entries for handlers in kern/trapentry.S and kern/trap.h*

# *The Shell*

*Run make run-icode or make run-icode-nox. This will run your kernel and start user/icode. icode execs init, which will set up the console as file descriptors 0 and 1 (standard input and standard output). It will then spawn sh, the shell. You should be able to run the following commands:*

*echo hello world | cat*

*cat lorem |cat*

*cat lorem |num*

*cat lorem |num |num |num |num |num*

*lsfd*

*Note that the user library routine cprintf prints straight to the console, without using the file descriptor code. This is great for debugging but not great for piping into other programs. To print output to a particular file descriptor (for example, 1, standard output), use fprintf(1, "...", ...). printf("...", ...) is a short-cut for printing to FD 1. See user/lsfd.c for examples.*

*Exercise 10.*

*The shell doesn't support I/O redirection. It would be nice to run sh <script instead of having to type in all the commands in the script by hand, as you did above. Add I/O redirection for < to user/sh.c.*

*Test your implementation by typing sh <script into your shell*

*Run make run-testshell to test your shell. testshell simply feeds the above commands (also found in fs/testshell.sh) into the shell and then checks that the output matches fs/testshell.key.*

*// Open 't' for reading as file descriptor 0*

*// (which environments use as standard input).*

*// We can't open a file onto a particular descriptor,*

*// so open the file as 'fd',*

*// then check whether 'fd' is 0.*

*// If not, dup 'fd' onto file descriptor 0,*

*// then close the original 'fd'.*

*// LAB 5: Your code here.*

*//panic("< redirection not implemented");*

*/\**

*Simple Code. Just follow the instructions.*

*\*/*

*if ((fd = open(t, O\_RDONLY)) < 0) {*

*cprintf("open %s for read: %e\n", t, fd);*

*exit();*

*}*

*if (fd != 0) {*

*if ((r = dup(fd, 0)) < 0) {*

*cprintf("failed dup: %x\n", r);*

*exit();*

*}*

*close(fd);*

*}*

***OVERVIEW:***

*The File System Server (FS) in JOS is actually an user environment of type ENV\_TYPE\_FS. With the FS needing to access the disk which in our case is assumed to be a hard disk of size 3 GB or less, the FS has been given IO privileges for it to implement to disk access at the time of its creation in env\_alloc function in kern/env.c. This has been implemented as an alternative to implementing IDE disk drivers in the kernel for the FS to access and modify contents of the disk.*

*The FS handles all the file system operations, including writing directly to disk. The disk itself writes and reads in units of 512 bytes called Sectors. The File System, however, uses a bigger unit which is called a Block (the size of the block must be divisible by the size of the sector). The block size was chosen to be the same size as a page i.e. 4096 bytes. The reason why the block size is the same as the page size is because we'll be using x86's paging hardware to implement a block cache.*

*The entire disk (assuming the disk is less than 3GB in size) is lazily mapped into memory starting at address DISKMAP in the FS server. Lazily mapped means that the actual blocks will be loaded into memory from disk only when we attempt to read them (which is done using the void\* diskaddr(uint32\_t blockno) funtion). If, for example, we want to access block 3, then we'd read the page at address DISKMAP + 3\*PGSIZE (this works because the size of each page is exactly the size of each block). If our read results in a page fault (which occurs when we read a block for the first time), FS' page fault handler will load 4096 bytes from the disk into a page frame (physical page) and map it into the corresponding page in the FS server's address space. Disk block n, when in memory, is mapped into the file system server's address space at DISKMAP + (n\*BLKSIZE).*

*Subsequent block reads will therefore be read from memory directly, thus functioning like a block cache. Block writes will be handled in a similar way: we'll be writing directly to the memory mapped above DISKMAP, and then using the void flush\_block(void \*addr) function the contents will be written back to the disk.*

### ***File system format on disk***

*sector 0 is reserved and is not touched by the FS server.  
Sector 1 stores the super block that stores the meta data about the file system including: 1) magic number (so we can identify the type of the file system) 2) the number of blocks on the disk 3) the meta data of the root directory-file. Sector 2 and up stores bitmap of free blocks (where 1 means free block and 0 means occupied block). Operation on the bitmap as the name suggests will be undertaken at the bit level. Each bit of the bitmap, which is actually an array, will store if the corresponding block on disk is free or occupied. The rest of the sectors contain the other file/directory data.*

### ***How is file/directory data represented***

*File meta data is represted by struct File and is exactly 256 bytes (half a sector or 1/16 of a block). File meta data contains the file name, size, type (directory or regular file), array of 10 block numbers where the actual data is stored, and another block number of a block that stores another 4096/4 = 1024 block numbers.*

*An important thing to note here is that while the direct block will hold pointers to the blocks containing the file data, the indirect field of the struct File will just hold the disk block number which contains the pointers to additional blocks retaining the file data.*

*Thus, the maximum file size is 10\*4096 + 1024\*4096 = 4,235,264 bytes and the maximum overhead of storing the metadata is 256+4096 = 4,352 bytes.*

*The contents of each directory file is just the file metadata (struct File) of the files that this directory stores (and also a directory file must be a multiple of block size). This means that a directory can store up to 4,235,264/256 = 16,544 files.*

***Opening a File***

*In order to start reading from or writing to a file, we first need to "open" the file. Opening the file means that we obtain a file descriptor, and then later operations (such as reading and writing) are performed on that file descriptor.*

*Each File will have a struct Dev assocaited with it as follows:*

*struct Dev {*

*int dev\_id;*

*const char \*dev\_name;*

*ssize\_t (\*dev\_read)(struct Fd \*fd, void \*buf, size\_t len);*

*ssize\_t (\*dev\_write)(struct Fd \*fd, const void \*buf, size\_t len);*

*int (\*dev\_close)(struct Fd \*fd);*

*int (\*dev\_stat)(struct Fd \*fd, struct Stat \*stat);*

*int (\*dev\_trunc)(struct Fd \*fd, off\_t length);*

*};*

*dev\_id field identifies the type of file. In JOS we have three types of files, on disk files, having dev\_id of ‘f’, pipes having dev\_id of ‘p’ and console I/O into and from file having dev\_id of ‘c’.*

*the dev\_name element is name of the file. The rest of the elements of struct Dev are pointers to functions that will perform different operations on the files from the user library side. Functions to actually perform those operations on fies exist on File System side as well.*

*The user library side of functions basically will just send IPC to the file system environment which depending on the value sen over the IPC will perform the operation on the file and return some value, again through IPC. The operation of Open however, will also return a page through IPC for on disk files.*

*Now, File descriptor of a each file that is open in a user environment will be stored at location starting from FDTABLE i.e. 0xD0000000. Each descriptor wil lhave a page in this memory region and a user environment can at most have only 32 file descriptors i.e. 32 files open (MAXFD). Additionally, a data page is also allocated for each descriptor starting from memory address FDTABLE + MAXFD\*PGSIZE.*

*Now, when a user environment want to open an on-disk file, it will use the user library function of open in lib/file.c. The function signature is:*

*int open(const char \*path, int mode)*

*The function will initially call the fd\_alloc function defined in lib/fd.c which will allocate an empty page in the FDTABLE region of memory of the environment i.e. basically it will return a pointer to the start of the page. It will then call the function of fsipc:*

*static int fsipc(unsigned type, void \*dstva)*

*type represents the type of functions to be performed on the file and as such can be found in inc/fs.h. In the same file, we have the union Fsipc which contains various structures. Depending on the type of operation to be performed, the user environment and FS will exchange data over the IPC in format of one of these structures.*

*The fsipc function will send and IPC request to the FS using the page of union Fsipc’s instance mapped at fsipcbuf as arguments to the FS to perform the Operation. The function will return when it receives a reply from the FS.*

*In case of open, the IPC request, received by the serve function in fs/serv.c will be redirected to the serve\_open function by checking the value received through IPC. The value received will be returned by the ipc\_recv method. The serve\_open function, likewise, will open the file, creating it if that respective flag has been set or plainly opening it, or even truncating it if that flag has been set. It will then fill out the File Descriptor structure struct Fd for that on disk file and store the location in a pointer variable and return. That very page coontaining the location will then be returned by the serve function througb ipc\_send.*

*The user environment, now, will map the page received through IPC from FS at the memory location returned by the fd\_alloc method.*

*On successfully opening file, FS will return the very 32-bit value it received from user environment denoting operation to be performed on the file.*

*For pipes and console I/O, the struct FD will be filled in by the respective programs only and aas such no IPC will be sent.*

*Similarly, for read, write, flush, remove operations on disk files, the struct Dev for the file will be initially refereed by the user environment to head to the appropriate function. The functions will then use their corresponding structures from Union Fsipc as arguments for the FS to perform the operation and call function fsipc to send the IPC. The instance of union Fsipc which will be used to provide these very arguments is again fsipcbuf.*

*On the FS server side, the serv function will reference the operation to be performed as a 32-bit number against the array fshandler handlers[] which basically contains function pointers for functions to be executed for different operations. Upon successful lexecution of fucntion which will basically be undertaken through calling additional functions in fs/fs.c and fs/bc.c (for example, read will call file\_get\_block() repeatedly andnwrite will call flush bock every time a complete block is written), serve function will send IPC back to user environment using the 32-bit number representing operation tot be performed as a sign of successful comopletion of operation.*

*In case of read and stat, the FS server, will write the data read from the file , which is something that will be provided by the user environment, or the stats of the file upon the very page through which the user environment provided arguments for FS to perform file operations i.e. the page of fsipcbuf. No additional page will be shared through IPC by the FS.*