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**Введение**

В эпоху стремительного развития информационных технологий и программирования важность эффективной обработки данных и выполнения вычислений возрастает как никогда. Арифметические выражения, представляющие собой комбинацию чисел, операторов и скобок, играют ключевую роль в математических вычислениях и программировании. Трансляция арифметических выражений — это процесс преобразования выражений из одной формы представления в другую, что позволяет компьютерам интерпретировать и выполнять математические операции.

1. **Постановка учебно-практической задачи**

*Формулировка задачи:*

Требуется разработать транслятор арифметических выражений, который

будет выполнять следующие функции:

* **Парсинг входного выражения**
* **Преобразование в** постфиксную форму
* **Выполнение вычислений**
* Возможность расширения функционала транслятора

*Исходные данные:*

Expression – строка арифметическое выражение;

*Требуемый результат:*

1. Трансляция арифметического выражение;
2. Вычисление арифметического выражения;

Контрольный пример:

Пример №1. Введем строку 2+7\*(27/3-8.8)+0.5. Рис.1

![](data:image/png;base64,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)

Рис. 1 Пример №1 – корректное выражение

Получаемся верный ответ = 3.9

Пример №2. Теперь введем другую строку, только так, чтобы в выражение неявно присутствовало деление на ноль. Рис.2
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Рис. 2 Пример № 2 – некорректное выражение

1. **Руководство пользователя**

Для выполнения лабораторной работы по использованию транслятора арифметических выражений, необходимо запустить файл **sample.exe.** При запуске появится надпись “Введите арифметическое выражение – “ после чего необходимо ввести арифметическое выражение, которое нужно вычислить. При вводе необходимо использовать только десятичные числа, знаки сложение, вычитание, умножение и деление, так же любые виды скобок, при этом можно разделять операнды пробелы, для удобства ввода.

После ввода строки, если арифметическое выражение корректно, то выведется результат, иначе будет выведено сообщение об ошибке.

1. **Руководство программиста**

**Описание алгоритмов:**

Основная функция вычисление арифметического выражения разбита на несколько стадий:

Лексический анализ, синтаксический анализ, преобразование в обратную польскую запись и вычисление результата.

1. Лексический анализ

Самый первый шаг для работы с арифметическим выражением, это его разбор. В программе реализованы 4 вида лексем: десятичные числа, операции («+» «-» «\*» «/»), открывающая скобка и закрывающая скобка. В алгоритме идем по циклу, и анализируем каждый компонент строки, введенной пользователем. Заполняем вектор указателей на лексемы, который является полем класс транслятора. Также есть возможность добавления новых поддерживаемых функций транслятора, путем добавления их в лексический анализ

void lexical\_analysis() { //Перевод строки в набор лексем

int number\_status = 0; //Флаг для накопления числа

string n; //Строка для накопления числа

for (size\_t i = 0; i < expression.size(); i++) {

if (number\_status == 0) {

if (expression[i] == '(' || expression[i] == '{' || expression[i] == '[')

terms.push\_back(new Open\_Bracket);

if (expression[i] == ')' || expression[i] == '}' || expression[i] == ']')

terms.push\_back(new Close\_Bracket);

if (expression[i] == '+' || expression[i] == '-' || expression[i] == '\*' || expression[i] == '/')

terms.push\_back(new Operation(expression[i]));

if (expression[i] == '0' || expression[i] == '1' || expression[i] == '2' || expression[i] == '3' || expression[i] == '4' || expression[i] == '5' || expression[i] == '6' || expression[i] == '7' || expression[i] == '8' || expression[i] == '9') {

number\_status++;

n += expression[i];

}

}

else {

if (expression[i] == '.' || expression[i] == '0' || expression[i] == '1' || expression[i] == '2' || expression[i] == '3' || expression[i] == '4' || expression[i] == '5' || expression[i] == '6' || expression[i] == '7' || expression[i] == '8' || expression[i] == '9')

n += expression[i];

if (expression[i] == ')' || expression[i] == '}' || expression[i] == ']') {

number\_status = 0;

terms.push\_back(new Number(stod(n)));

terms.push\_back(new Close\_Bracket);

n.clear();

}

if (expression[i] == '+' || expression[i] == '-' || expression[i] == '\*' || expression[i] == '/') {

number\_status = 0;

terms.push\_back(new Number(stod(n)));

terms.push\_back(new Operation(expression[i]));

n.clear();

}

if (expression[i] == '(' || expression[i] == '{' || expression[i] == '[')

throw invalid\_argument("Неверный синтаксис"); //Ошибка синтаксиса

}

}

if(number\_status) //Если осталось накопленное число, добавляем

terms.push\_back(new Number(stod(n)));

};

1. Синтаксический анализ

Проверяем строку на корректность, для этого проверяем два условия: во – первых, выполняются ли условия порядка лексем, в основе функции будем использовать конечный автомат. В столбце стоят лексемы на первом месте, а в строчках – лексемы, следующие за ними. Таб. 1

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| Лексема | Операнд | Операция | Открывающая | Закрывающая |
| Операнд | - | + | - | + |
| Операция | + | - | + | - |
| Открывающая | + | - | + | - |
| Закрывающая | - | + | - | + |

Таб. 1

bool sintaksis\_analisys() const { //Анализ лексем на конечном автомате

types pos = nun; //Сохраняем тип лексемы

if (terms[0]->get\_type() == operation)

return 0; //Первой лексемой не может быть операнд

if (terms[0]->get\_type() == numbers)

pos = numbers;

if (terms[0]->get\_type() == open\_bracket)

pos = open\_bracket;

if (terms[0]->get\_type() == close\_bracket)

return 0; //Первой лексемой не может быть закрывающая скобка

for (size\_t i = 1; i < terms.size(); i++) {

switch (terms[i]->get\_type()) {

case operation:

if (pos == operation || pos == open\_bracket) return 0;

else pos = operation;

break;

case numbers:

if (pos == numbers || pos == close\_bracket) return 0;

else pos = numbers;

break;

case open\_bracket:

if (pos == numbers || pos == close\_bracket) return 0;

else pos = open\_bracket;

break;

case close\_bracket:

if (pos == operation || pos == open\_bracket) return 0;

else pos = close\_bracket;

break;

default:

break;

}

}

return true;

};

Во – вторых нужно проверить правильность расставленных скобок, если они есть, то есть что для каждой открывающейся соответствует такая же, но закрывающая. Так же проверить их последовательность.

bool checking\_brackets() const{ //Проверка скобок

Mstack<char> stack; //Сохраняем скобки в стек

for (size\_t i = 0; i < expression.length(); i++) {

if ((expression[i] == '(') || (expression[i] == '[') || (expression[i] == '{'))

stack.push(expression[i]);

if (expression[i] == ')') {

if (stack.empty()) return 0;

if (stack.top() != '(')

return 0;

stack.pop();

}

if (expression[i] == ']') {

if (stack.empty()) return 0;

if (stack.top() != '[')

return 0;

stack.pop();

}

if (expression[i] == '}') {

if (stack.empty()) return 0;

if (stack.top() != '{')

return 0;

stack.pop();

}

}

if (stack.size()) return 0; //Не для каждой скобки есть пара

return 1;

};

Оба метода помечены как const, так как оба не меняют полей класса, а только проходят в цикле по полям транслятора.

1. Перевод в обратную польскую запись

Преобразуем набор лексем в обратную польскую запись, то есть расставим операции, избавившись от любых скобок. Идем в цикле по набору лексем, если лексема операнд, то добавляем ее в вектор, если операция и стек не пуст, то пока приоритет новой операции меньше или равен приоритету операции на вершине стека, то добавляем в вектор операции из стека, затем пишем текущую операцию в стек. Если открывающая скобка, то пишем в стек, а если закрывающая, то пока не найдем открывающую в стеке, копируем в вектор.

В конце добавляем оставшиеся операции из стека.

void sort\_term() { //Перевод в обратную польскую запись

Mstack<Term\*> stack; //Стек для хранения операций

for (size\_t i = 0; i < terms.size(); i++) {

if (terms[i]->get\_type() == numbers)

sort\_terms.push\_back(terms[i]);

if (terms[i]->get\_type() == operation) {

if (stack.empty())

stack.push(terms[i]);

else { //Пока приоритет новой операции меньше или равен, пишем в вектор

while (!stack.empty() && (stack.top()->get\_type() == operation) && (((Operation\*)(stack.top()))->get\_priority() >= ((Operation\*)(terms[i]))->get\_priority())) {

sort\_terms.push\_back(stack.top());

stack.pop();

}

stack.push(terms[i]);

}

}

if (terms[i]->get\_type() == open\_bracket) {

stack.push(terms[i]);

}

if (terms[i]->get\_type() == close\_bracket) {

while (stack.top()->get\_type() != open\_bracket) {

sort\_terms.push\_back(stack.top());

stack.pop();

}

stack.pop();

}

}

while (!stack.empty()) { //Добавляем оставшиеся операции

sort\_terms.push\_back(stack.top());

stack.pop();

}

};

1. Вычисление результата

С помощью обратной польской записи, производим вычисление результата арифметического выражения.

Если лексема операнд, то добавляем ее в стек, если же лексема – операция, то загружаем из стека первый элемент – это будет правый операнд и сразу же удаляем его из стека, затем берем новый элемент – это будет второй операнд. Определяем значение операции и проводим вычисление, которое кладем на вершину стека.

Так как существует шанс неявного деления на ноль, будем бросать исключение.

double computing() { //Вычисление выражения

Mstack<Term\*> stack; //Стек для хранения лексем

double left\_op, right\_op; //Левый и правый операнды

for (size\_t i = 0; i < sort\_terms.size(); i++) {

if (sort\_terms[i]->get\_type() == numbers)

stack.push(sort\_terms[i]);

if (sort\_terms[i]->get\_type() == operation) {

right\_op = ((Number\*)(stack.top()))->get\_value();

stack.pop();

left\_op = ((Number\*)(stack.top()))->get\_value();

stack.pop();

if (((Operation\*)sort\_terms[i])->get\_operation() == '+')

stack.push(new Number(left\_op + right\_op));

if (((Operation\*)sort\_terms[i])->get\_operation() == '-')

stack.push(new Number(left\_op - right\_op));

if (((Operation\*)sort\_terms[i])->get\_operation() == '\*')

stack.push(new Number(left\_op \* right\_op));

if (((Operation\*)sort\_terms[i])->get\_operation() == '/')

if (right\_op != 0)

stack.push(new Number(left\_op / right\_op));

else //Проверка деления на ноль

throw invalid\_argument("Деление на ноль!");

}

}

return ((Number\*)stack.top())->get\_value(); //Возвращаем ответ

};

1. Итоговая функция

Комбинация функций с 1 – 4 образует итоговую функция класса транслятора. Сначала делаем лексический анализ, затем проверяем на ошибки синтаксиса, если выражение корректно, сортируем вектор указателей и считаем результат, будем выбрасываться исключение.

double translation() { //Итоговая функция вычисления арифметического выражения

lexical\_analysis();

if (!sintaksis\_analisys() || !checking\_brackets())

throw invalid\_argument("Неверный синтаксис"); //Ошибка синтаксиса

sort\_term();

return computing();

};

**Описание структур данных:**

1. Класс лексема

Общая структура лексемы, в private части имеет единственное поле – это тип лексемы. От него наследуются другие структуры, такие как вещественное число, операция, открывающая и закрывающая скобки.

class Term {

private:

types type;

public:

Term(types type) : type(type) {};

types get\_type() const noexcept {

return type;

}

};

//Класс число

class Number : public Term {

private:

double value;

public:

Number(double value): value(value), Term(numbers) {};

double get\_value() const noexcept {

return value;

};

};

//Класс операция

class Operation : public Term {

private:

int priority;

char oper;

public:

Operation(char op = ' ') : oper(op), Term(operation), priority(0) {

if (op == '\*') priority = 2;

if (op == '/') priority = 2;

if (op == '+') priority = 1;

if (op == '-') priority = 1;

};

char get\_operation() const noexcept {

return oper;

};

int get\_priority() const noexcept {

return priority;

};

};

//Класс открывающая скобка

class Open\_Bracket : public Term {

private:

char bracket;

public:

Open\_Bracket(): Term(open\_bracket), bracket('(') {};

};

//Класс закрывающая скобка

class Close\_Bracket : public Term {

private:

char bracket;

public:

Close\_Bracket(): Term(close\_bracket), bracket(')') {};

};

1. Класс транслятор

Главная структура, работающая с арифметическим выражением. В private части имеет поля: строка – арифметическое выражение, два вектора указателей на лексемы( первый заполняется при лексической анализе арифметического выражения, второй получается переводов в обратную польскую запись)

Методы класса – лексический анализ, синтаксический анализ, преобразование в обратную польскую запись и вычисление результата. Все эти методы объединены в один метод translation(), который позволяется полностью проанализировать арифметическое выражение и вернуть ответ, если выражение корректно.

class translator {

private:

string expression; //Строка выражение

Mvector<Term\*> terms; //Вектор лексем

Mvector<Term\*> sort\_terms; //Вектор лексем в обратной польской записи

public:

translator(string str) : expression(str) {};

void lexical\_analysis() {};

bool sintaksis\_analisys() const {};

bool checking\_brackets() const {};

void sort\_term() {};

double computing() {};

double translation() {};

};

**Заключение**

В этой лабораторной работе был разработан транслятор арифметических выражений, который выполняет следующие функции: **парсинг входного выражения, преобразование в** постфиксную форму, **выполнение вычислений. Также существует** возможность расширения функционала транслятора.
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