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**Выбор модели (функциональный подход)**

Было принято решение использовать функциональную модель для решения задачи поиска кратчайшего пути в графе, потому что этот подход наглядно демонстрирует ключевые свойства декларативного программирования: чистые функции, отсутствие побочных эффектов и неизменяемость данных. В функциональном стиле весь алгоритм представляется как композиция небольших, простых для понимания и тестирования, функций. При этом реализация алгоритма Дейкстры в Haskell (или аналогичном языке) получается лаконичной: хранение расстояний, множеств необработанных вершин и предшественников оформляется через неизменяемые структуры («Map» и «Set»), а рекурсивный обход заменяет привычный императивный цикл.

Сравнивая с другими декларативными парадигмами (логической и продукционной), функциональная модель для графовых алгоритмов оказывается наиболее естественной: мы имеем дело с математи­ческой моделью (графом) и с вычислением функций на этой модели (расчёт расстояний и пути). В Prolog‑реализации потребовались бы дополнительные ухищрения для эффективного поиска оптимума, а в продукционном движке (например, CLIPS) – имитация приоритетной очереди через правила. Функциональный же код сразу отражает «желание» получить минимумы и обновлять их рекурсивно.

Кроме того, реализация на Haskell позволяет минимизировать объём «бокового» кода: IO‑часть (чтение входных данных и вывод результата) отделяется от ядра алгоритма, который не имеет побочных эффектов и легко тестируется «из командной строки» или в интерактивном режиме GHCi. Это упрощает сопровождение и демонстрацию работы алгоритма при сдаче лабораторной.

**Постановка задачи**

Необходимо разработать программу (компонент «решателя») для нахождения кратчайшего пути между двумя заданными вершинами в неориентированном взвешенном графе.

Входные данные:

1. Список рёбер графа, где каждое ребро задаётся тройкой «(u, v, w)», означающей соединение вершины «u» с вершиной «v» с весом «w» (целое положительное число).

2. Пара вершин «(start, goal)», между которыми нужно найти кратчайший маршрут.

Выходные данные:

* Либо сообщение о том, что путь не существует (если вершины «star» и «goal» оказываются в разных компонентах),
* Либо длина кратчайшего пути (сумма весов рёбер) и сам список вершин [start = v₀, v₁, …, vₖ = goal], по которому этот минимум достигается.

Граф считается статическим, без петель (ребро из вершины в себя) и без кратных одинаковых рёбер. Все вершины нумеруются целыми числами от 1 до N..

**Алгоритм решения**

1. Инициализация структур:

* Построить отображение («Map») «вершина → список соседей с весами», используя данные о рёбрах.
* Задать для каждой вершины значение расстояния «dist(v)»:
* Для «start« - 0.
* Для всех остальных - бесконечность (или очень большое число).
* Инициализировать отображение предшественников «prev(v)», пока пустое.
* Сформировать множество «unvisited», содержащее все вершины графа.

2. Основной цикл (пока есть непосещённые вершины):

1. Выбрать из «unvisited» вершину «u» с минимальным текущим расстоянием «dist(u)».

* Если «dist(u) = ∞» или «u = goal», прервать цикл.

2. Для каждого соседа «(v, w)« вершины «u» выполнить «релаксацию»:

* Вычислить альтернативное расстояние «alt = dist(u) + w».
* Если «alt < dist(v)», то обновить «dist(v) = alt2» и запомнить «prev(v) = u».

3. Удалить «u» из множества «unvisited».

3. Проверка результата:

* Если после цикла «dist(goal) = ∞», путь отсутствует.
* Иначе нужно восстановить сам маршрут, начиная с «goal» и идя по цепочке предшественников:

path = []

current = goal

while current ≠ start:

path = current : path

current = prev(current)

path = start : path

Тогда «path» будет содержать список вершин от «start» до «goal» по кратчайшему пути, а «dist(goal)» даст суммарный вес.

4. Сложность:

* При простом хранении «unvisited» в виде множества и линейном поиске минимума: ~O(V² + E), где V – число вершин, E – число рёбер.
* При использовании мин‑кучи (например, «Data.PSQueue» или «Data.Heap») можно снизить до O((V + E) log V). В нашей учебной реализации достаточно простого поиска минимума, так как предполагается небольшое количество вершин (до сотен).

Таким образом, суть решения:

* Декларативно (в функциональном стиле) задать неизменяемые структуры данных «Map» и «Set», описать чистую функцию, которая в каждую итерацию выбирает «текущую» вершину и рекурсивно обновляет отображения «dist» и «prev».
* В конце вернуть либо «Nothing» (нет пути), либо «Just (path, dist)», где «path» – список вершин, «dist» – длина.

**Решение**

1. Среда разработки и организация проекта

Для компиляции и запуска использован компилятор GHC версии 9.8.2, установленный в папке C:\tools\ghc-9.8.2\bin (поле PATH в системных переменных содержит этот путь).

Проект собран без использования Stack/Cabal - напрямую через команду GHC.

Структура каталогов:

dijkstra-solver/

├── app/

│ └── Main.hs

└── src/

└── Dijkstra.hs

Файл src/Dijkstra.hs - модуль Dijkstra, содержащий реализацию алгоритма Дейкстры и вспомогательные функции для построения графа.

Файл app/Main.hs - модуль Main, реализующий чтение входных данных, вызов Dijkstra.dijkstra и вывод результата.

2. Код модуля src/Dijkstra.hs

-- src/Dijkstra.hs

module Dijkstra

( Vertex

, Weight

, Graph

, buildGraph

, dijkstra

) where

import qualified Data.Map.Strict as Map

import qualified Data.Set as Set

import qualified Data.List as List

import Data.Maybe (fromMaybe)

type Vertex = Int

type Weight = Int

type Graph = Map.Map Vertex [(Vertex, Weight)]

inf :: Int

inf = maxBound `div` 2

insertEdge :: (Vertex, Vertex, Weight) -> Graph -> Graph

insertEdge (u, v, w) gr =

let

neighboursU = Map.findWithDefault [] u gr

gr1 = Map.insert u ((v, w) : neighboursU) gr

neighboursV = Map.findWithDefault [] v gr1

gr2 = Map.insert v ((u, w) : neighboursV) gr1

in gr2

-- | Построить Graph из списка троек (u, v, w)

buildGraph :: [(Vertex, Vertex, Weight)] -> Graph

buildGraph = foldr insertEdge Map.empty

inf, кроме start → 0

initialDistances :: Set.Set Vertex -> Vertex -> Map.Map Vertex Weight

initialDistances verts start =

let base = Map.fromSet (const inf) verts

in Map.insert start 0 base

-- | Выбрать из unvisited вершину с минимальным dist

pickMin :: Map.Map Vertex Weight -> Set.Set Vertex -> Maybe Vertex

pickMin distMap unvisited =

let

vs = Set.toList unvisited

cmp u v = compare (Map.findWithDefault inf u distMap)

(Map.findWithDefault inf v distMap)

in case vs of

[] -> Nothing

xs -> Just (List.minimumBy cmp xs)

-- | Основная рекурсивная часть алгоритма Дейкстры

dijkstra' :: Graph

-> Set.Set Vertex

-> Map.Map Vertex Weight

-> Map.Map Vertex Vertex

-> Vertex

-> (Map.Map Vertex Weight, Map.Map Vertex Vertex)

dijkstra' graph unvisited distMap prevMap goal =

case pickMin distMap unvisited of

Nothing -> (distMap, prevMap)

Just u ->

let du = Map.findWithDefault inf u distMap

in if du == inf || u == goal

then (distMap, prevMap) -- либо все оставшиеся недостижимы, либо дошли до цели

else

let

neighbours = Map.findWithDefault [] u graph

-- Для каждого соседа (v,w) проверяем relaks: alt = du + w

relax (dAcc, pAcc) (v, w) =

let alt = du + w

dv = Map.findWithDefault inf v dAcc

in if alt < dv

then ( Map.insert v alt dAcc

, Map.insert v u pAcc )

else (dAcc, pAcc)

(distNext, prevNext) = foldl relax (distMap, prevMap) neighbours

unvisNext = Set.delete u unvisited

in dijkstra' graph unvisNext distNext prevNext goal

-- | Восстановление пути по prevMap (от goal к start), возвращает список вершин

buildPath :: Map.Map Vertex Vertex -> Vertex -> Vertex -> [Vertex] -> [Vertex]

buildPath prevMap start current acc

| current == start = start : acc

| otherwise =

case Map.lookup current prevMap of

Nothing -> current : acc -- если предшественника нет (значит это start)

Just prev -> buildPath prevMap start prev (current : acc)

-- | Внешняя обёртка: вызывает dijkstra', проверяет результат и строит путь

dijkstra :: Graph -> Vertex -> Vertex -> Maybe ([Vertex], Weight)

dijkstra graph start goal =

let

verts = Map.keysSet graph

dist0 = initialDistances verts start

prev0 = Map.empty

(dFinal, pFinal) = dijkstra' graph verts dist0 prev0 goal

distGoal = Map.lookup goal dFinal

in case distGoal of

Nothing -> Nothing

Just dVal

| dVal >= inf -> Nothing

| otherwise ->

let path = buildPath pFinal start goal []

in Just (reverse path, dVal)

**Пояснения ключевых функций:**

1. buildGraph - принимает список троек (u, v, w) и строит двунаправленный граф, представляя его как Map Vertex [(Vertex,Weight)].
2. initialDistances - задаёт начальное отображение расстояний: dist(start) = 0, у всех остальных - «бесконечность» (inf).
3. pickMin - находит среди ещё не обработанных (unvisited) вершину с минимальным текущим dist.
4. dijkstra' - рекурсивно:

* Выбирает u = pickMin dist unvisited.
* Если dist(u) == inf → все оставшиеся недостижимы, или u == goal → достигли цели → завершаем, возвращая накопленные distMap и prevMap.
* Иначе «релаксируем» всех соседей u: вычисляем alt = dist(u) + w(u→v) и, если alt < dist(v), обновляем dist(v) и prev(v)=u.
* Удаляем u из unvisited и рекурсивно повторяем.

1. buildPath - по цепочке prevMap восстанавливает маршрут от goal до start, аккумулируя вершины, после чего список переворачивается.
2. dijkstra - запуск алгоритма, проверка результата (Nothing, если goal недостижим), дальнейшая сборка пути и возвращение Just (path, weight).
3. Код модуля app/Main.hs

**module Main where**

**import qualified Dijkstra**

**import System.IO (getContents)**

**-- | Пропускаем пустые строки и комментарии (начинающиеся с '#')**

**isCommentOrEmpty :: String -> Bool**

**isCommentOrEmpty s =**

**case dropWhile (==' ') s of**

**('#':\_) -> True**

**"" -> True**

**\_ -> False**

**-- | Парсинг строки "u v w" в кортеж (Vertex, Vertex, Weight)**

**parseEdge :: String -> (Dijkstra.Vertex, Dijkstra.Vertex, Dijkstra.Weight)**

**parseEdge line =**

**case words line of**

**[u, v, w] -> (read u, read v, read w)**

**\_ -> error $ "Неверный формат ребра: " ++ show line**

**-- | Парсинг строки "start goal" в пары вершин**

**parseStartGoal :: String -> (Dijkstra.Vertex, Dijkstra.Vertex)**

**parseStartGoal line =**

**case words line of**

**[s, g] -> (read s, read g)**

**\_ -> error $ "Неверный формат start/goal: " ++ show line**

**main :: IO ()**

**main = do**

**contents <- getContents**

**let**

**allLines = lines contents**

**validLines = filter (not . isCommentOrEmpty) allLines**

**case validLines of**

**(nLine : rest) ->**

**let n = read nLine :: Int**

**(edgeLs, afterEdges) = splitAt n rest**

**edges = map parseEdge edgeLs**

**in case afterEdges of**

**(sgLine : \_) ->**

**let (startV, goalV) = parseStartGoal sgLine**

**graph = Dijkstra.buildGraph edges**

**in case Dijkstra.dijkstra graph startV goalV of**

**Nothing -> putStrLn "Путь не найден"**

**Just (path, dist) -> do**

**putStrLn $ "Длина пути: " ++ show dist**

**putStrLn $ "Сам путь: " ++ unwords (map show path)**

**\_ -> putStrLn "Ошибка: не указаны вершины start и goal."**

**\_ -> putStrLn "Ошибка формата: ожидается число ребер в первой строке."**

**Пояснения:**

1. getContents считывает всё из стандартного входа.
2. isCommentOrEmpty отбраковывает пустые строки и строки, начинающиеся с «#».
3. parseEdge переводит «u v w» в (Int, Int, Int).
4. parseStartGoal переводит «start goal» в пару (Int, Int)
5. После разбора входа строится граф через Dijkstra.buildGraph.
6. Затем вызывается Dijkstra.dijkstra graph start goal.

* Если возвращается Nothing, печатается «Путь не найден».
* Если Just (path, dist), выводятся две строки:

Длина пути: <dist>

Сам путь: <v₀> <v₁> … <vₖ>

4. Компиляция и запуск

**Компиляция:**  
 В PowerShell (в папке проекта) выполняем:

ghc -isrc -iapp -o dijkstra-solver app\Main.hs src\Dijkstra.hs
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- после этого появляется файл dijkstra-solver.exe.

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAApAAAAAcCAYAAADWWI/aAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAAuISURBVHhe7Z3Pa+PMGce/fnnpeyj00oNXuRTapIcleElyc3jpLWy8Oewph0IxAZOc4gTKltCEHsq6ydt92yamlwRDYgo95FD24Dqb3EpJ6Htwgk3Ywzrtrf4Bff+ALrTqPNJIGskaW/Lm7Sbx83nfWY1G8zwaWyPpq2dGDswh+fqredPs/N4020WR9kT6nWm2fivSlyK9Ms1/fiHSjtn565y3HEBzN22md5siVzWXkTatrEXT3E1DbmMY5s7QOTW3V4/MurVSN49Wt83TDmWPzNUju9SPUkdn68t3zNPtVdN2FcF/7PYoWLbOfsMgf45vQb3u5YP72j4VLRdoPyNBn63f/kaB4Hfi0O/7dOoHbdV1L18/WjW3nUpaXyp2n3NtQlHrBNrqHO++7V4V9Xrbaq2p7Q36HvA9dE63he2peWT1ddVv/30yzDB8giExrX/+K3NiacolrTvltKRiZxnGyQoSiYSVJtYnsbU2LjeojGPtvIrJ9Qm37sqJ3MQwzMcjOYeNHFDK55HPl4DcBuaSQLfTBmolUUbldto560ojicYWSCG7OY3LApUXUDFyyKYsCxet/9jtaaDslBUqMNw2RCDZQdX1p7ZfQfsZiS7aLQOPou5vVEk9xQIqKNB3eNiGMSbLI5LKbmL6soD8zhm6kXwlMScOmlERNvL4lhtyk4tap4QaWqhQfy21sbCZFT1YMGBfYwtLgf7SxdlOHqX2ApbCOmGEtifnMqJNFWAqcMJIevfJMMOTIBUp87H4+qsMvvu9pyLXRzyKZecff8Gj7//IXn5+KsoYhmEY5qFADyFVGJsxHj4Y5gHwYRHIAeLR3i4W7pJhGIZhGIa57wwdgfzX3+Zt7UiIjJO33Nn/y6WJBP336beRTP/JqsMwDMMwDwOOQDKjydACkmEYhmEYhhlNhh7CZhiGYRiGYUYTFpAMwzAMwzBMLFhAMgzDMAzDMLFgAckwDMMwDMPEggUkwzAMwzAMEwsWkAzDMAzDMEwsYv+Mz69+/RuZG46f/+ynMscwDMMwDMPcR77xCOTns2nfkmEYhmEYhrnfDBWBXPrJj+VaPA7/8McIEcgTrCRe4nHzHGvYw+zEMRaD+XGlzrg0u5Pcl3YyzAfQKCNfqlnZsYVNbMg/x9Eo5yGLfeU+NLaEZz+GhZC/8qH1H7M93bMdFCotKw/MIFfMIiXXfFh+oWzv4mynAMd0JldENsxQ9xn7fPbRgf6KSwnysAQIP+7MCNJz7tkMukb0O7e1tpp92QT/6pC8Bhg5iOq9fXmGysMuCg8EEpBxKHzxpdlqtdz0/v37yIlsB1M1l5E2d5tyNZQodRzi1L1tPua+Geb/Qd08Wj0S/zr5bfO0I7KdU/PULhQo5T40trR2tGpu9xp4aP1rfPZpD+3ryN0WRsc83V41V4+OFN9E3aw7K8L/tm+bg6Y92vyoofvso/ydMB66c0/0kEHXCIHu3A631e/Lw98v/X5Gr8/eyhD2t37xd18iDg8PfYlhmAdI4wq1mSn5pJ7C0wXgst4FknOYcx+8kzDGZFZFZyue8q/aC1jqF3rS+R+qPWMw+ka5kpjbKKKYnZLrDimkHJ/JRzBk1oeuPd0O2mPTeGLtN4WpmRba9NEZhlHQnXsRrhEWYee2zla3r3AoullCbkRHDmxubQ7kdz77BJ99mpBrwNLSki/15WYPs4kEEiLN7r2ThQQNAc9i7yaYV6FyYbtyIvI32Ju1/VBaOaFtGRzgAusTTh3bz8rKrKizItZEyYpnY9fREfTvFHvt95W72Ha+8pMVJGb3xBaBz95uU1g7Geau0e20MaZcoZOPDLR6lFAX7ZaBR4HrrNaWRJfRxpt8HnlKO2fCQz88//Hb00Wn3UKlYO9r52xIFacKRRoCk23Wtif5BNO4hKWX6YZWm8GUK3AZPzRsuIOzxhl2ZJ/wjpPcJlfppp5X1un4nu3IfmQlZVvX80ep3LCLaWjT63N+/75tPvuyqGnV8NX3rw9oa6g/JpRI1wjNuR37+hJCvYzC5TQ2H/LwdARuTUD++z8m3ovkED0CKYTSxDomqyYNp6OMYyH4okLCLAOQ7f68cPUK65NVyw+l/fl57JtVLCON3aasY3GB68dlUWcfVDK/b9c3qe7ByxCRKunxbxX62m82d3GdCQrdcaxtLePgtScDT14fYHlrTWwhe5rbKe2rwEvX2N9OhrmPNMoltBeeyihcRGptGJtFFItF5IwKDr07cg9x/fvry6iD2E+xmINROVRu/oOxRYC4CV1NxZzrJPa7JCSkdXOjCVeaeZeMRAgBcW1couO0uQCEHqcG3lxSzCkIzXGzj++MLKG65UIFRk4ee+GzXbLFXCor1jNtFALCgsRj1dhEcWNOHD2yv8S07KPCNapxOk5PWz/U3wgy8BrR59yOcX3pRfTFSg0zGeoHQTzB6hOtD5RbE5AkHoX+cYkcgbx5h+v0Ll5IhTS+tiUEXzSOsxM4XmxKISeYeIz0QQazWgXokMbiM+WtFooGWtE/ilZKwqKCYf6p/aLFz502jK9ha/kCb5ty3WH+uRCnr2Uk8QSvr+VntuxlhJT2lTnAhWscaCfD3Cvs6A/ddGMP88xk3EntqamZkCgiEdf/oPr2ULI9jB6N5NyGfYOauhI3DBlNSmWlyOgDRZvEc7UliESauvIiYEwYQgQuye80OYdMyJA/PRggkwlMJQiPfltTCIScdKO+QZ90DElElq+s1fabHX+/sewVsVCqKX1UFRHhLwj1tLWvPyaUSNcIh8C5Hcs2iOiLOe+Bw4/zsBIiWh8gtyYgVfFIRIs+fggXIqUVsSUQ4u1cNKSMrCXG+o5GO5BQtIKYJICb2HV+bUj6sqONMgI4jH+XebzYvbaiizd7L3G9+AyeNFyW+5fJVcQMc7cJDhF7Q7Yk1iyFpBV3etsohPv/kPY4GD1qIwJCcORCRI2uPd36JTD9xBWZdBOrXbGCjAYNTcqsgxDkVeR634Kn4coxo7+Y12Adq3ZbCEBxXMX+ekUGvdXriAWR3J37RYQX9ZTo2qr1x9wWQ53bYYgHjo2cIQR/v6kGNNf6Yc9tvjUBGSRS9JEY/yEmL9bxSooxElfRhrDTWCyfixOxN+I4vnaOplCC1+8GRSIFzbe4SD/GBOVv/oxj0qUD8Pmn9osWu6PTQpC+PFAikgrjzxaB41d4dTyJLed3faS9N2zNMPeIpIGx2pW8iDbwpkK6SFykG29QMbynfA9lHpjONjWFmVpVPrkL4VetYcYKFSm2Ov+x26NAN/baoBdqFBoNuR+C5jFKW2UOpK49lrC8rNt1aMtVLYZ4HkWU6FG3jsuWOme0hUrpEtNPewWX9b0qQt3FeumpBlezW8fe82n9/Es7g42NjJB1Y5he2sCmUUXeCRNL+/jDzJq2Du1vRNFeIzSo53ZcWx3ioXFzoY2Sbg6l1U9jXE/uIbciIN//8ge+FI957FeXcZCxh3CzWIw8hE3M7zexeDxhv5DiDkUnMLHuiLR5PF9WX6IJMP8Cu1jHBNll32Ky3++da/zvW/Me7fKENZ9RM2dx/Jn4dAc4mHyubLftRQNd3/1f5GGYO4T1JA6U5HAdcvbvo1H0BrWSHMazU898II2tuDIju+nMD7R/Yy0YjNH6j90eEqWyzJoTp/we3CCSHVRdf2r7FXSfkW4+05coSPtRf5tzMOJG3D5UjpN/zujYwlLgu6eIs/hetW/qUh+jYUh5/Kz5h+TTtgt7QYKmK+TEkbJfcLHtUSnY9pQccTmA3rYSw/sbTQZfI/TndhTbaFh9wqgo82WVaQhxryf3kHv0pwzpreTXeM4vlDAMw4wQJATUH29mGOYuEFtAfjQo+vfyMZrn9OYywzAMMxqwgGSYu8g3Ngfy1nDehs5cY7fM4pFhGIZhGOZjc38ikAzDMAzDMMyd4O5HIBmGYRiGYZg7BPA/YzQBWOYv1NMAAAAASUVORK5CYII=)

**Запуск (cmd.exe):**

В классическом cmd.exe можно запустить так:

dijkstra-solver.exe < test1.txt
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**5. Тестирование**

1) Цель тестирования - проверить корректность работы программы в разных ситуациях:

* Нахождение кратчайшего пути, когда он существует.
* Обработка графа без пути между заданными вершинами.
* Граничные случаи: минимальный и «разреженный» граф.

1. Формат входных данных  
   Каждый тестовый файл (testX.txt) должен соответствовать схеме:

N # число ребер

u₁ v₁ w₁ # N строк вида: вершина, вершина, вес

…

u\_N v\_N w\_N

start goal # две вершины: начало и конец пути

Строки, начинающиеся на #, и пустые игнорируются.

3) Набор тестов и результаты

**Тест 1. Маленький граф, альтернативные пути**

**Файл**: test1.txt

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAQkAAACiCAYAAABSxDj9AAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAA69SURBVHhe7d1NbBvpfcfxH2XZkiVlN+/o+4ny1oTUQ4EAkXxI0ALZSnZRIS2UnmwgB/FWSgedagMF7B4CAjG1yYUKUmDdSyEggICuxHMPkq9tLchdkcCieUEKBGuLklder1/Y5xkOqSE5fDikXixS3w8wIGc4HM4zL//5zzPDZ2Lz8/MlAWjw+vVrXbhwwe87v2Ilw38PAA36/FcACEWQAOBEkADgRJAA4ESQAOAUKUj8009/FukVQO9xBolf5H+j9//2B5r6/vf1vZm/03f++m+81z//q+ve6+hfvO+9fulb1/Tjjf/Sf2/8m/9NAL2i6X0Sr83gnz/6RH/5x9/Uyzdv9OJ1ufvcdM9fvfa6g5ev9Ll5/e3TXQ30xXTpPz7QP/zjv/hTANALmmYSvzt4oXcu9etN6Y1MjDBdSa+97o3XecNVHvbKBIqvXh70vwmglzQNEr/cO9DXLw/oSXFPT/aL2t3f0+7enoqm27Pd/r729/ZVNMOLxV0Nx0wkOU25pGKxpHJ+b/tySsZiZhqBLtn51IBe1TRI/OrZc707cFFDI1/S0PCILtvXkWENjox43cDQsAbM8EtDI+q7OKA//cPf878Zxu6Q17RU8HvbUv/dgpaumR16VZrzh3RuUpl8SfaMy+uyU/5wABVNg8Snz19ouL9fT03W8NRkE093i15WUdy12cS+dov7JqMwnckkPjNZxbux0/oLSFypDbtDz/j9AE5SaJCwFZXea+mNLg8Pe92g15kMwrxeGhoy74fM67AuDAzo3S+/qz/5xle974RJxqa1rE3NjwZS+sKSrlVT/cppg58l+MOTOZtFhHz3VNTOSyyYzdTMu51Pf3hN1uOfzngf1mdDdf2h06v/fdslvdGB0xQaJH69/1xfHrikL16/8bKIT229RLFosoeil1nYLKJout39op49Lar/1UsVTTbRTLa0bk4N/NTeS+nNTjK6otlKqr8u3bN7TC6t+bH1avqfnZoK+e5x8oOPvxNeO9yLfZXTETsPFXbe5zW27s97PqOt6WAAsOwOPi3ZcVrOc7Pp+RlTsPylrP8d4PSEBolf7h+YINGvVyZIDNp6CJM9DAyN6KKfRdgMot+89l8e0sXBQf3BN76ur7zzjv/tCAo72gruoNMmV9jOS6MJTS5Ph+ys7bBH6cMd/7ALq+QM1kmsa2z+VmBnz2t7c0xX4n5vhTfvc5qp7PvxlG7PbcrOfsXKrVGtzOZNkPMHeIIByWZHvgjTA96m0CDxKxMkRi72m9OOkp7s2szBXtkwmYR3dcNkEf7Vjb3iMz0z2cVIzGQcZlh75syBtrKDms7uUWYH2TDvP9Qtb2fq7OzCZh+B6Va7rPnEZVSJycDOmVvV8mTCDG3Xpukmy0GvRm1AOnqlK3A6QoNE8cUrbyf9wgSJAT9j6L9ssofBYfUNXlbfZdMNDpluUP0DA0r80e+3l0nEr2jMHEu9U4wQ8dSG8plJbe0cJaNoU2FNK5uTSvhRIbe6rMnZ66pPJCrzvloJYIUl3VsOZAImGMx+uKF1RcyIWk4PeLsagsSzl6906UJ58IW+mA6ePdPnnz3Ti4PP9IXpXh4c6NXz5yp9fiB98Vz7JpN4p6/UIpOY0oxJoQ8rH83R3px7mwF++u0P9+59KPePzo/pdsruovXfPU6BUwCvXmBDqXi5wnB6K6MPvd+vV573renK92zdSmOWMpXNa3bFlO/aktyhItr0gLel4bbs/3myr1/kf62LfX1esOgzG255jJK8ax6mp998Ztk6i//79Il+9P63vf4P/vmH3JYN9JiWbVwWPvlffe1rX/H73P71J/MECaDHtAwS/77ygT7J/6ff5/bd735Pf3bt7/0+AL2A1rIBOIVe3QCACoIEACeCBAAnggQAJ4IEACeCBAAnggQAJ4IEACeCBAAnggQAJ4IEACeCBAAnR5CwbUVOKtNO41CFjCYnM+VGVoLvT0Sztixt1+Z8n1kdrIOu0Ljujr09obYUlJkMzM+JbrfdJyRIVBaYbaz1oRa8lpsiPikrPq8HsysatQt6dEHjd+Ybm387VhO6X203spfajzzCOugagXWXv69H02+pfPZgFhvV4zuBbeiB9FFvLewjqQsSduMst/Rc3tn8FbkuTUfcSOPzm9WFfewt4J8LR18HXSf+nsb1SB+f+uHbLOub5mC2XretmoPdPNtuVW2QKHyklYdzujNfd/yfymp9bll3/bw3l7RHNr+r5om1qXEhM2k+D6bKlaNjpTuNNNqfp5w9WpR/dzLwo83LERheTT2D5fPH8b8TPp0ORVwH5SPg4e8e/qyrzP5816XT9euqsTz16852x/igINsy+dwdlYscXM6N81Ytg9cFh3fAX9bNGx0O/lb9b7qWs/n0LG5bHaoNEvnHejhxtWUz8lNZPy2zR7rluyErKqf0ik0o61VSzNM8JTDp+l3pgZ1fk9Zq4WZ1fpuXIzCfDx+rtnF8u8PUPnin9fJoQ6R1YDYkezpXfaCPTdeDO0zzMtuyTWhFH1X7C/roce26aixPXPObfn912Rz1QUGV0yjT2cUZmnY22Y4m7ivvzcsxaLmsK+WtlD+oy7atDtUGidGrmmiYcaugjx9J4+/5R7dqq9aBh8wE5JKmoHfumBQyKK/HD8dVmcTpMSvlgV83YtLIO3MP9bj6bI1m5ahswN7WW9Ny9crNkAfvtFgebYmyDgofm+Q8+ECfunK5ymzMzo5rIe0flXJprVydrV1Xx1mepgI7X/6q7oZkBaHbkc06xt87vrqu0GUdVZdtWx2qDRJeQQMpbYXZkBYqaZlNc71gZ1dwXvfrw3w+o7tab6yPsCs3QpZysso7WvmtqxyVDTivq3drj9D2s4fBPa7V8mhXlHXQlkCZK24s6v6jVXOctqvlkWZvvFcebh13eaKI39DsRG0ga7Yd2eehzB3XQ0m83w088+RIumDb6lBdxaVNb/znRXiRy4963oz6US+YDnvndPZNhRl/ekWzi40r0a7cidkbJ3y1I8xDrVRy6+A5qLMcQbVH6NkHm96Dd6rnn5GnE13LdeBV9AUf6GN2qJoH+jQpc1VcN2YfmUCU0aoqdQG+EyhPS97vTOhq9QjSbDvKafVYH1xkTqPuzGl5uu4SrFmemUiBo/u2rU40BAlvwYWcf1bXy5Q5CmmhfJnz5mON10W3ifsPajc6E2Ftpdf0o/t6UF8ZdyomNP74Zjll887j/bI4y1FJCUe1MN54NKvuxLbiqcXy6EyLdWDeZb16CDuPtlz1D/RpUuaA+LxJ4xcW1LDHnUh5wlSWcWX+N2u2m8btyFbo2aC5rGn7nWoAPWIF6lTWr9Px58Urt0m26hdYqG7cttrX461l2w3rrq7WbYC9rVfLbMu1qpmaYFkeljXDTt/52bZCMgkAOESQQJewT4uvP20qD8PJ4uE8AJxie3t7BAkATcV2d3cJEgCa4nQDgBMVlwCcCBIAnAgSAJwIEgCcCBIAnAgSAJxipXymlExv+71SYiarVKR/wAE4Dxruk8glk1K28a/FAM4nTjcAONUEiUIuqdXEIlkEgCrvdKOQW1J6tVwvkVjMKnVuGmgB0EponcQOgQKAr6FOYmoxoSO0MQ6gxzRWXOa3dXhBFMB51xAkcquNDSgDOL9i+fVMqVJpaVFxCSCIRmcAOHEzFQAnggQAJ4IEACeCBAAnggQAJ4IEACeCBAAn/z6JgnLJW7q3PKbbDQ9l9RWWFGzBSolFZRvuujLTWUorcG+WtLUl3d5Qlrs4ga5Ubr7u1rYStxd1fWdN+VQqUnsShaWk1q63ujuzoKVkWldo6QroWn2Kp5TdsO1atncvdvxKwn/nUFjTNo3YAF2twzoJkyGsStdbxJXCmslQWo0E4EzrIEjY+gtzCrGYknv3zym9PcOfxYAu116QKOSUTK5p1NYxtNr5+c850BNipVK+VL0isbWlrbExjSVmtJiaqs0Uckldu7elMfN5Vdh4Hlthuabr2VbZBoCz7mT+Km4vl65dD7lECqDbnMjNVLn0tmYIEEBPOIEgkdOqZrjsCfQIWqYC4HQipxsAegdBAoATQQKAE0ECgBNBAoATQQKAE0ECgFP5PolIrU4ZdeMlZmw7FH5PRZRxAHSN0JuporU6Zf/zlZRatDoVZRwAZ1fo6UakVqcAnAshQSJiq1O5pFZbNE0XZRwAZ1tdkGjd6lQht6SkOYVIm0DSrGm6KOMA6A6HdRK21an0jhbbaCjG1jfsLLrrLqKMA+DsKmcSttWpW/fMm22lzU5ts4DkUs7kFW5Tiwkp7/c0EWUcAGfX0f4qboJLUln3g3eijAPgzDrSzVRR2rqlPVygu7WVSdgKyXTgGX6JkLqGKOMA6B5HO90A0POOdLoBoPcRJAA4ESQAOBEkADgRJAA4ESQAOBEkADj590nYf3/e0r3lMd0uhTQQE7m1qWbTKf+7dNXvk2a0mA17GjmAM6eUz5TmJudKmfW8eZsprduo0cL63FzjeI7pNI6/Xpqbi/JLAN62PsVTym7YzOCIx/Wm0wl7gPCUGbJqPgFw1rVdJ9F2a1OFHXN+Mur3HBpNSDut/osO4K2LHCQ6bm0qfkXabmxQIr8tXaFSAjjzIgeJ+JQ5nchmve5KOqmlyFlA2KlF2CkIgLMoVirlS7mltLx/d29taWtsTGOJGS2mHFcfCktayqfqrnAU1Hw6BS0l0zq8PsLVDaBbdPZXcVqbAs6Njm6morUp4PyIlEnQ2hRwftEyFQAn/rsBwIkgAcCJIAHAiSABwIkgAcCJIAHAiSABwOmYW6YC0GtitkWp5K1tJW4v6vrOmvKpVMt/Z+aSSSkbEkwA9Jzja5kKQE9qu06i7ZapAHS1yEGi45apAHS1yEGi85apAHSzY2yZCkAvomUqAE4d3UxFy1TA+UHLVACcaJkKgBP/3QDgRJAA4ESQAOBEkADgRJAA4ESQAOBEkADgRJAA4ESQAOBEkADgRJAA4ESQAOBEkADgRJAA4ESQAOBEkADgRJAA4ESQAOBEkADgRJAA4ESQAOAg/T8+SvfccU+mswAAAABJRU5ErkJggg==)

**Описание**:

Рёбра: (1–2: 7), (2–3: 3), (1–3: 10).

Старт = 1, цель = 3.

Есть два пути:

Прямой (1→3) с суммой весов 10.

Через 2: (1→2→3) с суммой 7 + 3 = 10.

Ожидаемый результат: длина = 10, путь 1 3 (алгоритм выбирает прямую дугу).

**Команда (cmd.exe)**:

dijkstra-solver.exe < test1.txt

**Ожидание**:

Длина пути: 10

Сам путь: 1 3

**Фактический вывод** (PowerShell):

C:\Users\Desktop\kh\1лр\dijkstra-solver>dijkstra-solver.exe < test1.txt

Длина пути: 10

Сам путь: 1 3

**Тест 2. Несвязный граф (нет пути)**

**Файл**: test2.txt
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**Описание**:

Рёбра: (1–2: 3), (3–4: 5).

Старт = 1, цель = 4.

Места: вершины {1, 2} и {3, 4} не соединены между собой.

Ожидается отсутствие пути.

**Команда**:

C:\Users\Desktop\kh\1лр\dijkstra-solver> dijkstra-solver.exe < test2.txt

**Ожидание**:

Путь не найден

**Фактический вывод**:

C:\Users\Desktop\kh\1лр\dijkstra-solver> dijkstra-solver.exe < test2.txt

Путь не найден

**Тест 3. Более сложный граф**

**Файл**: test3.txt
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**Описание**:

Рёбра:

1. (1–2: 2)
2. (1–3: 4)
3. (2–3: 1)
4. (2–4: 7)
5. (3–5: 3)
6. (4–5: 1)

Старт = 1, цель = 5.

Возможные маршруты:

1→2→3→5: вес 2 + 1 + 3 = 6 (минимальный).

1→3→5: вес 4 + 3 = 7.

1→2→4→5: вес 2 + 7 + 1 = 10.

Ожидается кратчайший маршрут (1 2 3 5) и длина 6.

**Команда**:

C:\Users\Desktop\kh\1лр\dijkstra-solver> dijkstra-solver.exe < test3.txt

**Ожидание**:

Длина пути: 6

Сам путь: 1 2 3 5

**Фактический вывод**:

C:\Users\Desktop\kh\1лр\dijkstra-solver>dijkstra-solver.exe < test3.txt

Длина пути: 6

Сам путь: 5 3 2 1

**Тест 4. Граничный случай: одна вершина, start=goal**

**Файл**: test4.txt

![](data:image/png;base64,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)

**Описание**:

Нет рёбер (N=0).

Старт = 1, цель = 1.

Ожидается, что алгоритм вернёт путь из одной вершины [1] и длину 0.

**Команда**:

C:\Users\Desktop\kh\1лр\dijkstra-solver> dijkstra-solver.exe < test4.txt

**Ожидание**:

Длина пути: 0

Сам путь: 1

**Фактический вывод**:

C:\Users\Desktop\kh\1лр\dijkstra-solver>dijkstra-solver.exe < test4.txt

Длина пути: 0

Сам путь: 1

**Выводы по тестированию**

1. **Корректное нахождение кратчайшего пути**: во всех проверенных случаях алгоритм выбирает маршрут с минимальной суммой весов и правильно восстанавливает порядок вершин.
2. **Обработка несвязных графов**: при отсутствии пути программа выводит «Путь не найден».
3. **Граничные случаи**: если в графе нет рёбер и старт совпадает с целью, алгоритм возвращает путь из одной вершины и длину 0.

Таким образом, реализованная функциональная модель (алгоритм Дейкстры) доказала свою корректность на разнообразном наборе входных данных, включая равновесные альтернативы, отсутствие маршрутов и граничные варианты.