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**Assignment # 1**

**(CLO1 -> PLO1)**

**Digital Image Processing**

**Objects Analysis Based on Connected component labeling**

**Submission Deadline: 7th Apr 2019**

**Note: Students should score 40% in OBE specific questions to ensure their accumulated scores towards respective PLOs are above 40%**

Connected component analysis is used for detailed study of different objects given in binary image. It can also be used to extract some fruitful information from corresponding color or gray image for same binary image. Similar objects can also be grouped using connected component analysis **Use** your knowledge and **perform** the following operations on these images.
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1. Convert given images into binary images
2. Find following features for each type of objects using blob analysis. You can use building functions but should know the basics.

|  |  |  |
| --- | --- | --- |
| **Eccentricity** | **Raito1** | **Raito2** |
| . | . | . |
| . | . | . |
| . | . | . |
| . | . | . |

i. 'Eccentricity' ; ii. Ratio1 = 'MinorAxisLength' / 'MajorAxisLength' ; iii. Ratio2 = 'Perimeter' / ‘Area’ ;

1. For all four types of objects, save these attributes in a CSV file like following table and also assign Label to each type of object

![](data:image/jpeg;base64,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)

**Label**

1

2

3

4

Use the above calculated features stored in a **CSV** file. Now you have train your system to take a decision after providing 3features (a **Feature Vector**) for 4 objects with a given unique label for each corresponding object. Each row in above table will be called as a **Feature Vector or observation** about an object and each column is a particular **feature.** Perform the following task below:

* 1. Use the image above and compute the feature vector for each **new** object one by one present in the image.
  2. Use the **Euclidian distance** formula and calculate the distance between new **feature vector** and the **feature vectors** calculated previously for each objects.
  3. Assign a label of that feature vector to this **new object** for which it gets smallest distance value.
  4. Display the count of total # of objects of each category with object and comment whether your system have assign an

accurate label to each new object.

* 1. Create a new image similar to above image having each pixel of each object assigned with a corresponding label assigned to it and show distinct object with different color.

# Code:

class Blob:  
 # Area of a BLOB is the number of pixels the BLOB consists of.  
 label = 0  
  
 def \_\_init\_\_(self):  
 Blob.label = Blob.label + 1  
 self.eccentricity = 0  
 self.ratio1 = 0 # MinorAxisLength / MajorAxisLength  
 self.ratio2 = 0 # Perimeter / Area  
 self.Label = Blob.label  
  
 def extractfeature(self, image):  
 res = image[:]  
 ret, thresh = cv.threshold(res, 127, 255, 0)  
 contours, hierarchy = cv.findContours(thresh, cv.RETR\_TREE, cv.CHAIN\_APPROX\_NONE ) #(thresh, 1, 2)  
 cnt = contours[0]  
 area = cv.contourArea(cnt)  
 perimeter = cv.arcLength(cnt, True)  
 self.ratio2 = perimeter/area  
  
 ellipse = cv.fitEllipse(cnt)  
 (x, y), (Major, minor), angle = ellipse  
 MA = max(Major, minor)  
 ma = min(Major, minor)  
 self.ratio1 = MA / ma  
 a = MA/2  
 b = ma/2  
 c = m.sqrt(m.pow(a,2) - m.pow(b,2))  
 e = c/a  
 self.eccentricity = e  
  
 return [area , perimeter, MA, ma, e]  
  
 def features(self):  
 return [self.eccentricity, self.ratio1, self.ratio2, self.Label]  
  
 def findobjects(self, image, features):  
 labels = []  
 feat = np.array(features, float)  
 res = image[:]  
 ret, thresh = cv.threshold(res, 127, 255, 0)  
 contours, hierarchy = cv.findContours(thresh, cv.RETR\_TREE, cv.CHAIN\_APPROX\_NONE) # (thresh, 1, 2)  
 labels = []  
 for cnt in contours:  
 area = cv.contourArea(cnt)  
 perimeter = cv.arcLength(cnt, True)  
 self.ratio2 = perimeter / area  
  
 ellipse = cv.fitEllipse(cnt)  
 (x, y), (Major, minor), angle = ellipse  
 MA = max(Major, minor)  
 ma = min(Major, minor)  
 self.ratio1 = MA / ma  
  
 a = MA / 2  
 b = ma / 2  
 c = m.sqrt(m.pow(a, 2) - m.pow(b, 2))  
 e = c / a  
 self.eccentricity = e  
  
 distancelist = []  
 for i in feat:  
 data = m.sqrt(m.pow(i[0] - self.eccentricity, 2) + m.pow(i[1] - self.ratio1, 2) + m.pow(i[2] - self.ratio1, 2))  
 distancelist.append(data)  
 # print(distancelist)  
 # print(distancelist.index(min(distancelist)) + 1)  
 labels.append(distancelist.index(min(distancelist)) + 1)  
 distancelist.clear()  
 return labels  
 # WHAT IS BLOB  
 # A Blob is a group of connected pixels in an image that share some common property ( E.g grayscale value ).  
 # LINK: https://www.learnopencv.com/blob-detection-using-opencv-python-c/  
 # http://what-when-how.com/introduction-to-video-and-image-processing/blob-analysis-introduction-to-video-and-image-processing-part-1/  
 # https://www.mathsisfun.com/geometry/eccentricity.html  
 # https://docs.opencv.org/3.0-beta/modules/imgproc/doc/structural\_analysis\_and\_shape\_descriptors.html?highlight=connectedcomponents#connectedcomponents  
 # https://www.tutorialspoint.com/python3/python\_classes\_objects.htm  
 # https://docs.opencv.org/3.1.0/dd/d49/tutorial\_py\_contour\_features.html  
 # https://opencv-python-tutroals.readthedocs.io/en/latest/py\_tutorials/py\_imgproc/py\_contours/py\_contour\_properties/py\_contour\_properties.html  
 # https://stackoverflow.com/questions/39486869/how-to-fit-an-ellipse-contour-with-4-points

arrytemp1 = cv.imread(**"temp1.png"**, 0)  
arrytemp2 = cv.imread(**"temp2.png"**, 0)  
arrytemp3 = cv.imread(**"temp3.png"**, 0)  
arrytemp4 = cv.imread(**"temp4.png"**, 0)  
assignment = cv.imread(**"assignment1.png"**, 0)  
  
obj1 = b.Blob()  
obj2 = b.Blob()  
obj3 = b.Blob()  
obj4 = b.Blob()  
data1 = obj1.extractfeature(arrytemp1)  
data2 = obj2.extractfeature(arrytemp2)  
data3 = obj3.extractfeature(arrytemp3)  
data4 = obj4.extractfeature(arrytemp4)  
array1 = obj1.features()  
array2 = obj2.features()  
array3 = obj3.features()  
array4 = obj4.features()  
  
csvinputdata = [array1, array2, array3, array4]  
with open(**'person.csv'**,**'w'**) as csvfile:  
 writer=cs.writer(csvfile)  
 writer.writerows(csvinputdata)  
csvfile.close()  
  
csvoutputdata = []  
with open(**'person.csv'**, **'r'**) as csvFile:  
 reader = cs.reader(csvFile)  
 for row in reader:  
 csvoutputdata.append(row)  
csvFile.close()  
print(csvoutputdata)  
  
res = b.Blob()  
resdata = res.findobjects(assignment,csvoutputdata)  
print(resdata)

# Output:

Objects with these labels:

[1, 1, 4, 4, 2, 1, 1, 4, 2, 1, 1, 1, 1, 1]

data in csv:

0.47079467963881205,1.13347481286401,0.031246549735029123,1  
0.20702064053931896,1.0221431206196976,0.030172936659572287,2  
0.4193313431149398,1.1015238657266109,0.01639014580191051,3  
0.8323897034944049,1.8044328772264322,0.02435419635922391,4