**Syllabus: -**

**Introduction**

Structure Query Language (SQL) is a database query language used for storing and managing data in Relational DBMS. SQL was the first commercial language introduced for E.F Codd's Relational model of database. Today almost all RDBMS (MySQL, Oracle, Infomix, Sybase, MS Access) use SQL as the standard database query language. SQL is used to perform all types of data operations in RDBMS.

According to ANSI (American National Standards Institute), it is the standard language for relational database management systems. SQL statements are used to perform tasks such as update data on a database, or retrieve data from a database

Although most database systems use SQL, most of them also have their own additional proprietary extensions that are usually only used on their system. However, the standard SQL commands such as “Select”, “Insert”, “Update”, “Delete”, “Create”, and “Drop” can be used to accomplish almost everything that one needs to do with a database.

**SQL is used for the following:**

* Modifying database table and index structures;
* Adding, updating and deleting rows of data; and
* Retrieving subsets of information from within relational database management systems.

**Domain Type In SQL**

A domain determines the **type of data values** that are permitted for the attribute, and thus serves as an attribute constraint.

SQL provides a number of domain types to assign to attributes. The standard domain types include data values for characters, numerals, currency, dates, times, and Boolean entries (a logical value of either true or false). Most RDBMSs also accept the BLOB (binary large object) domain type, which stores binary objects such as graphics.

Choosing the correct domain type is critical to the accuracy of a database.  
It is important to choose the right domain type for an attribute. For example, zip codes appear as numbers to us, so there is the temptation to attach the numerical domain to them. However, zip codes in the north-eastern section of the United States begin with a zero. This would pose problems in a database since the numerical domain drops leading zeros.  
Do not think of time periods, such as “1st Quarter Profits,” “2nd Quarter Profits,” as distinct entities. Instead, create an entity called 'Profits' and use attributes with the date domain to distinguish time periods.

**SQL has the following domain types:**

* **char**(n) (or **character**(n)): fixed-length character string, with user-specified length.
* **varchar**(n) (or **character varying**): Variable length character strings, with user-specified maximum length n
* **int** or **integer**: an integer (length is machine-dependent).
* **Smallint** : a small integer (length is machine-dependent).
* **numeric(p,d)**: Fixed point number, with user-specified precision of p digits, with d digits to the right of decimal point. E.g., **numeric** (*3, 1*) allows 44.5 to be stored exactly but not 444.5.
* **real** or **double precision**: floating-point or double-precision floating-point numbers, with machine-dependent precision.
* **float**(n): floating-point, with user-specified precision of at least *n* digits.
* **date**: a calendar date, containing four-digit year, month, and day of the month.
* **time**: the time of the day in hours, minutes, and seconds.

**Schema Definition in SQL**

[SQL Schema](https://www.quest.com/community/blogs/b/database-management/posts/using-database-schemas-in-sql-server) as a logical collection of database objects such as tables, views, stored procedures, functions, indexes, triggers etc. A schema is associated with a username which is known as the schema owner, who is the owner of the logically related database objects. Schema always belong to a single database whereas a database can have single or multiple schemas.

Schemas are similar to separate namespaces or containers which stores database objects or used to handle database files. Schemas may be assigned security permissions, making them an effective method for distinguishing and defending database objects based on user access privileges. It increases the database's stability for security-related management.

The database object owner is a schema, and we define schema owners. We can have a single or multiple schema owner. It provides the following benefits:

* We can quickly transfer ownership of a SQL schema to another user
* We can share a schema among multiple users
* It allows you to move database objects among the schemas
* We get more control over database objects access and security

For example, a DB administrator provides your user’s name and password for a database. Your username is EMPLOYEE1. Let say you logged on to the DB and created a table named EMP\_TABLE.EMPLOYEE1 will be schema name for that table and it is the owner of the table as well.

Consider student is the sample database. if the database has two schema such as sales and modules. If want to access the object in the module schema you use format like Schema\_name.object\_name within the database like module.order .

**Built-in Schema**

SQL Server comes with a certain predefined schema that shares the same names as the built-in database functions and users. It persists primarily for backward compatibility. Here are a few examples of built-in schema:

* dbo
* guest
* sys
* INFORMATION\_SCHEMA

Objects in the schemas mentioned above cannot be dropped or removed. If you prefer to exclude schemas from the database, they will never appear on a new database.

**Creating a Schema**

**Syntax:**

CREATE SCHEMA schemaname [AUTHORIZATION ownername]

GO

**Example**

USE [db1]

GO

CREATE SCHEMA [schema\_one]

GO

CREATE TABLE schema\_one.student1 (name varchar(10), rollno int, age int, );

The above query will create a schema named as schema\_one and with user dbo as the owner of the schema.

Further, the CREATE command will create the table named student1 under the schema\_one schema.

**Data definition language**

**DDL commands:**

These commands are used to create, modify and remove database objects. They are auto com mitted i.e they do not need the COMMIT command to save the changes made to the database permanently. the change made are permanent after the successful execution of these statements.

DDL commands are as follows,  
1. CREATE   
2. DROP   
3. ALTER   
4. RENAME   
5. TRUNCATE

1. **CREATE COMMAND**

Create command is used for creating objects in the database.

**a). create database**

the sql create database command is used to create new sql database by allocating appropriate storage space for the new database in the physical database

syntax:

CREATE DATABASE <Database name>

Example :

Create database bank,

**b) create table**

The create table statement is used to create table object. In sql server fully qualified table name are in the format:[database].[schema].[table]

**Syntax**

CREATE TABLE <table\_name>  
(    column\_name1 datatype,  
     column\_name2 datatype,  
     .     .  
     .  
     column\_name\_n datatype  
);

Example:

Create table bank\_dept. branch( branched varchar(10),

location varchar(20),

branch\_manager varchar(20));

here bank\_dept. is the name of schema.

1. **DROP COMMAND**

Drop command is used to remove entire database objects from the database.It removes entire data structure from the database.

**Syntax:**  
DROP TABLE <table\_name>;  
OR  
DROP DATABASE <database\_name>;

Example

create table one

(

colnoe int,

col2 varchar(5));

drop table one

**3.ALTER COMMAND**

Alter command is used to alter or modify the structure of the database .It modifies an existing database object. Using this command, you can add additional column, drop existing column and even change the data type of columns.

1. **Adding the new column**

Syntax:

Alter table<tablename> add<column name> <data type(size)>;

create table student1

(

Roll\_no int,

name varchar(20),

grade varchar(20),

sub varchar(20),

mark varchar(10));

alter table student1

add address varchar(20);

1. **Removing column from table**

Syntax

Alter table<table name> drop column<column name>

alter table student1

drop column address;

**c)modify data type of column**

syntax

alter table <table name> alter column <column name data type (size)>;

alter table student1

alter column mark int;

1. **Remove or delete a table**

Syntax

Drop table <table name>

create table one

( colnoe int,

col2 varchar(5));

drop table one

with schema……..

create schema abc

create table abc.two

( colnoe int,

col2 varchar(5));

drop table abc.two

**4. RENAME COMMAND**

Rename command  is used to rename an object.

It renames a database table.

**Syntax:**

Exec sp\_rename ‘old\_table\_name’, ‘new\_table\_name’;  
  
**Example:**

create table three

( colnoe int,

col2 varchar(5));

exec sp\_rename 'three' , 'three\_new';

**5. TRUNCATE COMMAND**

Truncate command  is used to delete all the rows from the table permanently. It removes all the records from a table, including all spaces allocated for the records. This command is same as DELETE command, but TRUNCATE command does not generate any rollback data.

**Syntax:**

Truncate table<table name>  
  
**Example:**

create table three

( colnoe int,

col2 varchar(5));

insert into three values(5,'a');

select \* from three;

truncate table three;

select \* from three;
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1. **Create database bank**
2. **Create table customer with appropriate attributes custid, name, address,city,ph\_number and email and perform All the DDL operation given above**.

**Data manipulation language**

**DML commands:**

These commands are used to append, change or remove data from a table. COMMIT statement should be executed to make the changes made to the permanent to the database. DML describes the portion of SQL that allows you to manipulate or control your data. It includes the following…

1. SELECT   
2. INSERT  
3. DELETE  
4. UPDATE

1. INSERT (INSERT RECORD INTO THE TABLE)

The INSERT statement is used to insert a new record at a time into an existing table or relation.it has the general form

Syntax: INSERT INTO <table name> values(<value list>)

Example…….

Create table account

(

acno varchar(10),

Custid varchar(10),

Type varchar(10),

Branched varchar(10),

Balance numeric(10)

)

--------------------

Create table account

(acno varchar(10),

Custid varchar(10),

Type varchar(10),

Branched varchar(10),

Balance numeric(10))

* Insert values

Insert into account values('101',01,'saving','ktm',4000)

Insert into account values('102',02,'saving','Dhading',7000)

1. **SELECT (retrieving record from table)**

The select statement retrieves data from database and returns in the form of query rules.

Syntax: SELECT \* FROM <Table name>;

Example…..

select \* from account

1. **DELETE (Deleting records from table)**

Delete statement used to delete one or more rows from the table specified in the delete clause. the condition for deletion of rows has to be mentioned using where clause. You cannot delete a row which is related to another table using a foreign key constraint.in that case you have to delete the child rows first.

Syntax: delete from <table name> where <condition list>

Example…

delete from account where acno='101'

select \* from account

1. **UPDATE(Updating records into the Table)**

The update statement is used to modify one or more records of specific relation. The records to be modified are specified by a where clause and new value for the column is specified using set clause.

Syntax: update <table name> set <value\_list>where<condition>

Example….

select \* from account

update account set balance=balance+2000 where custid='2';

select \* from account

**Practical No: - 2**

1. **Create database bank**
2. **Create table transactions having attributes txnid, acno,type,**

**date-txn ,amount and perform All the DML operation given above.**

=======================================================

1. **The select clause**

The SELECT clause that begins each SELECT statement specifies the data items to be retrieved by the query. The items are usually specified by a select list, a list of select items separated by commas. Each select item in the list generates a single column of query results, in left-to-right order. A select item can be one of the following:

• A column name, identifying a column from the table(s) named in the FROM clause. When a column name appears as a select item, SQL simply takes the value of that column from each row of the database table and places it in the corresponding row of query results.

• A constant, specifying that the same constant value is to appear in every row of the query results.

• A SQL expression, indicating that SQL must calculate the value to be placed into the

query results, as specified by the expression.

Example:…..

Select \* from account;

SELECT acno,custid,type FROM account;

**2.Where clause**

The WHERE clause is used to specify the rows you want to retrieve. Here are some examples of simple queries that use the WHERE clause:

SELECT acno,custid,type,branched,balance from account

where balance > 6000;

SELECT acno,custid,type,branched,balance from account

where acno= '101';

**3.The From clause**

The FROM clause consists of the keyword FROM, followed by a list of table specifications separated by commas. Each table specification identifies a table or view containing data to be retrieved by the query. These tables are called the *source tables* of the query because they are the source of all of the data in the query results.

Example……

select \* from account

SELECT acno,custid,type,branched,balance,(balance-300) from account

SELECT acno,custid,type,branched,balance,(balance-300) as update\_balance from account

**4. THE RENAME OPERATION**

Rename command is used to rename an object. It changes the name of a user-created object in the current database. This object can be a table, index, column, alias data type etc.

**A. To renames a database table.**

**Syntax:**

Exec sp\_rename ‘old\_table\_name’, ‘new\_table\_name’;

**Example:**

create table three

( colnoe int,

col2 varchar(5));

exec sp\_rename 'three' , 'three\_new';

**B. Renaming a column**

The following example renames the grade column in the student table to class .

USE db1;

go

select \* from student

GO

EXEC sp\_rename 'student.grade', 'class', 'COLUMN';

GO

**C. Renaming an alias data type**

**=====================**

**Create unedified data type**

create type stud\_roll from int

create type stud\_name from varchar(10)

create type stud\_sub from varchar(10)

create type stud\_grade from int

create table student\_datatype

( rollno stud\_roll ,

name stud\_name,

subject stud\_sub,

grade stud\_grade);

select \* from student\_datatype

Now rename alias datatype

The following example renames the stud\_grade'alias data type to grade.

USE db1;

GO

EXEC sp\_rename N'stud\_grade', N'grade', N'USERDATATYPE';

GO

**D.To rename database**

1. System databases cannot be renamed.
2. The database name cannot be changed while other users are accessing the database.
3. In SQL Server, you can set a database in single user mode to close any open connections.

USE master;

GO

ALTER DATABASE db5new SET SINGLE\_USER WITH ROLLBACK IMMEDIATE

GO

ALTER DATABASE db5new MODIFY NAME = db5 ;

GO

ALTER DATABASE db5 SET MULTI\_USER

GO
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5. create databse dbone rename it

6. create table branch\_one

Having column branched, location, branch\_manager

And perform the rename operation on it(rename table,column,datatype)

**Tuple Variables**

Tuple variables Declares alternative names of the relation. In oracle it is describe as table aliases or correlation names*.*

create table employee

(

empid varchar(10),

nationalidno varchar(10),

contactid int,

loginid varchar(20),

managerid varchar(10),

title varchar(15)

)

insert into employee values('101','201',1,'emp@1','301','mkt asst');

insert into employee values('102','202',2,'emp@2',302,'tool mgr');

insert into employee values('103','203',3,'emp@3',303,'mkt mgr');

insert into employee values('104','204',4,'emp@4',304,'dgn eng');

insert into employee values('105','205',5,'emp@5',305,'prdn supvr');

insert into employee values('106','206',6,'emp@6',306,'prdn techn');

select e.empid , e.nationalidno , e.contactid

from employee e

where empid='105'

**String Operation**

SQL specifies strings by enclosing them in single quotes, for example, ’department’.

select 'Ishan Nepal '

**Pattern matching using the operator like**

When retrieving data, you can view selected rows that match a specific pattern. For example, you are asked to create a report that displays name of all student beginning with T. you can do this by using the LIKE keyword.

The LIKE keyword is used to search a string by using wildcards. Wildcards are special characters such as \*, %. These characters are used to match patterns.

**Following are the wild character used with LIKE keyword ….**

% Represents any string of zero or more characters

\_ Represents any single character

[] Represents any single character within specified range

[^] represents any single character not within the specified range

Patterns are case sensitive; that is, uppercase characters do not match lowercase

characters, or vice versa. To illustrate pattern matching, we consider the following

examples:

• ‘Hello%’ matches any string beginning with “Hello”.

• ‘%Comp%’ matches any string containing “Comp” as a substring, for

**Example**

1. **LIKE ‘ish%’ => all name that begin with “ish”**

select \* from employee

select firstname,lastname,salary

from employee

where firstname like 'ish%'

1. **LIKE ‘%i’ => all name that ends with “i”**

select \* from employee

select firstname,lastname,salary

from employee

where lastname like '%i'

1. **LIKE ‘%pa%’ => all name that have letter ‘pa’ in them**

select \* from employee

select firstname,lastname,salary

from employee

where lastname like '%ar%'

1. **LIKE ‘\_h%’ => all two letter names start with ‘h’**

select \* from employee

select firstname,lastname,salary

from employee

where lastname like '\_h%'

1. **LIKE ‘[td]%’ => all names that begins with “t”or “d”**

select \* from employee

select firstname,lastname,salary

from employee

where firstname like '[td]%'

1. **LIKE ‘[a-s]%’ => all names that begins with any letter from “a” through “s”**

select \* from employee

select firstname,lastname,salary

from employee

where firstname like '[a-s]%'

1. **LIKE ‘[a-s]%sh’ => all names that begins with any letter from “a” through “s” and end with “sh”**

select \* from employee

select firstname,lastname,salary

from employee

where firstname like '[a-s]%sh'

1. **LIKE ‘a[^c]%’ => all names that begins with “a” and not having “ c” as second letter .**

select \* from employee

select firstname,lastname,salary

from employee

where firstname like 'd[^c]%'

**SQL also permits a variety of functions on character strings, such as**

1. **Concatenating (using “+”)**

Concatenation is the operation where two strings are joined to make one string. Or example , the strings snow and balls can be concatenated to display the output snowball.

Select 'snow'+'ball'

Example :

create database db1

create table employee

(

empid varchar(10),

firstname varchar(20),

lastname varchar(20),

email varchar(30),

phone\_no numeric,

hiredate date,

salary numeric

)

Insert into employee values('101','Ram',Thapa,'tek@abc',9702,'2019',5000)

Insert into employee values('102','suraj','chaudhari','ss@abc',9802,'2015',6000)

Insert into employee values('103','manjil','maharjan','mm@abc',9666,'2014',7000)

Insert into employee values('104','dinesh','mallik','dn@abc',4567,'2013',8000)

Insert into employee values('105','amar','bohara','am@abc',9333,'2012',9000)

Select firstname + ' have last name = ' + lastname as 'lastname'

from employee

Select empid ,concat(firstname,lastname) as 'combine name'

from employee

1. **Extracting substrings(using SUBSTR function)**

It extracts a string of determined length , it has the general form as follows…..

SUBSTRING(string, start\_position, length)

Select SUBSTRING('Ramthapamagar',1 ,6) as name

**Select empid,SUBSTRING(firstname,1 ,3) as fname\_substring from employee**

1. **Finding the length of strings**

The LEN() function returns the length of a string.it has general form as follows

Syntax: LEN(string)

Select len('Ramthapamagar') as length

**Select empid,firstname,lastname,len(firstname) as fname\_length from employee**

1. **Converting strings to uppercase and lowercase**

select lower(‘RAM’)

select lower('RAM')

select upper('Ram')

Select empid,firstname,lastname,upper(firstname) as fname\_uppercase

from employee

1. **Removing spaces using trim**
2. Ltrim

Select ltrim (' Ram') as space\_remove\_l

1. Rtrim

Select rtrim ('Ram ') as space\_remove\_r

1. **Ascii**

**Returns the ascii code of the leftmost letter**

Select ascii('ABC') as ascii\_column

select empno, empname,dept, empname+desig as combination from employee

select empno,empname, SUBSTRING(desig,2,4) from employee

select empno,empname,desig,len(empname) as emplength from employee

select empno,empname,desig,len(empname) as emplength,UPPER(empname) as upperempname, ascii(empno) as asciivalue from employee

1. **Char**

**Returns the character equivalent of the ascii code**

Select char(65) as ascii\_code

1. **Charindex**

**Returns the string position of the specified pattern in the expression**

Select charindex ('e','hello' ) as position

select empno,empname,desig,CHARINDEX('e',empname) as indexline from employee
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**Q) Create student table having appropriate attributes and insert 10 dummy data and perform the matching operation using like keywords and use all above given char function on it(concayanate,substring,length,upper,lower,trim,ascii,char,charindex etc….)**

**Ordering the display of tuples**

You can use ORDER BY clause of the SELECT statement to display the data in a specific order. Data can be display in ascending or descending order of values in a given column.

The order of rows returned by a select statement is, by default, undefined. You can use the ORDER BY clause to sort the rows. The default ordering is ascending.

The syntax for using ORDER BY clause in the select statement is:

SELECT select\_list

From Table\_name

ORDER BY order\_by\_expression [ASC/DESC]

EXAMPLE:

USE db1

CREATE TABLE PRODUCTS

(

MFR\_ID CHAR(3),

PRODUCT\_ID CHAR(5),

DESCRIPTION VARCHAR(30),

PRICE DECIMAL(9,2),

QTY\_ON\_HAND INTEGER

);

INSERT INTO PRODUCTS (MFR\_ID, PRODUCT\_ID, DESCRIPTION, PRICE, QTY\_ON\_HAND)

VALUES ('ACI', '41007', 'Size 7 Widget', 225.00, 250);

INSERT INTO PRODUCTS (MFR\_ID, PRODUCT\_ID, DESCRIPTION, PRICE, QTY\_ON\_HAND)

VALUES ('ACI', '41001', 'Size 8 Widget', 100.00, 200);

INSERT INTO PRODUCTS (MFR\_ID, PRODUCT\_ID, DESCRIPTION, PRICE, QTY\_ON\_HAND)

VALUES ('ACI', '41002', 'Size 6 Widget', 200.00, 100);

INSERT INTO PRODUCTS (MFR\_ID, PRODUCT\_ID, DESCRIPTION, PRICE, QTY\_ON\_HAND)

VALUES ('ACI', '41003', 'Size 5 Widget', 300.00, 100);

INSERT INTO PRODUCTS (MFR\_ID, PRODUCT\_ID, DESCRIPTION, PRICE, QTY\_ON\_HAND)

VALUES ('ACI', '41004', 'Size 4 Widget', 900.00, 200);

INSERT INTO PRODUCTS (MFR\_ID, PRODUCT\_ID, DESCRIPTION, PRICE, QTY\_ON\_HAND)

VALUES ('ACI', '41005', 'Size 4 Widget', 800.00, 700);

select \* from products

select MFR\_ID, PRODUCT\_ID, DESCRIPTION, PRICE, QTY\_ON\_HAND

from products

order by PRODUCT\_ID

select MFR\_ID, PRODUCT\_ID, DESCRIPTION, PRICE, QTY\_ON\_HAND

from products

order by PRODUCT\_ID asc

select MFR\_ID, PRODUCT\_ID, DESCRIPTION, PRICE, QTY\_ON\_HAND

from products

order by PRODUCT\_ID desc

select MFR\_ID, PRODUCT\_ID, DESCRIPTION, PRICE, QTY\_ON\_HAND

from products

order by PRODUCT\_ID,PRICE

select MFR\_ID,PRICE , DESCRIPTION, PRODUCT\_ID, QTY\_ON\_HAND

from products

order by PRICE,PRODUCT\_ID

**Duplicate Tuples**

If a query includes the primary key of a table in its select list, then every row of query results will be unique. If the primary key is not included in the query results, duplicate rows can occur. For example, suppose you made this request: List the PRODUCT\_ID of product table*.*

INSERT INTO PRODUCTS (MFR\_ID, PRODUCT\_ID, DESCRIPTION, PRICE, QTY\_ON\_HAND)

VALUES ('ACI', '41005', 'Size 10 Widget', 100.00, 700);

INSERT INTO PRODUCTS (MFR\_ID, PRODUCT\_ID, DESCRIPTION, PRICE, QTY\_ON\_HAND)

VALUES ('ACI', '41003', 'Size 4 Widget', 800.00, 700);

select \* from products

select \* from products

**select PRODUCT\_ID**

**from products**
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The query results have eight rows but two of them are exact duplicates of one another.

You can eliminate duplicate rows of query results by inserting the keyword DISTINCT in the SELECT statement just before the select list. Here is a version of the previous query that produces the results you want:

**select DISTINCT PRODUCT\_ID**

**from products**

![](data:image/png;base64,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)

**Practical No: - 7**

**Q) create table student with appropriate attributes**

**Order student data in ascending and descending order and eliminate the duplicate value in mark column by using DISTINCT keyword**

**Set Operation**

In an organization data related to different entities is stored in multiple tables. If you want to view data from the multiple tables together, you need to combine or compare the result sets. SQL server provides the various operations, such as UNION, EXCEPT AND INTERSECT to combine as well as compare the result set known as set opertion.

Set operator allows combining result from two or more select statements.it may look similar to sql join but there is big difference. SQL joins try to combine the table columns wise i.e horizontally or the resultant table contain more columns from the parent table on which join are made.

In case of set operation which are made on a particular set of column from both the tables, the resultant table happens to contain more row then the parent tables or set operation try to combine table vertically. As such they are known as vertical join .

You must follow some basic rules while using the UNION,EXCEPT, and INTERSECT operators to combine the result sets these rules are

1. The number and the sequence of the columns must be the same in all queries
2. The data types of the columns in all the queries must be compatable.

**Set operation UNION**

The UNION operator is used to combine data of the two or more queries into a single result set. The syntax of the UNION operator is

<query expression>

UNION [ALL]

<query expression>

UNION [ALL]

<query expression>

UNION [ALL]

[……n]

Example

create table employee\_setop

(

empid varchar(10),

custfname varchar(30),

custlname varchar(30),

email varchar(30),

phone\_no numeric,

hiredate date,

salary numeric

)

Insert into employee\_setop values('101','Ram', Thapa,'tek@abc',9702,'2019',5000)

Insert into employee\_setop values('102','suraj', 'cha','ss@abc',9802,'2015',6000)

Insert into employee\_setop values('103','manjil', 'mah','mm@abc',9666,'2014',7000)

Insert into employee\_setop values('104','dinesh', 'mal','dn@abc',4567,'2013',8000)

Insert into employee\_setop values('105','amar', 'boh','am@abc',9333,'2012',9000)

Insert into employee\_setop values('106','madan', 'gm','md@abc',9333,'2012',9000)

create table department

(

deptid varchar(10),

deptname varchar(20),

custfname varchar(30),

custlname varchar(30),

email varchar(30),

phone\_no numeric,

hiredate date,

)

Insert into department values('d101', 'markating','Ram', Thapa,'tek@abc',9702,'2019')

Insert into department values('d102', 'quality c','suraj', 'cha','ss@abc',9802,'2015')

Insert into department values('d103', 'HR','manjil', 'mah','mm@abc',9666,'2014')

Insert into department values('d104', 'Operation','dinesh', 'mal','dn@abc',4567,'2013')

Insert into department values('d105', 'Operation','amar', 'boh','am@abc',9333,'2012')

Insert into department values('d106', 'markating','vijay', 'shah','tek@abc',9702,'2019')

Insert into department values('d107', 'markating','manish', 'roka','tek@abc',9702,'2019')

Insert into department values('d108', 'markating','manish', 'magar','tek@abc',9702,'2019')

Select custfname from employee\_setop

UNION

Select custfname from department

Select custfname from employee\_setop

UNION ALL

Select custfname from department

**Set operation INTERSECT**

The INTERSECT operator returns the common rows after comparing two result sets. If the common rows are not found , then NULL value is returned. The syntax for using INTERSECT operator is

<query expression>

INTERSECT

<query expression>

Example

Select custfname from employee\_setop

INTERSECT

Select custfname from department

**Set operation EXCEPT**

The except operator compares two result sets and returns the data from first result set that is not found in the second result set. The syntax for using EXCEPT operator is

<query expression>

EXCEPT

<query expression>

Select custfname from employee\_setop

EXCEPT

Select custfname from department

**Practical No: - 6**

**Q) create table teacher and student with appropriate attributes**

**And perform the set operation like union, union all, intersect and except**

**Aggregate Functions**

The Aggregate functions, on execution , summirze the values of column or a group of columns, and produces a single value.

**Syntax:**

SELECT aggregate\_function ([ALL|DISTINCT] expression )

From table\_name

SQL offers following built-in aggregate functions:

• SUM() computes the total of a column.

• AVG() computes the average value in a column.

• MIN() finds the smallest value in a column.

• MAX() finds the largest value in a column.

• COUNT() counts the number of values in a column. (NULL values are not counted.)

create table employee\_agg

(

empid varchar(10),

custfname varchar(30),

custlname varchar(30),

email varchar(30),

phone\_no numeric,

hiredate date,

salary numeric

)

Insert into employee\_agg values('101','Ram', Thapa,'tek@abc',9702,'2019',5000)

Insert into employee\_agg values('102','suraj', 'cha','ss@abc',9802,'2015',6000)

Insert into employee\_agg values('103','manjil', 'mah','mm@abc',9666,'2014',7000)

Insert into employee\_agg values('104','dinesh', 'mal','dn@abc',4567,'2013',8000)

Insert into employee\_agg values('105','amar', 'boh','am@abc',9333,'2012',9000)

Insert into employee\_agg values('106','madan', 'gm','md@abc',9333,'2012',9000)

**SUM () :- Computing a Column Total**

The SUM() column function/aggregate function computes the sum of a column of data values. The data in the column must have a numeric type (such as integer, decimal, floating point, or money). The result of the SUM() function has the same basic data type as the data in the column, but the result may have a higher precision.

Example

SELECT SUM(salary) as total

FROM employee\_agg;

**AVG ():- Computing a Column Average**

The AVG() column function/aggregate function computes the average of a column of data values. As with the SUM() function, the data in the column must have a numeric type. Because the AVG() function adds the values in the column and then divides by the number of values, its result may have a different data type than that of the values in the column.

For example, if you apply the AVG() function to a column of integers, the result will be either a decimal or a floating point number, depending on the brand of DBMS you are using.

Here are some examples of the AVG() column function:

SELECT AVG(salary) as agerage\_salary

FROM employee\_agg;

**MIN() and MAX():- Finding Extreme Values (MIN and MAX)**

The MIN() and MAX() column functions find the smallest and largest values in a column, respectively. The data in the column can contain numeric, string, or date/time information. The result of the MIN() or MAX() function has exactly the same data type as the data in the column. Here are some examples that show the use of these column functions:

create table department2

(

deptid varchar(10),

deptname varchar(20),

custfname varchar(30),

custlname varchar(30),

email varchar(30),

phone\_no numeric,

hiredate date,

salary numeric

)

Insert into department2 values('d101', 'markating','Ram', moktan,'ram@abc',9702,'2019',2000)

Insert into department2 values('d102', 'quality c','suraj', 'cha','ss@abc',9802,'2015',2222)

Insert into department2 values('d103', 'HR','manjil', 'mah','mm@abc',9666,'2014',3000)

Insert into department2 values('d104', 'Operation','dinesh', 'mal','dn@abc',4567,'2013',8956)

Insert into department2 values('d105', 'Operation','amar', 'boh','am@abc',9333,'2012',7000)

Insert into department2 values('d106', 'markating','vijay', 'shah','tek@abc',9702,'2019',5623)

Insert into department2 values('d107', 'markating','manish', 'roka','tek@abc',9702,'2019',4444)

SELECT MIN(deptid), MAX(salary)

FROM department2 ;

SELECT MIN(deptid), MAX(100 \* salary)

FROM department2 ;

**COUNT ( ):- Counting Data Values**

The COUNT() column function counts the number of data values in a column. The data in the column can be of any type. The COUNT() function always returns an integer, regardless of the data type of the column. Here are some examples of queries that use the COUNT() column function:

SELECT COUNT(deptid)

FROM department2;

SELECT COUNT(deptid)

FROM department2

WHERE salary > 5000;

**Null Values**

A null value is an *indicator* that tells SQL (and the user) that the data is missing or not applicable. As a convenience, a missing piece of data is often said to have the value NULL. But the NULL value is not a real data value like 0, 473.83, or “Sam Clark.” Instead, it’s a signal, or a reminder, that the data value is missing or unknown.

If a field in a table is optional, it is possible to insert a new record or update a record without adding a value to this field. Then, the field will be saved with a NULL value.

A NULL value is different from a zero value or a field that contains spaces. A field with a NULL value is one that has been left blank during record creation!

To retrieve the rows with NULL values in the column, Transact-SQL includes the operator feature IS NULL.

To retrieve only the rows with no NULL values in the column Transact-SQL includes the operator feature IS NOT NULL.

Create table student

(

Name varchar(20),

Rollno int,

Subject varchar(30),

Address varchar(40),

Mobile\_no numeric null

)

Insert into student(name,rollno,subject,address)

values('Ram',10,'english','Dhading')

Insert into student(name,rollno,subject,address)

values('Amar',11,'math','mahendranagar')

Insert into student(name,rollno,subject,mobile\_no)

values('Amar',11,'math',9702101432)

select \* from student

select \* from student

WHERE Mobile\_no IS NULL;

Create table student1

(

Name varchar(20),

Rollno int,

Subject varchar(30),

Address varchar(40),

Mobile\_no numeric

)

Insert into student1(name,rollno,subject,address)

values('Ram',10,'english','Dhading')

Insert into student1(name,rollno,subject,address)

values('Amar',11,'math','mahendranagar')

Insert into student1(name,rollno,subject,mobile\_no)

values('Amar',11,'math',9702101432)

select \* from student1

select \* from student1

WHERE Mobile\_no IS NULL;

SELECT name,rollno,subject,address,Mobile\_no

FROM student1

WHERE Mobile\_no IS NOT NULL

Create table student2

(

Name varchar(20),

Rollno int,

Subject varchar(30),

Address varchar(40),

Mobile\_no numeric not null

)

Insert into student2(name,rollno,subject,address)

values('Ram',10,'english','Dhading')

Insert into student2(name,rollno,subject,address,Mobile\_no)

values('Ram',10,'english','Dhading',123)

select \* from student2

WHERE Mobile\_no IS NULL;

**Practical no:7**

**Q:- create a table employee\_agg having attributes empid ,custfname ,custlname ,email,**

**phone\_no,hiredate , and salary And perform the operation of aggregate function like SUM() , AVG(), MIN(), MAX() and COUNT() on salary attributes.**

**Nested Subqueries**

**Subqueries:**

A subquery is an SQL statement that is used within another SQL statement or query within a query. Subqueries are nested inside the WHERE or HAVING clause of the SELECT, INSERT, UPDATE and DELETE statements.

The query that represents the parent query is called outer query, and the query that represent the subquery is called inner query. The database engine executes the inner query first and returns the result to the outer query to calculate the result set.

For example,

create table employee\_detail

(

empid varchar(10),

empname varchar(30),

designation varchar(30),

salary numeric,

deptno varchar(20)

)

Insert into employee\_detail values('101','Ram','executive',5000,'D101')

Insert into employee\_detail values('102','suraj','manager',6000,'D102')

Insert into employee\_detail values('103','manjil','clerk',7000,'D103')

Insert into employee\_detail values('104','dinesh','clerk ',8000,'D104')

Insert into employee\_detail values('105','amar','executive', 9000,'D105')

Insert into employee\_detail values('106','madan','assistent',3000,'D106')

Insert into employee\_detail values('10','aman','clerk',8000,'D107')

Insert into employee\_detail values('109','shiv','assistent',5000,'D104')

Insert into employee\_detail values('107','raj','clerk',8000,'D101')

Insert into employee\_detail values('108','Aryan','dgm',8000,'D103')

**Q) find all the employees who have the same designation as manjil.**

select \* from employee\_detail

Select designation from employee\_detail

Where empname='manjil'

Select \* from employee\_detail

Where designation='clerk'

Select \* from employee\_detail

Where designation=(Select designation from employee\_detail

Where empname='manjil')

**IN /NOT IN operator**

Sometimes, you want to retrieve data after specifying a set of values to check whether the specified value matches any data of the table. This type of operation is performed by using IN and NOT IN keywords. The IN operator allows you to specify multiple values in a WHERE clause. It is a shorthand for multiple OR conditions.

**Syntax:**

SELECT column\_list

From table\_name

Where expression list\_operator(‘value list’)

Example:

Select empname,designation,salary

from employee\_detail

Where salary in (4000,5000,6000,8000)

Select empname,designation,salary

from employee\_detail

Where salary not in (4000,5000,6000,8000)

**Set Membership**

SQL allows testing tuples for membership in a relation. The **in** connective tests for set membership, where the set is a collection of values produced by a **select** clause. The **not in** connective tests for the absence of set membership.

If subquery returns more than one value, you might need to match a column value with any of the values in the list return by the inner query.to perform this task, you need to use IN keyword.

**Example:**

**Q) Write a query to display the employee’s name, designation and salary for all employees from a table employee\_detail with any employee whose name start from T.**

Select empname,designation,salary

from employee\_detail

Where empname in ( SELECT empname

FROM employee\_detail

WHERE empname LIKE 't%' )

=========================================================

**Q) Write a query to display the employee’s name from a table employee\_detail** **with any employee who have minim salary and should be grouped by department number**.

SELECT empname

from employee\_detail

WHERE salary IN

(

SELECT MIN(salary)

from employee\_detail

GROUP BY deptno

)

======================================================== **Q) Write a query to display the employee’s detail from a table employee\_detail** **with any employee who have designation clerk and dgm**.

SELECT \* from employee\_detail

WHERE designation IN

(

SELECT designation

from employee\_detail

WHERE designation ='clerk' and designation ='dgm'

)

=========================================================

**Q) Write a query to display the employee’s name from a table employee\_detail** **with any employee who have designation clerk and salary having greater then 5000**.

SELECT \* from employee\_detail

WHERE designation IN ( SELECT designation

from employee\_detail

WHERE designation='clerk'

AND salary>5000 );

**Q2) Write a query to display the name of student who live in Butwal**

create table student4

(

rollno int,

fname varchar(30),

lname varchar(30),

school varchar(30),

addr varchar(30),

phno numeric

)

Insert into student4 values(1,'Ram','gm', 'new horizen','butwal',9702101432)

Insert into student4 values(2,'sam','sh', 'appize','butwal',9802101432)

Insert into student4 values(3,'raj','rk','sunrise','ktm',9802101432)

Insert into student4 values(4,'amar','bh', 'new horizen','mahendranagar',9802501432)

select \* from student4

SELECT fname ,lname

from student4 WHERE addr IN ( SELECT addr

from student4

where addr='butwal')

**Set Comparison**

The nested subquery have ability to compare sets by using the comparison operator like = (equal to), > (greater then), >= (greater then or equal to), < (less then), <= (less than or equal to), <> (not equal to).It can compare a value to a set of values.

create table department3

(

depno varchar(10),

deptname varchar(20),

custfname varchar(30),

custlname varchar(30),

email varchar(30),

phone\_no numeric,

hiredate date,

salary numeric

)

Insert into department2 values('d101', 'markating','Ram', Thapa,'tek@abc',9702,'2019',2000)

Insert into department2 values('d102', 'quality c','suraj', 'cha','ss@abc',9802,'2015',2222)

Insert into department2 values('d103', 'HR','manjil', 'mah','mm@abc',9666,'2014',3000)

Insert into department2 values('d104', 'Operation','dinesh', 'mal','dn@abc',4567,'2013',8956)

Insert into department2 values('d105', 'Operation','amar', 'boh','am@abc',9333,'2012',7000)

Insert into department2 values('d106', 'markating','vijay', 'shah','tek@abc',9702,'2019',5623)

Insert into department2 values('d107', 'markating','manish', 'roka','tek@abc',9702,'2019',4444)

Insert into department2 values('d107', 'markating','jhon', 'viju','jh@abc',9802,'2019',5000)

**Q) display the employees name and salary whose deptno is equal to department id in department3 table whose deptid is d103**

SELECT empname,salary

from employee\_detail

WHERE deptn= ( SELECT deptid

from department3

WHERE deptid ='d103'

)

**Q) display empname,salary, deptno from employee\_detail whose salary is equal to salary in department2 table whose deptid is d105**

SELECT empname,salary,deptno

from employee\_detail

WHERE salary= (

SELECT salary

from department2

WHERE deptid ='d105'

)

**Q) display employee name and salary from employee\_detail table whose salary is greater than that of the employee in department3 table whose name is jhon**

SELECT empname,salary

from employee\_detail

WHERE salary > ( SELECT salary

from department3

WHERE custfname ='jhon' )

**Q) display employee name and salary from employee\_detail table whose salary is not greater than that of the employee in department3 table whose name is jhon**

SELECT \*

from employee\_detail

WHERE salary <> ( SELECT salary

from department2

WHERE custfname ='jhon' )

While using subqueries you can use <,>,<=,>=,<> comparison operator to create a condition that checks the value returned by the sub query. When subquery returns more than one value, you might need to apply operators to all the values returned by the subquery.

To perform this task, you can modify the comparison operator in the subquery. SQL server provides the ALL and ANY keywords that can be used to modify the existing comparison operator.

The following list shows the operators that can be used with the all and any keywords.

1. >ALL => Means greater then the maximum value in the list.

Eg. >ALL(10,20,30) means greater then 30

1. >ANY => Means greater then the minimum value in the list.

Eg. >ANY(10,20,30) means greater then 10

1. =ALL => Eg. =ALL(10,20,30) means equal to either 10 or 20 or

30

1. <>ANY => Means not equal to any value in the list.

Eg. <>ANY(10,20,30) means not equal to 10, or 20, or 30

1. <>ALL => Means not equal to all the value in the list.

Eg. <>ALL(10,20,30) means not equal to 10, and , and 20,

And 30

**Test for empty relation**

You can use a subquery to check if a set of records exists. For this, you need to use the EXISTS clause with a subquery. The EXISTS keyword always returns a TRUE or False value. The **exists** construct returns the value **true** if the argument subquery is nonempty.

The EXISTS clause checks for the existence of rows according to the condition specified in the inner query and passes the existence status to the outer query.

**The syntax for using the EXIT keyword in the SELECT statement is:**

**SELECT column-list**

**FROM table\_name**

**WHERE EXISTS (**

**SELECT column FROM table\_name**

**WHERE [conditional expression]**

**)**

==============================================================

**Create table office**

**(**

**City varchar(30),**

**Region varchar(30),**

**Target float,**

**Sales float,**

**Office\_no int,**

**)**

INSERT INTO OFFICE (CITY, REGION, TARGET, SALES, Office\_no )

VALUES ('butwal', 'Western', 275000, 0.00, 01);

INSERT INTO OFFICE (CITY, REGION, TARGET, SALES, Office\_no )

VALUES ('ktm', 'estern', 200000, 0.00, 2);

INSERT INTO OFFICE (CITY, REGION, TARGET, SALES, Office\_no )

VALUES ('dang', 'mid western', 300000, 0.00, 3);

INSERT INTO OFFICE (CITY, REGION, TARGET, SALES, Office\_no )

VALUES ('mahendranagar', ' far Western', 100000.00, 0.00, 4);

INSERT INTO OFFICE (CITY, REGION, TARGET, SALES, Office\_no )

VALUES ('ktm', ' estern', 100000, 12, 5);

INSERT INTO OFFICE (CITY, REGION, TARGET, SALES, Office\_no )

VALUES ('ktm', ' estern', 100000, 19, 6);

select \* from office

SELECT \* FROM office

WHERE EXISTS ( SELECT CITY

FROM office

WHERE city = 'ktm'

)

SELECT \* FROM office

WHERE NOT EXISTS ( SELECT CITY

FROM office

WHERE city = 'ktm'

)

**Test for the absence of duplicate tuples**

SQL includes a Boolean function for testing whether a subquery has duplicate tuples in its result. The **unique** construct returns the value **true** if the argument subquery contains no duplicate tuples. UNIQUE predicate evaluates to True only if two rows returned by the subquery are identical. In other words, the UNIQUE predicate evaluates to True only if all the rows that its subquery returns are unique.

create table student5

(

rollno int,

teacherid varchar(20),

fname varchar(30),

lname varchar(30),

school varchar(30),

addr varchar(30),

phno numeric

)

Insert into student5 values(1, 't101','Ram','gm', 'new horizen','butwal',9702101432)

Insert into student5 values(2, 't101','sam','sh', 'appize','butwal',9802101432)

Insert into student5 values(3, 't102','raj','rk','sunrise','ktm',9802101432)

Insert into student5 values(4, 't102','amar','bh', 'new horizen','mahendranagar',9802501432)

Insert into student5(rollno,teacherid,fname,lname,school,addr)

values(5, 't103','rajesh','bh', 'new horizen','mahendranagar')

create table teacher

(

teacherid varchar(20),

teacher\_name varchar(30),

addr varchar(30),

subject varchar(30),

phno numeric

)

Insert into teacher values( 't101','vijay', 'mumbai', 'english',9702101432)

Insert into teacher values('t101','vipul', 'delhi', 'comp',9802101432)

Insert into teacher values( 't102','manoj', 'amd', 'math',9802101432)

Insert into teacher values( 't102','anthony','raj','science',802501432)

select T.phno

from teacher as T

where 1<=(select R.phno

from student5 as R

where R.fname='Ram'

)

select teacher\_name,addr

from teacher

where 1<=( select phno

from student5

where fname='amar'

)

select teacher\_name,addr,phno

from teacher

where 1<=(

select rollno

from student5,teacher

where student5.phno=teacher.phno

)

Note that if a phno is not available of student having name Ram, the subquery would return an empty result, and the **unique** predicate would evaluate to true on the empty set.

select T.phno

from teacher as T

where 1<=(select R.phno

from student5 as R

where R.fname='rajesh'

)

**Views:**

A view is a **virtual table** in the database whose contents are defined by a query. To the database user, the view appears just like a real table, with a set of named columns and rows of data. But unlike a real table, a view does not contain any data, but it derives its data from the underlying tables. SQL creates the illusion of the view by giving the view a name like a table name and storing the definition of the view in the database.

**Creating a View**

The CREATE VIEW statement, is used to create a view. This statement assigns a name to the view and specifies the query that defines the view. To create the view successfully, you must have permission to access all of the tables referenced in the query. In some DBMSs you must also have permission to create views.

The CREATE VIEW statement can optionally assign a name to each column in the newly created view. If a list of column names is specified, it must have the same number of items as the number of columns produced by the query. Note that only the column names are specified; the data type, length, and other characteristics of each column are derived from the definition of the columns in the source tables.

If the list of column names is omitted from the CREATE VIEW statement, each column in the view takes the name of the corresponding column in the query. The list of column names must be specified if the query produces two columns with identical names and in some DBMS products, if the query

includes calculated columns.

**Syntax**

**CREATE VIEW view\_name AS  
 SELECT column1, column2, ...  
 FROM table\_name  
 WHERE condition;**

**Example**

create table sales\_detail

(

empid varchar(10),

empname varchar(30),

age date,

quota numeric,

sales numeric,

Office\_no int,

)

Insert into sales\_detail values('101','Ram','2018',500000,20000,1)

Insert into sales\_detail values('102','suraj','2016',440000,20000,2)

Insert into sales\_detail values('103','manjil','2014',700000,5000,3)

Insert into sales\_detail values('104','dinesh','2015',80000,70000,4)

Insert into sales\_detail values('105','amar','2016',900000,10000,5)

Insert into sales\_detail values('106','madan','2014',300000,20000,6)

Insert into sales\_detail values('110','aman','2017',800000,6000,7)

Insert into sales\_detail values('109','shiv','2018',500000,8800,8)

======================================================

Create table office1

(

City varchar(30),

Region varchar(30),

Target float,

Sales float,

Office\_no int

)

INSERT INTO OFFICE1 (CITY, REGION, TARGET, SALES, Office\_no )

VALUES ('butwal', 'Western', 275000, 0.00, 01);

INSERT INTO OFFICE1 (CITY, REGION, TARGET, SALES, Office\_no )

VALUES ('ktm', 'estern', 200000, 0.00, 2);

INSERT INTO OFFICE (CITY, REGION, TARGET, SALES, Office\_no )

VALUES ('dharan', 'estern', 200000, 0.00, 2);

INSERT INTO OFFICE1 (CITY, REGION, TARGET, SALES, Office\_no )

VALUES ('dang', 'mid western', 300000, 0.00, 3);

INSERT INTO OFFICE1 (CITY, REGION, TARGET, SALES, Office\_no )

VALUES ('mahendranagar', ' far Western', 100000.00, 0.00, 4);

INSERT INTO OFFICE1 (CITY, REGION, TARGET, SALES, Office\_no )

VALUES ('ktm', ' estern', 100000, 12, 5);

INSERT INTO OFFICE1 (CITY, REGION, TARGET, SALES, Office\_no )

VALUES ('ktm', ' estern', 100000, 19, 6);

========================================================================

CREATE VIEW vw\_sales\_detail

AS

SELECT empid,empname,age,quota,sales,office\_no

From sales\_detail

Select \* from vw\_sales\_detail

==================================================================

CREATE VIEW vw\_office

AS

SELECT city,region,target,sales,office\_no

From office1

Select \* from vw\_office

Select city,region from vwoffice

=================================================================

CREATE VIEW vw\_sales\_detail2

AS

SELECT \* FROM sales\_detail

WHERE Office\_no IN (1, 2, 3)

Select \* from vw\_sales\_detail2

==================================================================

CREATE VIEW vwEASTOFFICES

AS

SELECT \* FROM OFFICE1

WHERE REGION = ' estern ';

Select \* from vwEASTOFFICES

==================================================================

CREATE VIEW vwsl

As

SELECT empid, empname, sales

from sales\_detail

WHERE sales > ( SELECT sales

from sales\_detail

WHERE empname ='Ram' )

Select \* from vwsl

create table student4

(

rollno int,

fname varchar(30),

lname varchar(30),

school varchar(30),

sub varchar(20),

mark numeric,

addr varchar(30),

phno numeric

)

Insert into student4 values(1,'Ram','gm', 'new horizen', 'eng',55,'butwal',9702101432)

Insert into student4 values(2,'sam','sh', 'appize', 'math',70,'butwal',9802101432)

Insert into student4 values(3,'raj','rk','sunrise', 'science',88,'ktm',9802101432)

Insert into student4 values(4,'amar','bh', 'new horizen', 'social',75,'mahendranagar',9802501432)

select \* from student4

CREATE VIEW vw\_student4

AS

SELECT fname ,lname

from student4

WHERE addr IN ( SELECT addr

from student4

where addr='butwal')

**Update of a View: -**

View do not maintain a separate copy of the data, but only display data present in the base table. therefore, you cannot modify the base table by modifying the data in the view. Following restriction exist while inserting, updating or deleting data through view

1. You cannot modify data in the view if the modification affects more than one underlaying table. However, you can modify data in a view if the modification affects one table at a time.

Create table office

(

City varchar(30),

Region varchar(30),

Target float,

Sales float,

Office\_no int,

)

INSERT INTO OFFICE (CITY, REGION, TARGET, SALES, Office\_no )

VALUES ('butwal', 'Western', 275000, 0.00, 01);

INSERT INTO OFFICE (CITY, REGION, TARGET, SALES, Office\_no )

VALUES ('ktm', 'estern', 200000, 0.00, 2);

INSERT INTO OFFICE (CITY, REGION, TARGET, SALES, Office\_no )

VALUES ('dang', 'mid western', 300000, 0.00, 3);

INSERT INTO OFFICE (CITY, REGION, TARGET, SALES, Office\_no )

VALUES ('mahendranagar', ' far Western', 100000.00, 0.00, 4);

INSERT INTO OFFICE (CITY, REGION, TARGET, SALES, Office\_no )

VALUES ('ktm', ' estern', 100000, 12, 5);

INSERT INTO OFFICE (CITY, REGION, TARGET, SALES, Office\_no )

VALUES ('ktm', ' estern', 100000, 19, 6);

CREATE VIEW vwSales\_office

AS

SELECT City,Region,Target,Sales,Office\_no

From OFFICE

select \* from vwSales\_office

select \* from office1

select \* from sales\_detail

update vwSales\_office

set city='dharan'

where Office\_no=1

select \* from vwSales\_office

update vwSales\_office

set Region='estern'

where Office\_no=1;

select \* from vwSales\_office

update vwSales\_office

set city='kk'

where Office\_no=2;

select \* from vwSales\_office

2) you cannot change a column that is the result of a calculation, such as computed column or an aggregate function

create view sss

AS

SELECT City,Region,Target,Sales,Office\_no, Sales+1000 as updated\_sale

From office

select \* from sss

drop view sss

update sss

set updated\_sale=5000

where Office\_no=1;

**Altering View:-**

create view vwoff

AS

SELECT City,Region,Target,Sales,Office\_no, Sales+1000 as updated\_sale

From office

alter view vwoff

AS

SELECT City,Region,Target,Sales,Office\_no

From office

**Renaming View:-**

sp\_rename vwSales\_office,vwSales\_office\_new

select \* from vwSales\_office\_new

**dropping View:-**

drop view sss

**Joined Relations: Join types and Conditions**

**Joins:**

When an SQL query executes, it returns a result set. A result set is a set of rows retrieved from a table. As a database developer, you may need to retrieve data from more than one table and display it in a single result set. In such a case, different columns in the result set can obtain data from different tables.

To retrieve data from multiple tables, SQL server allows you to apply joins. Joins allow you to view data from related tables in a single result set. You can join more then one table based on a common attribute.

**Types of Joins:**

1. **Inner Joins**

An inner join retrieves records from multiple tables after comparing values present in a common column.

When inner join is applied, only the rows with values satisfying the join condition in the common column are displayed. The rows in the both the tables that do not satisfy the join condition are not displayed.

**Example:**

create table employee\_master53

(

empno varchar(5),

fname varchar(8),

lname varchar(8),

dept varchar(8),

desig varchar(9),

branchno varchar(5)

);

insert into employee\_master53 values('e001','Ram',Thapa,'oper','asistance','b001')

insert into employee\_master53 values('e002','sadik','patankar','develp','manager','b002')

insert into employee\_master53 values('e003','gorakh','talekar','qualityc','analyst','b003');

insert into employee\_master53 values('e004','vipul','navadkar','oper','analyst','b004');

insert into employee\_master53 values('e006','ishani','agrawal','oper','analyst','b006');

select \* from employee\_master53

create table branch\_master53

(

name varchar(10),

location varchar(30),

branchno varchar(5)

);

insert into branch\_master53 values('Ram','millinium buss park','b001');

insert into branch\_master53 values('sadik', 'mumbai forth','b002');

insert into branch\_master53 values('gorakh', 'BKC','b003');

insert into branch\_master53 values('tejus', 'lower parel','b005');

insert into branch\_master53 values('piyush', 'masjid van','b007');

select \* from employee\_master53

select \* from branch\_master53

select e.empno,e.fname,e.dept,e.desig,d.location

from employee\_master53 as e JOIN branch\_master53 as d

ON e.branchno=d.branchno

1. **Outer Joins**

In comparison to an inner join, an outer join displays the result set containing all the rows from one table and matching rows from the other table.

For example, if you create an outer join on a table A and table B , it will show you all the records of table A and only those records from table B for which the condition on the common column holds true .

**An outer join is an following types…….**

* **Left outer join**
* **Right outer join**
* **Full outer join**

**Left outer join:**

A left outer join returns all rows from the table specified on the left side of the LEFT OUTER JOIN and matching rows from the table specified on the right side.

It displays NULL for the columns of the table specified on right side where it does not find any matching records.

select \* from employee\_master53

select \* from branch\_master53

select e.fname,e.dept, d.location

from employee\_master53 as e LEFT OUTER JOIN branch\_master53 as d

ON e.branchno=d.branchno

**Right outer join:**

A right outer join returns all rows from the table specified on the right side of the RIGHT OUTER JOIN and matching rows from the table specified on the left side.

It displays NULL for the columns of the table specified on left side where it does not find any matching records.

select \* from employee\_master53

select \* from branch\_master53

select e.fname,e.dept, d.location

from employee\_master53 as e RIGHT OUTER JOIN branch\_master53 as d

ON e.branchno=d.branchno

**Full outer join:**

A full outer join is a combination of right outer and left outer join. This join returns all the matching and non-matching rows from both the tables. However, the matching records are displayed only once. In case of non-matching rows, a NULL value is displayed for the columns for which data is not available.

It displays NULL for the columns of the table specified on left side where it does not find any matching records.

select \* from employee\_master53

select \* from branch\_master53

select e.fname,e.dept, d.location

from employee\_master53 as e FULL OUTER JOIN branch\_master53 as d

ON e.branchno=d.branchno

1. **Cross join:**

Cross join also known as the cartesian product. It joins each row of one table with each row of the other table. The number of rows in the result set is equal to the number of rows in first table multiplied by the number of rows in the second table.

**Example:**

select \* from employee\_master53

select \* from branch\_master53

select e.fname,e.dept, d.location,d. branchno

from employee\_master53 as e CROSS JOIN branch\_master53 as d

**4) Equi join:**

Equi join is type of INNER JOIN where the comparison operator is equality. However, in equi join, only the equality operator is used to specify the join condition, whereas you can use conditional operator to specify the join in inner join.

select \* from employee\_master53

select \* from branch\_master53

select \* from employee\_master53 as e JOIN branch\_master53 as d

ON e.branchno=d.branchno

**// below is inner join**

select \* from employee\_master53

select \* from branch\_master53

select e.empno,e.fname,e.dept, d.location,d.branchno

from employee\_master53 as e JOIN branch\_master53 as d

ON e.branchno>d.branchno

**5) Self join:**

In self join, a table is joined with itself. As a result, one row in a table corelates with another row in a same table. In a self-join, a table name is used twice in the query. Therefore, to differentiate between two instances of a single table, the table is given two alias names.

create table employee\_self

(

empid int,

title varchar(40),

managerID numeric

);

insert into employee\_self values(1,'production technician-wc60',16)

insert into employee\_self values(2,'marketing assistent',6)

insert into employee\_self values(3,'Engineering manager',12)

insert into employee\_self values(4,'senior tool manager',3)

insert into employee\_self values(5,'tool designer',263)

insert into employee\_self values(6,'markating manager',109)

insert into employee\_self values(7,' production supervisor -wc60',21)

insert into employee\_self values(8,'production technician-wc10',185)

insert into employee\_self values(9,'Design engineer',3)

insert into employee\_self values(10,'production technician-wc10',185)

select \* from employee\_self

select emp.empid,emp.title as emp\_designation,emp.managerid,mgr.title as manager\_designation

from employee\_self as emp, employee\_self as mgr

where emp.managerid=mgr.empid

create table employee\_self

(

empid int,

title varchar(40),

managerID numeric

);

**Embedded SQL**

SQL is a language and can be used programmatically, but it would be incorrect to call SQL a programming language. SQL lacks even the most primitive features of real programming languages. It has no provision for declaring variables, no GOTO statement, no IF statement for testing conditions, no FOR, DO, or WHILE statements to construct loops, no block structure, and so on. SQL is a database *sublanguage* that handles special-purpose database management tasks.

So , to write a program that accesses a database, you must start with a conventional programming language such as COBOL, PL/I, FORTRAN, Pascal, C, C++, or Java, or a scripting language such as Perl, PHP, or Ruby, and then add SQL to the program.

In embedded SQL, SQL statements are embedded directly into the

program’s source code, intermixed with the other programming language statements. Special embedded SQL statements are used to retrieve data into the program. A special SQL precompiler accepts the combined source code and, along with other programming tools, converts it into an executable program.

An embedded SQL program contains a mix of SQL and programming language statements, so it can’t be submitted directly to a compiler for the programming language. Instead, it moves through a multistep development process, shown in Figure below.
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**FIGURE: -The embedded SQL development process**

1. The embedded SQL source program is submitted to the SQL precompiler, a programming tool. The precompiler scans the program, finds the embedded SQL statements, and processes them. A different precompiler is required for each programming language supported by the DBMS. Commercial SQL products typically offer precompilers for one or more languages, including C, Pascal, COBOL, FORTRAN, Ada, PL/I, RPG, and various assembly languages.

2. The precompiler produces two files as its output. The first file is the source program, stripped of its embedded SQL statements. In their place, the precompiler substitutes calls to the private DBMS routines that provide the runtime link between the program and the DBMS. Typically, the names and calling sequences of these routines are known only to the precompiler and the DBMS; they are not a public interface to the DBMS. The second file is a copy of all the embedded SQL statements used in the program. This file is sometimes called a *database request module* (DBRM).

3. The source file output from the precompiler is submitted to the standard compiler for the host programming language (such as a C or COBOL compiler). The compiler processes the source code and produces object code as its output. Note that this step has nothing in particular to do with the DBMS or with SQL.

4. The *linker* accepts the object modules generated by the compiler, links them with various library routines, and produces an executable program. The library routines linked into the executable program include the private DBMS routines described in Step 2.

5. The database request module generated by the precompiler is submitted to a special BIND program. This program examines the SQL statements; parses, validates, and optimizes them; and produces an application plan for each statement. The result is a combined application plan for the entire program, representing a DBMS-executable version of its embedded SQL statements. The BIND program stores the plan in the database, usually assigning it the name of the application program that created it.

**Dynamic SQL**

Program containing embedded dynamic SQL statement must be precompiled like those containing static SQL, but unlike static SQL , dynamic SQL statements are constructed and prepared at run time .the SQL statement text is prepared and executed using either the PREPARE and EXECUTE statements, or the EXECUTE IMMIDDIATE statement. The statement can also be execute with cursor operations if it is select statement. Figure below shows the processing of SQL statement as example of dynamic SQL statement.
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**FIGURE: - How the DBMS processes a SQL statement**

**1.** In static SQL statement goes through the first four steps of the process at compile-time. The BIND utility (or the equivalent part of the DBMS runtime system) analyzes the SQL statement, determines the best way to carry it out, and stores the application plan for the statement in the database as part of the program development process. When the static SQL statement is executed at runtime, the DBMS simply executes the stored application plan.

**2.** In dynamic SQL, the SQL statement to be executed isn’t known until runtime, so the DBMS cannot prepare for the statement in advance. When the program is actually executed, the DBMS receives the text of the statement to be dynamically executed (called the *statement string*) and goes through all five of the steps shown in Figure above at runtime.

**Transaction Control Language(Commit, Rollback)**

Transaction Control (TCL) statements are used to manage the changes made by DML, statements. It allows statements to be grouped together into logical transactions. It plays an important role in SQL. Transaction control language is used for managing the changes made by DML statements. It allows statements to be grouped together to form a logical transaction. There are lots of TCL commands which are used in SQL in which some are defined as follows:

**COMMIT:** Commit command is used for saving work done in database. It is the responsibility of the programmer to execute commits statement only after ensuring the correctness and integrity of data. You cannot cancel or undo the changes performed by a transaction after a commit transaction statement is issued because the database modifications are made perm anent after that.

A SQL statement that is executed successfully without any errors does not confirms that the Transaction is committed. Executing successfully means that the specific statement was:

1.parse

2. Found to be syntactically correct and a valid SQL statement

3. Does not throw any errors or exceptions.

However, until the transaction involving the statement is committed, the transaction can be rolled back, and all of the changes of the statement can be reversed.

A statement is said to be committed when the user gives the COMMIT statement explicitly. An implicit request occurs in either of the following conditions:

(1) After normal termination of an application using END statement

(2) Successful execution of a data definition language (DDL) operation.

The changes made by the SQL statement(s) of a transaction become permanent and visible to other users only after that transaction commits.

Example:

create table employee\_detail

(

empid varchar(10),

empname varchar(30),

designation varchar(30),

salary numeric,

deptno varchar(20)

)

Insert into employee\_detail values('101','Ram','executive',5000,'D101')

Insert into employee\_detail values('102','suraj','manager',6000,'D102')

Insert into employee\_detail values('103','manjil','clerk',7000,'D103')

Insert into employee\_detail values('104','dinesh','clerk ',8000,'D104')

select \* from employee\_detail
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Consider the scenario where the salary of employee named Ram is going to change to 3000 and salary of an employee named suraj is going to change 40000 .To perform these transaction , you need to execute following statement

Update employee\_detail

Set salary = 3000

where empname ='Ram'

Update employee\_detail

Set salary = 4000

where empname ='suraj'
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Update employee\_detail

Set salar = 3000

where empname ='Ram'

Update employee\_detail

Set salary = 4000

where empname ='suraj'

![](data:image/png;base64,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)

when the preceding statement are executed ,either both should be executed successfully or none of them should be executed .if any of the statement fails to execute, the entire transmission should be Rolled Backed. Therefore ,you need to define the beginning and end of a transaction , as shown in following statement

begin transaction mytran

Update employee\_detail

Set salary= 3000

where empname ='Ram'

Update employee\_detail

Set salary = 4000

where empname ='suraj'

commit transaction mytran

**ROLLBACK**

**ROLLBACK:** The rollback commands cancels the modifications done by the recent DML statements and restore database to original state since the last COMMIT. The Roll back of the transactions can occur under the following circumstances

(1) Transaction can be rolled back due to a statement execution error.

(2) The Transaction can Rollback to a Savepoint if explicitly specified.

(3) Rollback of a transaction due to user request (ROLLBACK statement)

(4) Rollback of a transaction due to abnormal application termination like PC

shut down or accidentally closure of the SQL command line window.

(5) Rollback of incomplete transactions during database recovery

NOTE:- Save point command in SQL Server is used  to rollback the transaction into a certain point.

The syntax for SAVEPOINT command is as follows

**save transaction  save point\_name;**

The syntax for rolling back to a SAVEPOINT is as follows

**rollback transaction savepoint\_name;**

Example

create table emp

(empid int constraint PRIMARYKEY primary key,

empName varchar(15)

)

drop table emp

insert into emp values(1,'Ram')

insert into emp values(2,'aman')

insert into emp values(3,'vijay')

select \* from emp

begin transaction tr1

update emp set empName ='jay' where empid=1

commit tran tr1

begin transaction tr2

declare @id int;

set @id=5;

insert into emp values(@id,'d')

if(@id>10)

begin

print'An id greater than 10 is not valid; query is rolled back';

rollback tran tr2;

end

else

begin

print 'data is inserted'

end

select \* from emp

CREATE TABLE TestTable

(

ID INT NOT NULL,

name varchar(20),

mark numeric

)

TRUNCATE TABLE TestTable

BEGIN TRANSACTION

INSERT INTO TestTable VALUES ( 1,'Ram',50)

SAVE TRANSACTION first\_svpt -- this will create a savepoint-1

INSERT INTO TestTable VALUES ( 1,'sajan',75)

SAVE TRANSACTION second\_svpt -- this will create a savepoint-2

INSERT INTO TestTable VALUES ( 1,'amar',50)

ROLLBACK TRANSACTION first\_svpt -- this will rollback to the first savepoint named first\_svpt

COMMIT

SELECT \* FROM TestTable

=======================end of unit -3==============================
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