In [22]:

**import** pandas **as** pd

**import** numpy **as** np

**import** seaborn **as** sns

**import** matplotlib.pyplot **as** plt

*# nltk*

**import** nltk

**import** nltk

nltk**.**download('stopwords')

**from** nltk.corpus **import** stopwords

**from** nltk.stem **import** SnowballStemmer

**import** re

**import** string

[nltk\_data] Downloading package stopwords to

[nltk\_data] C:\Users\pratiksha\AppData\Roaming\nltk\_data... [nltk\_data] Unzipping corpora\stopwords.zip.

In [13]:

train**=**pd**.**read\_csv('Corona\_NLP\_train.csv',encoding**=**'latin-1') test**=**pd**.**read\_csv('Corona\_NLP\_test.csv',encoding**=**'latin-1')

In [14]:

Out[14]:

<AxesSubplot:>

sns**.**heatmap(train**.**isnull(),cbar**=False**)
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In [15]:

train**.**head()

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| Out[15]: | **UserName** | **ScreenName** | **Location** | **TweetAt** | **OriginalTweet** | **Sentiment** |
| **0** | 3799 | 48751 | London | 16-03-2020 | @MeNyrbie @Phil\_Gahan @Chrisitv https://t.co/i... | Neutral |
| **1** | 3800 | 48752 | UK | 16-03-2020 | advice Talk to your neighbours family to excha... | Positive |
| **2** | 3801 | 48753 | Vagabonds | 16-03-2020 | Coronavirus Australia: Woolworths to give elde... | Positive |
| **3** | 3802 | 48754 | NaN | 16-03-2020 | My food stock is not the only one which is emp... | Positive |
| **4** | 3803 | 48755 | NaN | 16-03-2020 | Me, ready to go at supermarket during the #COV... | Extremely Negative |

In [16]:

Out[16]:

<AxesSubplot:>

sns**.**heatmap(test**.**isnull(),cbar**=False**)

![](data:image/png;base64,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)

In [17]:

test**.**groupby('Sentiment')**.**count()

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| Out[17]: | **Sentiment** | **UserName** | **ScreenName** | **Location** | **TweetAt** | **OriginalTweet** |
|  | **Extremely Negative** | 592 | 592 | 449 | 592 | 592 |
|  | **Extremely Positive** | 599 | 599 | 482 | 599 | 599 |
|  | **Negative** | 1041 | 1041 | 811 | 1041 | 1041 |
|  | **Neutral** | 619 | 619 | 497 | 619 | 619 |
|  | **Positive** | 947 | 947 | 725 | 947 | 947 |

In [18]:

*# char\_count*

train['char\_count'] **=** train['OriginalTweet']**.**apply(**lambda** x: len(str(x)))

*# mention\_count*

train['mention\_count'] **=** train['OriginalTweet']**.**apply(**lambda** x: len([c **for** c **in** str(x) **if** c **==** '@']))

In [19]:

*# char\_count*

test['char\_count'] **=** test['OriginalTweet']**.**apply(**lambda** x: len(str(x)))

*# mention\_count*

test['mention\_count'] **=** test['OriginalTweet']**.**apply(**lambda** x: len([c **for** c **in** str(x) **if** c **==** '@'])) test

Out[19]:

**UserName ScreenName Location TweetAt OriginalTweet Sentiment char\_count mention\_count**

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
|  | **0** | 1 | 44953 | NYC 02-03- TRENDING: New Yorkers encounter empty Extremely 228 0  2020 supermar... Negative |
| **1** | 2 | 44954 | Seattle, WA 02-03- When I couldn't find hand sanitizer at Fred Positive 193 0  2020 Me... |
| **2** | 3 | 44955 | NaN 02-03- Find out how you can protect yourself and Extremely 73 0  2020 love... Positive |
|  | **3** | 4 | 44956 | Chicagoland 02-03- #Panic buying hits #NewYork City as anxious Negative 318 0  2020 sh... |

**4** 5 44957 Melbourne, Victoria

03-03-

2020

#toiletpaper #dunnypaper #coronavirus

#coronav...

Neutral 252 0

**...** ... ... ... ... ... ... ... ...

**3793** 3794 48746 Israel ?? 16-03-

2020

Meanwhile In A Supermarket in Israel --

People...

Positive 127 0

**3794**

3795

48747 Farmington, NM

16-03-

2020

Did you panic buy a lot of non-perishable

item...

Negative

213

0

**3795** 3796 48748 Haverford, PA 16-03-

2020

Asst Prof of Economics @cconces was on

@NBCPhi...

Neutral

**3796**

3797

48749

NaN

16-03- Gov need to do somethings instead of biar je 2020 r...

Extremely Negative

**3797** 3798 48750 Arlington,

Virginia

16-03-

2020

I and @ForestandPaper members are

committed to...

Extremely Positive

# 3798 rows × 8 columns

|  |  |
| --- | --- |
| 185 | 2 |
| 174 | 0 |
| 254 | 1 |

In [20]:

new **=** train["TweetAt"]**.**str**.**split("-", n **=** 2, expand **= True**) train['year']**=**new[2]**.**astype(int)

train['month']**=**new[1]**.**astype(int) train['day']**=**new[0]**.**astype(int)

train

Out[20]:

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| **UserName ScreenName Location TweetAt OriginalTweet Sentiment** | **char\_count** | **mention\_count** | **year** | **month** | **day** |
| **0** 3799 48751 London 16-03- @MeNyrbie @Phil\_Gahan Neutral | 111 | 3 | 2020 | 3 | 16 |
| **1** 3800 48752 UK 16-03- advice Talk to your Positive | 237 | 0 | 2020 | 3 | 16 |
| **2** 3801 48753 Vagabonds 16-03- Coronavirus Australia: Positive | 131 | 0 | 2020 | 3 | 16 |
| **3** 3802 48754 NaN 16-03- My food stock is not the only Positive | 306 | 0 | 2020 | 3 | 16 |

2020 @Chrisitv https://t.co/i...

2020 neighbours family to excha...

2020 Woolworths to give elde...

**4** 3803 48755 NaN

2020

16-03-

2020

one which is emp...

Me, ready to go at supermarket during the

#COV...

Extremely 310 0 2020 3 16 Negative

**...**

...

...

...

...

...

...

...

...

...

... ...

**41152** 44951 89903 Wellington City,

New Zealand

14-04-

2020

Airline pilots offering to stock

supermarket s...

Neutral 102 0 2020 4 14

**41153**

44952

89904

NaN 14-04-

2020

Response to complaint not provided citing COVI...

Extremely Negative

138

0 2020

4 14

**41154** 44953 89905 NaN 14-04-

2020

You know itÂ s getting tough when @KameronWild...

Positive 136 2 2020 4 14

**41155**

44954

89906

NaN 14-04-

2020

Is it wrong that the smell of

hand sanitizer i...

Neutral

111

0 2020

4 14

**41156** 44955 89907 i love you so

much || he/him

14-04-

2020

@TartiiCat Well new/used Rift

S are going for ...

Negative 255 1 2020 4 14

# 41157 rows × 11 columns

In [21]:

new **=** test["TweetAt"]**.**str**.**split("-", n **=** 2, expand **= True**) test['year']**=**new[2]**.**astype(int)

test['month']**=**new[1]**.**astype(int) test['day']**=**new[0]**.**astype(int)

test

Out[21]:

**UserName ScreenName Location TweetAt OriginalTweet Sentiment char\_count mention\_count year month day**

**0** 1 44953 NYC 02-03-

2020

TRENDING: New Yorkers encounter empty supermar...

Extremely Negative

228 0 2020 3 2

**1**

2

44954 Seattle, WA 02-03-

2020

When I couldn't find hand sanitizer at Fred Me...

Positive

193

0 2020

3 2

**2** 3 44955 NaN 02-03-

2020

Find out how you can protect

yourself and love...

Extremely Positive

73 0 2020 3 2

**3**

4

44956 Chicagoland 02-03-

2020

#Panic buying hits #NewYork

City as anxious sh...

Negative

318

0 2020

3 2

**4** 5 44957 Melbourne, Victoria

**...** ... ... ... ... ... ... ... ... ... ... ...

03-03-

2020

#toiletpaper #dunnypaper #coronavirus #coronav...

Neutral 252 0 2020 3 3

**3793** 3794 48746 Israel ?? 16-03-

2020

**3794**

3795

48747 Farmington, 16-03-

NM 2020

Did you panic buy a lot of non-

perishable item...

Negative

213

0 2020

3 16

Meanwhile In A Supermarket in

Israel -- People...

Positive 127 0 2020 3 16

**3795** 3796 48748 Haverford, PA 16-03-

2020

**3796**

3797

48749

NaN 16-03-

2020

Gov need to do somethings instead of biar je r...

Extremely Negative

174

0 2020

3 16

Asst Prof of Economics @cconces was on @NBCPhi...

Neutral 185 2 2020 3 16

**3797** 3798 48750 Arlington,

Virginia

16-03-

2020

I and @ForestandPaper members

are committed to...

Extremely Positive

254 1 2020 3 16

# 3798 rows × 11 columns

In [23]:

STOPWORDS **=** set(stopwords**.**words('english'))

**def** cleaning\_stopwords(text):

**return** " "**.**join([word **for** word **in** str(text)**.**split() **if** word **not in** STOPWORDS])

test['OriginalTweet'] **=** test['OriginalTweet']**.**apply(**lambda** text: cleaning\_stopwords(text))

train['OriginalTweet'] **=** train['OriginalTweet']**.**apply(**lambda** text: cleaning\_stopwords(text))

In [24]:

**def** cleaning\_URLs(data):

**return** re**.**sub('((www\.[^\s]+)|(https?://[^\s]+))',' ',data)

train['OriginalTweet']**=** train['OriginalTweet']**.**apply(**lambda** x: cleaning\_URLs(x))

test['OriginalTweet']**=** test['OriginalTweet']**.**apply(**lambda** x: cleaning\_URLs(x))

In [25]:

english\_punctuations **=** string**.**punctuation punctuations\_list **=** english\_punctuations **def** cleaning\_punctuations(text):

translator **=** str**.**maketrans('', '', punctuations\_list)

**return** text**.**translate(translator)

train['OriginalTweet']**=** train['OriginalTweet']**.**apply(**lambda** x: cleaning\_punctuations(x))

test['OriginalTweet']**=** test['OriginalTweet']**.**apply(**lambda** x: cleaning\_punctuations(x))

In [26]:

**def** cleaning\_numbers(data):

**return** re**.**sub('[0-9]+','', data)

train['OriginalTweet']**=** train['OriginalTweet']**.**apply(**lambda** x: cleaning\_numbers(x))

test['OriginalTweet']**=** test['OriginalTweet']**.**apply(**lambda** x: cleaning\_numbers(x))

In [27]:

train

Out[27]:

2020

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| **UserName ScreenName Location TweetAt OriginalTweet Sentiment** | **char\_count** | **mention\_count** | **year** | **month** | **day** |
| **0** 3799 48751 London 16-03- MeNyrbie PhilGahan Chrisitv Neutral | 111 | 3 | 2020 | 3 | 16 |
| **1** 3800 48752 UK 16-03- advice Talk neighbours family Positive | 237 | 0 | 2020 | 3 | 16 |
| **2** 3801 48753 Vagabonds 16-03- Coronavirus Australia Positive | 131 | 0 | 2020 | 3 | 16 |
| **3** 3802 48754 NaN 16-03- My food stock one empty Positive | 306 | 0 | 2020 | 3 | 16 |

2020 exchange phone n...

2020 Woolworths give elderly ...

2020

**4** 3803 48755 NaN 16-03-

2020

PLEASE panic THERE WIL...

Me ready go supermarket COVID outbreak Not Im ...

Extremely Negative

310 0 2020 3 16

**...** ... ... ... ... ... ... ... ... ... ... ...

**41152** 44951 89903 Wellington City,

New Zealand

14-04-

2020

Airline pilots offering stock

supermarket shel...

Neutral 102 0 2020 4 14

**41153**

44952

89904

NaN

14-04-

Response complaint

2020 provided citing COVID relat...

Extremely Negative

138

0 2020

4 14

**41154** 44953 89905 NaN

14-04-

2020

You know itÂ s getting Positive 136 2 2020 4 14 tough KameronWilds rati...

**41155**

44954

89906

NaN

14-04- Is wrong smell hand sanitizer

2020

starting turn on...

Neutral

111

0 2020

4 14

**41156** 44955 89907

i love you so much || he/him

14-04-

2020

TartiiCat Well newused Rift S Negative 255 1 2020 4 14 going Amazon rn...

# 41157 rows × 11 columns

In [28]:

**from** nltk.tokenize **import** RegexpTokenizer tokenizer **=** RegexpTokenizer(r'\w+')

train['OriginalTweet'] **=** train['OriginalTweet']**.**apply(tokenizer**.**tokenize)

test['OriginalTweet'] **=** test['OriginalTweet']**.**apply(tokenizer**.**tokenize)

In [29]:

st **=** nltk**.**PorterStemmer()

**def** stemming\_on\_text(data):

data **=** [st**.**stem(word) **for** word **in** data]

**return** data

train['OriginalTweet']**=** train['OriginalTweet']**.**apply(**lambda** x: stemming\_on\_text(x))

test['OriginalTweet']**=** test['OriginalTweet']**.**apply(**lambda** x: stemming\_on\_text(x))

# lm = nltk.WordNetLemmatizer() def lemmatizer\_on\_text(txt): txt = [lm.lemmatize(word) for word in txt] return txt train['OriginalTweet'] = train['OriginalTweet'].apply(lambda x: lemmatizer\_on\_text(x)) train

In [32]:

train['Sentiment']**=**train['Sentiment']**.**replace('Extremely Positive','Positive') train['Sentiment']**=**train['Sentiment']**.**replace('Extremely Negative','Negative')

test['Sentiment']**=**test['Sentiment']**.**replace('Extremely Positive','Positive') test['Sentiment']**=**test['Sentiment']**.**replace('Extremely Negative','Negative')

In [33]:

train1**=**train

train1**.**Sentiment**=**train1**.**Sentiment**.**replace('Neutral',1) train1**.**Sentiment**=**train1**.**Sentiment**.**replace('Positive',2) train1**.**Sentiment**=**train1**.**Sentiment**.**replace('Negative',0)

In [34]:

train**=**train**.**drop(columns**=**['ScreenName','Location','TweetAt','year']) test**=**test**.**drop(columns**=**['ScreenName','Location','TweetAt','year'])

In [35]:

Y\_train**=**train['Sentiment'] Y\_test**=**test['Sentiment']

X\_train**=**train**.**drop("Sentiment",axis**=**1) X\_test**=**test**.**drop("Sentiment",axis**=**1)

In [36]:

print(X\_train**.**shape,Y\_train**.**shape,X\_test**.**shape,Y\_test**.**shape)

(41157, 6) (41157,) (3798, 6) (3798,)

In [37]:

**from** tensorflow.keras.models **import** Sequential

**from** tensorflow.keras.layers **import** LSTM, GRU,SimpleRNN

**from** tensorflow.keras.layers **import** Dense, Activation, Dropout

**from** tensorflow.keras.layers **import** Embedding

**from** tensorflow.keras.layers **import** BatchNormalization

**from** tensorflow.keras.layers **import** LSTM, Activation, Dense, Dropout, Input, Embedding

**from** tensorflow.keras.models **import** Model

**from** tensorflow.keras.losses **import** SparseCategoricalCrossentropy

**from** tensorflow.keras.optimizers **import** RMSprop

**from** tensorflow.keras.preprocessing.text **import** Tokenizer

**from** tensorflow.keras.preprocessing **import** sequence

In [38]:

Y\_train

Out[38]: 0 1

|  |  |
| --- | --- |
| 1 | 2 |
| 2 | 2 |
| 3 | 2 |
| 4 | 0 |
| 41152 | ..  1 |
| 41153 | 0 |
| 41154 | 2 |
| 41155 | 1 |
| 41156 | 0 |
| Name: | Sentiment, Length: 41157, dtype: int64 |

In [39]:

X**=**X\_train**.**OriginalTweet Y**=**Y\_train

In [40]:

max\_len **=** 500

tok **=** Tokenizer(num\_words**=**2000) tok**.**fit\_on\_texts(X)

sequences **=** tok**.**texts\_to\_sequences(X)

sequences\_matrix **=** sequence**.**pad\_sequences(sequences,maxlen**=**max\_len) word\_index **=** tok**.**word\_index

sequences\_matrix

Out[40]:

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| array([[ | 0, | 0, | 0, | ..., | 0, | 0, | 0], |
| [ | 0, | 0, | 0, | ..., | 41, | 1039, | 98], |
| [  ..., | 0, | 0, | 0, | ..., | 122, | 1, | 88], |
| [ | 0, | 0, | 0, | ..., | 28, | 29, | 301], |
| [ | 0, | 0, | 0, | ..., | 2, | 1, | 2], |
| [ | 0, | 0, | 0, | ..., | 772, | 1, | 255]]) |

In [41]:

**from** sklearn **import** preprocessing le **=** preprocessing**.**LabelEncoder() le**.**fit(Y)

Y**=**le**.**transform(Y)

In [42]:

**from** sklearn.model\_selection **import** train\_test\_split

X\_train, X\_test, Y\_train, Y\_test **=** train\_test\_split(sequences\_matrix, Y, test\_size**=**0.3, random\_state**=**2)

In [43]:

*# A simpleRNN without any pretrained embeddings and one dense layer*

model **=** Sequential()

model**.**add(Embedding(len(word\_index) **+** 1,

200,

input\_length**=**max\_len)) model**.**add(SimpleRNN(200))

model**.**add(Dense(3, activation**=**'sigmoid'))

model**.**compile(loss **=**SparseCategoricalCrossentropy(), optimizer**=**'adam', metrics**=**['accuracy'])

model**.**summary()

Model: "sequential"

In [45]:

model**.**fit(X\_train, Y\_train, epochs**=**10)

|  |  |  |
| --- | --- | --- |
|  | | =================================================================  Total params: 9,731,003  Trainable params: 9,731,003 |
| Non-trainable params: 0 |
|  |
| In | [44]: | **from** sklearn **import** preprocessing, decomposition, model\_selection, metrics, pipeline  **def** roc\_auc(predictions,target): |
|  | | '''  This methods returns the AUC Score when given the Predictions and Labels  '''  fpr, tpr, thresholds **=** metrics**.**roc\_curve(target, predictions) roc\_auc **=** metrics**.**auc(fpr, tpr)  **return** roc\_auc |

Layer (type) Output Shape Param #

=================================================================

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| embedding (Embedding) | (None, | 500, | 200) | 9650200 |
| simple\_rnn (SimpleRNN) | (None, | 200) |  | 80200 |
| dense (Dense) | (None, | 3) |  | 603 |

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| Epoch 1/10  901/901 [==============================] | - 349s | 385ms/step | - loss: | 0.9197 | - accuracy: | 0.5457 |
| Epoch 2/10  901/901 [==============================] | - 316s | 350ms/step | - loss: | 0.6041 | - accuracy: | 0.7746 |
| Epoch 3/10  901/901 [==============================] | - 318s | 353ms/step | - loss: | 0.6724 | - accuracy: | 0.7378 |
| Epoch 4/10  901/901 [==============================] | - 322s | 357ms/step | - loss: | 0.6792 | - accuracy: | 0.7304 |
| Epoch 5/10  901/901 [==============================] | - 404s | 449ms/step | - loss: | 0.6281 | - accuracy: | 0.7602 |
| Epoch 6/10  901/901 [==============================] | - 357s | 397ms/step | - loss: | 0.5463 | - accuracy: | 0.8057 |
| Epoch 7/10  901/901 [==============================] | - 408s | 453ms/step | - loss: | 0.5544 | - accuracy: | 0.7994 |
| Epoch 8/10  901/901 [==============================] | - 393s | 436ms/step | - loss: | 0.7248 | - accuracy: | 0.6865 |
| Epoch 9/10  901/901 [==============================] | - 303s | 336ms/step | - loss: | 0.6069 | - accuracy: | 0.7656 |
| Epoch 10/10  901/901 [==============================] | - 286s | 317ms/step | - loss: | 0.5372 | - accuracy: | 0.8021 |

Out[45]:

In [47]:

Out[47]:

In [48]:

<keras.callbacks.History at 0x2815aeb4d90>

Y\_test

array([2, 0, 0, ..., 0, 2, 0], dtype=int64)

386/386 [==============================] - 40s 104ms/step

scores

scores **=** model**.**predict(X\_test)

In [49]:

Out[49]:

In [1]:

'''score=[]

for s in scores:

array([[0.17390123, 0.08241998, 0.9550262 ],

|  |  |  |
| --- | --- | --- |
| [0.8365786 , | 0.58865094, | 0.29535702], |
| [0.9677965 , | 0.38413322, | 0.43616864], |
| ...,  [0.59325635, | 0.34331757, | 0.8882675 ], |
| [0.07579926, | 0.07291647, | 0.98322797], |
| [0.8149449 , | 0.10628812, | 0.28367418]], dtype=float32) |

score+=[int(np.where(s == s.max())[0])] score'''

Out[1]:

In [51]:

'score=[]\nfor s in scores:\n score+=[int(np.where(s == s.max())[0])]\nscore'

Out[51]:

In [52]:

Out[52]:

In [ ]:

0.7577745383867833

**from** sklearn **import** metrics

acc**=**metrics**.**accuracy\_score(score,Y\_test) acc

len(score)

12348