## Implement and demonstrate the FIND-S algorithm for finding the most specific hypothesis based on a given set of training data samples. Read the training data from a .CSV file.

import csv

with open('tennis.csv', 'r') as f: reader = csv.reader(f) your\_list = list(reader)

h = [['0', '0', '0', '0', '0', '0']]

for i in your\_list: print(i)

if i[-1] == "True": j = 0

for x in i:

if x != "True":

if x != h[0][j] and h[0][j] == '0': h[0][j] = x

elif x != h[0][j] and h[0][j] != '0': h[0][j] = '?'

else:

pass j = j + 1

print("Most specific hypothesis is") print(h)

## Output

**'Sunny', 'Warm', 'Normal', 'Strong', 'Warm', 'Same',True**

## 'Sunny', 'Warm', 'High', 'Strong', 'Warm', 'Same',True

**'Rainy', 'Cold', 'High', 'Strong', 'Warm', 'Change',False**

## 'Sunny', 'Warm', 'High', 'Strong', 'Cool','Change',True

Maximally Specific set

## [['Sunny', 'Warm', '?', 'Strong', '?', '?']]

1. **For a given set of training data examples stored in a .CSV file, implement and demonstrate the Candidate-Elimination algorithm to output a description of the set of all hypotheses consistent with the training examples.**

class Holder:

factors={} #Initialize an empty dictionary

attributes = () #declaration of dictionaries parameters with an arbitrary length

'''

Constructor of class Holder holding two parameters, self refers to the instance of the class

'''

def init (self,attr): # self.attributes = attr for i in attr:

self.factors[i]=[]

def add\_values(self,factor,values): self.factors[factor]=values

class CandidateElimination:

Positive={} #Initialize positive empty dictionary Negative={} #Initialize negative empty dictionary

def init (self,data,fact): self.num\_factors = len(data[0][0]) self.factors = fact.factors

self.attr = fact.attributes self.dataset = data

def run\_algorithm(self): '''

Initialize the specific and general boundaries, and loop the dataset against the algorithm

'''

G = self.initializeG() S = self.initializeS()

'''

Programmatically populate list in the iterating variable trial\_set '''

count=0

for trial\_set in self.dataset:

if self.is\_positive(trial\_set): #if trial set/example consists of positive examples

G = self.remove\_inconsistent\_G(G,trial\_set[0]) #remove inconsitent data from the general boundary

S\_new = S[:] #initialize the dictionary with no key-value pair print (S\_new)

for s in S:

if not self.consistent(s,trial\_set[0]): S\_new.remove(s)

generalization = self.generalize\_inconsistent\_S(s,trial\_set[0]) generalization = self.get\_general(generalization,G)

if generalization: S\_new.append(generalization)

S = S\_new[:]

S = self.remove\_more\_general(S) print(S)

else:#if it is negative

S = self.remove\_inconsistent\_S(S,trial\_set[0]) #remove inconsitent data from the specific boundary

G\_new = G[:] #initialize the dictionary with no key-value pair (dataset can take any value)

print (G\_new) for g in G:

if self.consistent(g,trial\_set[0]): G\_new.remove(g)

specializations = self.specialize\_inconsistent\_G(g,trial\_set[0]) specializationss = self.get\_specific(specializations,S)

if specializations != []: G\_new += specializationss

G = G\_new[:]

G = self.remove\_more\_specific(G) print(G)

print (S) print (G)

def initializeS(self):

''' Initialize the specific boundary '''

S = tuple(['-' for factor in range(self.num\_factors)]) #6 constraints in the vector return [S]

def initializeG(self):

''' Initialize the general boundary '''

G = tuple(['?' for factor in range(self.num\_factors)]) # 6 constraints in the vector return [G]

def is\_positive(self,trial\_set):

''' Check if a given training trial\_set is positive ''' if trial\_set[1] == 'Y':

return True

elif trial\_set[1] == 'N': return False

else:

raise TypeError("invalid target value")

def match\_factor(self,value1,value2):

''' Check for the factors values match, necessary while checking the consistency of training trial\_set with the hypothesis '''

if value1 == '?' or value2 == '?': return True

elif value1 == value2 : return True

return False

def consistent(self,hypothesis,instance):

''' Check whether the instance is part of the hypothesis ''' for i,factor in enumerate(hypothesis):

if not self.match\_factor(factor,instance[i]): return False

return True

def remove\_inconsistent\_G(self,hypotheses,instance): ''' For a positive trial\_set, the hypotheses in G

inconsistent with it should be removed ''' G\_new = hypotheses[:]

for g in hypotheses:

if not self.consistent(g,instance): G\_new.remove(g)

return G\_new

def remove\_inconsistent\_S(self,hypotheses,instance): ''' For a negative trial\_set, the hypotheses in S

inconsistent with it should be removed ''' S\_new = hypotheses[:]

for s in hypotheses:

if self.consistent(s,instance): S\_new.remove(s)

return S\_new

def remove\_more\_general(self,hypotheses):

''' After generalizing S for a positive trial\_set, the hypothesis in S general than others in S should be removed '''

S\_new = hypotheses[:] for old in hypotheses:

for new in S\_new:

if old!=new and self.more\_general(new,old): S\_new.remove[new]

return S\_new

def remove\_more\_specific(self,hypotheses):

''' After specializing G for a negative trial\_set, the hypothesis in G specific than others in G should be removed '''

G\_new = hypotheses[:] for old in hypotheses: for new in G\_new:

if old!=new and self.more\_specific(new,old): G\_new.remove[new]

return G\_new

def generalize\_inconsistent\_S(self,hypothesis,instance):

''' When a inconsistent hypothesis for positive trial\_set is seen in the specific boundary S,

it should be generalized to be consistent with the trial\_set ... we will get one hypothesis'''

hypo = list(hypothesis) # convert tuple to list for mutability for i,factor in enumerate(hypo):

if factor == '-':

hypo[i] = instance[i]

elif not self.match\_factor(factor,instance[i]): hypo[i] = '?'

generalization = tuple(hypo) # convert list back to tuple for immutability return generalization

def specialize\_inconsistent\_G(self,hypothesis,instance):

''' When a inconsistent hypothesis for negative trial\_set is seen in the general boundary G

should be specialized to be consistent with the trial\_set.. we will get a set of hypotheses '''

specializations = []

hypo = list(hypothesis) # convert tuple to list for mutability for i,factor in enumerate(hypo):

if factor == '?':

values = self.factors[self.attr[i]] for j in values:

if instance[i] != j: hyp=hypo[:] hyp[i]=j

hyp=tuple(hyp) # convert list back to tuple for immutability specializations.append(hyp)

return specializations

def get\_general(self,generalization,G):

''' Checks if there is more general hypothesis in G

for a generalization of inconsistent hypothesis in S

in case of positive trial\_set and returns valid generalization '''

for g in G:

if self.more\_general(g,generalization): return generalization

return None

def get\_specific(self,specializations,S):

''' Checks if there is more specific hypothesis in S for each of hypothesis in specializations of an

inconsistent hypothesis in G in case of negative trial\_set and return the valid specializations'''

valid\_specializations = [] for hypo in specializations:

for s in S:

if self.more\_specific(s,hypo) or s==self.initializeS()[0]: valid\_specializations.append(hypo)

return valid\_specializations

def exists\_general(self,hypothesis,G):

'''Used to check if there exists a more general hypothesis in general boundary for version space'''

for g in G:

if self.more\_general(g,hypothesis): return True

return False

def exists\_specific(self,hypothesis,S):

'''Used to check if there exists a more specific hypothesis in general boundary for version space'''

for s in S:

if self.more\_specific(s,hypothesis): return True

return False

def more\_general(self,hyp1,hyp2):

''' Check whether hyp1 is more general than hyp2 ''' hyp = zip(hyp1,hyp2)

for i,j in hyp: if i == '?':

continue

elif j == '?':

if i != '?': return False

elif i != j: return False

else:

continue return True

def more\_specific(self,hyp1,hyp2): ''' hyp1 more specific than hyp2 is

equivalent to hyp2 being more general than hyp1 ''' return self.more\_general(hyp2,hyp1)

dataset=[(('sunny','warm','normal','strong','warm','same'),'Y'),(('sunny','warm','high','stron

g','warm','same'),'Y'),(('rainy','cold','high','strong','warm','change'),'N'),(('sunny','warm','hi gh','strong','cool','change'),'Y')]

attributes =('Sky','Temp','Humidity','Wind','Water','Forecast') f = Holder(attributes)

f.add\_values('Sky',('sunny','rainy','cloudy')) #sky can be sunny rainy or cloudy f.add\_values('Temp',('cold','warm')) #Temp can be sunny cold or warm f.add\_values('Humidity',('normal','high')) #Humidity can be normal or high f.add\_values('Wind',('weak','strong')) #wind can be weak or strong f.add\_values('Water',('warm','cold')) #water can be warm or cold f.add\_values('Forecast',('same','change')) #Forecast can be same or change

a = CandidateElimination(dataset,f) #pass the dataset to the algorithm class and call the run algoritm method

a.run\_algorithm()

## Output

[('sunny', 'warm', 'normal', 'strong', 'warm', 'same')]

[('sunny', 'warm', 'normal', 'strong', 'warm','same')]

[('sunny', 'warm', '?', 'strong', 'warm', 'same')]

[('?', '?', '?', '?', '?', '?')]

[('sunny', '?', '?', '?', '?', '?'), ('?', 'warm', '?', '?', '?', '?'), ('?', '?', '?', '?', '?', 'same')]

[('sunny', 'warm', '?', 'strong', 'warm', 'same')]

[('sunny', 'warm', '?', 'strong', '?', '?')]

[('sunny', 'warm', '?', 'strong', '?', '?')]

[('sunny', '?', '?', '?', '?', '?'), ('?', 'warm', '?', '?', '?', '?')]

## Write a program to demonstrate the working of the decision tree based ID3 algorithm. Use an appropriate data set for building the decision tree and apply this knowledge to classify a new sample.

import numpy as np import math

from data\_loader import read\_data

class Node:

def init (self, attribute): self.attribute = attribute self.children = [] self.answer = ""

def str (self): return self.attribute

def subtables(data, col, delete): dict = {}

items = np.unique(data[:, col])

count = np.zeros((items.shape[0], 1), dtype=np.int32) for x in range(items.shape[0]):

for y in range(data.shape[0]):

if data[y, col] == items[x]: count[x] += 1

for x in range(items.shape[0]):

dict[items[x]] = np.empty((int(count[x]), data.shape[1]), dtype="|S32")

pos = 0

for y in range(data.shape[0]): if data[y, col] == items[x]:

dict[items[x]][pos] = data[y] pos += 1

if delete:

dict[items[x]] = np.delete(dict[items[x]], col, 1) return items, dict

def entropy(S):

items = np.unique(S) if items.size == 1:

return 0

counts = np.zeros((items.shape[0], 1)) sums = 0

for x in range(items.shape[0]):

counts[x] = sum(S == items[x]) / (S.size \* 1.0)

for count in counts:

sums += -1 \* count \* math.log(count, 2) return sums

def gain\_ratio(data, col):

items, dict = subtables(data, col, delete=False)

total\_size = data.shape[0]

entropies = np.zeros((items.shape[0], 1)) intrinsic = np.zeros((items.shape[0], 1)) for x in range(items.shape[0]):

ratio = dict[items[x]].shape[0]/(total\_size \* 1.0) entropies[x] = ratio \* entropy(dict[items[x]][:, -1]) intrinsic[x] = ratio \* math.log(ratio, 2)

total\_entropy = entropy(data[:, -1]) iv = -1 \* sum(intrinsic)

for x in range(entropies.shape[0]): total\_entropy -= entropies[x]

return total\_entropy / iv

def create\_node(data, metadata):

if (np.unique(data[:, -1])).shape[0] == 1: node = Node("")

node.answer = np.unique(data[:, -1])[0] return node

gains = np.zeros((data.shape[1] - 1, 1)) for col in range(data.shape[1] - 1):

gains[col] = gain\_ratio(data, col) split = np.argmax(gains)

node = Node(metadata[split])

metadata = np.delete(metadata, split, 0)

items, dict = subtables(data, split, delete=True)

for x in range(items.shape[0]):

child = create\_node(dict[items[x]], metadata) node.children.append((items[x], child))

return node def empty(size):

s = ""

for x in range(size): s += " "

return s

def print\_tree(node, level): if node.answer != "":

print(empty(level), node.answer) return

print(empty(level), node.attribute) for value, n in node.children:

print(empty(level + 1), value) print\_tree(n, level + 2)

metadata, traindata = read\_data("tennis.csv") data = np.array(traindata)

node = create\_node(data, metadata) print\_tree(node, 0)

## Data\_loader.py

import csv

def read\_data(filename):

with open(filename, 'r') as csvfile:

datareader = csv.reader(csvfile, delimiter=',') headers = next(datareader)

metadata = [] traindata = []

for name in headers: metadata.append(name)

for row in datareader: traindata.append(row)

return (metadata, traindata)

## Tennis.csv

outlook,temperature,humidity,wind, answer sunny,hot,high,weak,no sunny,hot,high,strong,no overcast,hot,high,weak,yes rain,mild,high,weak,yes rain,cool,normal,weak,yes rain,cool,normal,strong,no overcast,cool,normal,strong,yes sunny,mild,high,weak,no sunny,cool,normal,weak,yes rain,mild,normal,weak,yes sunny,mild,normal,strong,yes overcast,mild,high,strong,yes overcast,hot,normal,weak,yes rain,mild,high,strong,no

## Output

outlook

overcast b'yes'

rain

wind

b'strong' b'no' b'weak' b'yes'

sunny

humidity b'high' b'no'

b'normal' b'yes

## Build an Artificial Neural Network by implementing the Backpropagation algorithm and test the same using appropriate data sets.

import numpy as np

X = np.array(([2, 9], [1, 5], [3, 6]), dtype=float)

y = np.array(([92], [86], [89]), dtype=float)

X = X/np.amax(X,axis=0) # maximum of X array longitudinally y = y/100

#Sigmoid Function def sigmoid (x):

return 1/(1 + np.exp(-x))

#Derivative of Sigmoid Function def derivatives\_sigmoid(x):

return x \* (1 - x)

#Variable initialization

epoch=7000 #Setting training iterations lr=0.1 #Setting learning rate

inputlayer\_neurons = 2 #number of features in data set hiddenlayer\_neurons = 3 #number of hidden layers neurons output\_neurons = 1 #number of neurons at output layer #weight and bias initialization

wh=np.random.uniform(size=(inputlayer\_neurons,hiddenlayer\_neurons)) bh=np.random.uniform(size=(1,hiddenlayer\_neurons)) wout=np.random.uniform(size=(hiddenlayer\_neurons,output\_neurons)) bout=np.random.uniform(size=(1,output\_neurons))

#draws a random range of numbers uniformly of dim x\*y for i in range(epoch):

#Forward Propogation hinp1=np.dot(X,wh) hinp=hinp1 + bh hlayer\_act = sigmoid(hinp)

outinp1=np.dot(hlayer\_act,wout) outinp= outinp1+ bout

output = sigmoid(outinp)

#Backpropagation EO = y-output

outgrad = derivatives\_sigmoid(output) d\_output = EO\* outgrad

EH = d\_output.dot(wout.T)

hiddengrad = derivatives\_sigmoid(hlayer\_act)#how much hidden layer wts contributed to error

d\_hiddenlayer = EH \* hiddengrad

wout += hlayer\_act.T.dot(d\_output) \*lr# dotproduct of nextlayererror and currentlayerop

# bout += np.sum(d\_output, axis=0,keepdims=True) \*lr wh += X.T.dot(d\_hiddenlayer) \*lr

#bh += np.sum(d\_hiddenlayer, axis=0,keepdims=True) \*lr print("Input: \n" + str(X))

print("Actual Output: \n" + str(y)) print("Predicted Output: \n" ,output)

## output

Input:

[[ 0.66666667 1. ]

[ 0.33333333 0.55555556]

[ 1. 0.66666667]]

Actual Output: [[ 0.92]

[ 0.86]

[ 0.89]]

Predicted Output: [[ 0.89559591]

[ 0.88142069]

[ 0.8928407 ]]

## Write a program to implement the naïve Bayesian classifier for a sample training data set stored as a .CSV file. Compute the accuracy of the classifier, considering few test data sets.

import csv import random import math

def loadCsv(filename):

lines = csv.reader(open(filename, "r")); dataset = list(lines)

for i in range(len(dataset)):

#converting strings into numbers for processing dataset[i] = [float(x) for x in dataset[i]]

return dataset

def splitDataset(dataset, splitRatio): #67% training size

trainSize = int(len(dataset) \* splitRatio); trainSet = []

copy = list(dataset);

while len(trainSet) < trainSize:

#generate indices for the dataset list randomly to pick ele for training data index = random.randrange(len(copy)); trainSet.append(copy.pop(index))

return [trainSet, copy]

def separateByClass(dataset):

separated = {}

#creates a dictionary of classes 1 and 0 where the values are the instacnes belonging to each class

for i in range(len(dataset)): vector = dataset[i]

if (vector[-1] not in separated): separated[vector[-1]] = []

separated[vector[-1]].append(vector) return separated

def mean(numbers):

return sum(numbers)/float(len(numbers))

def stdev(numbers):

avg = mean(numbers)

variance = sum([pow(x-avg,2) for x in numbers])/float(len(numbers)-1) return math.sqrt(variance)

def summarize(dataset):

summaries = [(mean(attribute), stdev(attribute)) for attribute in zip(\*dataset)]; del summaries[-1]

return summaries

def summarizeByClass(dataset):

separated = separateByClass(dataset); summaries = {}

for classValue, instances in separated.items():

#summaries is a dic of tuples(mean,std) for each class value summaries[classValue] = summarize(instances)

return summaries

def calculateProbability(x, mean, stdev):

exponent = math.exp(-(math.pow(x-mean,2)/(2\*math.pow(stdev,2)))) return (1 / (math.sqrt(2\*math.pi) \* stdev)) \* exponent

def calculateClassProbabilities(summaries, inputVector):

probabilities = {}

for classValue, classSummaries in summaries.items():#class and attribute information as mean and sd

probabilities[classValue] = 1

for i in range(len(classSummaries)):

mean, stdev = classSummaries[i] #take mean and sd of every attribute for class 0 and 1 seperaely

x = inputVector[i] #testvector's first attribute probabilities[classValue] \*= calculateProbability(x, mean, stdev);#use

normal dist

return probabilities

def predict(summaries, inputVector):

probabilities = calculateClassProbabilities(summaries, inputVector) bestLabel, bestProb = None, -1

for classValue, probability in probabilities.items():#assigns that class which has he

highest prob

if bestLabel is None or probability > bestProb: bestProb = probability

bestLabel = classValue return bestLabel

def getPredictions(summaries, testSet): predictions = []

for i in range(len(testSet)):

result = predict(summaries, testSet[i]) predictions.append(result)

return predictions

def getAccuracy(testSet, predictions):

correct = 0

for i in range(len(testSet)):

if testSet[i][-1] == predictions[i]: correct += 1

return (correct/float(len(testSet))) \* 100.0

def main():

filename = '5data.csv' splitRatio = 0.67

dataset = loadCsv(filename);

trainingSet, testSet = splitDataset(dataset, splitRatio)

print('Split {0} rows into train={1} and test={2} rows'.format(len(dataset), len(trainingSet), len(testSet)))

# prepare model

summaries = summarizeByClass(trainingSet); # test model

predictions = getPredictions(summaries, testSet) accuracy = getAccuracy(testSet, predictions)

print('Accuracy of the classifier is : {0}%'.format(accuracy)) main()

## Output

confusion matrix is as follows [[17 0 0]

[ 0 17 0]

[ 0 0 11]]

Accuracy metrics

precision recall f1-score support

|  |  |
| --- | --- |
| 0 1.00 1.00 1.00 | 17 |
| 1 1.00 1.00 1.00 | 17 |
| 2 1.00 1.00 1.00 | 11 |

avg / total

1.00

1.00

1.00 45

## Assuming a set of documents that need to be classified, use the naïve Bayesian Classifier model to perform this task. Built-in Java classes/API can be used to write the program. Calculate the accuracy, precision, and recall for your data set.

import pandas as pd msg=pd.read\_csv('naivetext1.csv',names=['message','label']) print('The dimensions of the dataset',msg.shape) msg['labelnum']=msg.label.map({'pos':1,'neg':0})

X=msg.message y=msg.labelnum print(X)

print(y)

#splitting the dataset into train and test data

from sklearn.model\_selection import train\_test\_split xtrain,xtest,ytrain,ytest=train\_test\_split(X,y) print(xtest.shape)

print(xtrain.shape) print(ytest.shape) print(ytrain.shape)

#output of count vectoriser is a sparse matrix

from sklearn.feature\_extraction.text import CountVectorizer count\_vect = CountVectorizer()

xtrain\_dtm = count\_vect.fit\_transform(xtrain) xtest\_dtm=count\_vect.transform(xtest) print(count\_vect.get\_feature\_names())

df=pd.DataFrame(xtrain\_dtm.toarray(),columns=count\_vect.get\_feature\_names()) print(df)#tabular representation

print(xtrain\_dtm) #sparse matrix representation

# Training Naive Bayes (NB) classifier on training data. from sklearn.naive\_bayes import MultinomialNB

clf = MultinomialNB().fit(xtrain\_dtm,ytrain) predicted = clf.predict(xtest\_dtm)

#printing accuracy metrics from sklearn import metrics print('Accuracy metrics')

print('Accuracy of the classifer is',metrics.accuracy\_score(ytest,predicted)) print('Confusion matrix')

print(metrics.confusion\_matrix(ytest,predicted)) print('Recall and Precison ') print(metrics.recall\_score(ytest,predicted)) print(metrics.precision\_score(ytest,predicted))

'''docs\_new = ['I like this place', 'My boss is not my saviour']

X\_new\_counts = count\_vect.transform(docs\_new) predictednew = clf.predict(X\_new\_counts)

for doc, category in zip(docs\_new, predictednew):

print('%s->%s' % (doc, msg.labelnum[category]))'''

I love this sandwich,pos This is an amazing place,pos

I feel very good about these beers,pos This is my best work,pos

What an awesome view,pos

I do not like this restaurant,neg I am tired of this stuff,neg

I can't deal with this,neg He is my sworn enemy,neg My boss is horrible,neg

This is an awesome place,pos

I do not like the taste of this juice,neg I love to dance,pos

I am sick and tired of this place,neg What a great holiday,pos

That is a bad locality to stay,neg

We will have good fun tomorrow,pos I went to my enemy's house today,neg

## OUTPUT

['about', 'am', 'amazing', 'an', 'and', 'awesome', 'beers', 'best', 'boss', 'can', 'deal',

'do', 'enemy', 'feel', 'fun', 'good', 'have', 'horrible', 'house', 'is', 'like', 'love', 'my',

'not', 'of', 'place', 'restaurant', 'sandwich', 'sick', 'stuff', 'these', 'this', 'tired', 'to',

'today', 'tomorrow', 'very', 'view', 'we', 'went', 'what', 'will', 'with', 'work'] about am amazing an and awesome beers best boss can ... today \

|  |  |  |  |
| --- | --- | --- | --- |
| 0 | 1 0 0 0 0 0 1 | | 0 0 0 ... 0 |
| 1 | 0 0 0 0 0 0 0 | | 1 0 0 ... 0 |
| 2 | 0 0 1 1 0 0 | | 0 0 0 0 ... 0 |
| 3 | 0 0 0 0 0 0 0 | | 0 0 0 ... 1 |
| 4 | 0 0 0 0 0 0 0 | | 0 0 0 ... 0 |
| 5 | 0 1 0 0 1 | | 0 0 0 0 0 ... 0 |
| 6 | 0 0 0 0 0 0 0 | | 0 0 1 ... 0 |
| 7 | 0 0 0 0 0 0 0 | | 0 0 0 ... 0 |
| 8 | 0 1 0 0 0 0 0 | | 0 0 0 ... 0 |
| 9 | 0 0 0 1 0 1 0 | | 0 0 0 ... 0 |
| 10 0 0 | | 0 0 0 0 0 0 0 0 ... 0 | |
| 11 0 0 | | 0 0 0 0 0 0 1 0 ... 0 | |
| 12 0 0 | | 0 1 0 1 0 0 0 0 ... 0 | |

tomorrow very view we went what will with work 0 0 1 0 0 0 0 0 0 0

|  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 1 | 0 | 0 | 0 | 0 | 0 0 | 0 | 0 | 1 |
| 2 | 0 | 0 | 0 | 0 | 0 0 | 0 | 0 | 0 |
| 3 | 0 | 0 | 0 | 0 | 1 0 | 0 | 0 | 0 |
| 4 | 0 | 0 | 0 | 0 | 0 0 | 0 | 0 | 0 |
| 5 | 0 | 0 | 0 | 0 | 0 0 | 0 | 0 | 0 |
| 6 | 0 | 0 | 0 | 0 | 0 0 | 0 | 1 | 0 |
| 7 | 1 | 0 | 0 | 1 | 0 0 | 1 | 0 | 0 |
| 8 | 0 | 0 | 0 | 0 | 0 0 | 0 | 0 | 0 |

## Write a program to construct a Bayesian network considering medical data. Use this model to demonstrate the diagnosis of heart patients using standard Heart Disease Data Set. You can use Java/Python ML library classes/API.

From pomegranate import\* Asia=DiscreteDistribution({ „True‟:0.5, „False‟:0.5 }) Tuberculosis=ConditionalProbabilityTable(

[[ „True‟, „True‟, 0.2],

[„True‟, „False‟, 0.8],

[ „False‟, „True‟, 0.01],

[ „False‟, „False‟, 0.98]], [asia])

Smoking = DiscreteDistribution({ „True‟:0.5, „False‟:0.5 }) Lung = ConditionalProbabilityTable(

[[ „True‟, „True‟, 0.75],

[„True‟, „False‟,0.25].

[ „False‟, „True‟, 0.02],

[ „False‟, „False‟, 0.98]], [ smoking])

Bronchitis = ConditionalProbabilityTable( [[ „True‟, „True‟, 0.92],

[„True‟, „False‟,0.08].

[ „False‟, „True‟,0.03],

[ „False‟, „False‟, 0.98]], [ smoking])

Tuberculosis\_or\_cancer = ConditionalProbabilityTable( [[ „True‟, „True‟, „True‟, 1.0],

[„True‟, „True‟, „False‟, 0.0],

[„True‟, „False‟, „True‟, 1.0],

[„True‟, „False‟, „False‟, 0.0],

[„False‟, „True‟, „True‟, 1.0],

[„False‟, „True‟, „False‟, 0.0],

[„False‟, „False‟ „True‟, 1.0],

[„False‟, „False‟, „False‟, 0.0]], [tuberculosis, lung])

Xray = ConditionalProbabilityTable( [[ „True‟, „True‟, 0.885],

[„True‟, „False‟, 0.115],

[ „False‟, „True‟, 0.04],

[ „False‟, „False‟, 0.96]], [tuberculosis\_or\_cancer]) dyspnea = ConditionalProbabilityTable(

[[ „True‟, „True‟, „True‟, 0.96],

[„True‟, „True‟, „False‟, 0.04],

[„True‟, „False‟, „True‟, 0.89],

[„True‟, „False‟, „False‟, 0.11],

[„False‟, „True‟, „True‟, 0.96],

[„False‟, „True‟, „False‟, 0.04],

[„False‟, „False‟ „True‟, 0.89],

[„False‟, „False‟, „False‟, 0.11 ]], [tuberculosis\_or\_cancer, bronchitis]) s0 = State(asia, name=”asia”)

s1 = State(tuberculosis, name=” tuberculosis”) s2 = State(smoking, name=” smoker”)

network = BayesianNetwork(“asia”) network.add\_nodes(s0,s1,s2) network.add\_edge(s0,s1) network.add\_edge(s1.s2) network.bake()

print(network.predict\_probal({„tuberculosis‟: „True‟}))

## Apply EM algorithm to cluster a set of data stored in a .CSV file. Use the same data set for clustering using *k*-Means algorithm. Compare the results of these two algorithms and comment on the quality of clustering. You can add Java/Python ML library classes/API in the program.

import numpy as np

import matplotlib.pyplot as plt

from sklearn.datasets.samples\_generator import make\_blobs X, y\_true = make\_blobs(n\_samples=100, centers = 4,Cluster\_std=0.60,random\_state=0)

X = X[:, ::-1]

## #flip axes for better plotting

from sklearn.mixture import GaussianMixture

gmm = GaussianMixture (n\_components = 4).fit(X) lables = gmm.predict(X)

plt.scatter(X[:, 0], X[:, 1], c=labels, s=40, cmap=‟viridis‟); probs = gmm.predict\_proba(X)

print(probs[:5].round(3))

size = 50 \* probs.max(1) \*\* 2 # square emphasizes differences plt.scatter(X[:, 0], X[:, 1], c=labels, cmap=‟viridis‟, s=size);

from matplotlib.patches import Ellipse

def draw\_ellipse(position, covariance, ax=None, \*\*kwargs); “””Draw an ellipse with a given position and covariance”””

Ax = ax or plt.gca()

## # Convert covariance to principal axes

if covariance.shape ==(2,2):

U, s, Vt = np.linalg.svd(covariance)

Angle = np.degrees(np.arctan2(U[1, 0], U[0,0])) Width, height = 2 \* np.sqrt(s)

else:

angle = 0

width, height = 2 \* np.sqrt(covariance)

## #Draw the Ellipse

for nsig in range(1,4):

ax.add\_patch(Ellipse(position, nsig \* width, nsig \*height, angle, \*\*kwargs))

def plot\_gmm(gmm, X, label=True, ax=None): ax = ax or plt.gca()

labels = gmm.fit(X).predict(X) if label:

ax.scatter(X[:, 0], x[:, 1], c=labels, s=40, cmap=‟viridis‟, zorder=2) else:

ax.scatter(X[:, 0], x[:, 1], s=40, zorder=2) ax.axis(„equal‟)

w\_factor = 0.2 / gmm.weights\_.max()

for pos, covar, w in zip(gmm.means\_, gmm.covariances\_, gmm.weights\_): draw\_ellipse(pos, covar, alpha=w \* w\_factor)

gmm = GaussianMixture(n\_components=4, random\_state=42) plot\_gmm(gmm, X)

gmm = GaussianMixture(n\_components=4, covariance\_type=‟full‟, random\_state=42)

plot\_gmm(gmm, X)

## Output

**[[1 ,0, 0, 0]**

## [0 ,0, 1, 0]

**[1 ,0, 0, 0]**

## [1 ,0, 0, 0]

**[1 ,0, 0, 0]]**

## K-means

from sklearn.cluster import KMeans

#from sklearn import metrics import numpy as np

import matplotlib.pyplot as plt import pandas as pd data=pd.read\_csv("kmeansdata.csv") df1=pd.DataFrame(data)

print(df1)

f1 = df1['Distance\_Feature'].values f2 = df1['Speeding\_Feature'].values

X=np.matrix(list(zip(f1,f2))) plt.plot()

plt.xlim([0, 100])

plt.ylim([0, 50]) plt.title('Dataset') plt.ylabel('speeding\_feature') plt.xlabel('Distance\_Feature') plt.scatter(f1,f2)

plt.show()

# create new plot and data plt.plot()

colors = ['b', 'g', 'r']

markers = ['o', 'v', 's']

# KMeans algorithm #K = 3

kmeans\_model = KMeans(n\_clusters=3).fit(X)

plt.plot()

for i, l in enumerate(kmeans\_model.labels\_):

plt.plot(f1[i], f2[i], color=colors[l], marker=markers[l],ls='None') plt.xlim([0, 100])

plt.ylim([0, 50]) plt.show()

## Driver\_ID,Distance\_Feature,Speeding\_Feature

3423311935,71.24,28

3423313212,52.53,25

3423313724,64.54,27

3423311373,55.69,22

3423310999,54.58,25

3423313857,41.91,10

3423312432,58.64,20

3423311434,52.02,8

3423311328,31.25,34

3423312488,44.31,19

3423311254,49.35,40

3423312943,58.07,45

3423312536,44.22,22

3423311542,55.73,19

3423312176,46.63,43

3423314176,52.97,32

3423314202,46.25,35

3423311346,51.55,27

3423310666,57.05,26

3423313527,58.45,30

3423312182,43.42,23

3423313590,55.68,37

3423312268,55.15,18
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## Write a program to implement *k*-Nearest Neighbour algorithm to classify the iris data set. Print both correct and wrong predictions. Java/Python ML library classes can be used for this problem.

import csv import random import math import operator

def loadDataset(filename, split, trainingSet=[] , testSet=[]): with open(filename, 'rb') as csvfile:

lines = csv.reader(csvfile) dataset = list(lines)

for x in range(len(dataset)-1): for y in range(4):

dataset[x][y] = float(dataset[x][y]) if random.random() < split:

trainingSet.append(dataset[x]) else:

testSet.append(dataset[x])

def euclideanDistance(instance1, instance2, length): distance = 0

for x in range(length):

distance += pow((instance1[x] - instance2[x]), 2) return math.sqrt(distance)

def getNeighbors(trainingSet, testInstance, k): distances = []

length = len(testInstance)-1

for x in range(len(trainingSet)):

dist = euclideanDistance(testInstance, trainingSet[x], length) distances.append((trainingSet[x], dist))

distances.sort(key=operator.itemgetter(1)) neighbors = []

for x in range(k):

neighbors.append(distances[x][0]) return neighbors

def getResponse(neighbors): classVotes = {}

for x in range(len(neighbors)): response = neighbors[x][-1] if response in classVotes:

classVotes[response] += 1

else:

classVotes[response] = 1

sortedVotes =

sorted(classVotes.iteritems(),

reverse=True)

return sortedVotes[0][0]

def getAccuracy(testSet, predictions): correct = 0 for x in range(len(testSet)): key=operator.itemgetter(1

),

if testSet[x][-1] == predictions[x]: correct += 1

return (correct/float(len(testSet))) \* 100.0

def main():

# prepare data trainingSet= [] testSet=[] split = 0.67

loadDataset('knndat.data', split, trainingSet, testSet) print('Train set: ' + repr(len(trainingSet))) print('Test set: ' + repr(len(testSet)))

# generate predictions predictions=[] k=3

for x in range(len(testSet)):

neighbors = getNeighbors(trainingSet, testSet[x], k) result = getResponse(neighbors) predictions.append(result)

print('> predicted=' + repr(result) + ', actual=' + repr(testSet[x][- 1])) accuracy = getAccuracy(testSet, predictions)

print('Accuracy: ' + repr(accuracy) + '%') main()

## OUTPUT

**Confusion matrix is as follows**

## [[11 0 0]

**[0 9 1]**

## [0 1 8]]

**Accuracy metrics 0 1.00 1.00 1.00 11**

## 1 0.90 0.90 0.90 10

**2 0.89 0.89 0,89 9**

## Avg/Total 0.93 0.93 0.93 30

1. **Implement the non-parametric Locally Weighted Regression algorithm in order to fit data points. Select appropriate data set for your experiment and drawgraphs.**

from numpy import \* import operator

from os import listdir import matplotlib

import matplotlib.pyplot as plt import pandas as pd

import numpy as np1 import numpy.linalg as np

from scipy.stats.stats import pearsonr

def kernel(point,xmat, k): m,n = np1.shape(xmat)

weights = np1.mat(np1.eye((m))) for j in range(m):

diff = point - X[j]

weights[j,j] = np1.exp(diff\*diff.T/(-2.0\*k\*\*2)) return weights

def localWeight(point,xmat,ymat,k): wei = kernel(point,xmat,k)

W=(X.T\*(wei\*X)).I\*(X.T\*(wei\*ymat.T)) return W

def localWeightRegression(xmat,ymat,k): m,n = np1.shape(xmat)

ypred = np1.zeros(m) for i in range(m):

ypred[i] = xmat[i]\*localWeight(xmat[i],xmat,ymat,k) return ypred

# load data points

data = pd.read\_csv('data10.csv') bill = np1.array(data.total\_bill) tip = np1.array(data.tip)

#preparing and add 1 in bill mbill = np1.mat(bill)

mtip = np1.mat(tip)

m= np1.shape(mbill)[1]

one = np1.mat(np1.ones(m)) X= np1.hstack((one.T,mbill.T))

#set k here

ypred = localWeightRegression(X,mtip,2)

SortIndex = X[:,1].argsort(0) xsort = X[SortIndex][:,0]

**Output**

![](data:image/jpeg;base64,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)