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# Arrays (numpy)

## Add a column to an array

>>> N = 3

>>> A = np.eye(N)

>>> A

array([[ 1., 0., 0.],

[ 0., 1., 0.],

[ 0., 0., 1.]])

>>> np.c\_[A, np.zeros(N)]

array([[ 1., 0., 0., 0.],

[ 0., 1., 0., 0.],

[ 0., 0., 1., 0.]])

>>>

## Add a dimension to an array

>>> import numpy as np

>>> x = np.array([1,2])

>>> x

array([1, 2])

>>> x.shape

(2L,)

>>> y = np.expand\_dims(x, axis=0)

>>> y

array([[1, 2]])

>>> y.shape

(1L, 2L)

## Apply a function to every element of an array

get\_pred = np.vectorize(lambda x: 1 if x > 0 else -1)

y\_hat = get\_pred(scores) # scores is type numpy.ndarray

print y\_hat

output:

[ 1 -1 1 ..., -1 1 -1]

## Change the Data Type of an Array

>>> x = np.array([1, 2, 2.5])

>>> x

array([ 1. , 2. , 2.5])

>>> x.astype(int)

array([1, 2, 2])

## Concatenate Arrays

>>> a = np.array([[1, 2], [3, 4]])

>>> b = np.array([[5, 6]])

>>> np.concatenate((a, b), axis=0)

array([[1, 2],

[3, 4],

[5, 6]])

>>> np.concatenate((a, b.T), axis=1)

array([[1, 2, 5],

[3, 4, 6]])

## Convert a DataFrame to an Array

input\_nda = corr\_input\_df.values

## Convert a list to an array

>>> blist = [2,4,6,8]

>>> b\_array = np.array(blist)

>>> b\_array

array([2, 4, 6, 8])

## Count the number of equal items in two arrays

import numpy as np

a = np.array([1, 2, 3, 4])

b = np.array([1, 2, 4, 3])

np.sum(a == b) # (a == b) returns [True, True, False, False], but

# np.sum() interprets the Trues as 1

output:

2

(a == b).sum()

output:

2

## Create an array of constants

import numpy as np

a = np.empty(10)

a.fill(55)

## Create an array of zeros

>>> import numpy as np

>>> np.zeros(10)

array([ 0., 0., 0., 0., 0., 0., 0., 0., 0., 0.])

### 2D

>>> test = np.zeros((10,10))

>>> test

array([[ 0., 0., 0., 0., 0., 0., 0., 0., 0., 0.],

[ 0., 0., 0., 0., 0., 0., 0., 0., 0., 0.],

[ 0., 0., 0., 0., 0., 0., 0., 0., 0., 0.],

[ 0., 0., 0., 0., 0., 0., 0., 0., 0., 0.],

[ 0., 0., 0., 0., 0., 0., 0., 0., 0., 0.],

[ 0., 0., 0., 0., 0., 0., 0., 0., 0., 0.],

[ 0., 0., 0., 0., 0., 0., 0., 0., 0., 0.],

[ 0., 0., 0., 0., 0., 0., 0., 0., 0., 0.],

[ 0., 0., 0., 0., 0., 0., 0., 0., 0., 0.],

[ 0., 0., 0., 0., 0., 0., 0., 0., 0., 0.]])

## Create and add rows to an array

import numpy as np

arr = np.empty((0,3), float) # arr is type numpy.ndarray

arr = np.append(arr, np.array([[1,2,3]]), axis=0)

arr = np.append(arr, np.array([[4,5,6]]), axis=0)

print arr

>>>

[[ 1. 2. 3.]

[ 4. 5. 6.]]

>>>

## Create a 2-D Array From Scratch

test\_dist\_129 = np.ndarray(shape=(2,3),

buffer = np.array([[1.0,2.0,3.0],

[4.0,5.0,6.0]]),

dtype = float)

print test\_dist\_129

output:

[[ 1. 2. 3.]

[ 4. 5. 6.]]

<type 'numpy.ndarray'>

## Dimensions of an array

>>> X\_train.shape

(80L, 5L)

## Dot Product of 2 arrays

u = np.arange(0, 5, .5)

v = np.arange(5, 10, .5)

u: [ 0. 0.5 1. 1.5 2. 2.5 3. 3.5 4. 4.5]

v: [ 5. 5.5 6. 6.5 7. 7.5 8. 8.5 9. 9.5]

dotProduct = np.dot(u,v)

dotProduct

183.75

You can also do this for a matrix and array.

Note that numpy will automatically transpose the second argument, if needed, to make the two arguments consistent.

## Element-wise Multiplication

u = np.arange(0, 5, .5)

v = np.arange(5, 10, .5)

elementWise = u \* v

u: [ 0. 0.5 1. 1.5 2. 2.5 3. 3.5 4. 4.5]

v: [ 5. 5.5 6. 6.5 7. 7.5 8. 8.5 9. 9.5]

elementWise

[ 0. 2.75 6. 9.75 14. 18.75 24. 29.75 36. 42.75]

## Expand the Rank (number of dimensions) of an array

>>> import numpy as np

>>> x = np.array([1,2])

>>> x

array([1, 2])

>>> x.shape

(2L,)

>>> y = np.expand\_dims(x, axis=0)

>>> y

array([[1, 2]])

>>> y.shape

(1L, 2L)

>>> len(x.shape)

1

>>> len(y.shape)

2

## Flatten a numpy Array

>>> a = np.array([[1,2], [3,4]])

>>> a.flatten()

array([1, 2, 3, 4])

>>> a.flatten('F')

array([1, 3, 2, 4])

## Load a CSV file into a numpy array

from numpy import genfromtext

filepath = "eta\_corr\_owner\_veh\_km-rem\_mins-rem\_pace\_lat\_lon\_hr\_day\_mo\_no-dupe.csv"

my\_data = genfromtxt(filepath, delimiter=',', skip\_header=1) # assumes 1 header row

## Normalize Rows or Columns of an ndarray

print non\_zero\_dist\_array

weights\_array = normalize(non\_zero\_dist\_array, axis=1, norm='l1')

print weights\_array

Output:

[[ 1. 2. 3.]

[ 4. 5. 6.]]

[[ 0.16666667 0.33333333 0.5 ]

[ 0.26666667 0.33333333 0.4 ]]

## print() options

### print entire array

np.set\_printoptions(threshold=np.inf)

## Random Sample of an ndArray

import random

print (exclusive\_train\_dataset.shape)

idx = np.random.randint(exclusive\_train\_dataset.shape[0], size=2)

X = exclusive\_train\_dataset[idx, :]

print(type(X))

print(X.shape)

Output:

(197972, 28, 28)

idx= [182743 17278] type(idx)= <type 'numpy.ndarray'>

<type 'numpy.ndarray'>

(2, 28, 28)

## Reshape an array

Reshape an array into a Single Row or Column

import numpy as np

X = np.array((3,4))

y = X.reshape(1, -1) # Create an array of rows

z = X.reshape(-1, 1) # Create an array of columns

print "X=", X

print "y=", y

print "z=", z

Output:

X= [3 4]

y= [[3 4]]

z= [[3]

[4]]

## Select a Subset of Columns

X = input\_nda[:, [6, 9, 10, 11, 12, 14, 15]] # Selects columns 6, 9, …

## Select a Subset of Rows

import numpy as np

data = np.array([

[100002, 2006, 1.1, 0.01, 6352],

[100002, 2006, 1.2, 0.84, 304518],

[100002, 2006, 2, 1.52, 148219],

[100002, 2007, 1.1, 0.01, 6292],

[10002, 2006, 1.1, 0.01, 5968],

[10002, 2006, 1.2, 0.25, 104318],

[10002, 2007, 1.1, 0.01, 6800],

[10002, 2007, 4, 2.03, 25446],

[10002, 2008, 1.1, 0.01, 6408] ])

subset1 = data[data[:,0] == 100002]

subset1:

array([[ 1.00002e+05, 2.006e+03, 1.10e+00, 1.00e-02, 6.352e+03],

[ 1.00002e+05, 2.006e+03, 1.20e+00, 8.40e-01, 3.04518e+05],

[ 1.00002e+05, 2.006e+03, 2.00e+00, 1.52e+00, 1.48219e+05],

[ 1.00002e+05, 2.007e+03, 1.10e+00, 1.00e-02, 6.292e+03]])

## Select Rows from an Array which Match a List of Values for some Column

import numpy as np

training\_shipments, test\_shipments = train\_test\_split(unique\_shipment\_id\_array,

test\_size=0.3,

random\_state=0)

print all\_data.shape

training\_data = all\_data[np.logical\_or.reduce([all\_data[:,9] == x

for x in training\_shipments])]

print my\_data.shape

(63L, 18L)

(53L, 18L)

## Shuffle an Array

Note that both these code segments shuffle a feature and target array, in unison.

idx = np.arange(X.shape[0])

np.random.seed(13)

np.random.shuffle(idx)

X = X[idx]

y = y[idx]

or

# Shuffle the data before starting

permutation = np.random.permutation(len(feature\_matrix))

feature\_matrix = feature\_matrix[permutation,:]

sentiment = sentiment[permutation]

### Shuffle 2 Arrays in a Consistent Manner

import numpy as np

import matplotlib.pyplot as plt

from PIL import Image

fname = 'image.png'

image = Image.open(fname).convert("L")

arr = np.asarray(image)

plt.imshow(arr, cmap='gray')

plt.show()

## Slicing an Array

### Return the last 3 elements

features = np.array([1, 2, 3, 4])

print 'features:\n{0}'.format(features)

# The last three elements of features

lastThree = features[-3:]

print '\nlastThree:\n{0}'.format(lastThree)

features:

[1 2 3 4]

lastThree:

[2 3 4]

## Standardize an Array

mean = X.mean(axis=0)

std = X.std(axis=0)

X = (X - mean) / std

## Sort a numpy.ndarray

>>> unique\_dates

array(['2014-10-21', '2014-10-11', '2014-10-14', '2014-10-15',

'2014-10-16', '2014-10-17', '2014-10-18', '2014-10-20',

'2014-10-06', '2014-10-07', '2014-10-09', '2014-10-10',

'2014-10-08', '2014-09-26', '2014-10-13', '2014-10-12',

'2014-10-05', '2014-10-19', '2014-09-30', '2014-10-03',

'2014-10-01', '2014-10-02'], dtype=object)

>>> import numpy as np

>>> np.sort(unique\_dates)

array(['2014-09-26', '2014-09-30', '2014-10-01', '2014-10-02',

'2014-10-03', '2014-10-05', '2014-10-06', '2014-10-07',

'2014-10-08', '2014-10-09', '2014-10-10', '2014-10-11',

'2014-10-12', '2014-10-13', '2014-10-14', '2014-10-15',

'2014-10-16', '2014-10-17', '2014-10-18', '2014-10-19',

'2014-10-20', '2014-10-21'], dtype=object)

## Split an Array into 2 parts

import numpy as np

x = np.arange(9)

train = x[:4]

print train

val = x[4:]

print val

>>>

[0 1 2 3 4 5 6 7 8]

>>> ================================ RESTART ================================

[0 1 2 3]

[4 5 6 7 8]

## Transpose a numpy.ndarray

>>> a = np.array([[1, 2], [3, 4]])

>>> a

array([[1, 2],

[3, 4]])

>>> a.transpose()

array([[1, 3],

[2, 4]])

# Classes

class Dog:

def \_\_init\_\_(self, name):

self.name = name

self.tricks = [] # creates a new empty list for each dog

def add\_trick(self, trick):

self.tricks.append(trick)

>>> d = Dog('Fido')

>>> e = Dog('Buddy')

>>> d.add\_trick('roll over')

>>> e.add\_trick('play dead')

>>> d.tricks

['roll over']

>>> e.tricks

['play dead']

## Class static methods

""" CongregExtractor: Contains the CongregExtractor class """

class CongregExtractor:

""" CongregExtractor class """

def \_\_init\_\_(self):

self.congreg = []

@staticmethod

def stops\_to\_congreg(stop\_list):

congreg\_list = ["list"]

return(congreg\_list)

Invoke like:

from CongregExtractor import CongregExtractor as ce

my\_congregations = ce.stops\_to\_congreg(my\_items\_list)

# Control Statements

## for-next loops

>>> for x in xrange(0,3):

print(x)

break # causes immediate termination of the loop

0

1

2

### Count backwards

for i in xrange(100,-1,-1)

### for-next over multiple variables

import itertools

for i,j in itertools.product(range(3), range(2)):

print i,j

>>>

0 0

0 1

1 0

1 1

2 0

2 1

## while loops

count = 0

while (count < 9):

print 'The count is:', count

count = count + 1

print "Good bye!"

# CSV Files

## Read from a CSV file

import csv

with open(‘test\_tag\_speed\_km\_mins\_pace\_hour\_day\_6mos\_end\_2012\_05\_22.csv', 'rb') as csvfile:

myreader = csv.reader(csvfile, delimiter=',')

for row in myreader:

print(row) # each row is a list containing the fields

>>> df = pd.read\_csv('outlier\_data/journey\_owner\_duration\_end\_date\_with\_history.csv')

>>> df.shape

(14410, 6)

>>> type(df)

<class 'pandas.core.frame.DataFrame'>

## Write to a CSV file

import csv

with open('eggs.csv', 'wb') as csvfile:

spamwriter = csv.writer(csvfile, delimiter=' ',

quotechar='|', quoting=csv.QUOTE\_MINIMAL)

spamwriter.writerow(['Spam'] \* 5 + ['Baked Beans'])

spamwriter.writerow(['Spam', 'Lovely Spam', 'Wonderful Spam'])

# Database Functions

## Postgres

import psycopg2

import psycopg2.extensions

### Connect to a Postgres database

def get\_db\_conn():

conn = None

try:

conn = psycopg2.connect("dbname='dbanalytics' " +

"user='analytics' " +

"host='analytics.ca9tgiacgkgn.us-west-2.rds.amazonaws.com' " +

"password='<password-here>'")

print "Connected to dbanalytics database"

except:

print "Unable to connect to database"

return(conn)

### Execute SQL query on Postgres

conn = get\_db\_conn()

cur = conn.cursor()

with open('UC1\_query.sql', 'r') as uc1\_query\_file:

uc1\_query = uc1\_query\_file.read()

cur.execute(uc1\_query)

test\_output = cur.fetchall()

df = pd.DataFrame(test\_output)

df.columns = ['sap\_shipment\_id', 'status\_code', 'status\_reason',

'status\_dt\_utc', 'status\_lat', 'status\_lng',

'sap\_shipping\_point', 'orig\_lat', 'orig\_lon',

'dest\_lat', 'dest\_lon', 'driver\_eta\_utc',

'lat\_lon\_corr\_names', 'sap\_ship\_so',

'planned\_shipment\_end\_date\_utc\_c',

'actual\_shipment\_end\_date\_utc',

'sap\_message\_date\_utc\_c']

## SQLite3

### Create a SQLite3 Database

import sqlite3

conn = sqlite3.connect("lat\_lon\_db")

cursor = conn.cursor()

cursor.execute("create table address(name text PRIMARY\_KEY, latitude real, longitude real)")

conn.commit()

conn.close()

## Data Types

Each value stored in an SQLite database (or manipulated by the database engine) has one of the following storage classes:

•NULL. The value is a NULL value.

•INTEGER. The value is a signed integer, stored in 1, 2, 3, 4, 6, or 8 bytes depending on the magnitude of the value.

•REAL. The value is a floating point value, stored as an 8-byte IEEE floating point number.

•TEXT. The value is a text string, stored using the database encoding (UTF-8, UTF-16BE or UTF-16LE).

•BLOB. The value is a blob of data, stored exactly as it was input.

### Insert Values into Database

import sqlite3

conn = sqlite3.connect("lat\_lon\_db")

conn.text\_factory = lambda x: unicode(x, 'utf-8', 'ignore')

cursor = conn.cursor()

cursor.execute("insert into address (name, latitude, longitude) values (?,?,?)",

("4704 Nelson Brogdon Blvd Ne Sugar Hill GA 30518", 34.1025827, -84.02279469999999))

conn.commit()

conn.close()

Note: failure to use the above text\_factory setting has resulted in errors like: “ProgrammingError: You must not use 8-bit bytestrings unless you use a text\_factory that can interpret 8-bit bytestrings (like text\_factory = str). It is highly recommended that you instead just switch your application to Unicode strings.”

### Read from a Database Table

import sqlite3

conn = sqlite3.connect("lat\_lon\_db")

cursor = conn.cursor()

result = cursor.execute("select \* from address")

print(result.fetchall())

### Parameterized Queries

import sqlite3

conn = sqlite3.connect("lat\_lon\_db")

cursor = conn.cursor()

result = cursor.execute("select \* from address where street\_address = ?", ['1439 Buckeye Court Auburn CA 95603'])

x = result.fetchall()

conn.close()

# DataFrame (pandas)

## Add a column to a DataFrame

from pandas import DataFrame

>>> loc\_data\_frame.shape

(86, 11)

>>> loc\_data\_frame['predict'] = np.zeros(86)

>>> loc\_data\_frame.shape

(86, 12)

-or-

>>> from pandas import DataFrame

>>> test=DataFrame()

>>> my\_list = [1,2,3]

>>> test['col\_name'] = my\_list

>>> test

col\_name

0 1

1 2

2 3

-or-

from pandas import DataFrame

import numpy as np

test=DataFrame()

my\_list = [1,2,3]

test['number'] = my\_list

test['squared'] = test['number'] \*\*2

test['is\_even'] = np.where(test.squared % 2 == 0, True, False)

test['is\_odd'] = test.apply(lambda row: (row.squared % 2 == 1), axis=1)

print test

>>>

number squared is\_even is\_odd

0 1 1 False True

1 2 4 True False

2 3 9 False True

## Add a row to a DataFrame

>>> mydf = DataFrame(columns=("A", "B"))

>>> mydf

Empty DataFrame

Columns: [A, B]

Index: []

>>> mydf.loc[len(mydf)] = [18,19]

>>> mydf

A B

0 18 19

df637 = DataFrame(columns=('status\_dt\_utc',))

df637.loc[0] = [datetime(2016, 4, 27, 12, 0, 0)]

df637.loc[1,['status\_dt\_utc']] = datetime(2016, 4, 27, 12, 1, 0)

print df637

output:

status\_dt\_utc

0 2016-04-27 12:00:00

1 2016-04-27 12:01:00

## Apply a Lambda to Every Row of a DataFrame

shipment\_df['sec\_diff'] = shipment\_df.apply(lambda row: (row['planned\_arrival\_utc'] -

row['status\_dt\_utc']).total\_seconds(),

axis = 1)

## Apply a function, with arguments

df958 = DataFrame(columns=("SOME\_LAT", "SOME\_LON"))

df958.loc[0] = [38.896, -121.077] # Auburn, CA, in LA time zone

df958['TZ'] = df958.apply(get\_tz, args=('SOME\_LAT', 'SOME\_LON'), axis=1)

assert df958.TZ[0] == 'America/Los\_Angeles'

**IMPORTANT: If you only have a single argument, you must encode it like:**

df531['at\_orig'] = df531.apply(get\_at\_orig\_flag, args=(poi\_df\_531,),

axis=1)

## Change column names

df = pd.DataFrame(test\_output)

df.columns = ['sap\_shipment\_id', 'status\_code']

-or-

import pandas as pd

df = pd.DataFrame({"A": [1, 2, 3], "B": [4, 5, 6]})

print df

df = df.rename(columns={"A": "a", "B": "c"})

print df

A B

0 1 4

1 2 5

2 3 6

a c

0 1 4

1 2 5

2 3 6

## Change Column Data Type

a = [['a', '1.2', '4.2'], ['b', '70', '0.03'], ['x', '5', '0']]

df = pd.DataFrame(a, columns=['one', 'two', 'three'])

df

Out[16]:

one two three

0 a 1.2 4.2

1 b 70 0.03

2 x 5 0

df.dtypes

Out[17]:

one object

two object

three object

df[['two', 'three']] = df[['two', 'three']].astype(float)

df.dtypes

Out[19]:

one object

two float64

three float64

## Change values in one column based on values in a different column

from pandas import DataFrame, read\_csv, Series

df = DataFrame(columns=('A', 'B', 'C'))

df.loc[0] = [1,2,3]

df.loc[1] = [1,2,4]

df.loc[2] = [1,7,8]

print df

df.loc[df['B'] == 2, 'C'] = 13

print df

>>>

2015-08-31 03:22:56,512 tzwhere.py <module> 42 INFO Application started..

A B C

0 1 2 3

1 1 2 4

2 1 7 8

A B C

0 1 2 13

1 1 2 13

2 1 7 8

## Concatenate two data frames

from pandas import concat

>>> df1

A B C

0 1 2 3

1 3 2 1

>>> df2

D E F

0 5 6 7

1 7 6 5

>>> concat([df1, df2], axis=1)

A B C D E F

0 1 2 3 5 6 7

1 3 2 1 7 6 5

## Convert a DataFrame Column to type datetime

import pandas as pd

ship\_df[['actual\_arrival\_utc']] = pd.to\_datetime(ship\_df['actual\_arrival\_utc'])

## Convert a DataFrame to a numpy.ndarray

from pandas import DataFrame

df = DataFrame(columns=('A', 'B', 'C'))

df.loc[0] = [1, 2, 3]

df.loc[1] = [4, 5, 6]

print df

v = df.values

print v

print type(v)

Output:

>>>

A B C

0 1 2 3

1 4 5 6

[[ 1. 2. 3.]

[ 4. 5. 6.]]

<type 'numpy.ndarray'>

## Copy a column from another DataFrame

# note input\_df will be a DataFrame

input\_df = read\_csv(input\_fname, header=0, quotechar='"',

quoting=csv.QUOTE\_ALL )

corr\_names = DataFrame(input\_df, columns=['CORRIDOR'])

## Copy a DataFrame

DataFrame.**copy**(deep=True)[¶](http://pandas.pydata.org/pandas-docs/stable/generated/pandas.DataFrame.copy.html" \l "pandas.DataFrame.copy)

Make a copy of this objects data.

|  |  |
| --- | --- |
| **Parameters:** | **deep** : boolean or string, default True  Make a deep copy, including a copy of the data and the indices. With deep=False neither the indices or the data are copied.  Note that when deep=True data is copied, actual python objects will not be copied recursively, only the reference to the object. This is in contrast to copy.deepcopy in the Standard Library, which recursively copies object data. |
| **Returns:** | **copy** : type of caller |

## Correlation between columns

import pandas as pd

import matplotlib.pylab as plt

df = pd.read\_csv('winequality-red.csv', sep=';')

print(df.corr())

## Count the distinct values in a DataFrame column

from pandas import DataFrame, Series

import pandas as pd; import numpy as np

frame = DataFrame(records)

frame['tz'].value\_counts()

America/New\_York 1251

521

America/Chicago 400

America/Los\_Angeles 382

America/Denver 191

Europe/London 74

Asia/Tokyo 37

Pacific/Honolulu 36

Europe/Madrid 35

America/Sao\_Paulo 33

Europe/Berlin 28

Europe/Rome 27

America/Rainy\_River 25

Europe/Amsterdam 22

America/Indianapolis 20

...

Europe/Ljubljana 1

Asia/Riyadh 1

## Create a DataFrame from scratch

from pandas import DataFrame

df = DataFrame(columns=('A', 'B', 'C'))

df

Empty DataFrame

Columns: [A, B, C]

Index: []

>>> df.loc[0] = [1, 2, 3]

>>> df

A B C

0 1 2 3

- OR –

import pandas as pd

import numpy as np

import datetime as dt

df2 = pd.DataFrame({ 'A' : 1.,

'B' : pd.Timestamp('20130102'),

'C' : pd.Series(1,index=list(range(4)),dtype='float32'),

'D' : np.array([3] \* 4,dtype='int32'),

'E' : pd.Categorical(["test","train","test","train"]),

'F' : 'foo',

'G' : ['A', 'B', 'C', 'D'],

'H' : [dt.datetime(2016,9,5,1,2,3),

dt.datetime(2016,9,5,2,3,4),

dt.datetime(2016,9,5,3,4,5),

dt.datetime(2016,9,5,4,5,6)]})

print df2

>>>

A B C D E F G H

0 1 2013-01-02 1 3 test foo A 2016-09-05 01:02:03

1 1 2013-01-02 1 3 train foo B 2016-09-05 02:03:04

2 1 2013-01-02 1 3 test foo C 2016-09-05 03:04:05

3 1 2013-01-02 1 3 train foo D 2016-09-05 04:05:06

### Create a DataFrame which has only one column

>>> df = DataFrame(columns=('A',))

>>> df

Empty DataFrame

Columns: [A]

Index: []

## Delete a Column

df = df.drop('column\_name', 1) # 1 deletes columns

## Delete Rows Having Nulls in Certain Columns

from pandas import DataFrame

import pandas as pd

df = DataFrame(columns=('A', 'B', 'C'))

df.loc[0] = [1, 2, None]

df.loc[1] = [2, 4, 6]

print df, "\n"

missing = df.dropna(subset = ['C'])

print missing

A B C

0 1 2 None

1 2 4 6

A B C

1 2 4 6

## Delete Duplicate Rows

ship\_df = ship\_df.drop\_duplicates()

Note: subset argument allows you to define the columns which define “duplicate”

## Display DataFrame column types

print shipment\_df.dtypes

Output:

mins\_to\_planned\_arr float64

planned\_arrival\_utc datetime64[ns]

pred\_arr\_mins int64

sap\_shipment\_id int64

status\_dt\_utc datetime64[ns]

diff timedelta64[ns]

## Extract a column from a DataFrame into a Series

my\_series = frame.al # al is one of the column names

my\_series

0 en-US,en;q=0.8

1 NaN

2 en-US

3 pt-br

4 en-US,en;q=0.8

5 en-US,en;q=0.8

6 pl-PL,pl;q=0.8,en-US;q=0.6,en;q=0.4

7 bg,en-us;q=0.7,en;q=0.3

## Get the rows in a DataFrame having a null in some column

mins\_rem\_missing\_df = input\_df[pd.isnull(input\_df['MINS\_REMAINING'])]

yields

status\_dt\_utc MINS\_REMAINING KM\_REMAINING HOUR\_OF\_DAY\_UTC \

489 2015-07-08 12:13:51 NaN 326.425442 12

490 2015-07-08 12:28:22 NaN 324.009080 12

491 2015-07-08 12:30:18 NaN 323.348925 12

492 2015-07-08 12:45:13 NaN 323.348202 12

## Fast update of a DataFrame column

from pandas import DataFrame, read\_csv

from cStringIO import StringIO

def append\_something(input):

return(input + "!")

df = read\_csv("test\_df\_data.txt", header=0)

print df

column\_series = df['header3']

modified\_df = column\_series.apply(append\_something)

df['header3'] = modified\_df

print df

>>>

header1 header2 header3

0 a b c

1 d e f

header1 header2 header3

0 a b c!

1 d e f!

>>>

## Filter out na values from a column

frame.al.dropna() # al is a column name in frame

## Find the Row Index in a DataFrame with a Particular Value

import pandas as pd

import numpy as np

df = pd.DataFrame(np.arange(1,7).reshape(2,3),

columns = list('abc'),

index=pd.Series([2,5], name='b'))

print(df)

# a b c

# b

# 2 1 2 3

# 5 4 5 6

print(np.where(df.index==5)[0])

# [1]

print(np.where(df['c']==6)[0])

# [1]

### Row Index Matching Values in Multiple Columns

row\_index\_array = np.where(np.logical\_or(shipment\_df.status\_code == 'X3',

shipment\_df.status\_code == 'AF'))[0]

## Get DataFrame column names

list(df)

-or-

>>> from pandas import DataFrame

>>> journey\_data.columns.values

array(['OWNER', 'VEHICLE\_NUMBER', 'CORRIDOR\_NAME', 'JOURNEY\_NUMBER',

'JOURNEY\_DURATION\_HRS', 'ARRIVAL\_TIME'], dtype=object)

## Get DataFrame column values

from pandas import DataFrame, read\_csv, Series

df = DataFrame(columns=('A', 'B', 'C'))

df.loc[0] = [1,2,3]

df.loc[1] = [1,2,4]

df.loc[2] = [1,7,8]

print df.B.values

print type(df.B)

[ 2. 2. 7.]

<class 'pandas.core.series.Series'>

>>>

## Get dimensions of a DataFrame

>>> type(journey\_data)

<class 'pandas.core.frame.DataFrame'>

>>> journey\_data.shape

(14410, 6)

## Get row count from a DataFrame

>>> len(journey\_data)

14410

## Get rows from a DataFrame by index

>>> import pandas as pd

>>> df[2:4]

OWNER VEHICLE\_NUMBER CORRIDOR\_NAME \

2 Ragos KBH255J BUSIA-KAMPALA

3 COUNTRYMOTORS KBW990K BUSIA-KAMPALA

JOURNEY\_NUMBER JOURNEY\_DURATION\_HRS \

2 SGS-160868-KSM-02 5

3 SGS-KRA-2014NKUC11588-KRA-2014NKUC11588-01 14

ARRIVAL\_TIME

2 11-OCT-13 12.57.19.000000000 PM

3 26-MAR-14 03.08.02.000000000 AM

>>> type(df[2:4])

<class 'pandas.core.frame.DataFrame'>

## Get Rows from a DataFrame which Match an Element of a List

In [5]: df = DataFrame({'A' : [5,6,3,4], 'B' : [1,2,3, 5]})

In [6]: df

Out[6]:

A B

0 5 1

1 6 2

2 3 3

3 4 5

In [7]: df[df['A'].isin([3, 6])]

Out[7]:

A B

1 6 2

2 3 3

## Get unique values from a DataFrame column

from pandas import DataFrame, read\_csv, Series

df = DataFrame(columns=('A', 'B', 'C'))

df.loc[0] = [1,2,3]

df.loc[1] = [1,2,4]

df.loc[2] = [1,7,8]

unique\_val\_list = list(set(df.B))

print unique\_val\_list

>>> corr\_names = DataFrame(journey\_data, columns=['CORRIDOR\_NAME'])

>>> corr\_names

CORRIDOR\_NAME

0 ACCRA SGS OFFICE-ADENTA-MR TANKIA

1 ACCRA SGS OFFICE-PIG FARM JUNCTION TOTAL-ACCRA

2 BUSIA-KAMPALA

…

[14410 rows x 1 columns]

>>> from pandas import Series

>>> Series(corr\_names.values.ravel()).unique()

array(['ACCRA SGS OFFICE-ADENTA-MR TANKIA',

'ACCRA SGS OFFICE-PIG FARM JUNCTION TOTAL-ACCRA', 'BUSIA-KAMPALA',

'BUSIA-MOMBASA', 'CHASE TEMA-SAKAMAN TOTAL-ACCRA', …

## GroupBy Functionality

<http://chrisalbon.com/python/pandas_apply_operations_to_groups.html>

groupby\_carrier = corr\_subset\_df['abs\_err\_mins'].groupby(corr\_subset\_df['carrier'])

print groupby\_carrier.median()

Output:

carrier

DART 116.810555

SCNN 48.376467

USXI 89.106971

Also, mean, std, min, max, count, describe()

### Extract the values from a GroupBy

groupBy.max().values

groupby\_shipment = corr\_df['actual\_stationary\_sec\_rem'].groupby(corr\_df['sap\_shipment\_id'])

print type(groupby\_shipment)

test\_series = groupby\_shipment.max()

print test\_series

print type(test\_series.values)

print test.values[0:10]

Output:

<class 'pandas.core.groupby.SeriesGroupBy'>

sap\_shipment\_id

305983891 53778.058568

305983892 46943.959868

305983893 54163.514338

...

306192132 25738.955543

306192133 59705.278771

306194785 41280.000000

Name: actual\_stationary\_sec\_rem, Length: 100, dtype: float64

<type 'numpy.ndarray'>

[ 53778.05856769 46943.95986826 54163.51433815 0.

124016.33373177 90999.37652502 75965.70095359 0.

51818.71226756 43008.00886809]

## Insert a column into a DataFrame

owner\_codes = get\_owner\_codes(veh\_subset\_df)

output\_df.insert(1, 'OWNER\_CODE', owner\_codes, allow\_duplicates=True)

## Keep Only Certain Columns of a DataFrame

## Select the ones you want

df1 = df[['a','d']]

## Max value of a DataFrame column

from pandas import DataFrame, read\_csv, Series

df = DataFrame(columns=('A', 'B', 'C'))

df.loc[0] = [1,2,3]

df.loc[1] = [1,2,4]

df.loc[2] = [1,7,8]

print df

print max(df['B'])

A B C

0 1 2 3

1 1 2 4

2 1 7 8

7.0

## Randomly Split a DataFrame

import numpy as np

import pandas as pd

df = pd.DataFrame(np.random.randn(10, 2))

msk = np.random.rand(len(df)) < 0.8

train = df[msk]

test = df[~msk]

print df

print msk

print type(train)

print train

0 1

0 0.171749 0.556087

1 0.744720 0.923194

2 0.209449 -0.539187

3 0.231416 1.674134

4 -1.426739 -0.492131

5 -0.919245 -0.203287

6 -0.656182 -1.516310

7 1.053216 -0.445366

8 1.641810 0.066485

9 0.449852 -2.599164

[ True False True True True False True True True False]

<class 'pandas.core.frame.DataFrame'>

0 1

0 0.171749 0.556087

2 0.209449 -0.539187

3 0.231416 1.674134

4 -1.426739 -0.492131

6 -0.656182 -1.516310

7 1.053216 -0.445366

8 1.641810 0.066485

## Random Sample from a DataFrame

undersampled\_safe\_loans\_df = safe\_loans\_df.sample(n=bad\_loan\_count, random\_state=0)

## Read a CSV file into a DataFrame

<http://pandas.pydata.org/pandas-docs/stable/generated/pandas.read_csv.html>

from pandas import read\_csv

df = read\_csv('eta\_exp\_2/eta\_corr\_owner\_veh\_kph\_km-rem\_mins-rem\_pace\_lat\_lon\_hr\_day\_min.csv', header=0)

// note header=0 means the column names are read from the first row of the input file

## Parse formatted dates while reading a CSV

DATE\_FORMAT\_STRING\_MB = r'%d-%b-%y %I.%M.%S.%f000 %p'

test\_output\_df = read\_csv('mb11\_jrny\_chckpnt\_data.csv',

header=0,

parse\_dates=['FEED\_DT',

'LEG\_PLANNED\_ARR\_DT',

'LEG\_ACTUAL\_ARR\_DT'],

date\_parser = lambda x: pd.to\_datetime(x,

format=DATE\_FORMAT\_STRING\_MB,

coerce=True)

## Remove Rows which Match Elements of a List

df = df[~df['sap\_shipment\_id'].isin(shipments\_to\_remove)]

## Reset DataFrame Indices

all\_output\_df[['sap\_shipment\_id']] = all\_output\_df[['sap\_shipment\_id']].astype(str)

## Select a cell from a DataFrame

>>> journey\_data[1:2]

OWNER VEHICLE\_NUMBER CORRIDOR\_NAME \

1 Total Ghana ITDEMO ACCRA SGS OFFICE-PIG FARM JUNCTION TOTAL-ACCRA

JOURNEY\_NUMBER JOURNEY\_DURATION\_HRS \

1 SGS-ITDEMO-20140722-01 2

ARRIVAL\_TIME

1 22-JUL-14 03.47.05.000000000 PM

>>> journey\_data.iloc[1][0]

'Total Ghana'

>>> journey\_data.iloc[1]['CORRIDOR\_NAME']

'ACCRA SGS OFFICE-PIG FARM JUNCTION TOTAL-ACCRA'

## Select rows from a DataFrame by value of a column

>>> journey\_data.shape

(14410, 6)

>>> subset = journey\_data[journey\_data['CORRIDOR\_NAME'] == 'MOMBASA-NAIROBI']

>>> subset.shape

(4481, 6)

## Select rows from a DataFrame by values of multiple columns

from pandas import DataFrame

df = DataFrame(columns=('A', 'B', 'C'))

df.loc[0] = [1,2,3]

df.loc[1] = [1,2,4]

df.loc[2] = [1,7,8]

print df

A B C

0 1 2 3

1 1 2 4

2 1 7 8

df2 = df[(df['A'] == 1) & (df['B'] == 2)]

print df2

A B C

0 1 2 3

1 1 2 4

## Select rows having NaN or null in Multiple Columns

import pandas as pd

import numpy as np

df = pd.DataFrame(columns=('A', 'B', 'C'))

df.loc[0] = range(3)

df.loc[1] = [0, np.NaN, 0]

df.loc[2] = [0, 0, np.NaN]

df.loc[3] = range(3)

print df

df2 = df[(df['B'].isnull() | df['C'].isnull() )]

print '\n', df2

Output:

>>>

A B C

0 0 1 2

1 0 NaN 0

2 0 0 NaN

3 0 1 2

A B C

1 0 NaN 0

2 0 0 NaN

## Sort a DataFrame

>>> mydf

A B

0 18 19

1 3 4

>>> sorted = mydf.sort(["A", "B"])

>>> sorted

A B

1 3 4

0 18 19

## Split a DataFrame into train and test sets

import pandas as pd

import numpy as np

from sklearn.cross\_validation import train\_test\_split

train, test = train\_test\_split(df, test\_size = 0.2)

## Substitute for na values in a column

from pandas import DataFrame, Series

import pandas as pd; import numpy as np

frame = DataFrame(records)

frame['tz'].value\_counts()

clean\_tz = frame['tz'].fillna('Missing')

clean\_tz

8

9

10 America/Los\_Angeles

11 America/New\_York

12 America/New\_York

13 Missing

## Summary statistics for a DataFrame

import pandas as pd

df = pd.read\_csv('winequality-red.csv', sep=';', header=0)

df.describe()
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## Write a DataFrame to a csv file

veh\_data\_subset.to\_csv(out\_file\_name, index=False) # index=False suppresses row\_id

### Wrapping CSV file columns in quotes

import csv

output\_df.to\_csv('lat\_lon\_epoch\_weather4.csv', index=False, **quoting=csv.QUOTE\_ALL** )

# Date Functions

## Add a time interval to a datetime

Definition: relativedelta.relativedelta(self, dt1=None, dt2=None,

years=0, months=0, days=0, leapdays=0, weeks=0, hours=0, minutes=0,

seconds=0, microseconds=0, year=None, month=None, day=None,

weekday=None, yearday=None, nlyearday=None, hour=None, minute=None,

second=None, microsecond=None)

>>> from dateutil.relativedelta import relativedelta

>>> import datetime

>>> today = datetime.datetime.today()

>>> today

datetime.datetime(2014, 11, 20)

>>> one\_day\_relative = relativedelta(days=1)

>>> today + one\_day\_relative

datetime.date(2014, 11, 21)

# Add minutes

>>> from dateutil.relativedelta import relativedelta

>>> jetzt = datetime.now()

>>> jetzt

datetime.datetime(2014, 12, 14, 6, 24, 12, 475000)

>>> twenty\_mins\_relative = relativedelta(minutes=20)

>>> twenty\_mins\_relative

relativedelta(minutes=+20)

>>> jetzt + twenty\_mins\_relative

datetime.datetime(2014, 12, 14, 6, 44, 12, 475000)

## Calculate a time interval

>>> from datetime import date, timedelta

>>> date.today()

datetime.date(2014, 8, 25)

>>> thirty\_days\_ago = date.today() - timedelta(days=30)

>>> thirty\_days\_ago

datetime.date(2014, 7, 26)

## Calculate a time interval in seconds, days

>>> t1 = datetime.now()

>>> t1

datetime.datetime(2014, 10, 22, 14, 44, 43, 868000)

>>> t2 = datetime.now()

>>> t2 - t1

datetime.timedelta(0, 20, 740000)

>>> from datetime import datetime

>>> datetime.now()

datetime.datetime(2014, 10, 22, 14, 48, 20, 878000)

t1 = datetime(2015, 9, 9, 0, 0, 0, 0)

t2 = datetime(2015, 9, 9, 0, 2, 0, 0)

assert minutes\_between(t1, t2) == 2

>>> (t2-t1).total\_seconds()

20.74

>>> type(t2-t1)

<type 'datetime.timedelta'>

>>> from datetime import timedelta

>>> test = datetime.now()

>>> test2 = datetime.now()

>>> test

datetime.datetime(2014, 11, 20, 6, 0, 42, 884000)

>>> test2

datetime.datetime(2014, 11, 20, 6, 0, 57, 274000)

>>> d = test2 - test

>>> d

datetime.timedelta(0, 14, 390000)

>>> d.seconds

14

>>> d.days

0

## Convert a datetime to Epoch Seconds

int((datetime.datetime(2012,04,01,0,0) - datetime.datetime(1970,1,1)).total\_seconds())

1333238400

## Convert an Epoch to a time

>>> import time

>>> time.gmtime(1423371600)

time.struct\_time(tm\_year=2015, tm\_mon=2, tm\_mday=8, tm\_hour=5, tm\_min=0, tm\_sec=0, tm\_wday=6, tm\_yday=39, tm\_isdst=0)

## Convert string to date

import datetime

>>> datetime.datetime.strptime("02/05/2014", "%m/%d/%Y").date()

datetime.date(2014, 2, 5)

>>> datetime.datetime.strptime("2/5/2014", "%m/%d/%Y").date()

datetime.date(2014, 2, 5)

>>> datetime.strptime('26-MAR-14 03.08.02.000000000 AM', '%d-%b-%y %I.%M.%S.000000000 %p')

datetime.datetime(2014, 3, 26, 3, 8, 2)

from datetime import datetime

status\_dt = datetime.strptime(journey\_subset\_df.iloc[i]['FEED\_DT'],

'%d-%b-%y %I.%M.%S.000000000 %p')

### Microseconds

import datetime

DATE\_FORMAT\_STRING\_MB = r'%d-%b-%y %I.%M.%S.%f000 %p'

print datetime.strptime("19-AUG-15 09.52.14.167842000 AM", DATE\_FORMAT\_STRING\_MB)

2015-08-19 09:52:14.167842

## Date Time Format Strings

| **Directive** | **Meaning** | **Notes** |
| --- | --- | --- |
| %a | Locale’s abbreviated weekday name. |  |
| %A | Locale’s full weekday name. |  |
| %b | Locale’s abbreviated month name. |  |
| %B | Locale’s full month name. |  |
| %c | Locale’s appropriate date and time representation. |  |
| %d | Day of the month as a decimal number [01,31]. |  |
| %H | Hour (24-hour clock) as a decimal number [00,23]. |  |
| %I | Hour (12-hour clock) as a decimal number [01,12]. |  |
| %j | Day of the year as a decimal number [001,366]. |  |
| %m | Month as a decimal number [01,12]. |  |
| %M | Minute as a decimal number [00,59]. |  |
| %p | Locale’s equivalent of either AM or PM. | (1) |
| %S | Second as a decimal number [00,61]. | (2) |
| %U | Week number of the year (Sunday as the first day of the week) as a decimal number [00,53]. All days in a new year preceding the first Sunday are considered to be in week 0. | (3) |
| %w | Weekday as a decimal number [0(Sunday),6]. |  |
| %W | Week number of the year (Monday as the first day of the week) as a decimal number [00,53]. All days in a new year preceding the first Monday are considered to be in week 0. | (3) |
| %x | Locale’s appropriate date representation. |  |
| %X | Locale’s appropriate time representation. |  |
| %y | Year without century as a decimal number [00,99]. |  |
| %Y | Year with century as a decimal number. |  |
| %Z | Time zone name (no characters if no time zone exists). |  |
| %% | A literal '%' character. |  |

Notes:

1. When used with the **[strptime()](http://docs.python.org/2/library/time.html" \l "time.strptime)** function, the %p directive only affects the output hour field if the %I directive is used to parse the hour.
2. The range really is 0 to 61; this accounts for leap seconds and the (very rare) double leap seconds.
3. When used with the **[strptime()](http://docs.python.org/2/library/time.html" \l "time.strptime)** function, %U and %W are only used in calculations when the day of the week and the year are specified.
4. %f indicates microseconds.

### Another method:

>>> from dateutil.parser import \*

>>> from dateutil.tz import \*

>>> parse('2014-09-11 13:11:07+00:00')

datetime.datetime(2014, 9, 11, 13, 11, 7, tzinfo=tzutc())

## Create an arbitrary datetime

datetime.datetime(2014, 10, 22, 14, 48, 20, 878000) # yr, mo, day, hr, min, sec, us

### datetime with time zone

import pytz

dt\_utc = datetime(2015, 10, 21, 4, 40, 0, 0, pytz.UTC)

print dt\_utc

2015-10-21 04:40:00+00:00

## Get the current datetime

>>> from datetime import datetime

>>> datetime.now()

## Get year, month, day, hour, minute, second, milliseconds, weekday

>>> from datetime import datetime

>>> t2

datetime.datetime(2014, 10, 22, 14, 45, 4, 608000)

>>> t2.year

2014

>>> t2.month

10

>>> t2.day

22

>>> t2.hour

14

>>> t2.minute

45

>>> t2.second

4

>>> t2.microsecond

608000

>>> today = datetime.now()

>>> today

datetime.datetime(2014, 10, 23, 9, 30, 37, 743000)

>>> today.weekday()

3

[Note: In python, Monday is 0, Sunday is 6]

## ISO Weekday

ISO weekday is Monday = 1, Sunday = 7

>>> from datetime import datetime

>>> jetzt = datetime.now()

>>> jetzt

datetime.datetime(2015, 3, 2, 9, 33, 14, 907000)

>>> jetzt.isoweekday()

1

## Time Zone Names

<https://en.wikipedia.org/wiki/List_of_tz_database_time_zones>

# Dictionaries

Used as has tables or associative arrays

## Convert a DataFrame to a Dictionary

>>> test = DataFrame(columns=('A', 'B'))

>>> test.loc[0] = ['Turlock', 'CA']

>>> test.loc[1] = ['Lexington', 'KY']

>>> test

A B

0 Turlock CA

1 Lexington KY

>>> test\_dict = test.set\_index('A').to\_dict()

>>> test\_dict

{'B': {'Turlock': 'CA', 'Lexington': 'KY'}}

>>> test\_dict['B']['Turlock']

'CA'

## Create a dictionary

>>> test = {}

>>> test[(1,2)] = 1

>>> (1,2) in test

True

## Execute a Function on all the Values in a Dictionary

d2 = {k: f(v) for k, v in d1.items()}

## Get a value for a key in the dict

dict = {'Name': 'Zara', 'Age': 27}

print "Value : %s" % dict.get('Age')

print "Value : %s" % dict.get('Sex', "Never")

Value : 27

Value : Never

## Get the keys from a dictionary

>>> my\_dict = {}

>>> my\_dict['A'] = 1

>>> my\_dict

{'A': 1}

>>> my\_dict.keys() # note: returns a list

['A']

## Is a key in a dictionary?

>>> test = {}

>>> test["something"] = 1

>>> test["something"]

1

>>> "somethingelse" in test

False

>>> "something" in test

True

>>> test["somethingelse"]

Traceback (most recent call last):

File "<pyshell#5>", line 1, in <module>

test["somethingelse"]

KeyError: 'somethingelse'

# Directories

## Check if a Directory exists

import os

print(os.path.isdir("/home/el"))

## Concatenate a Directory and File Name

base\_dir = r'c:\bla\bing'

filename = r'data.txt'

os.path.join(base\_dir, filename)

'c:\\bla\\bing\\data.txt'

## Create a Directory

if not os.path.exists('kept\_models\_by\_corr'):

os.makedirs('kept\_models\_by\_corr')

## Delete all the files and folders in a directory

import os

import shutil

def clear\_dir(folder):

""" Delete all the file sin the specified path name.

Path name will be like '/path/to/folder'

"""

for root, dirs, files in os.walk(folder):

for f in files:

os.unlink(os.path.join(root, f))

for d in dirs:

shutil.rmtree(os.path.join(root, d))

## Delete all the files in a directory

import os

def clear\_dir(folder):

""" Delete all the file sin the specified path name.

Path name will be like '/path/to/folder'

"""

for the\_file in os.listdir(folder):

file\_path = os.path.join(folder, the\_file)

try:

if os.path.isfile(file\_path):

os.unlink(file\_path)

except Exception, e:

print e

## Get the Current Working Directory

>>> import os

>>> os.getcwd()

'C:\\Python27'

## Read the files in a directory.

path=r"C:\Users\bbeauchamp\Documents\Data Analytics\Customers\_and\_Projects\SGS\eta\_raw\parser"

>>> import os

>>> files = os.listdir(path)

File names are returned as elements in a list. Note that this will also read in subdirectories.

## Read the files in a directory with a specific extension

>>> import glob

>>> my\_list = glob.glob(r"C:\Users\bbeauchamp\Documents\Data Analytics\Customers\_and\_Projects\SGS\eta\_raw\parser\\*.arff") # note returns a list

## Set the working directory

>>> import os

>>> os.chdir('c:/dev/python')

>>> os.getcwd()

'c:\\dev\\python'

# Exception Handling

## try-except

**import** **sys**

**try**:

f = open('myfile.txt')

s = f.readline()

i = int(s.strip())

**except** IOError **as** e:

**print** "I/O error({0}): {1}".format(e.errno, e.strerror)

**except** ValueError:

**print** "Could not convert data to an integer."

**except**:

**print** "Unexpected error:", sys.exc\_info()[0]

**raise**

## Print the traceback and stack trace

try:

# Create the scaler

scaler = preprocessing.StandardScaler().fit(X\_for\_scaler)

# Store the scaler serialization for use during prediction

ser\_string = pickle.dumps(scaler, pickle.HIGHEST\_PROTOCOL)

text\_file = open(scaler\_output\_dir + corr\_name + ".txt", "wb")

text\_file.write(ser\_string)

text\_file.close()

except:

print "Error - Unable to generate scaler:", sys.exc\_info()[0]

print "filepath=%s" % filepath

print "X\_for\_scaler:"

for j in xrange(0, len(X\_for\_scaler)):

print "row[%d] = %s" % (j, str(X\_for\_scaler[j]))

print "\*\*\* print\_exc:"

traceback.print\_exc()

raise

# Files

## Copy a file between from one directory to another

from shutil import copyfile

copyfile(filename, new\_file\_name)

## Delete a file

os.remove("corr\_validation.csv")

## Does a file exist?

import os.path

os.path.isfile(fname)

## Extract the Filename and Extension from a path

import os

filename, file\_extension = os.path.splitext('/path/to/somefile.ext')

>>> filename

'/path/to/somefile'

>>> file\_extension

'.ext'

## Extract the file name from a path

>>> pathname = "C:\Users\bbeauchamp\Documents\Data Analytics\Customers\_and\_Projects\SGS\eta\_raw\parser\F000008\_km\_min.arff"

>>> from os.path import basename

>>> print basename(pathname)

F000008\_km\_min.arff

or

import ntpath

ntpath.basename("training\_data\_by\_corr\@GENERIC\_31.37\_-92.41\_39.90\_-84.26\_train.csv")

'@GENERIC\_31.37\_-92.41\_39.90\_-84.26\_train.csv'

## Open File dialog

import Tkinter, tkFileDialog

root = Tkinter.Tk()

root.withdraw()

file\_path = tkFileDialog.askopenfilename()

## Read a text file into a string

with open('model\_train.sql', 'r') as model\_train\_sql\_file:

model\_train\_sql = model\_train\_sql\_file.read()

## Read all the lines in a file into a list

>>> text\_file = open("eta\_corr\_owner\_veh\_km-rem\_mins-rem\_pace\_lat\_lon\_hr\_day\_mo\_no-dupe.csv", "r")

>>> lines = text\_file.readlines()

>>> print len(lines)

614161

>>> print lines[1]

BUSIA-MOMBASA,PURA LOGISTICS,SLMKBN434B,37,397.0563678,1402,7.189250437,-1.49094,37.0571,14,6,9

## Read a text file line by line

filename = 'calamp\_msg\_out\_3.xml'

with open(filename) as f:

for line in f:

print(line)

## Read a CSV file

import csv

with open('C:\\Users\\bbeauchamp\\Documents\\Data Analytics\\Customers\_and\_Projects\\SGS\\' +

'GSM\_fail\_2\_or\_more\_devices\_with\_conn\_pct.csv', 'rb') as csvfile:

myReader = csv.reader(csvfile, delimiter = ',')

print( 'test')

for myRow in myReader:

print', '.join(myRow)

## Write to a Text File

points\_file = open('C:\\Users\\bbeauchamp\\Documents\\Data Analytics\\Customers\_and\_Projects\\SGS\\test\_output', 'w')

points\_file.write('This is a test\n')

points\_file.close()

# Geocoding

import urllib

import json

def get\_lat\_lon(address):

print("starting")

params = { }

# params[ 'key' ] = "AIzaSyAfHtyiQmO7OpAp8WiM8RzGcBlYQqCo67w" # the actual key, of course, is not provided here

params[ 'sensor' ] = "false"

params[ 'address' ] = address

params = urllib.urlencode( params )

print "http://maps.googleapis.com/maps/api/geocode/json?%s" % params

f = urllib.urlopen( "http://maps.googleapis.com/maps/api/geocode/json?%s" % params )

reply = f.read()

decodeddata = json.loads(reply)

latitude = (decodeddata['results'][0]['geometry']['location']['lat'])

longitude = (decodeddata['results'][0]['geometry']['location']['lng'])

return([latitude, longitude])

print(get\_lat\_lon("1439 Buckeye Court Auburn CA"))

# Geography

## Distance between two coordinates

import geopy

from geopy.geocoders import Nominatim

from geopy.distance import vincenty

point\_a = (42.52574, -71.42404)

point\_b = (42.526, -71.42644)

print vincenty(point\_a, point\_b).km

# Hash Functions

>>> import hashlib

>>> print hashlib.sha1("This is a test").hexdigest()

a54d88e06612d820bc3be72877c74f257b561b19 # this is a string object

# Images

## View an Image using matplotlib

import numpy as np

import matplotlib.pyplot as plt

from PIL import Image

fname = 'image.png'

image = Image.open(fname).convert("L")

arr = np.asarray(image)

plt.imshow(arr, cmap='gray')

plt.show()

# Installing packages

## easy\_install

c:\Python27\Scripts>easy\_install googlemaps

Searching for googlemaps

Reading https://pypi.python.org/simple/googlemaps/

Reading http://sourceforge.net/projects/py-googlemaps/

…

zip\_safe flag not set; analyzing archive contents...

Adding googlemaps 2.0 to easy-install.pth file

Installed c:\python27\lib\site-packages\googlemaps-2.0-py2.7.egg

Processing dependencies for googlemaps

Finished processing dependencies for googlemaps

**Note: You must then close IDLE and reopen it.**

# Ipython

## Display an Image inside a Notebook

from IPython.display import Image

image\_fname = 'notMNIST\_large/A/a2ltaWRvcmkgbXVnY3VwLnR0Zg==.png'

Image(filename=image\_fname)

# json

## Pretty Print JSON

import JSON

print json.dumps(data, indent=4)

outputs:

{

"accountTotal": 122124.19,

"receivedLateFees": 18.61,

"receivedInterest": 71092.26,

"infundingBalance": 900,

"outstandingPrincipal": 121141.38,

"investorId": 918209,

"receivedPrincipal": 176669.6,

"accruedInterest": 1940.7,

"availableCash": 82.81,

"totalPortfolios": 2,

"totalNotes": 8942

}

## Reading a json file into a dict

import json

fname = r"c:/temp/test6.json"

my\_json\_file = open(fname)

my\_data = json.load(my\_json\_file)

print(my\_data["algorithmData"]["conveyance"]["id"])

# Lambdas

## Conditional Lambdas

products['contains\_perfect'] = products['perfect'].apply(lambda x: 1 if x >0 else 0)

# Libraries

## Find the Function Available in a Library

import math

dir(math)

# Lists

## Apply Math Functions to the Elements of a List

# Convert predicted stationary seconds remaining to sta minutes remaining

rsm\_predictions = [pred\_seconds / 60.0 for pred\_seconds in rs\_sec\_predictions]

## Average of items in a list

l = [15, 18, 2, 36, 12, 78, 5, 6, 9]

sum(l) / float(len(l))

mean = np.average(np.array(tot\_stationary\_mins\_list, dtype=float))

## Concatenate 2 lists

>>> a = [1,2]

>>> b = [3,4]

>>> a+b

[1, 2, 3, 4]

## Copy a list

import copy

new\_list = copy.deepcopy(old\_list)

## Create a list containing a number of constants

>>> [1] \* 10

[1, 1, 1, 1, 1, 1, 1, 1, 1, 1]

>>>

## Convert a list to a dict

dict([('A', 1), ('B', 2), ('C', 3)])

{'A': 1, 'C': 3, 'B': 2}

## Count the Number of Occurences of an Item in a List

test = ['A', 'B', 'C', 'A']

print test.count('A')

>>>

2

## Creating and Appending to a List

>>> adds = []

>>> adds

[]

>>> adds.append("a")

>>> adds

['a']

>>> adds.append("b")

>>> adds

['a', 'b']

>>> 'a' in adds

True

>>> 'c' in adds

False

## Filter a List

non\_stop\_words = filter(lambda word: word not in stopwords, tokens)

Note: The conditional in the lambda indicates the elements you want to **keep** in the list.

## Last items in a List

a = [1, 2, 3, 4, 5, 6, 7, 8, 9, 10, 11, 12]

a

output:

[1, 2, 3, 4, 5, 6, 7, 8, 9, 10, 11, 12]

a[-9:]

output:

[4, 5, 6, 7, 8, 9, 10, 11, 12]

## Randomly Split a List

import numpy as np

from sklearn.cross\_validation import train\_test\_split

x = range(11)

print x, type(x)

x\_train, x\_test = train\_test\_split(x, test\_size=0.3, random\_state=0)

print x\_train

print x\_test

[0, 1, 2, 3, 4, 5, 6, 7, 8, 9, 10] <type 'list'>

[6, 1, 7, 8, 3, 0, 5]

[4, 9, 2, 10]

## Remove Null Values from a List

Use a list comprehension

>>> a = [1,2,3,None]

>>> b = [x for x in a if x is not None]

>>> b

[1, 2, 3]

## Replace an item in a list

import numpy as np

list1 = [1,2,3,None,5]

print list1

for i,val in enumerate(list1):

if val is None:

list1[i] = 17

print list1

>>>

[1, 2, 3, None, 5]

[1, 2, 3, 17, 5]

>>>

## Sort a list

>>> b = [1,4,2,7,3,8]

>>> b

[1, 4, 2, 7, 3, 8]

>>> b.sort()

>>> b

[1, 2, 3, 4, 7, 8]

>>> sorted([5, 2, 3, 1, 4])

[1, 2, 3, 4, 5]

## Shuffle the items in a list

>>> test = [1,2,3,4,5]

>>> from random import shuffle

>>> shuffle(test)

>>> test

[2, 3, 1, 4, 5]

## Subtract the Elements in 2 Lists

import numpy as np

corr\_subset\_df['pred\_error\_mins'] = list(np.array(pred\_mins\_to\_arr\_list) -

np.array(mins\_to\_arr\_actual))

## Standard Deviation of items in a list

import numpy as np

sd = np.std(np.array(tot\_stationary\_mins\_list, dtype=float))

## Using lambda and map on a list

squares = map(lambda x: x\*\*2, range(10))

print squares

output:

[0, 1, 4, 9, 16, 25, 36, 49, 64, 81

# Machine Learning

## Create Word Count columns

# Split out the words into individual columns

for word in important\_words:

products[word] = products['review\_clean'].apply(lambda s : s.split().count(word))

## Euclidean Distance

from sklearn.metrics.pairwise import euclidean\_distances

counts = [

[0, 1, 1, 0, 0, 1, 0, 1],

[0, 1, 1, 1, 1, 0, 0, 0],

[1, 0, 0, 0, 0, 0, 1, 0]

]

print 'Distance between 1st and 2nd documents:', euclidean\_distances(counts[0], counts[1])

print 'Distance between 1st and 3rd documents:', euclidean\_distances(counts[0], counts[2])

print 'Distance between 2nd and 3rd documents:', euclidean\_distances(counts[1], counts[2])

Distance between 1st and 2nd documents: [[ 2.]]

Distance between 1st and 3rd documents: [[ 2.44948974]]

Distance between 2nd and 3rd documents: [[ 2.44948974]]

## One-Hot Encoder

from sklearn.feature\_extraction import DictVectorizer

onehot\_encoder = DictVectorizer()

instances = [

{'city': 'New York'},

{'city': 'San Francisco'},

{'city': 'Chapel Hill'}

]

print onehot\_encoder.fit\_transform(instances).toarray()

# Math Functions

## Exponentiation

>>> 2\*\*3

8

## Largest float

>>> sys.float\_info.max

1.7976931348623157e+308

## Median

>>> import numpy as np

>>> a = np.array([1,2,3,4])

>>> np.median(a)

2.5

## Modulo

>>> 17 % 3

2

## pi

math.pi

## Random Numbers

### Random float

>>> import random

>>> random.seed(0)

>>> random.uniform(0, 0.2)

0.10956309498898086

## Rounding

### General rounding

>>> round(110.574388557174, 3)

110.574

### Round to half-even

import decimal

>>> decimal.Decimal('2.675').quantize(decimal.Decimal('.01'), rounding=decimal.ROUND\_HALF\_EVEN)

Decimal('2.68')

>>> decimal.Decimal('2.665').quantize(decimal.Decimal('.01'), rounding=decimal.ROUND\_HALF\_EVEN)

Decimal('2.66')

Note: **To round to a float equivalent of an integer**, use ‘0’ for the decimal.Decimal() argument.

def round\_half\_even(floating\_point\_str, how\_many\_dec\_points):

""" Rounds the specified floating point value (encoded as a string)

to the specified number of decimal points, using

ROUND\_HALF\_EVEN rounding method.

2.675 rounds to 2.68

2.665 rounds to 2.66

Requires import decimal

"""

rounding\_arg = decimal.Decimal(str(10 \*\* (-1 \* how\_many\_dec\_points)))

rounded = (decimal.Decimal(floating\_point\_str)

.quantize(rounding\_arg,

rounding=decimal.ROUND\_HALF\_EVEN))

return(rounded)

def self\_test():

""" Tests the code in this python program

"""

# test round\_half\_even()

assert round\_half\_even('2.675', 2) == Decimal('2.68')

assert round\_half\_even('2.665', 2) == Decimal('2.66')

print "self test complete"

### Round to {x.0, x.5} intervals

def round\_to\_half(float\_arg):

""" Round a floating point number to the nearest 1/2,

e.g round\_to\_half(1.25) = 1.0 but

round\_to\_half(1.255) = 1.5

"""

twice = float\_arg \* 2.0

rounded = decimal.Decimal(twice).quantize(decimal.Decimal('0'), rounding=decimal.ROUND\_HALF\_EVEN)

return(float(rounded) / 2.0)

## Square Root

import math

math.sqrt(25)

## Test for nan

from math import isnan

nan\_float = float(‘nan’)

>>> math.isnan(nan\_float)

True

# Matrices

## Number of rows in a matrix

row\_count = X\_train.shape[0]

## Read a Matrix from a file

>>> import numpy as np

>>> my\_data = np.genfromtxt(filepath, delimiter=',', skip\_header=8)

(my\_data will be a 2d numpy array)

## Read the contents of a matrix column into an array

>>> mydata

array([[ 1. , 19.91142191, 16. , 74. ],

[ 2. , 17.99404762, 15. , 48. ],

[ 3. , 18.94845361, 16. , 89. ],

[ 4. , 29.55978261, 21.5 , 120. ],

[ 5. , 25.80927835, 18. , 129. ],

[ 6. , 20.21631206, 16. , 16. ],

[ 7. , 18.47900763, 15. , 15. ],

[ 8. , 18.82753165, 15. , 30. ],

[ 9. , 16.14227642, 15. , 21. ],

[ 10. , 18.10933941, 15. , 37. ],

[ 11. , 18.24694377, 14. , 151. ],

[ 12. , 17.70260223, 12. , 79. ]])

>>> rainfall\_mm = mydata[:,3]

>>> rainfall\_mm

array([ 74., 48., 89., 120., 129., 16., 15., 30., 21.,

37., 151., 79.])

## Scale matrix columns

from sklearn import preprocessing

scaler = preprocessing.StandardScaler().fit(X)

X\_scaled = scaler.transform(X)

# Methods

## Method Header Template

def brokenTen(value):

"""Incorrect implementation of the ten function.

Note:

The `if` statement checks an undefined variable `val` instead of `value`.

Args:

value (int): A number.

Returns:

bool: Whether `value` is less than ten.

Raises:

NameError: The function references `val`, which is not available in the local or global

namespace, so a `NameError` is raised.

"""

# numpy

## Covariance

xbar = (6 + 8 + 10 + 14 + 18) / 5

ybar = (7 + 9 + 13 + 17.5 + 18) / 5

cov = ((6 - xbar) \* (7 - ybar) + (8 - xbar) \* (9 - ybar) + (10 - xbar) \* (13 - ybar) +

(14 - xbar) \* (17.5 - ybar) + (18 - xbar) \* (18 - ybar)) / 4

print cov

import numpy as np

print np.cov([6, 8, 10, 14, 18], [7, 9, 13, 17.5, 18])

print np.cov([6, 8, 10, 14, 18], [7, 9, 13, 17.5, 18])[0][1]

22.65

[[ 23.2 22.65]

[ 22.65 24.3 ]]

22.65

## r-squared

from sklearn.linear\_model import LinearRegression

X = [[6], [8], [10], [14], [18]]

y = [[7], [9], [13], [17.5], [18]]

X\_test = [[8], [9], [11], [16], [12]]

y\_test = [[11], [8.5], [15], [18], [11]]

model = LinearRegression()

model.fit(X, y)

print 'R-squared: %.4f' % model.score(X\_test, y\_test)

R-squared: 0.6620

## Variance

import numpy as np

X = [6,8,10,14,18]

print np.var(X, ddof=1)

23.2

# Object Serialization

## Create an object from a stored serialization

# Load the dictionary back from the pickle file.

import pickle

favorite\_color = pickle.load( open( "latlong.p", "rb" ) )

print(favorite\_color["330 Lee Industrial Blvd Austell, Ga 30168"])

print(favorite\_color["330 LEE INDUSTRIAL BLVD AUSTELL, GA 30168"])

## Serialize and Store an Object

tzw\_str = pickle.dumps(tzw, pickle.HIGHEST\_PROTOCOL)

text\_file = open("tzwhere\_tz\_converter.txt", "wb")

text\_file.write(tzw\_str)

text\_file.close()

# pandas

## Change the number of rows printed for pandas objects

import pandas as pd

def print\_full(x):

pd.set\_option('display.max\_rows', len(x))

print(x)

pd.reset\_option('display.max\_rows')

## pandasql

Uses SQLite3 in the background, so syntax permitted by SQLite3 should work

## Installing pandasql

c:\>pip install -U pandasql

Collecting pandasql

Downloading pandasql-0.6.3.tar.gz

Installing collected packages: pandasql

Running setup.py install for pandasql

Successfully installed pandasql-0.6.3

## Querying using pandasql

import pandas as pd

from pandasql import sqldf

from pandasql import load\_births # returns a test dataset

births\_df = load\_births()

q = """

SELECT \*

FROM births\_df b

where b.date > '1976-01-01'

and b.date < '1977-01-01'

"""

births\_1976\_df = sqldf(q, globals())

print births\_1976\_df

>>>

date births

0 1976-01-01 00:00:00 259173

1 1976-01-01 00:00:00 257455

2 1976-02-01 00:00:00 238153

3 1976-02-01 00:00:00 236551

…

21 1976-11-01 00:00:00 258011

22 1976-12-01 00:00:00 265787

23 1976-12-01 00:00:00 265886

>>>

# Plotting

import matplotlib.pyplot as plt

## Histograms

savi\_error = get\_error\_list(df, 'PRED\_MINS\_REM', 'MINS\_REMAINING')

plan\_error = get\_error\_list(df, 'PLAN\_ETA\_MINS\_REM', 'MINS\_REMAINING')

my\_bins = range(-3000, 3000, 100)

plt.hist(savi\_error, histtype='step', color='b', label='Savi',

normed=False, bins=my\_bins)

plt.hist(plan\_error, histtype='step', color='r', label='Plan',

normed=False, bins=my\_bins)

plt.title("ETA Error: Savi ETA vs Planned Arrival Time")

plt.xlabel("Error, minutes")

plt.ylabel("Frequency")

plt.legend()

plt.show()

![](data:image/png;base64,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)

## Scatter plot

import pandas as pd

import matplotlib.pylab as plt

df = pd.read\_csv('winequality-red.csv', sep=';')

plt.scatter(df['alcohol'], df['quality'])

plt.xlabel('Alcohol')

plt.ylabel('Quality')

plt.title('Alcohol vs Quality')

plt.show()
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# Program Execution

## Stopping program execution

from sys import exit

exit('exiting....')

# Regular expressions

## Remove punctuation

import re

mystring = "test !123"

out = re.sub('[^A-Za-z0-9 ]+', '', mystring)

# Random Numbers

## Random number in a range

from random import randint

print randrange(0,10) # rand int in the range 0,10 inclusive

## Choose Random Items from a List

rs = np.random.choice(unique\_shipment\_ids, size=num\_shipments\_for\_train, replace=False)

## Create a list containing some random numbers

from random import randint

random\_indices = []

for x in range (0, 1000):

random\_indices.append(randint(0, 999))

# REST Services

## Consume a REST service

import json

import urllib2

json.load(urllib2.urlopen("url"))

# scikit-learn

## Linear regression

from sklearn.linear\_model import LinearRegression

# Training data

X = [[6], [8], [10], [14], [18]]

y = [[7], [9], [13], [17.5], [18]]

# Create and fit the model

model = LinearRegression()

model.fit(X, y)

print 'A 12" pizza should cost: $%.2f' % model.predict([12])[0]

A 12" pizza should cost: $13.68

## sklearn Version

import sklearn

print('The scikit-learn version is {}.'.format(sklearn.\_\_version\_\_))

# Series (pandas)

## Check if a Series value is null

pd.isnull(df\_row[target\_field\_name])

## Convert a Series to a DataFrame

Series.to\_frame(name=None)

## Create a Series of random numbers

s = Series(np.random.randn(5))

## Get the value of a Series element

>>> this\_journey\_number[0:0]

Series([], name: JOURNEY\_NUMBER, dtype: object)

>>> this\_journey\_number.values

array(['SGS-KRA-2014NKUC11588-KRA-2014NKUC11588-01'], dtype=object)

>>> this\_journey\_number.values[0]

'SGS-KRA-2014NKUC11588-KRA-2014NKUC11588-01'

# SFrame

## Add a Column Based on Other Columns

# Add payment\_inc\_ratio

loans['payment\_inc\_ratio'] = loans.apply(lambda row: row['installment'] \* 12.0 / (row['annual\_inc'] + 0.01))

## Convert an SFrame to features and labels in a numpy array

Two arrays are returned: one representing features and another representing class labels.

Note: The feature matrix includes an additional column 'intercept' filled with 1's to take account of the intercept term.

import numpy as np

def get\_numpy\_data(data\_sframe, features, label):

data\_sframe['intercept'] = 1

features = ['intercept'] + features

features\_sframe = data\_sframe[features]

feature\_matrix = features\_sframe.to\_numpy()

label\_sarray = data\_sframe[label]

label\_array = label\_sarray.to\_numpy()

return(feature\_matrix, label\_array)

feature\_matrix\_train, sentiment\_train = get\_numpy\_data(train\_data, important\_words, 'sentiment')

feature\_matrix\_valid, sentiment\_valid = get\_numpy\_data(validation\_data, important\_words, 'sentiment')

## Copy an Sframe

copy\_sframe = some\_frame.copy()

## First n rows of an Sframe

products.head(10)['name']

## One-Hot Encoding of an Sframe

loans\_data = risky\_loans.append(safe\_loans)

for feature in features:

loans\_data\_one\_hot\_encoded = loans\_data[feature].apply(lambda x: {x: 1})

loans\_data\_unpacked = loans\_data\_one\_hot\_encoded.unpack(column\_name\_prefix=feature)

# Change None's to 0's

for column in loans\_data\_unpacked.column\_names():

loans\_data\_unpacked[column] = loans\_data\_unpacked[column].fillna(0)

loans\_data.remove\_column(feature)

loans\_data.add\_columns(loans\_data\_unpacked)

## Random Split an SFrame

train\_data, validation\_data = products.random\_split(.9, seed=1)

## Remove a Column from an Sframe

Sframe.remove\_column(column\_name)

## Select Rows from an Sframe

example\_labels = sframe.SArray([-1, -1, 1, 1, 1])

subset = example\_labels[example\_labels[:] == -1]

print len(subset)

Response: 2

# Statistics

## Applying lowess smoothing

import numpy as np

import pylab as plt

import statsmodels.api as sm

x = np.linspace(0,2\*np.pi,100)

y = np.sin(x) + np.random.random(100) \* 0.2

lowess = sm.nonparametric.lowess(y, x, frac=0.1)

print type(lowess)

print lowess

plt.plot(x, y, '+')

plt.plot(lowess[:, 0], lowess[:, 1])

plt.show()
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## Precision, recall, F1, support

import numpy as np

from sklearn.metrics import precision\_recall\_fscore\_support

#y\_true = np.array([0, 1, 0, 0, 1, 0])

#y\_pred = np.array([0, 1, 1, 0, 0, 1])

y\_true = np.array(['early', 'late', 'early', 'early', 'late', 'early','late'])

y\_pred = np.array(['early', 'late', 'late', 'early', 'early', 'late','late'])

precision, recall, f1, x = precision\_recall\_fscore\_support(y\_true, y\_pred, pos\_label='late', average='micro')

print precision, recall, f1

# Strings

## Concatenate strings

>>> 'is' + 'test'

'istest'

## Convert a character to its ASCII integer

>>> ord('A')

65

## Convert to float

>>> test = "123.45"

>>> type(test)

<type 'str'>

>>> test\_float = float(test)

>>> test\_float

123.45

>>> type(test\_float)

<type 'float'>

## Convert to lower case

>>> "Test".lower()

'test'

## Find a sub-string

>>> test = "something"

>>> test.find('me')

2

## Find nth Occurrence of a sub-string

def find\_nth(haystack, needle, n):

start = haystack.find(needle)

while start >= 0 and n > 1:

start = haystack.find(needle, start+len(needle))

n -= 1

return start

# end find\_nth

assert find\_nth('abcdef\_def\_def', 'def', 0) == 3 # nonsense, just return first index

assert find\_nth('abcdef\_def\_def', 'def', 1) == 3

assert find\_nth('abcdef\_def\_def', 'xyz', 1) == -1

assert find\_nth('abcdef\_def\_def', 'def', 4) == -1

## Formatted strings

>>> test = "something %s" % "great"

>>> test

'something great'

## Remove Punctuation

>>> test = "some sunava #%^@$#"

>>> import string

>>> test.translate(None, string.punctuation) # may not work on Spark

'some sunava '

-or-

import re

output\_str = re.sub(r'[^\sa-zA-Z0-9]', '', text)

## Replace a substring

>>> test

'out with the old'

>>> test.replace('old', 'new')

'out with the new'

>>>

## String Literals

>>> x = r"\n"

>>> x

'\\n'

>>>

## Sub-strings

>>> x = "Hello World!"

>>> x[2:]

'llo World!'

>>> x[:2]

'He'

>>> x[:-2]

'Hello Worl'

>>> x[-2:]

'd!'

>>> x[2:-2]

'llo Worl'

## Tokenize a string

>>> test = "the world is at my fingertips"

>>> test.split(' ')

['the', 'world', 'is', 'at', 'my', 'fingertips']

## Trim leading and trailing characters

>>> '"Strip the "leading" and "trailing" double quotes"'.strip('"')

'Strip the "leading" and "trailing" double quotes'

>>> test = "A()"

>>> test

'A()'

>>> test.strip("()")

'A'

## Trim white space

>>> test = " something "

>>> len(test)

11

>>> len(test.strip())

9

# Timers

## Sleep

import time

>>> print time.ctime(); time.sleep(10); print time.ctime()

Fri Sep 26 09:09:30 2014

Fri Sep 26 09:09:40 2014

## Timing Code Execution

>>> import time

>>> start\_time = time.time()

>>> print (time.time() - start\_time)

18.8489999771

# Tuples

## Cartesion product of two tuples

import itertools

x = [1, 3, 5]

p = list( itertools.product(x, x))

print str(p)

[(1, 1), (1, 3), (3, 1), (3, 3)]

## Product of the elements in a tuple

from operator import mul

a = (1,2,3,4)

print(reduce(mul, a))

>>>

24

# User Input

## Get user input from the keyboard

>>> test\_var = raw\_input("Enter some data")

Enter some datacomething

>>> test\_var

'comething'

# Errors

|  |  |
| --- | --- |
| ValueError: Cannot set a frame with no defined index and a value that cannot be converted to a Series | Trying to do slicing on an empty DataFrame |
|  |  |
| ValueError: The truth value of a DataFrame is ambiguous. Use a.empty, a.bool(), a.item(), a.any() or a.all(). | Use:  df531['at\_orig'] = df531.apply(get\_at\_orig\_flag, args=(poi\_df\_531,), axis=1)  instead of:  df531['at\_orig'] = df531.apply(get\_at\_orig\_flag, args=(poi\_df\_531), axis=1) |
|  |  |
|  |  |
|  |  |
|  |  |