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# Synopsis

## Background

Using devices such as Jawbone Up, Nike FuelBand, and Fitbit it is now possible to collect a large amount of data about personal activity relatively inexpensively. These type of devices are part of the quantified self movement – a group of enthusiasts who take measurements about themselves regularly to improve their health, to find patterns in their behavior, or because they are tech geeks. One thing that people regularly do is quantify how much of a particular activity they do, but they rarely quantify how well they do it. In this project, your goal will be to use data from accelerometers on the belt, forearm, arm, and dumbell of 6 participants. They were asked to perform barbell lifts correctly and incorrectly in 5 different ways. More information is available from the website here: <http://groupware.les.inf.puc-rio.br/har> (see the section on the Weight Lifting Exercise Dataset).

## Data

The training data for this project are available here:

<https://d396qusza40orc.cloudfront.net/predmachlearn/pml-training.csv>

The test data are available here:

<https://d396qusza40orc.cloudfront.net/predmachlearn/pml-testing.csv>

## Goal

The goal of this project is to predict the manner in which they did the exercise. This is the "classe" variable in the training set. All of the other variables will be considered to make the prediction.

library(caret)  
library(rpart)  
library(rpart.plot)  
library(RColorBrewer)  
library(rattle)  
library(randomForest)  
library(AppliedPredictiveModeling)  
  
set.seed(333)

# Data Loading

url\_training <- "https://d396qusza40orc.cloudfront.net/predmachlearn/pml-training.csv"  
url\_testing <- "https://d396qusza40orc.cloudfront.net/predmachlearn/pml-testing.csv"  
  
training <- read.csv(url(url\_training), na.strings=c("NA","#DIV/0!",""))  
testing <- read.csv(url(url\_testing), na.strings=c("NA","#DIV/0!",""))

# Data Partitioning

inTrain <- createDataPartition(y=training$classe, p=0.6, list=FALSE)  
myTraining <- training[inTrain, ];   
myTesting <- training[-inTrain, ]

# Data Cleansing & Preparation

Identification and removal of near zero variance predictors

nzv <- nearZeroVar(myTraining, saveMetrics=TRUE)  
nzv <- nearZeroVar(myTesting, saveMetrics=TRUE)  
myTrainingX <- myTraining[,nzv$nzv==FALSE]  
myTestingX <- myTesting[,nzv$nzv==FALSE]

Remove the first column

myTrainingX <- myTrainingX[,-1]  
myTestingX <- myTestingX[,-1]

Clean up 'NA' in the data

myTrainingX <- myTrainingX[, names(myTrainingX)[sapply(myTrainingX, function (x)  
 ! (any(is.na(x) | x == "")))]]  
myTestingX <- myTestingX[, names(myTestingX)[sapply(myTestingX, function (x)  
 ! (any(is.na(x) | x == "")))]]

# Prediction models

## Build prediction models using Random Forests

modFitRF <- randomForest(classe ~ ., data=myTrainingX)  
predictionB1 <- predict(modFitRF, myTesting, type = "class")  
cmrf <- confusionMatrix(predictionB1, myTesting$classe)  
cmrf

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction A B C D E  
## A 2232 2 0 0 0  
## B 0 1516 4 0 0  
## C 0 0 1360 4 0  
## D 0 0 4 1282 3  
## E 0 0 0 0 1439  
##   
## Overall Statistics  
##   
## Accuracy : 0.9978   
## 95% CI : (0.9965, 0.9987)  
## No Information Rate : 0.2845   
## P-Value [Acc > NIR] : < 2.2e-16   
##   
## Kappa : 0.9973   
## Mcnemar's Test P-Value : NA   
##   
## Statistics by Class:  
##   
## Class: A Class: B Class: C Class: D Class: E  
## Sensitivity 1.0000 0.9987 0.9942 0.9969 0.9979  
## Specificity 0.9996 0.9994 0.9994 0.9989 1.0000  
## Pos Pred Value 0.9991 0.9974 0.9971 0.9946 1.0000  
## Neg Pred Value 1.0000 0.9997 0.9988 0.9994 0.9995  
## Prevalence 0.2845 0.1935 0.1744 0.1639 0.1838  
## Detection Rate 0.2845 0.1932 0.1733 0.1634 0.1834  
## Detection Prevalence 0.2847 0.1937 0.1738 0.1643 0.1834  
## Balanced Accuracy 0.9998 0.9990 0.9968 0.9979 0.9990

plot(modFitRF)
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## Build prediction models using decision trees

modFitDT <- rpart(classe ~ ., data=myTrainingX, method="class")  
fancyRpartPlot(modFitDT)
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predictionsA1 <- predict(modFitDT, myTestingX, type = "class")  
cmtree <- confusionMatrix(predictionsA1, myTestingX$classe)  
cmtree

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction A B C D E  
## A 2141 201 8 3 0  
## B 68 1131 88 59 0  
## C 23 175 1253 205 5  
## D 0 11 11 883 96  
## E 0 0 8 136 1341  
##   
## Overall Statistics  
##   
## Accuracy : 0.8602   
## 95% CI : (0.8523, 0.8678)  
## No Information Rate : 0.2845   
## P-Value [Acc > NIR] : < 2.2e-16   
##   
## Kappa : 0.8228   
## Mcnemar's Test P-Value : NA   
##   
## Statistics by Class:  
##   
## Class: A Class: B Class: C Class: D Class: E  
## Sensitivity 0.9592 0.7451 0.9159 0.6866 0.9300  
## Specificity 0.9622 0.9660 0.9370 0.9820 0.9775  
## Pos Pred Value 0.9099 0.8403 0.7544 0.8821 0.9030  
## Neg Pred Value 0.9834 0.9405 0.9814 0.9411 0.9841  
## Prevalence 0.2845 0.1935 0.1744 0.1639 0.1838  
## Detection Rate 0.2729 0.1441 0.1597 0.1125 0.1709  
## Detection Prevalence 0.2999 0.1716 0.2117 0.1276 0.1893  
## Balanced Accuracy 0.9607 0.8555 0.9265 0.8343 0.9537

## Build prediction models using Generalized Boosted Regression

fitControl <- trainControl(method = "repeatedcv",  
 number = 5,  
 repeats = 1)

modFitBR <- train(classe ~ ., data=myTrainingX, method = "gbm",  
 trControl = fitControl,  
 verbose = FALSE)  
gbmFinMod1 <- modFitBR$finalModel  
gbmPredTest <- predict(modFitBR, newdata=myTrainingX)  
gbmAccuracyTest <- confusionMatrix(gbmPredTest, myTrainingX$classe)  
gbmAccuracyTest

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction A B C D E  
## A 3348 1 0 0 0  
## B 0 2275 1 0 0  
## C 0 2 2049 0 0  
## D 0 1 4 1929 1  
## E 0 0 0 1 2164  
##   
## Overall Statistics  
##   
## Accuracy : 0.9991   
## 95% CI : (0.9983, 0.9995)  
## No Information Rate : 0.2843   
## P-Value [Acc > NIR] : < 2.2e-16   
##   
## Kappa : 0.9988   
## Mcnemar's Test P-Value : NA   
##   
## Statistics by Class:  
##   
## Class: A Class: B Class: C Class: D Class: E  
## Sensitivity 1.0000 0.9982 0.9976 0.9995 0.9995  
## Specificity 0.9999 0.9999 0.9998 0.9994 0.9999  
## Pos Pred Value 0.9997 0.9996 0.9990 0.9969 0.9995  
## Neg Pred Value 1.0000 0.9996 0.9995 0.9999 0.9999  
## Prevalence 0.2843 0.1935 0.1744 0.1639 0.1838  
## Detection Rate 0.2843 0.1932 0.1740 0.1638 0.1838  
## Detection Prevalence 0.2844 0.1933 0.1742 0.1643 0.1838  
## Balanced Accuracy 0.9999 0.9991 0.9987 0.9994 0.9997

plot(modFitBR, ylim=c(0.9, 1))

![](data:image/png;base64,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)

# Conclusion

Overall accuracies:

cmrf$overall[1]

## Accuracy   
## 0.9978333

cmtree$overall[1]

## Accuracy   
## 0.8601835

gbmAccuracyTest$overall[1]

## Accuracy   
## 0.9990659

The Generalized Boosted Regression model provides the best accuracy of the three prediction models although the Random Forests model is a very close second. Using Generalized Boosted Regression model on the test data:

bestModelPredictions <- predict(modFitBR, newdata=testing)  
bestModelPredictions

## [1] B A B A A E D B A A B C B A E E A B B B  
## Levels: A B C D E

# Generate output per the project requirement

pml\_write\_files = function(x){  
 n = length(x)  
 for(i in 1:n){  
 filename = paste0("problem\_id\_",i,".txt")  
 write.table(x[i], file=filename, quote=FALSE, row.names=FALSE, col.names=FALSE)  
 }  
}  
pml\_write\_files(bestModelPredictions)