# 1.一元多项式相加(10分)

成绩: 10 / 折扣: 0.8

### 题目说明：

编写一元多项式加法运算程序。要求用线性链表存储一元多项式（参照课本）。该程序有以下几个功能：

1. 多项式求和

输入：输入三个多项式，建立三个多项式链表Pa、Pb、Pc

（提示：调用CreatePolyn(polynomial &P,int m)。

输出：显示三个输入多项式Pa、Pb、Pc、和多项式Pa+Pb、多项式Pa+Pb+Pc

（提示：调用AddPolyn(polynomial &Pa, polynomial Pb), 调用PrintPolyn(polynomial P))。

0. 退出

### 输入：

根据所选功能的不同，输入格式要求如下所示（第一个数据是功能选择编号，参见测试用例）：

* 1

多项式A包含的项数，以指数递增的顺序输入多项式A各项的系数（整数）、指数（整数）

多项式B包含的项数，以指数递增的顺序输入多项式B各项的系数（整数）、指数（整数）

多项式C包含的项数，以指数递增的顺序输入多项式C各项的系数（整数）、指数（整数）

* 0 －－－操作终止，退出。

### 输出：

对应一组输入，输出一次操作的结果（参见测试用例）。

* 1 多项式输出格式：以指数递增的顺序输出: <系数,指数>,<系数,指数>,<系数,指数>,参见测试用例。零多项式的输出格式为<0,0>
* 0 无输出

#include<iostream>

#include<stdlib.h>

using std::cin;

using std::cout;

using std::endl;

struct date

{

int a;

int b;

struct date\* pnext;

};

typedef struct date DATE;

typedef struct date\* PDATE;

void output(PDATE p)

{

int f=0;

p=p->pnext;

while(p!=NULL)

{

if(p->a!=0)

{

f=1;

cout<<"<"<<p->a<<","<<p->b<<">";

if(p->pnext==NULL)

cout<<endl;

else

cout<<",";

}

p=p->pnext;

}

if(f==0)

cout<<"<0,0>"<<endl;

}

void add(PDATE a,PDATE b,PDATE c)

{

PDATE p1,p2,p3;

p1=a;

p2=b;

p3=c;

if(p1!=NULL) p1=p1->pnext; //skip head

if(p2!=NULL) p2=p2->pnext;

while((p1!=NULL)&&(p2!=NULL))

{

if(p1->b>p2->b)

{

p3->pnext=(PDATE)malloc(sizeof(DATE));

p3=p3->pnext;

p3->a=p2->a;

p3->b=p2->b;

p3->pnext=NULL;

p2=p2->pnext;

}

else if(p1->b<p2->b)

{

p3->pnext=(PDATE)malloc(sizeof(DATE));

p3=p3->pnext;

p3->a=p1->a;

p3->b=p1->b;

p3->pnext=NULL;

p1=p1->pnext;

}

else

{

p3->pnext=(PDATE)malloc(sizeof(DATE));

p3=p3->pnext;

p3->a=p1->a+p2->a;

p3->b=p1->b;

p3->pnext=NULL;

p1=p1->pnext;

p2=p2->pnext;

}

}//end while

if(p1==NULL)

p3->pnext=p2;

if(p2==NULL)

p3->pnext=p1;

}

int main()

{

int flag;

int n;

PDATE P[6]={NULL};

PDATE p=NULL;

for(int i=0;i<6;i++)

{

P[i]=(PDATE)malloc(sizeof(DATE));

P[i]->a=0;

P[i]->b=0;

P[i]->pnext=NULL;

}

cin>>flag;

if(flag==1)

{

for(int i=1;i<4;i++)

{

p=P[i];

cin>>n;

while(n--!=0)

{

p->pnext=(PDATE)malloc(sizeof(DATE));

p=p->pnext;

cin>>p->a>>p->b;

p->pnext=NULL;

}

output(P[i]);

}

}

add(P[1],P[2],P[4]);

output(P[4]);

add(P[4],P[3],P[5]);

output(P[5]);

}

# 0 约瑟夫问题(10分)

成绩: 10 / 折扣: 0.8

0 约瑟夫问题

成绩10分  折扣0.8

      (本题要求用循环链表实现)

      0 ,1, 2, 3题,只能选做三题.

约瑟夫问题是一个经典的问题。已知n个人（不妨分别以编号1，2，3，…，n 代表）围坐在一张圆桌周围，从编号为 k 的人开始，从1开始顺时针报数1, 2, 3, ...，顺时针数到m 的那个人，出列并输出。然后从出列的下一个人开始，从1开始继续顺时针报数，数到m的那个人，出列并输出，…依此重复下去，直到圆桌周围的人全部出列。

输入：n,k,m

输出：按照出列的顺序依次输出出列人的编号，编号中间相隔一个空格,每10个编号为一行。

非法输入的对应输出如下

a)

输入：：n、k、m任一个小于1  
输出：n,m,k must bigger than 0.

b)

输入：k>n

输出：k should not bigger than n.

例

输入

9,3,2

输出

4 6 8 1 3 7 2 9 5

#include<stdio.h>

#include<stdlib.h>

#include<math.h>

struct date

{

int a;

struct date\* next;

};

typedef struct date DATE;

typedef struct date\* PDATE;

PDATE setnew(PDATE p,int a)

{

PDATE pt;

pt=(PDATE) malloc (sizeof(DATE));

pt->a=a;

pt->next=p->next;

p->next=pt;

return pt;

}

int count;

PDATE del(PDATE p0)

{

if(!count)

{

printf("\n");

count=10;

}

printf("%d ",p0->a);

PDATE p=p0->next;

p0->a=p->a;

p0->next=p->next;

free(p);

count--;

return p0;

}

int main()

{

count=10;

int n=0,k=0,m=0;

scanf("%d,%d,%d",&n,&m,&k);

if(!(n>0&&m>0&&k>0))

printf("n,m,k must bigger than 0.\n");

else if(m>n)

printf("k should not bigger than n.\n");

else

{

PDATE p=NULL;

PDATE head=(DATE \*)malloc(sizeof(DATE));

head->next=head;

head->a=1;

p=head;

for(int i=2;i<=n;i++)

p=setnew(p,i);

while(p->a!=m)

p=p->next;

while(n)

{

// int temp=k;

int temp=k%n+n;

while(--temp)

p=p->next;

del(p);

n--;

}

printf("\n");

}

}

# 2. 综教楼后的那个坑

成绩: 10 / 折扣: 0.8

### 描述

　　在 LIT 综教楼后有一个深坑，关于这个坑的来历，有很多种不同的说法。其中一种说法是，在很多年以前，这个坑就已经在那里了。这种说法也被大多数人认可，这是因为该坑有一种特别的结构，想要人工建造是有相当困难的。

　　从横截面图来看，坑底成阶梯状，由从左至右的 1..N 个的平面构成（其中 1 ≤ N ≤ 100,000），如图：

　　　＊　　　　　　　　　　　　＊ :  
　　　＊　　　　　　　　　　　　＊ :  
　　　＊　　　　　　　　　　　　＊ 8  
　　　＊　　　　＊＊　　　　　　＊ 7  
　　　＊　　　　＊＊　　　　　　＊ 6  
　　　＊　　　　＊＊　　　　　　＊ 5  
　　　＊　　　　＊＊＊＊＊＊＊＊＊ 4 <- 高度  
　　　＊　　　　＊＊＊＊＊＊＊＊＊ 3  
　　　＊＊＊＊＊＊＊＊＊＊＊＊＊＊ 2  
　　　＊＊＊＊＊＊＊＊＊＊＊＊＊＊ 1  
平面　｜　 1　 ｜2｜　　　3　　　 ｜

每个平面 i 可以用两个数字来描述，即它的宽度 Wi 和高度 Hi，其中 1 ≤ Wi ≤ 1,000、1 ≤ Hi ≤ 1,000,000，而这个坑最特别的地方在于坑底每个平面的高度都是不同的。每到夏天，雨水会把坑填满，而在其它的季节，则需要通过人工灌水的方式把坑填满。灌水点设在坑底位置最低的那个平面，每分钟灌水量为一个单位（即高度和宽度均为 1）。随着水位的增长，水自然会向其它平面扩散，当水将某平面覆盖且水高达到一个单位时，就认为该平面被水覆盖了。

　　请你计算每个平面被水覆盖的时间。

　　 灌水              水满后自动扩散  
        |                       |                             
      \* |          \*      \*     |      \*      \*            \*  
      \* V          \*      \*     V      \*      \*            \*  
      \*            \*      \*    ....    \*      \*~~~~~~~~~~~~\*  
      \*    \*\*      \*      \*~~~~\*\* :    \*      \*~~~~\*\*~~~~~~\*  
      \*    \*\*      \*      \*~~~~\*\* :    \*      \*~~~~\*\*~~~~~~\*  
      \*    \*\*      \*      \*~~~~\*\*~~~~~~\*      \*~~~~\*\*~~~~~~\*  
      \*    \*\*\*\*\*\*\*\*\*      \*~~~~\*\*\*\*\*\*\*\*\*      \*~~~~\*\*\*\*\*\*\*\*\*  
      \*~~~~\*\*\*\*\*\*\*\*\*      \*~~~~\*\*\*\*\*\*\*\*\*      \*~~~~\*\*\*\*\*\*\*\*\*  
      \*\*\*\*\*\*\*\*\*\*\*\*\*\*      \*\*\*\*\*\*\*\*\*\*\*\*\*\*      \*\*\*\*\*\*\*\*\*\*\*\*\*\*  
      \*\*\*\*\*\*\*\*\*\*\*\*\*\*      \*\*\*\*\*\*\*\*\*\*\*\*\*\*      \*\*\*\*\*\*\*\*\*\*\*\*\*\*  
　　　4 分钟后        　　　26 分钟后 　　　　　　　50 分钟后  
　　　平面 1 被水覆盖 　　　　平面 3 被水覆盖　　　　平面 2 被水覆盖输入

　　输入的第一行是一个整数 N，表示平面的数量。从第二行开始的 N 行上分别有两个整数，分别表示平面的宽度和高度。

### 输出

　　输出每个平面被水覆盖的时间。

#include<stdlib.h>

#include<stdio.h>

struct date

{

long long \* timedate;

long h;

int w;

struct date\* pl;

struct date\* pr;

};

typedef struct date DATE;

typedef struct date\* PDATE;

PDATE setnew(PDATE p0,int w,long h,long long \* num)//p0为左邻

{

PDATE p=(PDATE) malloc(sizeof(DATE));

p->timedate=num;

p->pl=p0;

p->pr=NULL;

p0->pr=p;

p->h=h;

p->w=w;

return p;

}

void output(long long\* p,long n)

{

while(n--)

printf("%lld\n",\*(++p));

}

int main()

{

long long myclock;

long n;

int w;

long h;

PDATE p=NULL,pt=NULL;

//set leftp

PDATE left=(PDATE) malloc(sizeof(DATE));

left->timedate=NULL;

left->pl=NULL;

left->pr=NULL;

left->h=1000000;

left->w=0;

p=left;

pt=left;

scanf("%d",&n);

long long\* timedate=new long long[n+1];

for(long i=0;i<n;i++)

{

//cin>>w>>h;

scanf("%d%d",&w,&h);

p=setnew(p,w,h,timedate+i+1);

if(pt->h>h)

pt=p;

}

PDATE right=setnew(p,0,1000000,NULL);

p=pt;

myclock=0;

while(p->pl->h!=p->pr->h)

{

\*(p->timedate)=myclock+p->w;

//计算时间并删除合并

if(p->pl->h>p->pr->h)

{

myclock+=(p->pr->h-p->h)\*p->w;

p->pr->w+=p->w;

p->pl->pr=p->pr;

p->pr->pl=p->pl;

pt=p;

p=p->pr;

delete pt;

}

else if(p->pl->h<p->pr->h)

{

myclock+=(p->pl->h-p->h)\*p->w;

p->pl->w+=p->w;

p->pl->pr=p->pr;

p->pr->pl=p->pl;

pt=p;

p=p->pl;

delete pt;

}

//移至下一进水点

if(p->pl->h>p->h&&p->pr->h>p->h)

continue;

else if(p->pl->h<p->pr->h)//左移

{

while(p->h>p->pl->h)

p=p->pl;

}

else //右移

{

while(p->h>p->pr->h)

p=p->pr;

}

}

myclock+=p->w;

\*(p->timedate)=myclock;

output(timedate,n);

}

# 3. 单词压缩存储(10分)

成绩: 10 / 折扣: 0.8

如果采用单链表保存单词，可采用如下办法压缩存储空间。如果两个单词的后缀相同，则可以用同一个存储空间保存相同的后缀。例如，原来分别采用单链表保存的单词Str1“abcdef”和单词Str2“dbdef”，经过压缩后的存储形式如下。

请设计一个高效的算法完成两个单链表的压缩存储，并估计你所设计算法的时间复杂度。

**要求：**阅读预设代码，编写函数SNODE \* ziplist( SNODE \* head1, SNODE \* head2 )  
ziplist的功能是：在两个串链表中，查找公共后缀，若有公共后缀，则压缩 并返回指向公共后缀的指针；否则返回NULL

## 预设代码

### 前置代码

[view plaincopy to clipboardprint?](http://cms.bit.edu.cn/moodle/mod/programming/view.php?id=19770)

1. /\* PRESET CODE BEGIN - NEVER TOUCH CODE BELOW \*/
3. #include <stdio.h>
4. #include <stdlib.h>
6. typedef struct sdata
7. {  char data;
8. struct sdata \*next;
9. } SNODE;
11. void setlink( SNODE \*, char \* ), outlink( SNODE \* );
12. int listlen( SNODE \* );
13. SNODE \* ziplist( SNODE \*, SNODE \* );
14. SNODE \* findlist( SNODE \*, SNODE \* );
16. int main( )
17. {
18. SNODE \* head1, \* head2, \*head;
19. char str1[100], str2[100];
21. gets( str1 );
22. gets( str2 );
24. head1 = (SNODE \*) malloc( sizeof(SNODE) );
25. head2 = (SNODE \*) malloc( sizeof(SNODE) );
26. head = (SNODE \*) malloc( sizeof(SNODE) );
27. head->next = head1->next = head2->next = NULL;
29. setlink( head1, str1 );
30. setlink( head2, str2);
32. head->next = ziplist( head1, head2 );
34. head->next = findlist( head1, head2 );
35. outlink( head );
36. return 0;
37. }
39. void setlink( SNODE \*head, char \*str )
40. {
41. SNODE \*p ;
43. while ( \*str != '\0' )
44. {   p  = ( SNODE \* ) malloc( sizeof( SNODE ) );
45. p->data = \*str;
46. p->next = NULL;
47. str++;
48. head->next = p;
49. head = p;
50. }
51. return;
52. }
54. void outlink( SNODE \* head )
55. {
56. while ( head->next != NULL )
57. {
58. printf( "%c", head -> next -> data );
59. head = head -> next;
60. }
61. printf("\n");
62. return;
63. }
65. int listlen( SNODE \* head )
66. {
67. int len=0;
68. while ( head->next != NULL )
69. {
70. len ++;
71. head = head->next;
72. }
73. return len;
74. }
76. SNODE \* findlist( SNODE \* head1, SNODE \* head2 )
77. {
78. int m, n;
79. SNODE \*p1=head1, \*p2=head2;
81. m = listlen( head1 );
82. n = listlen( head2 );
84. while  ( m > n )
85. {   p1 = p1->next;
86. m--;
87. }
88. while  ( m < n )
89. {   p2 = p2->next;
90. n--;
91. }
93. while( p1->next != NULL && p1->next != p2->next )
94. {
95. p1 = p1->next;
96. p2 = p2->next;
97. }
98. return p1->next;
99. }
101. /\* Here is waiting for you!       \*/
102. /\*
103. SNODE \* ziplist( SNODE \* head1, SNODE \* head2 )
104. {
105. }
106. \*/
108. /\* PRESET CODE END - NEVER TOUCH CODE ABOVE \*/

SNODE \* ziplist( SNODE \* head1, SNODE \* head2 )

{

int m, n;

SNODE \*p1=head1, \*p2=head2,\*p11=NULL,\*p22=NULL;

m = listlen( head1 );

n = listlen( head2 );

while ( m > n )

{ p1 = p1->next;

m--;

}

while ( m < n )

{ p2 = p2->next;

n--;

}

p11=p1;

p22=p2;

while(p1->next->next!=NULL)

{

if(p1->next->data!=p2->next->data)

{

p11=p1->next;

p22=p2->next;

}

p1=p1->next;

p2=p2->next;

}

if(p1->next->data!=p2->next->data)

return NULL;

else

{

p22->next=p11->next;

return p11->next;

}

}

# 4. 括号匹配（10分）

成绩: 10 / 折扣: 0.8

4 括号匹配 （10分）

成绩: 10 / 折扣: 0.8

 假设一个算术表达式中包含圆括号、方括号两种类型的括号，试编写一个判断表达式中括号是否匹配的程序，匹配返回Match succeed!，否则返回Match false!。

例

[1+2\*(3+4\*(5+6))]     括号匹配

(1+2)\*(1+2\*[(1+2)+3)  括号不匹配

## 输入

包含圆括号、方括号两种类型括号的算术表达式

## 输出

匹配输出    Match succeed!

不匹配输出  Match false!

例

输入  [1+2\* (3+4\*(5+6))]

输出 Match succeed!

#include<stdio.h>

int main()

{

int flag=0;

char a[1000]={0};

char\* p;

p=&a[0];

char temp;

temp=getchar();

\*p=temp;

while(temp!='\n')

{

switch (temp)

{

case '(':

{

p++;

\*p=temp;

break;

}

case ')':

{

if(\*p!='(')

{

printf("Match false!\n");

return 0;

}

\*p=0;

p--;

break;

}

case '[':

{

p++;

\*p=temp;

break;

}

case']':

{

if(\*p!='[')

{

printf("Match false!\n");

return 0;

}

\*p=0;

p--;

break;

}

}//endswiych

temp=getchar();

}//end whilw

printf("Match succeed!\n");

return 0;

}

# 5. 迷宫问题（15分）

成绩: 15 / 折扣: 0.8

5  迷宫问题（15分）

成绩: 15 / 折扣: 0.8

迷宫有一个入口，一个出口。一个人从入口走进迷宫，目标是找到出口。阴影部分和迷宫的外框为墙，每一步走一格，每格有四个可走的方向，探索顺序为：南、东、北、西。

## 迷宫示意图

## 输入：输入迷宫数组

## 输出：若有解，输出从入口到出口的一条路径，否则输出 there is no solution!

## 例（上图所示的迷宫数组）

输入

4 4

0 0 1 0

0 1 0 1

0 0 0 0

0 1 0 0

输出

<1,1> <2,1> <3,1> <3,2> <3,3> <4,3> <4,4>

#include<iostream>

using std::cin;

using std::cout;

using std::endl;

int main()

{

int a,b;

cin>>a>>b;

bool date[102][102];

for(int i=0;i<102;i++)

for (int j=0;j<102;j++)

date[i][j]=1;

int stack[500][4]={0};

int p=1;

stack[0][2]=5;

stack[1][0]=1;

stack[1][1]=1;

stack[1][3]=5;

for(int x=1;x<=a;x++)//input start

{

for(int y=1;y<=b;y++)

{

bool temp;

cin>>temp;

date[x][y]=temp;

}

}//input finish

int p1,p2;

while(!(stack[p][0]==a&&stack[p][1]==b))//find start

{

switch (stack[p][2])

{

case 0://down

{

if(stack[p][2]==stack[p][3])

{

stack[p][2]++;

break;

}

p1=stack[p][0]+1;

p2=stack[p][1];

if(date[p1][p2])//wall

{

stack[p][2]++;

goto x1;

}

else//road

{

stack[p][2]++;

p++;

stack[p][0]=p1;

stack[p][1]=p2;

stack[p][3]=2;

break;

}

}

case 1://right

{

x1: if(stack[p][2]==stack[p][3])

{

stack[p][2]++;

break;

}

p1=stack[p][0];

p2=stack[p][1]+1;

if(date[p1][p2])//wall

{

stack[p][2]++;

goto x2;

}

else//road

{

stack[p][2]++;

p++;

stack[p][0]=p1;

stack[p][1]=p2;

stack[p][3]=3;

break;

}

}

case 2://up

{

x2: if(stack[p][2]==stack[p][3])

{

stack[p][2]++;

break;

}

p1=stack[p][0]-1;

p2=stack[p][1];

if(date[p1][p2])//wall

{

stack[p][2]++;

goto x3;

}

else//road

{

stack[p][2]++;

p++;

stack[p][0]=p1;

stack[p][1]=p2;

stack[p][3]=0;

break;

}

}

case 3://left

{

x3: if(stack[p][2]==stack[p][3])

{

stack[p][2]++;

break;

}

p1=stack[p][0];

p2=stack[p][1]-1;

if(date[p1][p2])//wall

{

stack[p][2]++;

goto x4;

}

else//road

{

stack[p][2]++;

p++;

stack[p][0]=p1;

stack[p][1]=p2;

stack[p][3]=1;

break;

}

}

case 4://back

{

x4: stack[p][2]=0;

p--;

break;

}

case 5:

{

cout<<"there is no solution!\n";

return 0;

}

}

}//find finish

p=1;

while(stack[p][2])

{

cout<<"<"<<stack[p][0]<<","<<stack[p][1]<<"> ";

p++;

}

cout<<"<"<<stack[p][0]<<","<<stack[p][1]<<"> "<<endl;

return 0;

}

# 6. 飞机场调度(15分)

成绩: 15 / 折扣: 0.8

在本实验中，需要同学们利用队列实现一个飞机场调度模拟，根据不同的输入参数得到不同的模拟结果。程序运行开始，首先需要输入以下参数：

*机场跑道数，飞机降落占用跑道时间（整数）， 飞机起飞占用跑道时间（整数）*

整个模拟的时间以分钟为单位，从 0 开始，每分钟的开始需要输入：

*该分钟要求降落飞机数， 该分钟要求起飞飞机数*

机场调度原则是降落优先起飞，在此原则下按来的顺序排队；每驾飞机都有一个编号，要起飞飞机从 1 开始，要降落飞机从 5001 开始；每驾飞机需要等待的时间是从其提要求开始到分配跑道为止；每个跑道都有一个编号（从 1 开始），都可以用来降落和起飞，但同一时间只能被一架飞机占用，占用时间为该飞机降落（起飞）占用跑道时间。

当输入的要求降落飞机数和要求起飞飞机数都小于 0 时，表示机场关闭，不再接受新的请求，但余下没有降落（起飞）的飞机需照常进行。

模拟过程中需要随时输出以下数据：

1. 当前时间 (%4d)

2. 所有从占用变为空闲的跑道编号 （在输入降落、起飞飞机数前输出）

3. 可以降落（起飞）飞机编号（％ 04d ）、跑道编号（％ 02d ） （在输入降落、起飞飞机数后输出）

模拟结束后，程序需输出以下统计结果：

1. 模拟时间（％ 4d ）

2. 降落平均等待时间（％ 4.1f ）

3. 起飞平均等待时间（％ 4.1f ）

4. 每条跑道被占用时间（％ 4d ）

5. 跑道平均被占用的百分比（％ 4.1f ， 平均占用时间× 100/ 模拟时间）

**例：** （下面的黑斜体为输入）

**4 3 5**

Current Time: 0

**1 4**

airplane 5001 is ready to land on runway 01

airplane 0001 is ready to takeoff on runway 02

airplane 0002 is ready to takeoff on runway 03

airplane 0003 is ready to takeoff on runway 04

Current Time: 1

**0 0**

Current Time: 2

**0 2**

Current Time: 3

runway 01 is free

**3 0**

airplane 5002 is ready to land on runway 01

Current Time: 4

**0 0**

Current Time: 5

runway 02 is free

runway 03 is free

runway 04 is free

**0 0**

airplane 5003 is ready to land on runway 02

airplane 5004 is ready to land on runway 03

airplane 0004 is ready to takeoff on runway 04

Current Time: 6

runway 01 is free

**2 4**

airplane 5005 is ready to land on runway 01

Current Time: 7

**-1 -1**

Current Time: 8  
runway 02 is free  
runway 03 is free  
airplane 5006 is ready to land on runway 02  
airplane 0005 is ready to takeoff on runway 03  
Current Time: 9  
runway 01 is free  
airplane 0006 is ready to takeoff on runway 01  
Current Time: 10  
runway 04 is free  
airplane 0007 is ready to takeoff on runway 04  
Current Time: 11  
runway 02 is free  
airplane 0008 is ready to takeoff on runway 02  
Current Time: 12  
Current Time: 13  
runway 03 is free  
airplane 0009 is ready to takeoff on runway 03  
Current Time: 14  
runway 01 is free  
airplane 0010 is ready to takeoff on runway 01  
Current Time: 15  
runway 04 is free  
Current Time: 16  
runway 02 is free  
Current Time: 17  
Current Time: 18  
runway 03 is free  
Current Time: 19  
runway 01 is free  
simulation **finished**  
simulation time: 19  
average waiting time of landing: 1.0  
average waiting time of takeoff: 4.2  
runway 01 busy time: 19  
runway 02 busy time: 16  
runway 03 busy time: 18  
runway 04 busy time: 15  
runway average busy time percentage: 89.5%

* /

#include<stdio.h>

#include<stdlib.h>

int time,wayn,downtime,uptime,up,down,upwaiting,downwaiting,upcount,downcount,use;

int\* way;

float\* waytime;

int manage()

{

for(int i=1;i<=wayn;i++)

{

if(\*(way+i)==0)

{

use--;

if(downwaiting>0)

{

\*(way+i)=downtime;

(\*(waytime+i))+=downtime;

printf("airplane %04d is ready to land on runway %02d\n",downcount++,i);

downwaiting--;

use++;

}

else if(upwaiting>0)

{

\*(way+i)=uptime;

(\*(waytime+i))+=uptime;

printf("airplane %04d is ready to takeoff on runway %02d\n",upcount++,i);

upwaiting--;

use++;

}

else

\*(way+i)=-1;

}

else if(\*(way+i)<0)

{

if(downwaiting>0)

{

\*(way+i)=downtime;

(\*(waytime+i))+=downtime;

printf("airplane %04d is ready to land on runway %02d\n",downcount++,i);

downwaiting--;

use++;

}

else if(upwaiting>0)

{

\*(way+i)=uptime;

(\*(waytime+i))+=uptime;

printf("airplane %04d is ready to takeoff on runway %02d\n",upcount++,i);

upwaiting--;

use++;

}

}

}//end of for

return 0;

}

int main()

{

float avewaitingup=0;

float avewaitingdown=0;

scanf("%d%d%d",&wayn,&downtime,&uptime);

way=(int\*) malloc (sizeof(int)\*(wayn+1));

waytime=(float\*) malloc (sizeof(float)\*(wayn+1));

for(int i=0;i<=wayn;i++)

{

\*(way+i)=-1;

\*(waytime+i)=0;

}

downcount=5001;

upcount=1;

use=0;

printf("Current Time: 0\n");

scanf("%d%d",&down,&up);

for(time=1;up>=0&&down>=0;)

{

upwaiting+=up;

downwaiting+=down;

manage();

avewaitingup+=upwaiting;

avewaitingdown+=downwaiting;

for(int i=0;i<=wayn;i++)

(\*(way+i))--;

printf("Current Time: %4d\n",time++);

for(int i=1;i<=wayn;i++)

{

if(\*(way+i)==0)

{

printf("runway %02d is free\n",i);

}

}

scanf("%d%d",&down,&up);

}

manage();

avewaitingup+=upwaiting;

avewaitingdown+=downwaiting;

while(use)

{

for(int i=0;i<=wayn;i++)

(\*(way+i))--;

printf("Current Time: %4d\n",time++);

for(int i=1;i<=wayn;i++)

{

if(\*(way+i)==0)

{

printf("runway %02d is free\n",i);

}

}

manage();

avewaitingup+=upwaiting;

avewaitingdown+=downwaiting;

}

time--;

//finish

printf("simulation finished\nsimulation time: %4d\n",time);

float aa=avewaitingdown/(downcount-5000-1),bb=avewaitingup/(upcount-1),cc=0;

if(avewaitingdown==0||downcount==5001)

aa=0;

if(avewaitingup==0||upcount==1)

bb=0;

printf("average waiting time of landing: %4.1f\naverage waiting time of takeoff: %4.1f\n",aa,bb);

float all=0;

int i=1;

for(;i<=wayn;i++)

{

printf("runway %02d busy time: %4.0f\n",i,\*(waytime+i));

all+=\*(waytime+i);

}

if(all==0||time==0||wayn==0)

cc=0;

else

cc=all/wayn/time\*100;

printf("runway average busy time percentage: %4.1f%%\n",cc);

return 0;

}

# 7. 股票撮合系统(15分)

成绩: 15 / 折扣: 0.8

在股票交易中，股民可以通过各种手段将委托送到股票交易所。每个委托主要说明了股民身份、买卖的股票、价格和数量。交易的规则是价格优先、时间优先，即出的价格最高的人先买，出的价格最低的人先卖。两个委托只有价格合适时才能成交，未成交的委托按价格顺序放在撮合队列中。每个股票有两个撮合队列：买队列和卖队列。只有当买委托的价格高于等于卖委托的价格，两个委托才可以成交，成交价取两个委托价格的平均值，成交量取两个委托数量的最小值。委托可以是完全成交或部分成交，部分成交的委托保留在撮合队列中继续交易。试利用单链表作为存放委托的数据结构（撮合队列），编写一模拟股票交易的程序，该程序有以下几个功能：

1. 委托申请：

输入：每个委托包括四个数据项，股票编码（ 4 位数字）、价格（浮点数）、数量（整数）、买 / 卖（ B/S ）

输出： a. 程序为每个委托产生一个唯一的序号（ %04d ），该序号从 1 开始； b. 每笔成交包括：成交价格（ %6.1f ）、成交量（ %4d ）、新的委托序号（ %04d ）、匹配的委托序号（ %04d ）。

2. 查询未成交的委托：

输入：股票编码

输出：按撮合队列中委托的顺序，分别输出该股票未成交的委托，每个输出的委托包括：委托序号（ %04d ）、 股票编码 （ %04d ） 、 价格（ %6.1f ）、数量（ %4d ）、 B/S （买 / 卖 )

3. 委托撤消：

输入：要撤消的委托号。

输出：若成功，显示该委托信息，其中委托包括数据项：委托序号、股票编码、价格、数量、 B/S （买 / 卖 ) ；否则显示“ not found ”失败信息。

**委托输入格式** ： 1 股票编码 价格 数量 买卖

**查询输入格式** ： 2 股票编码

**委托撤销** ： .3 委托号

**退出：** 0

**例：** （下面的黑斜体为输入,    输入输出格式参见测试用例）

***1 0038 20 1000 b***

*orderid: 0001*

***1 0278 18 2000 s***

*orderid: 0002*

***1 0003 8 5000 b***

*orderid: 0003*

***1 0003 12 1000 b***

*orderid: 0004*

***1 0003 10 500 b***

*orderid: 0005*

***1 0003 11 9000 b***

*orderid: 0006*

***1 0003 18 1000 s***

*orderid: 0007*

***2 0003***

*buy orders:*

*orderid: 0004, stockid:0003, price: 12.0, quantity: 1000, b/s: b*

*orderid: 0006, stockid:0003, price: 11.0, quantity: 9000, b/s: b*

*orderid: 0005, stockid:0003, price: 10.0, quantity: 500, b/s: b*

*orderid: 0003, stockid:0003, price: 8.0, quantity: 5000, b/s: b*

*sell orders:*

*orderid: 0007, stockid:0003, price: 18.0, quantity: 1000, b/s: s*

***3 0006***

*deleted order:orderid: 0006, stockid:0003, price: 11.0, quantity: 9000, b/s: b*

***3 0197***

*not found*

***2 0003***

*buy orders:*

*orderid: 0004, stockid:0003, price: 12.0, quantity: 1000, b/s: b*

*orderid: 0005, stockid:0003, price: 10.0, quantity: 500, b/s: b*

*orderid: 0003, stockid:0003, price: 8.0, quantity: 5000, b/s: b*

*sell orders:*

*orderid: 0007, stockid:0003, price: 18.0, quantity: 1000, b/s: s*

***1 0003 9 1200 s***

*orderid: 0008*

*deal--price: 10.5 quantity:1000 sellorder:0008 buyorder:0004*

*deal--price: 9.5 quantity: 200 sellorder:0008 buyorder:0005*

***2 0003***

*buy orders:*

*orderid: 0005, stockid:0003, price: 10.0, quantity: 300, b/s: b*

*orderid: 0003, stockid:0003, price: 8.0, quantity: 5000, b/s: b*

*sell orders:*

*orderid: 0007, stockid:0003, price: 18.0, quantity: 1000, b/s: s*

（注意：当查询未成交委托时，如果没有委托，仍要输出“buy orders:”或“sell orders: ”）

#include<stdio.h>

#include<stdlib.h>

int count;

struct date

{

int orderid;

int stockid;

float price;

int quantity;

int bs;

struct date\* next;

};

typedef struct date DATE;

typedef struct date\* PDATE;

struct stock

{

int stockid;

struct stock\* next;

struct date\* b;

struct date\* s;

};

typedef struct stock STOCK;

typedef struct stock\* PSTOCK;

PDATE adress[10000];

PSTOCK ad[10000];

PSTOCK home;

PDATE setnew(PDATE p0,int stockid,float price,int quantity,int bs)

{

PDATE p;

p=(PDATE) malloc (sizeof(DATE));

p->bs=bs;

if(p0!=NULL)

{

p->next=p0->next;

p0->next=p;

}

else

p->next=NULL;

p->orderid=count++;

adress[p->orderid]=p;

p->price=price;

p->quantity=quantity;

p->stockid=stockid;

return p;

}

PSTOCK setnewstock(int stockid)

{

PSTOCK p=NULL;

p=(PSTOCK)malloc(sizeof(STOCK));

ad[stockid]=p;

p->b=NULL;

p->s=NULL;

p->stockid=stockid;

return p;

}

PSTOCK insert(PSTOCK home,int stockid,float price,int bs,int quantity)

{

PDATE p2;

if(ad[stockid]==NULL)

setnewstock(stockid);

PDATE p1=NULL;

if(bs==1)//大to小

{

p1=ad[stockid]->b;

if(p1==NULL)

{

ad[stockid]->b=setnew(NULL,stockid,price,quantity,bs);

return ad[stockid];

}

else

{

while(1)

{

if(p1->price<price)

{

p2=setnew(p1,p1->stockid,p1->price,p1->quantity,p1->bs);

p1->bs=bs;

int tempid;

tempid=p2->orderid;

p2->orderid=p1->orderid;

p1->orderid=tempid;

p1->price=price;

p1->quantity=quantity;

adress[p2->orderid]=p2;

adress[p1->orderid]=p1;

return ad[stockid];

}

else if(p1->next==NULL)

{

setnew(p1,stockid,price,quantity,bs);

return ad[stockid];

}

p1=p1->next;

}

}

}

else//小to大

{

p1=ad[stockid]->s;

if(p1==NULL)

{

ad[stockid]->s=setnew(NULL,stockid,price,quantity,bs);

return ad[stockid];

}

else

{

while(1)

{

if(p1->price>price)

{

p2=setnew(p1,p1->stockid,p1->price,p1->quantity,p1->bs);

p1->bs=bs;

int tempid;

tempid=p2->orderid;

p2->orderid=p1->orderid;

p1->orderid=tempid;

p1->price=price;

p1->quantity=quantity;

adress[p2->orderid]=p2;

adress[p1->orderid]=p1;

return ad[stockid];

}

else if(p1->next==NULL)

{

setnew(p1,stockid,price,quantity,bs);

return ad[stockid];

}

p1=p1->next;

}

}

}

}

PDATE del(PDATE p)

{

adress[p->orderid]=NULL;

if(p->next==NULL)

{

PSTOCK p0=home;

p0=ad[p->stockid];

PDATE p1=NULL;

if(p->bs==1)

{

p1=p0->b;

if(p1==p)

{

p0->b=NULL;

free(p);

}

else

{

while(p1->next!=p)

p1=p1->next;

p1->next=NULL;

free(p);

}

}

else

{

p1=p0->s;

if(p1==p)

{

p0->s=NULL;

free(p);

}

else

{

while(p1->next!=p)

p1=p1->next;

p1->next=NULL;

free(p);

}

}

return NULL;

}

PDATE pn=p->next;

p->bs=pn->bs;

p->next=pn->next;

p->orderid=pn->orderid;

p->price=pn->price;

p->quantity=pn->quantity;

p->stockid=pn->stockid;

free(pn);

adress[p->orderid]=p;

return p;

}

int fun1(PSTOCK p,int bs,int quantity)

{

printf("orderid: %04d\n",count-1);

PDATE ps,pb;

ps=p->s;

pb=p->b;

if(!(ps!=NULL&&pb!=NULL))

goto z;

while(ps->price<=pb->price)//deal--price: 10.5 quantity:1000 sellorder:0008 buyorder:0004

{

if(ps->quantity>pb->quantity)

{

if(bs==1)

printf("deal--price:%6.1f quantity:%4d buyorder:%04d sellorder:%04d\n",(ps->price+pb->price)/2.0,pb->quantity,pb->orderid,ps->orderid);

else

printf("deal--price:%6.1f quantity:%4d sellorder:%04d buyorder:%04d\n",(ps->price+pb->price)/2.0,pb->quantity,ps->orderid,pb->orderid);

ps->quantity-=pb->quantity;

pb=del(pb);

}

else if(ps->quantity<pb->quantity)

{

if(bs==1)

printf("deal--price:%6.1f quantity:%4d buyorder:%04d sellorder:%04d\n",(ps->price+pb->price)/2.0,ps->quantity,pb->orderid,ps->orderid);

else

printf("deal--price:%6.1f quantity:%4d sellorder:%04d buyorder:%04d\n",(ps->price+pb->price)/2.0,ps->quantity,ps->orderid,pb->orderid);

pb->quantity-=ps->quantity;

ps=del(ps);

}

else

{

if(bs==1)

printf("deal--price:%6.1f quantity:%4d buyorder:%04d sellorder:%04d\n",(ps->price+pb->price)/2.0,ps->quantity,pb->orderid,ps->orderid);

else

printf("deal--price:%6.1f quantity:%4d sellorder:%04d buyorder:%04d\n",(ps->price+pb->price)/2.0,ps->quantity,ps->orderid,pb->orderid);

pb=del(pb);

ps=del(ps);

}

if(ps==NULL||pb==NULL)

break;

}

z: if(quantity==0)

{

PDATE pdel=((bs==1)?p->b:p->s);

while(pdel!=NULL)

if(pdel->quantity==0)

break;

else

pdel=pdel->next;

if(pdel!=NULL)

del(pdel);

}

return 0;

}

void fun2(PSTOCK p)//orderid: 0005, stockid:0003, price: 10.0, quantity: 300, b/s: b

{

PDATE pt;

pt=p->b;

printf("buy orders:\n");

while(pt!=NULL)

{

printf("orderid: %04d, stockid:%04d, price: %6.1f, quantity: %4d, b/s: %c\n",pt->orderid,pt->stockid,pt->price,pt->quantity,pt->bs==1?'b':'s');

pt=pt->next;

}

pt=p->s;

printf("sell orders:\n");

while(pt!=NULL)

{

printf("orderid: %04d, stockid:%04d, price: %6.1f, quantity: %4d, b/s: %c\n",pt->orderid,pt->stockid,pt->price,pt->quantity,pt->bs==1?'b':'s');

pt=pt->next;

}

}

void fun3(PDATE p)

{

if(p==NULL)

{

printf("not found\n");

}

else

{

printf("deleted order:orderid: %04d, stockid:%04d, price: %6.1f, quantity: %4d, b/s: %c\n",p->orderid,p->stockid,p->price,p->quantity,(p->bs==1)?'b':'s');

del(p);

}

}

int main()

{

char choice='\n';

char ctemp;

count=1;

for(int i=0;i<1000;i++)

{

adress[i]=NULL;

ad[i]=NULL;

}

PSTOCK p0t;

home=setnewstock(0);

DATE temp;

while(choice)

{

switch (choice)

{

case '1':

{

scanf("%d%f%d %c",&temp.stockid,&temp.price,&temp.quantity,&ctemp);

temp.bs=(ctemp=='b'?1:2);

p0t=insert(home,temp.stockid,temp.price,temp.bs,temp.quantity);

fun1(p0t,temp.bs,temp.quantity);

break;

}

case '2':

{

scanf("%d",&temp.stockid);

p0t=ad[temp.stockid];

if(p0t==NULL)

{

printf("buy orders:\n");

printf("sell orders:\n");

goto x;

}

fun2(p0t);

break;

}

case '3':

{

int tempid;

scanf("%d",&tempid);

fun3(adress[tempid]);

break;

}

case '0':

{

return 0;

}

}

x: choice=getchar();

}

}

# 8. 二叉树的建立与基本操作(10分)

成绩: 10 / 折扣: 0.8

程序输入是一个（扩展）二叉树的先序序列。例如：扩展二叉树先序序列为ab#d##ce###。其中#代表空指针。

编写程序实现二叉树的如下操作：  
1） 建立二叉链表  
2）二叉树的先序、中序、后序遍历  
3）求解二叉树的叶子结点个数  
4）将二叉树中所有结点的左、右子树相互交换

**程序的输出**

　　二叉树的凹入表示，二叉树的先序序列、中序序列、后序序列，二叉树的叶子结点个数，左、右子树相互交换后的二叉树的凹入表示, 左、右子树相互交换后的二叉树的先序序列、中序序列、后序序列。

　　在输出凹入表示的二叉树时，先输出根结点，然后依次输出左右子树，上下层结点之间相隔3 个空格，如：针对上面给出的输入，输出的内容应为：

# BiTree a b d c e pre\_sequence: abdce in\_sequence: bdaec post\_sequence : dbeca Number of leaf: 2 BiTree swapped a c e b d pre\_sequence: acebd in\_sequence: ceadb post\_sequence : ecdba

#include<stdio.h>

#include<stdlib.h>

typedef struct bt

{

char d;

struct bt\* r;

struct bt\* l;

}BT;

int leaf;

BT\* creataBT(char d)

{

BT\* p=NULL;

p=(BT\*)malloc(sizeof(BT));

p->d=d;

p->l=NULL;

p->r=NULL;

return p;

}

int creatBT(BT\* root)

{

char temp;

//left

scanf("%c",&temp);

if(temp=='#')

root->l=NULL;

else

{

root->l=creataBT(temp);

creatBT(root->l);

}

//right

scanf("%c",&temp);

if(temp=='#')

root->r=NULL;

else

{

root->r=creataBT(temp);

creatBT(root->r);

}

return 0;

}

int printtree(BT\* root,int rank)

{

if(root==NULL)

return 0;

for(int i=0;i<rank;i++)

printf(" ");

printf("%c\n",root->d);

printtree(root->l,rank+1);

printtree(root->r,rank+1);

return 0;

}

int printper(BT\* head)

{

if(head==NULL)

return 0;

printf("%c",head->d);

printper(head->l);

printper(head->r);

return 0;

}

int printin(BT\* head)

{

if(head==NULL)

return 0;

printin(head->l);

printf("%c",head->d);

printin(head->r);

return 0;

}

int printpost(BT\* head)

{

if(head==NULL)

return 0;

printpost(head->l);

printpost(head->r);

printf("%c",head->d);

return 0;

}

int count(BT\* head)

{

if(head->l==NULL&&head->r==NULL)

leaf++;

if((head->l))

count(head->l);

if((head->r))

count(head->r);

return 0;

}

BT\* swapped(BT\* head)

{

BT\* p=NULL;

if(head==NULL)

return NULL;

p=head->l;

head->l=head->r;

head->r=p;

swapped(head->r);

swapped(head->l);

return NULL;

}

int main()

{

BT\* head=NULL;

//creat

char temp;

scanf("%c",&temp);

head=creataBT(temp);

creatBT(head);

//manage

printf("BiTree\n");

printtree(head,0);

printf("pre\_sequence : ");

printper(head);

printf("\n");

printf("in\_sequence : ");

printin(head);

printf("\n");

printf("post\_sequence : ");

printpost(head);

printf("\n");

leaf=0;

count(head);

printf("Number of leaf: %d\n",leaf);

BT\* heads=NULL;

heads=swapped(head);

heads=head;

printf("BiTree swapped\n");

printtree(heads,0);

printf("pre\_sequence : ");

printper(heads );

printf("\n");

printf("in\_sequence : ");

printin(heads);

printf("\n");

printf("post\_sequence : ");

printpost(heads);

printf("\n");

return 0;

}

# 9. 树的建立与基本操作(15分)

成绩: 15 / 折扣: 0.8

在本实验中，程序的输入是一个表示树结构的广义表。假设树的根为 root ，其子树森林 F ＝ （ T1 ， T2 ， … ， Tn ），设与该树对应的广义表为 L ，则 L ＝（原子，子表 1 ，子表 2 ， … ，子表 n ），其中原子对应 root ，子表 i （ 1<i<=n ）对应 Ti 。例如：广义表 (a,(b,(c),(d)),(f,(g),(h ),(i))) 表示的树如图所示：

程序的输出为树的层次结构、树的度以及各种度的结点个数。

在输出树的层次结构时，先输出根结点，然后依次输出各个子树，每个子树向里缩进 4 个空格，如：针对上图表示的树，输出的内容应为：

a

    b

        c

        d

    f

        g

        h

        i

Degree of tree: 3

Number of nodes of degree 0: 5

Number of nodes of degree 1: 0

Number of nodes of degree 2: 2

Number of nodes of degree 3: 1

**例：** （下面的黑体为输入）

**(a,(b),(c,(d),(e,(g),(h )),(f)))**

a

    b

    c

        d

        e

            g

            h

        f

Degree of tree: 3

Number of nodes of degree 0: 5

Number of nodes of degree 1: 0

Number of nodes of degree 2: 2

Number of nodes of degree 3: 1

#include<stdio.h>

int main()

{

char words;

int rank=0;

int ranktemp=0;

int form[101]={0};

int stack[20]={0};

int pstack=0;

int num=0;

do

{

scanf("%c",&words);

switch(words)

{

case '(':

{

rank++;

break;

}

case ')':

{

rank--;

break;

}

case ',':

break;

default:

{

num++;

for(int i=0;i<rank-1;i++)

printf(" ");

printf("%c\n",words);

if(rank==ranktemp)

form[num]=stack[pstack];

else if(rank>ranktemp)

{

pstack++;

stack[pstack]=num-1;

form[num]=stack[pstack];

ranktemp=rank;

}

else if(rank<ranktemp)

{

pstack--;

form[num]=stack[pstack];

ranktemp=rank;

}

}

}

}

while(rank);

//统计

int formnet[101]={0};

for(int i=1;i<=num;i++)

{

formnet[form[i]]++;

}

int net[101]={0};

int max=0;

for(int i=1;i<=num;i++)

{

if(formnet[i]>max)

max=formnet[i];

net[formnet[i]]++;

}

printf("Degree of tree: %d\n",max);

for(int i=0;i<=max;i++)

{

printf("Number of nodes of degree %d: %d\n",i,net[i]);

}

return 0;

}

# 10. 博弈树 (15分)

成绩: 15 / 折扣: 0.8

下棋属于一种博弈游戏，博弈过程可以用树（博弈树）来表示。假设游戏由两个人（ A 和 B ）玩，开始由某个人从根结点开始走，两个人轮流走棋，每次只能走一步， 下一步棋只能选择当前结点的孩子结点，谁先走到叶子结点为胜。例如，对于下图所示的博弈树，若 A 先走，可以选 f ， B 若选 h ，则 A 选 j 胜。

编写一程序，让计算机和人下棋。当计算机走下一步时，可以根据以下情况决定下一步：

（1） 若存在可以确保取胜的一个孩子结点，则选择该结点作为下一步；

（2） 若存在多个可以确保取胜的孩子结点，则选择其中高度最小的结点作为下一步（若有多个选择，则选最左边的结点）；

（3） 若不存在可以确保取胜的一个孩子结点，则选择高度最大的孩子结点作为下一步（若有多个选择，则选最左边的结点）；

**例：** （下面的黑体为输入）

**(a,(b,(x)),(c,(d),(e,(g),![heart](data:image/gif;base64,R0lGODlhDwAPAOZyANcAAP5bW/4wMOYAAPwAAP43N8MAAP5GRv42NtQAAOEAAPEAAOoAAOsAAP5fX/47O/5gYP59ff6Fhf5HR+kAAPYKCvsAAP4SEv5WVv6pqfwICP6amv4WFv4iIv4KCsgAAPMAAOuRkd4AAP6Njf4nJ/QAAPkREfuNjcIaGvc8PMUAAP4tLf1FRf5FRdkmJv5KSv5xcf4MDPkUFP46Ov4YGP4+Pt8AANmCgulPT/ocHP4VFf4oKPcCAtYAAOGRke0AAPIAAP5hYf58fOwAAPAAAP55ef4uLvwgIP4ICP4kJPYFBd0TE/53d/16es4AAPsyMvwuLv50dMYAAP4REfsGBsMxMfB3d/cAAP0AAP4vL/4zM9lISPZDQ/4dHfIfH/5ubsk4OOIEBPYAAP5DQ+kPD/4UFPoAAO4wMMkbG/4fH/5VVcxPT/4HB/6EhP4QEN6amv4AAP8AAP///wAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAACH5BAEAAHIALAAAAAAPAA8AAAetgHJyIytZMIJyXztpTYgOJBMYBVpyCDNqNRopchtJAW1MYxxlBUJFBzILVggtElECU0hsDxACbjwNZB0BEUZwv3AXOr8gA2ECAQExwMxwCzZLQQcvHs2/WAwAWxldLDTWcVcKTm9yUE9HzXEWFAlogicmOVTAcQRDAFI3iFxKFWa/CPwAoAIMIkFeiAApIaYBAAMoDiI6w2CAgh4Gqkg8iENEgg9rNkoM4cLHxkAAOw==)),(f)))**

a

b

x

c

d

e

g

h

f

Who play first(0: computer; 1: player )?

**1**

player:

**c**

computer: d

Sorry, you lost.

Continue(y/n)?

**y**

Who play first(0: computer; 1: player )?

**1**

player:

**x**

illegal move.

player:

**b**

computer: x

Sorry, you lost.

Continue(y/n)?

**y**

Who play first(0: computer; 1: player )?

**0**

computer: c

player:

**f**

Congratulate, you win.

Continue(y/n)?

**n**

#include<stdio.h>

#include<stdlib.h>

typedef struct node

{

char date;

char mytype;//1 mustlose 2 mustwin 3 donot know

char comtype;//1mustlose 2mustwin 3donotknow

int high;

struct node\* bro;

struct node\* chi;

struct node\* par;

}NODE;

typedef struct node \* PNODE;

PNODE setnew(char date,PNODE bro,PNODE par)

{

PNODE p;

p=(PNODE) malloc (sizeof(NODE));

p->chi=NULL;

p->date=date;

p->bro=NULL;

p->par=par;

p->high=0;

p->mytype=0;

p->comtype=0;

if(par->chi==NULL)

par->chi=p;

else

bro->bro=p;

return p;

}

PNODE inputtree()

{

PNODE home;//set head

home=(PNODE)malloc(sizeof(NODE));

home->chi=NULL;

home->date=0;

home->bro=NULL;

home->par=NULL;

home->high=-1;

home->mytype=-1;

home->comtype=-1;

home->bro=NULL;

PNODE p=home;

PNODE stack[100];

stack[1]=home;

stack[0]=home;

PNODE pbro=home;

char temp=',';

int count=0;

do

{

scanf("%c",&temp);

switch (temp)

{

case ',':

break;

case '(':

{

count++;

stack[count]=pbro;

pbro=stack[count]->chi;

if(pbro)

while(pbro->bro!=NULL)

pbro=pbro->bro;

scanf("%c",&temp);

pbro=setnew(temp,pbro,stack[count]);

break;

}

case ')':

{

count--;

stack[count+1]=NULL;

pbro=stack[count]->chi;

while(pbro->bro!=NULL)

pbro=pbro->bro;

break;

}

default:

{

break;

}

}

}

while(count);

return home;

}

int rank;

int print(PNODE home)

{

PNODE p=home;

while(p!=NULL)

{

for(int i=0;i<rank;i++)

printf(" ");

printf("%c\n",p->date);

rank++;

print(p->chi);

rank--;

p=p->bro;

}

return 0;

}

int back(PNODE p0)

{

PNODE p=p0,pt=NULL;

for(int i=1;p->par;p=p->par)

{

if(p->high<i)

p->high=i++;

if(p->chi==NULL)

{

p->mytype=2;

p->comtype=2;

}

else

{

int flag[4]={0};

pt=p->chi;

while(pt)

{

flag[pt->mytype]++;

pt=pt->bro;

}

if(flag[0])

goto z;

if(!(flag[2]+flag[3]))//all 1

{

p->comtype=2;

p->mytype=2;

}

else if(!(flag[1]+flag[3]))//all 2

{

p->comtype=1;

p->mytype=1;

}

else if(flag[2])//have 2

{

p->comtype=1;

p->mytype=3;

}

else

{

p->comtype=3;

p->mytype=3;

}

}//else

z: ;

}//for

return 0;

}

int addjudge(PNODE p0)

{

int t=1;

PNODE p=p0->chi;

while(p)

{

if(p->comtype!=1)

t=0;

p=p->bro;

}

return t;

}

void manage(PNODE home)

{

PNODE p=home;

while(p)

{

if(!p->chi)

back(p);

else

manage(p->chi);

p=p->bro;

}

}

int start(PNODE head,int choice)

{

char temp,t;

PNODE p;

x: p=head;

if(choice)//1 playerfirst

{

printf("player:\n");

scanf("%c",&temp);

t=getchar();

p=p->chi;

while(p->date!=temp)

{

p=p->bro;

if(!p)

{

printf("illegal move.\n");

goto x;

}

}

if(p->chi==NULL)

{

printf("Congratulate, you win.\n");

return 0;

}

}

p=p->chi;

//1finish

//computer

while(1)

{

int a=3,hmax=0,hmin=60000;

PNODE pt=p;

while(p)

{

switch (p->mytype)

{

case 1:case 3:

{

if(addjudge(p))

goto w;

if(a==2)

break;

if(hmax<p->high)

{

pt=p;

hmax=p->high;

}

break;

}

case 2:

{

w: a=2;

if(hmin>p->high)

{

pt=p;

hmin=p->high;

}

break;

}

}

p=p->bro;

}//while

p=pt;

printf("computer: %c\n",p->date);

if(p->chi==NULL)

{

printf("Sorry, you lost.\n");

return 0;

}

//player

y: printf("player:\n");

scanf("%c",&temp);

t=getchar();

p=p->chi;

while(p->date!=temp)

{

p=p->bro;

if(!p)

{

printf("illegal move.\n");

p=pt;

goto y;

}

}

if(p->chi==NULL)

{

printf("Congratulate, you win.\n");

return 0;

}

p=p->chi;

}

}

int main()

{

int choice;

char yn,temp;

NODE\* home;

home=inputtree();

rank=0;

manage(home->chi);

print(home->chi);

while(1)

{

printf("Who play first(0: computer; 1: player )?\n");

scanf("%d",&choice);

yn=getchar();

start(home->chi,choice);

printf("Continue(y/n)?\n");

scanf("%c",&yn);

temp=getchar();

if(yn=='n')

break;

}

}

# 1.一元多项式相乘

成绩: 10 / 折扣: 0.8

### 题目说明

　　编程求两个一元多项式的乘积。

### 输入

　　输入数据为两行，分别表示两个一元多项式。每个一元多项式以指数递增的顺序输入多项式各项的系数（整数）、指数（整数）。

　　例如：1+2x+x2表示为：<1,0>,<2,1>,<1,2>,

### 输出

　　以指数递增的顺序输出乘积： <系数,指数>,<系数,指数>,<系数,指数>,

　　零多项式的输出格式为：<0,0>,

#include<stdio.h>

#include<stdlib.h>

int flag;

struct date

{

int a;

int b;

struct date\* next;

};

typedef struct date DATE;

typedef struct date\* PDATE;

PDATE setnew(PDATE p0,int a,int b)

{

PDATE p=NULL;

p=(PDATE) malloc (sizeof(DATE));

p0->next=p;

p->a=a;

p->b=b;

p->next=NULL;

return p;

}

PDATE find(PDATE p,int b)//向右查找同次，不存在则创建

{

if(!b)

return p;

if(p->next==NULL)

return setnew(p,0,b);

PDATE pt=p,temp=NULL;

p=p->next;

while(p->b<b&&(p->next!=NULL))

{

p=p->next;

}

if(p->b==b)

return p;

if(p->b>b)

{

temp=p->next;

pt=setnew(p,p->a,p->b);

pt->next=temp;

p->a=0;

p->b=b;

return p;

}

if(p->next==NULL)

return setnew(p,0,b);

}

void out(PDATE p)

{

if(p->a!=0)

{

printf("<%d,%d>,",p->a,p->b);

flag=0;

}

}

int main()

{

flag=1;

char temp;

int a=0,b=0;

//initial heads

PDATE p1=(PDATE) malloc (sizeof(DATE));

p1->a=0;

p1->b=0;

p1->next=NULL;

PDATE head1=p1;

PDATE p2=(PDATE) malloc (sizeof(DATE));

p2->a=0;

p2->b=0;

p2->next=NULL;

PDATE head2=p2;

PDATE p3=(PDATE) malloc (sizeof(DATE));

p3->a=0;

p3->b=0;

p3->next=NULL;

PDATE head3=p3;

//read

temp=getchar();

while(temp!='\n')

{

scanf("%d,%d>,",&a,&b);

p1=setnew(p1,a,b);

temp=getchar();

}

temp=getchar();

while(temp!='\n')

{

scanf("%d,%d>,",&a,&b);

p2=setnew(p2,a,b);

temp=getchar();

}

for(p1=head1->next;p1!=NULL;p1=p1->next)

{

p3=head3;

for(p2=head2->next;p2!=NULL;p2=p2->next)

{

p3=find(p3,p1->b+p2->b);

p3->a+=p1->a\*p2->a;

}

}

p3=head3;

while(p3!=NULL)

{

out(p3);

p3=p3->next;

}

if(flag)

printf("<0,0>,\n");

else

printf("\n");

}

# 3. 双向约瑟夫问题-【选做】

成绩: 10 / 折扣: 0.8

　　约瑟夫问题是一个经典的问题，我们不妨将这个经典问题进行扩展，变成一个双向的约瑟夫问题。

　　已知n个人（不妨分别以编号1，2，3，…，n 代表 ）围坐在一张圆桌周围，首先从编号为 k 的人从1开始顺时针报数，1, 2, 3, ...，记下顺时针数到 m 的那个人，同时从编号为 k 的人开始逆时针报数，1, 2, 3, ...，数到 m 后，两个人同时出列。然后从出列的下一个人又从 1 开始继续进行双向报数，数到m的那两个人同时出列，…；。依此重复下去，直到圆桌周围的人全部出列。直到圆桌周围只剩一个人为止。

 　　如果双向报数报到 m 时落在同一个人身上，那本次出列的只有一个人。

　　例如：5,1,2。则总共5个人，从1开始顺时针报数，数到2，定位编号2；同时从1开始报数数到2，定位编号5；2和5同时出列。然后继续开始报数，顺时针报数3,4，定位到4；逆时针报数4,3，定位3；4和3同时出列。最后剩余的为编号1。输出为：2-5,4-3,1,。

　　如果输入：6,2,3。则输出：4-6,2,1-3,5,。其中第2次只输出一个2，表示第二次双向报数时，恰好都落在编号2上，所以只有一个编号出列。

### 输入

n,k,m

### 输出

按照出列的顺序依次输出编号。同时出列编号中间用减号“-”连接。

### 非法输入的对应输出如下

a)

输入：n、k、m任一个为0  
输出：n,m,k must bigger than 0.

b)

输入：k>n  
输出：k should not bigger than n.

#include<stdio.h>

#include<stdlib.h>

#include<math.h>

struct date

{

int a;

struct date\* l;

struct date\* r;

};

typedef struct date DATE;

typedef struct date\* PDATE;

PDATE setnew(PDATE p,int a)

{

PDATE pt;

pt=(PDATE) malloc (sizeof(DATE));

pt->a=a;

pt->r=p->r;

p->r=pt;

pt->l=p;

pt->r->l=pt;

return pt;

}

PDATE count(PDATE p,int n,int op)

{

if(n==0)

return p;

PDATE pt=p;

n--;

int tempn=n;

switch (op)

{

case 1:

{

while(n--)

pt=pt->r;

break;

}

case 2:

{

while(n--)

pt=pt->l;

break;

}

}

return pt;

}

PDATE del(PDATE p,int op)

{

PDATE pt;

if(op==1)

pt=p->r;

else

pt=p->l;

p->l->r=p->r;

p->r->l=p->l;

return pt;

}

int main()

{

int n=0,k=0,m=0;

scanf("%d,%d,%d",&n,&k,&m);

if(!(n\*k\*m))

printf("n,m,k must bigger than 0.\n");

else if(k>n)

printf("k should not bigger than n.\n");

else

{

PDATE p=NULL,p1=NULL,p2=NULL;

PDATE head=(DATE \*)malloc(sizeof(DATE));

head->l=head;

head->r=head;

head->a=1;

p=head;

for (int i=2;i<=n;i++)

p=setnew(p,i);

for(p=head;p->a!=k;p=p->l)

{;}

p1=p;

p2=p;

while(n!=0&&n!=1)

{

//printf("real=%d\n",real);

p1=count(p1,m,1);

p2=count(p2,m,2);

if(p1->a==p2->a)

{

n--;

printf("%d,",p1->a);

}

else

{

n-=2;

printf("%d-%d,",p1->a,p2->a);

}

if(p1->r==p2)

{

p1=del(p1,1);

p2=del(p2,2);

p1=p1->r;

p2=p2->l;

}

else

{

p1=del(p1,1);

p2=del(p2,2);

}

}

if(n)

printf("%d,",p1->a);

printf("\n");

}//end of else

}

# 4. 挤牛奶【选做】

成绩: 10 / 折扣: 0.8

三个农民每天清晨5点起床，然后去牛棚给3头牛挤奶。第一个农民在300时刻(从5点开始计时，秒为单位)给他的牛挤奶，一直到1000时刻。第二个农民在700时刻开始，在 1200时刻结束。第三个农民在1500时刻开始2100时刻结束。期间最长的至少有一个农民在挤奶的连续时间为900秒(从300时刻到1200时刻)，而最长的无人挤奶的连续时间(从挤奶开始一直到挤奶结束)为300秒(从1200时刻到1500时刻)。

你的任务是编一个程序，读入一个有N个农民(1 <= N <= 5000)挤N头牛的工作时间列表，计算以下两点(均以秒为单位):

* 最长至少有一人在挤奶的时间段。
* 最长的无人挤奶的时间段。

## 输入

|  |  |
| --- | --- |
| 第1行: | 一个整数N |
| 第22..N+1行: | 每行两个小于1000000的非负整数，表示一个农民的开始时刻与结束时刻。 |

## 输出

对应输入，输出上述两个需要求的值。

#include<stdio.h>

#include<stdlib.h>

struct date

{

long a;

long b;

struct date\* l;

struct date\* r;

};

typedef struct date DATE;

typedef struct date\* PDATE;

PDATE setnew(PDATE l,PDATE r,long a,long b)

{

PDATE p=NULL;

p=(PDATE)malloc(sizeof(DATE));

p->l=l;

p->r=r;

p->a=a;

p->b=b;

if(l!=NULL)

l->r=p;

if(r!=NULL)

r->l=p;

return p;

}

int del(PDATE p)//del p and p...

{

PDATE temp;

while(p!=NULL)

{

temp=p;

p=p->r;

free(temp);

}

return 0;

}

int make(long a,long b,PDATE head)

{

PDATE pa=head;

PDATE pb=head;

while(pa->r!=NULL)

{

if(pa->a>a)

{

pa=pa->l;

break;

}

else

pa=pa->r;

}//end while pa

if(pa->a>a)

pa=pa->l;

if(b<=pa->b)//ab在pa内

return 0;

if(pa->r==NULL)//pa指向最后一个

{

if(a<=pa->b)//a在pa的ab间

{

pa->b=b;

return 0;

}

else//a>pa的b

{

setnew(pa,NULL,a,b);

return 0;

}

}

pb=pa;

while(pb->r!=NULL)

{

if(pb->b>b)

break;

else

pb=pb->r;

}//end while pa

if(pb->r==NULL&&pb->b<b)//b 超过最后一个

{

if(pa->b>a)//a in

{

pa->b=b;

//del(pa->r);

return 0;

}

else//a out

{

setnew(pa,NULL,a,b);

//del(pa->r->r);

return 0;

}

}

if(a<pa->b)

{

if(b>=pb->a)//ab in

{

pa->b=pb->b;

//PDATE TEMP=pa->r;

pa->r=pb->r;

if(pb->r!=NULL)

pb->r->l=pa;

//pb->r=NULL;

//del(TEMP);

return 0;

}

else//ain bout

{

pa->b=b;

//pb->l->r=NULL;

//PDATE TEMP=pa->r;

//del(TEMP);

pa->r=pb;

pb->l=pa;

return 0;

}

}

else

{

if(b>pb->a)//aout bin

{

pb->a=a;

//pb->l->r=NULL;

//del(pa->r);

pa->r=pb;

pb->l=pa;

return 0;

}

else//ab out

{

//pb->l->r=NULL;

//del(pa->r);

setnew(pa,pb,a,b);

return 0;

}

}

}

void print(PDATE head)

{

PDATE p=head->r->r;

long x1=0,x2=0;

if(x1<(p->b-p->a))

{

x1=(p->b-p->a);

}

p=p->r;

while(p!=NULL)

{

if(x1<(p->b-p->a))

{

x1=(p->b-p->a);

}

if(x2<(p->a-p->l->b))

{

x2=p->a-p->l->b;

}

p=p->r;

}

printf("%ld %ld\n",x1,x2);

}

int main()

{

int n;

PDATE head=setnew(NULL,NULL,0,0);

PDATE p=setnew(head,NULL,0,0);

scanf("%d",&n);

long a,b;

while(n--)

{

scanf("%ld%ld",&a,&b);

make(a,b,head);

}

print(head);

}

# 5.从中缀向后缀转换表达式

成绩: 10 / 折扣: 0.8

**问题描述**

　　中缀表达式就是我们通常所书写的数学表达式，后缀表达式也称为逆波兰表达式，在编译程序对我们书写的程序中的表达式进行语法检查时，往往就可以通过逆波兰表达式进行。我们所要设计并实现的程序就是将中缀表示的算术表达式转换成后缀表示，例如，将中缀表达式

(A 一 (B\*C 十 D)\*E) ／ (F 十 G )

转换为后缀表示为：

ABC\*D十E\*—FG十／

**注意：**为了简化编程实现，假定变量名均为单个字母，运算符只有＋，－，＊，／ 和＾（指数运算），可以处理圆括号（），并假定输入的算术表达式正确。

**要求：**使用栈数据结构实现 ，输入的中缀表达式以＃号结束

## ****输入****

整数N。表示下面有N个中缀表达式   
N个由单个字母和运算符构成的表达式

## ****输出****

N个后缀表达式。

#include<stdio.h>

#include<stdlib.h>

int main()

{

int n;

char c;

char date[100];

int p;

scanf("%d",&n);

while(n--)

{

p=0;

scanf("\n%c",&c);

while(c!='#')

{

if((c>='A'&&c<='Z')||(c>='a'&&c<='z'))

{

printf("%c",c);

scanf("%c",&c);

continue;

}

if(c=='(')

{

date[p++]=c;

scanf("%c",&c);

continue;

}

x: if(p==0)

{

date[p]=c;

p++;

}

else if(date[p-1]=='('&&c!=')')

{

date[p]=c;

p++;

}

else if(c=='+'||c=='-'||c=='\*'||c=='/'||c=='^')

{

if(date[p-1]=='^')

{

if(c=='^')

{

date[p]=c;

p++;

}

else

{

printf("%c",date[p-1]);

p--;

goto x;

}

}

else if(date[p-1]=='\*'||date[p-1]=='/')

{

if(c=='^')

{

date[p]=c;

p++;

}

else

{

printf("%c",date[p-1]);

p--;

goto x;

}

}

else

{

if(c=='+'||c=='-')

{

p--;

printf("%c",date[p]);

goto x;

}

else

{

date[p]=c;

p++;

}

}

}

else if(c==')')

{

p--;

while(date[p]!='(')

{

printf("%c",date[p]);

p--;

}

}

scanf("%c",&c);

}

while(--p!=-1)

{

printf("%c",date[p]);

}

printf("\n");

}

}

# 6. 孤独的运货员

成绩: 10 / 折扣: 0.8

## 背景

航空公司的货运飞机往返于各个国家和货物分理中心之间，分理中心的货物运送到各个国家，再将各个国家发出的货物送到分理中心。

分理中心非常庞大，每个国家都有一个自己的货运站，每个货运站有两个平台用于堆放货物。其中 A 平台用于堆放运送到该国的货物，而 B 平台堆放着其它国家的货物。各个国家的货运站排成一个环形。

平时，有货运汽车沿着环形的线路在各个国家的货运站之间运行。货运汽车的仓库是非常狭窄的，先放进去的货物只能等后放进去的货物移走之后才能搬出来。

当货运汽车到达一个站点 X 时，它首先卸货。卸货的过程是：首先查看最外面的箱子是否标记着 X 标签，如果是，代表这是运送到 X 国的货物，则放到 A 平台上，如果不是，则把该货箱放到B平台货物队列的末尾，然后处理下一箱货。当 B 平台放满或者是车被搬空，则开始装货。装货的过程是：从 B 平台货物队列的开始处装车，把车装满或把 B 平台搬空则装货结束。车子开往下一个货运站。

卸下一箱货物和装载一箱货物均需要一分钟的时间，且假设当货车从一个货运站开往另一个货运站的时间为两分钟。
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每天，货车和货运飞机都这样周而复始的运行着，直到有一天因为报酬的原因，分理中心的工人开始罢工。货运飞机依然运行，但却无法运走任何货物。

## 任务

你是老板的心腹，平时深受老板关照。因此，你决定停止罢工，独自担当起分理的任务。现在，分理中心已经堆积了大量的货物，你决定在开始前先写程序计算一下要完成搬运需要多长的时间。

## 输入

对于输入部分包含几组数据，第一行是一个整数SET，表明下面有几组数据，随后便是这几组输入数据。

对于每一组输入数据，其第一行为三个整数 N、S 和 Q。其中 N(2<=N<=100) 表示环中站的个数。S(1<=S<=100) 表示货车的最大容量，即货车同时可以装载多少箱货物。而 Q(1<=Q<=100) 表示 B 平台所能放置的货物的总数，假定该系统中所有货运站 B 平台的最大容量都相同。

从第二行往后一共有 N 行，每行一的第一个数字代表该站 B 平台上货物的总数，之后的每个数字代表每箱货物运送到哪个站。

## 输出

对于每组输入，你需要在独立的一行中输出完成该任务所需要的时间。

#include<stdio.h>

#include<stdlib.h>

struct goods

{

int destination;

struct goods \* next;

struct goods \* last;

};

struct station

{

int No;

int quantity;

struct goods \* b;

struct goods \* end;

};

typedef struct goods GOODS;

typedef struct goods\* PGOODS;

typedef struct station STATION;

typedef struct station\* PSTATION;

long time,count;

int N,S,Q;

PSTATION STA[101];

PGOODS setnewG(int des,PGOODS l,PGOODS n)

{

PGOODS p=NULL;

p=(PGOODS) malloc (sizeof(GOODS));

p->destination=des;

p->last=NULL;

p->next=NULL;

if(l!=NULL)

{

p->last=l;

l->next=p;

}

if(n!=NULL)

{

p->next=n;

n->last=p;

}

return p;

}

PSTATION setnewSTA(int No,int quantity)

{

PSTATION p=NULL;

p=(PSTATION) malloc (sizeof(STATION));

p->quantity=quantity;

p->b=setnewG(0,NULL,NULL);

p->No=No;

p->end=p->b;

return p;

}

PGOODS move(PGOODS p1,int a,PGOODS p2,int b)//p2 connect to p1

{

p2->last->next=p2->next;

if(p2->next!=NULL)

p2->next->last=p2->last;

p2->next=p1->next;

if(p1->next!=NULL)

p1->next->last=p2;

p2->last=p1;

p1->next=p2;

time+=1;

STA[a]->quantity++;

STA[b]->quantity--;

return p2;

}

PGOODS del(PGOODS p)

{

p->last->next=p->next;

if(p->next!=NULL)

p->next->last=p->last;

PGOODS pn=p->next;

free(p);

time+=1;

count--;

STA[0]->quantity--;

return pn;

}

int unload(int i)

{

PGOODS p1=STA[i]->end;

PGOODS p0=STA[0]->b->next;

if(p0!=NULL)

while(p0->destination==i)

{

p0=del(p0);

if(!p0)

break;

}

while(p0!=NULL&&STA[i]->quantity<Q)

{

if(p0->destination!=i)

p1=move(p1,i,p0,0);

else

del(p0);

p0=STA[0]->b->next;

}

if(p0!=NULL)

while(p0->destination==i)

{

p0=del(p0);

if(!p0)

break;

}

STA[i]->end=p1;

return 0;

}

int load(int i)

{

PGOODS p1=STA[i]->b->next;

PGOODS p0=STA[0]->b;

while(p1!=NULL&&STA[0]->quantity<S)

{

move(p0,0,p1,i);

p1=STA[i]->b->next;

}

if(STA[i]->quantity==0)

STA[i]->end=STA[i]->b;

return 0;

}

int main()

{

int SET,tempint,i;

scanf("%d",&SET);

while(SET--)

{

time=0;

count=0;

//START IMPUT

scanf("%d%d%d",&N,&S,&Q);//S:track maxvolume Q:station maxvolume

for(i=0;i<N;i++)

{

scanf("%d",&tempint);

STA[i+1]=setnewSTA(i+1,tempint);

count+=tempint;

PGOODS p=NULL;

p=STA[i+1]->b;

for(int j=0;j<STA[i+1]->quantity;j++)

{

scanf("%d",&tempint);

p=setnewG(tempint,p,NULL);

}

STA[i+1]->end=p;

}//finish input

STA[0]=setnewSTA(0,0);//initial track

//start management

i=0;

while(1)

{

if(i!=N)

i++;

else

i=1;

unload(i);

load(i);

if(count==0)

{

printf("%ld\n",time);

break;

}

time+=2;

}

}//end while

return 0;

}

# 8. 迷宫问题【选做】

成绩: 10 / 折扣: 0.8

**题目背景：**

迷宫有一个入口，一个出口。一个人从入口走进迷宫，目标是找到出口。阴影部分和迷宫的外框为墙，每一步走一格，每格有四个可走的方向，探索顺序为：南、东、北、西。

## 迷宫示意图

## 输入：输入迷宫数组

## 输出：若有解，输出从入口到出口的一条路径，否则输出 there is no solution!

## 例（上图所示的迷宫数组）

输入

4 4

0 0 1 0

0 1 0 1

0 0 0 0

0 1 0 0

输出

<1,1> <2,1> <3,1> <3,2> <3,3> <4,3> <4,4>

#include<stdio.h>

int main()

{

int a,b;

scanf("%d%d",&a,&b);

int date[102][102];

for(int i=0;i<102;i++)

for (int j=0;j<102;j++)

date[i][j]=1;

int stack[500][4]={0};

int p=1;

stack[0][2]=5;

stack[1][0]=1;

stack[1][1]=1;

stack[1][3]=5;

for(int x=1;x<=a;x++)//input start

{

for(int y=1;y<=b;y++)

{

int temp;

scanf("%d",&temp);

date[x][y]=temp;

}

}//input finish

int p1,p2;

while(!(stack[p][0]==a&&stack[p][1]==b))//find start

{

switch (stack[p][2])

{

case 0://down

{

if(stack[p][2]==stack[p][3])

{

stack[p][2]++;

break;

}

p1=stack[p][0]+1;

p2=stack[p][1];

if(date[p1][p2])//wall

{

stack[p][2]++;

goto x1;

}

else//road

{

stack[p][2]++;

p++;

stack[p][0]=p1;

stack[p][1]=p2;

stack[p][3]=2;

break;

}

}

case 1://right

{

x1: if(stack[p][2]==stack[p][3])

{

stack[p][2]++;

break;

}

p1=stack[p][0];

p2=stack[p][1]+1;

if(date[p1][p2])//wall

{

stack[p][2]++;

goto x2;

}

else//road

{

stack[p][2]++;

p++;

stack[p][0]=p1;

stack[p][1]=p2;

stack[p][3]=3;

break;

}

}

case 2://up

{

x2: if(stack[p][2]==stack[p][3])

{

stack[p][2]++;

break;

}

p1=stack[p][0]-1;

p2=stack[p][1];

if(date[p1][p2])//wall

{

stack[p][2]++;

goto x3;

}

else//road

{

stack[p][2]++;

p++;

stack[p][0]=p1;

stack[p][1]=p2;

stack[p][3]=0;

break;

}

}

case 3://left

{

x3: if(stack[p][2]==stack[p][3])

{

stack[p][2]++;

break;

}

p1=stack[p][0];

p2=stack[p][1]-1;

if(date[p1][p2])//wall

{

stack[p][2]++;

goto x4;

}

else//road

{

stack[p][2]++;

p++;

stack[p][0]=p1;

stack[p][1]=p2;

stack[p][3]=1;

break;

}

}

case 4://back

{

x4: stack[p][2]=0;

p--;

break;

}

case 5:

{

printf("there is no solution!\n");

return 0;

}

}

}//find finish

p=1;

while(stack[p][2])

{

printf("<%d,%d> ",stack[p][0],stack[p][1]);

p++;

}

printf("<%d,%d> \n",stack[p][0],stack[p][1]);

return 0;

}

# 15.Binary Tree Traversals【选做】

成绩: 10 / 折扣: 0.8

## Problem Description

A binary tree is a finite set of vertices that is either empty or consists of a root r and two disjoint binary trees called the left and right subtrees. There are three most important ways in which the vertices of a binary tree can be systematically traversed or ordered. They are preorder, inorder and postorder. Let T be a binary tree with root r and subtrees T1,T2.

In a preorder traversal of the vertices of T, we visit the root r followed by visiting the vertices of T1 in preorder, then the vertices of T2 in preorder.

In an inorder traversal of the vertices of T, we visit the vertices of T1 in inorder, then the root r, followed by the vertices of T2 in inorder.

In a postorder traversal of the vertices of T, we visit the vertices of T1 in postorder, then the vertices of T2 in postorder and finally we visit r.

Now you are given the preorder sequence and inorder sequence of a certain binary tree. Try to find out its postorder sequence.

![tree](data:image/gif;base64,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)

## Input

The input contains several test cases. The first line of each test case contains a single integer n (1

## Output

For each test case print a single line specifying the corresponding postorder sequence.

### Sample Input

9  
1 2 4 7 3 5 8 9 6  
4 7 2 1 8 5 9 3 6

### Sample Output

7 4 2 8 9 5 6 3 1

#include<stdio.h>

#include<stdlib.h>

struct bt

{

int n;

struct bt\* l;

struct bt\* r;

};

typedef struct bt BT;

typedef struct bt\* PBT;

int c;

PBT setnew(int n)

{

PBT p;

p=(PBT) malloc (sizeof(BT));

p->n=n;

p->l=NULL;

p->r=NULL;

return p;

}

PBT setline(PBT l,PBT r,int n)

{

PBT p;

p=setnew(n);

if(l)

{

l->r=p;

p->l=l;

}

if(r)

{

r->l=p;

p->r=r;

}

return p;

}

PBT del(PBT p)

{

if(p->l)

p->l->r=NULL;

if(p->r)

p->r->l=NULL;

free(p);

return NULL;

}

PBT find(int n,PBT start,PBT end)

{

PBT p=start;

while(p->n!=n)

p=p->r;

return p;

}

int before(PBT p1,int n)//p1 before p2 return 1,else return 0

{

PBT p=p1;

while(p)

{

if(p->n==n)

return 1;

p=p->l;

}

return 0;

}

PBT make(PBT start1,PBT start2,PBT p0)

{

int flag=0;

if(start1->r==NULL)

return NULL;

PBT s11=start1->r,s12=start1,s21=start2,s22=start2,p=start2;

while(start1->n!=p->n)

{

p=p->r;

s12=s12->r;

}

s12=s12->r;

if(before(p,s11->n))//p前有s11->n)

{

p0->l=setnew(s11->n);

flag=1;

}

if(s12)

p0->r=setnew(s12->n);

s22=p->r;

if(s22&&s12)

{

if(s11->l)

{

s11->l->r=NULL;

s11->l=NULL;

}

if(s12->l)

{

s12->l->r=NULL;

s12->l=NULL;

}

if(s21)

s21->l=NULL;

if(s22->l)

{

s22->l->r=NULL;

s22->l=NULL;

}

del(start1);

del(p);

if(flag)

make(s11,s21,p0->l);

make(s12,s22,p0->r);

}

else

{

if(s11->l)

{

s11->l->r=NULL;

s11->l=NULL;

}

if(s21)

s21->l=NULL;

free(start1);

del(p);

make(s11,s21,p0->l);

}

return NULL;

}

int printpost(BT\* head)

{

if(head==NULL)

return 0;

printpost(head->l);

printpost(head->r);

printf("%d",head->n);

free(head);

if(--c)

printf(" ");

else

printf("\n");

return 0;

}

int main()

{

int n,temp,ntemp;

x: if(scanf("%d",&n)==0)

return 0;

c=n;

if(n==ntemp)

return 0;

ntemp=n;

//setline

PBT head1=setnew(-1),head2=setnew(-2);

PBT p=head1;

for(int j=0;j<n;j++)

{

scanf("%d",&temp);

p=setline(p,NULL,temp);

}

p=head2;

for(int j=0;j<n;j++)

{

scanf("%d",&temp);

p=setline(p,NULL,temp);

}

//set 1

PBT head;

head1=head1->r;

head2=head2->r;

del(head1->l);

del(head2->l);

head=setnew(head1->n);

make(head1,head2,head);

printpost(head);

goto x;

return 0;

}