1. Introduction:

This report discusses the implementation of a parallelized MPI program for a set of tasks communicating in a ring topology. The primary goal is to demonstrate the use of MPI in a parallel programming environment while managing communication between tasks to avoid deadlocks. The C program, ring.c, is developed to achieve the required steps, including a left circular shift of data and ordered output.

1. The Left Circular Shift

Circular shift refers to a technique where elements of an array (or a data structure) are rearranged such that they move by a specific number of positions, either to the left or right, while maintaining their order. When an element reaches the boundary (the beginning or the end of the array), it "circles around" to the opposite side and continues shifting.

In the ring topology implementation, each task is connected to its immediate left and right neighbors. Tasks at the boundary are connected in such a way that the left neighbor of the first task is the last task, while the right neighbor of the last task is the first task, forming a circular structure. For example, consider four tasks from 0 to 3. The ring topology is represented by the following diagram:

![Diagram

Description automatically generated](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAhQAAAB5CAYAAABhj7hIAAAAAXNSR0IArs4c6QAAGEF0RVh0bXhmaWxlACUzQ214ZmlsZSUyMGhvc3QlM0QlMjJhcHAuZGlhZ3JhbXMubmV0JTIyJTIwbW9kaWZpZWQlM0QlMjIyMDIzLTA0LTAzVDE0JTNBMzclM0E1OS4xNzdaJTIyJTIwYWdlbnQlM0QlMjJNb3ppbGxhJTJGNS4wJTIwKFdpbmRvd3MlMjBOVCUyMDEwLjAlM0IlMjBXaW42NCUzQiUyMHg2NCklMjBBcHBsZVdlYktpdCUyRjUzNy4zNiUyMChLSFRNTCUyQyUyMGxpa2UlMjBHZWNrbyklMjBDaHJvbWUlMkYxMTEuMC4wLjAlMjBTYWZhcmklMkY1MzcuMzYlMjBFZGclMkYxMTEuMC4xNjYxLjYyJTIyJTIwdmVyc2lvbiUzRCUyMjIxLjEuMSUyMiUyMGV0YWclM0QlMjJYR2xWb05pbU5tNzJ4LUdmOEdFdCUyMiUyMHR5cGUlM0QlMjJkZXZpY2UlMjIlM0UlMEElMjAlMjAlM0NkaWFncmFtJTIwbmFtZSUzRCUyMlBhZ2UtMSUyMiUyMGlkJTNEJTIyLXVsWG15M0dGaFE3TVNzdUg0LWYlMjIlM0UlMEElMjAlMjAlMjAlMjAlM0NteEdyYXBoTW9kZWwlMjBkeCUzRCUyMjczNSUyMiUyMGR5JTNEJTIyMTEwNiUyMiUyMGdyaWQlM0QlMjIxJTIyJTIwZ3JpZFNpemUlM0QlMjIxMCUyMiUyMGd1aWRlcyUzRCUyMjElMjIlMjB0b29sdGlwcyUzRCUyMjElMjIlMjBjb25uZWN0JTNEJTIyMSUyMiUyMGFycm93cyUzRCUyMjElMjIlMjBmb2xkJTNEJTIyMSUyMiUyMHBhZ2UlM0QlMjIxJTIyJTIwcGFnZVNjYWxlJTNEJTIyMSUyMiUyMHBhZ2VXaWR0aCUzRCUyMjg1MCUyMiUyMHBhZ2VIZWlnaHQlM0QlMjIxMTAwJTIyJTIwbWF0aCUzRCUyMjAlMjIlMjBzaGFkb3clM0QlMjIwJTIyJTNFJTBBJTIwJTIwJTIwJTIwJTIwJTIwJTNDcm9vdCUzRSUwQSUyMCUyMCUyMCUyMCUyMCUyMCUyMCUyMCUzQ214Q2VsbCUyMGlkJTNEJTIyMCUyMiUyMCUyRiUzRSUwQSUyMCUyMCUyMCUyMCUyMCUyMCUyMCUyMCUzQ214Q2VsbCUyMGlkJTNEJTIyMSUyMiUyMHBhcmVudCUzRCUyMjAlMjIlMjAlMkYlM0UlMEElMjAlMjAlMjAlMjAlMjAlMjAlMjAlMjAlM0NteENlbGwlMjBpZCUzRCUyMjIlMjIlMjB2YWx1ZSUzRCUyMlRhc2slMjAwJTIyJTIwc3R5bGUlM0QlMjJyb3VuZGVkJTNEMCUzQndoaXRlU3BhY2UlM0R3cmFwJTNCaHRtbCUzRDElM0IlMjIlMjB2ZXJ0ZXglM0QlMjIxJTIyJTIwcGFyZW50JTNEJTIyMSUyMiUzRSUwQSUyMCUyMCUyMCUyMCUyMCUyMCUyMCUyMCUyMCUyMCUzQ214R2VvbWV0cnklMjB4JTNEJTIyMTIwJTIyJTIweSUzRCUyMjQ5MCUyMiUyMHdpZHRoJTNEJTIyODAlMjIlMjBoZWlnaHQlM0QlMjI2MCUyMiUyMGFzJTNEJTIyZ2VvbWV0cnklMjIlMjAlMkYlM0UlMEElMjAlMjAlMjAlMjAlMjAlMjAlMjAlMjAlM0MlMkZteENlbGwlM0UlMEElMjAlMjAlMjAlMjAlMjAlMjAlMjAlMjAlM0NteENlbGwlMjBpZCUzRCUyMjMlMjIlMjB2YWx1ZSUzRCUyMlRhc2slMjAzJTIyJTIwc3R5bGUlM0QlMjJyb3VuZGVkJTNEMCUzQndoaXRlU3BhY2UlM0R3cmFwJTNCaHRtbCUzRDElM0IlMjIlMjB2ZXJ0ZXglM0QlMjIxJTIyJTIwcGFyZW50JTNEJTIyMSUyMiUzRSUwQSUyMCUyMCUyMCUyMCUyMCUyMCUyMCUyMCUyMCUyMCUzQ214R2VvbWV0cnklMjB4JTNEJTIyNDgwJTIyJTIweSUzRCUyMjQ5MCUyMiUyMHdpZHRoJTNEJTIyODAlMjIlMjBoZWlnaHQlM0QlMjI2MCUyMiUyMGFzJTNEJTIyZ2VvbWV0cnklMjIlMjAlMkYlM0UlMEElMjAlMjAlMjAlMjAlMjAlMjAlMjAlMjAlM0MlMkZteENlbGwlM0UlMEElMjAlMjAlMjAlMjAlMjAlMjAlMjAlMjAlM0NteENlbGwlMjBpZCUzRCUyMjQlMjIlMjB2YWx1ZSUzRCUyMlRhc2slMjAyJTIyJTIwc3R5bGUlM0QlMjJyb3VuZGVkJTNEMCUzQndoaXRlU3BhY2UlM0R3cmFwJTNCaHRtbCUzRDElM0IlMjIlMjB2ZXJ0ZXglM0QlMjIxJTIyJTIwcGFyZW50JTNEJTIyMSUyMiUzRSUwQSUyMCUyMCUyMCUyMCUyMCUyMCUyMCUyMCUyMCUyMCUzQ214R2VvbWV0cnklMjB4JTNEJTIyMzYwJTIyJTIweSUzRCUyMjQ5MCUyMiUyMHdpZHRoJTNEJTIyODAlMjIlMjBoZWlnaHQlM0QlMjI2MCUyMiUyMGFzJTNEJTIyZ2VvbWV0cnklMjIlMjAlMkYlM0UlMEElMjAlMjAlMjAlMjAlMjAlMjAlMjAlMjAlM0MlMkZteENlbGwlM0UlMEElMjAlMjAlMjAlMjAlMjAlMjAlMjAlMjAlM0NteENlbGwlMjBpZCUzRCUyMjUlMjIlMjB2YWx1ZSUzRCUyMlRhc2slMjAxJTIyJTIwc3R5bGUlM0QlMjJyb3VuZGVkJTNEMCUzQndoaXRlU3BhY2UlM0R3cmFwJTNCaHRtbCUzRDElM0IlMjIlMjB2ZXJ0ZXglM0QlMjIxJTIyJTIwcGFyZW50JTNEJTIyMSUyMiUzRSUwQSUyMCUyMCUyMCUyMCUyMCUyMCUyMCUyMCUyMCUyMCUzQ214R2VvbWV0cnklMjB4JTNEJTIyMjQwJTIyJTIweSUzRCUyMjQ5MCUyMiUyMHdpZHRoJTNEJTIyODAlMjIlMjBoZWlnaHQlM0QlMjI2MCUyMiUyMGFzJTNEJTIyZ2VvbWV0cnklMjIlMjAlMkYlM0UlMEElMjAlMjAlMjAlMjAlMjAlMjAlMjAlMjAlM0MlMkZteENlbGwlM0UlMEElMjAlMjAlMjAlMjAlMjAlMjAlMjAlMjAlM0NteENlbGwlMjBpZCUzRCUyMjYlMjIlMjB2YWx1ZSUzRCUyMiUyMiUyMHN0eWxlJTNEJTIyZW5kQXJyb3clM0Rub25lJTNCaHRtbCUzRDElM0Jyb3VuZGVkJTNEMCUzQmVudHJ5WCUzRDAlM0JlbnRyeVklM0QwLjUlM0JlbnRyeUR4JTNEMCUzQmVudHJ5RHklM0QwJTNCZXhpdFglM0QxJTNCZXhpdFklM0QwLjUlM0JleGl0RHglM0QwJTNCZXhpdER5JTNEMCUzQiUyMiUyMGVkZ2UlM0QlMjIxJTIyJTIwc291cmNlJTNEJTIyMiUyMiUyMHRhcmdldCUzRCUyMjUlMjIlMjBwYXJlbnQlM0QlMjIxJTIyJTNFJTBBJTIwJTIwJTIwJTIwJTIwJTIwJTIwJTIwJTIwJTIwJTNDbXhHZW9tZXRyeSUyMHdpZHRoJTNEJTIyNTAlMjIlMjBoZWlnaHQlM0QlMjI1MCUyMiUyMHJlbGF0aXZlJTNEJTIyMSUyMiUyMGFzJTNEJTIyZ2VvbWV0cnklMjIlM0UlMEElMjAlMjAlMjAlMjAlMjAlMjAlMjAlMjAlMjAlMjAlMjAlMjAlM0NteFBvaW50JTIweCUzRCUyMjI2MCUyMiUyMHklM0QlMjI2NjklMjIlMjBhcyUzRCUyMnNvdXJjZVBvaW50JTIyJTIwJTJGJTNFJTBBJTIwJTIwJTIwJTIwJTIwJTIwJTIwJTIwJTIwJTIwJTIwJTIwJTNDbXhQb2ludCUyMHglM0QlMjIyODglMjIlMjB5JTNEJTIyNTAyJTIyJTIwYXMlM0QlMjJ0YXJnZXRQb2ludCUyMiUyMCUyRiUzRSUwQSUyMCUyMCUyMCUyMCUyMCUyMCUyMCUyMCUyMCUyMCUzQyUyRm14R2VvbWV0cnklM0UlMEElMjAlMjAlMjAlMjAlMjAlMjAlMjAlMjAlM0MlMkZteENlbGwlM0UlMEElMjAlMjAlMjAlMjAlMjAlMjAlMjAlMjAlM0NteENlbGwlMjBpZCUzRCUyMjclMjIlMjB2YWx1ZSUzRCUyMiUyMiUyMHN0eWxlJTNEJTIyZW5kQXJyb3clM0Rub25lJTNCaHRtbCUzRDElM0Jyb3VuZGVkJTNEMCUzQmVudHJ5WCUzRDAlM0JlbnRyeVklM0QwLjUlM0JlbnRyeUR4JTNEMCUzQmVudHJ5RHklM0QwJTNCZXhpdFglM0QxJTNCZXhpdFklM0QwLjUlM0JleGl0RHglM0QwJTNCZXhpdER5JTNEMCUzQiUyMiUyMGVkZ2UlM0QlMjIxJTIyJTIwc291cmNlJTNEJTIyNSUyMiUyMHRhcmdldCUzRCUyMjQlMjIlMjBwYXJlbnQlM0QlMjIxJTIyJTNFJTBBJTIwJTIwJTIwJTIwJTIwJTIwJTIwJTIwJTIwJTIwJTNDbXhHZW9tZXRyeSUyMHdpZHRoJTNEJTIyNTAlMjIlMjBoZWlnaHQlM0QlMjI1MCUyMiUyMHJlbGF0aXZlJTNEJTIyMSUyMiUyMGFzJTNEJTIyZ2VvbWV0cnklMjIlM0UlMEElMjAlMjAlMjAlMjAlMjAlMjAlMjAlMjAlMjAlMjAlMjAlMjAlM0NteFBvaW50JTIweCUzRCUyMjQxMCUyMiUyMHklM0QlMjI2NjklMjIlMjBhcyUzRCUyMnNvdXJjZVBvaW50JTIyJTIwJTJGJTNFJTBBJTIwJTIwJTIwJTIwJTIwJTIwJTIwJTIwJTIwJTIwJTIwJTIwJTNDbXhQb2ludCUyMHglM0QlMjI0NjAlMjIlMjB5JTNEJTIyNjE5JTIyJTIwYXMlM0QlMjJ0YXJnZXRQb2ludCUyMiUyMCUyRiUzRSUwQSUyMCUyMCUyMCUyMCUyMCUyMCUyMCUyMCUyMCUyMCUzQyUyRm14R2VvbWV0cnklM0UlMEElMjAlMjAlMjAlMjAlMjAlMjAlMjAlMjAlM0MlMkZteENlbGwlM0UlMEElMjAlMjAlMjAlMjAlMjAlMjAlMjAlMjAlM0NteENlbGwlMjBpZCUzRCUyMjglMjIlMjB2YWx1ZSUzRCUyMiUyMiUyMHN0eWxlJTNEJTIyZW5kQXJyb3clM0Rub25lJTNCaHRtbCUzRDElM0Jyb3VuZGVkJTNEMCUzQmVudHJ5WCUzRDAlM0JlbnRyeVklM0QwLjUlM0JlbnRyeUR4JTNEMCUzQmVudHJ5RHklM0QwJTNCZXhpdFglM0QxJTNCZXhpdFklM0QwLjUlM0JleGl0RHglM0QwJTNCZXhpdER5JTNEMCUzQiUyMiUyMGVkZ2UlM0QlMjIxJTIyJTIwc291cmNlJTNEJTIyNCUyMiUyMHRhcmdldCUzRCUyMjMlMjIlMjBwYXJlbnQlM0QlMjIxJTIyJTNFJTBBJTIwJTIwJTIwJTIwJTIwJTIwJTIwJTIwJTIwJTIwJTNDbXhHZW9tZXRyeSUyMHdpZHRoJTNEJTIyNTAlMjIlMjBoZWlnaHQlM0QlMjI1MCUyMiUyMHJlbGF0aXZlJTNEJTIyMSUyMiUyMGFzJTNEJTIyZ2VvbWV0cnklMjIlM0UlMEElMjAlMjAlMjAlMjAlMjAlMjAlMjAlMjAlMjAlMjAlMjAlMjAlM0NteFBvaW50JTIweCUzRCUyMjY1MCUyMiUyMHklM0QlMjI2NjklMjIlMjBhcyUzRCUyMnNvdXJjZVBvaW50JTIyJTIwJTJGJTNFJTBBJTIwJTIwJTIwJTIwJTIwJTIwJTIwJTIwJTIwJTIwJTIwJTIwJTNDbXhQb2ludCUyMHglM0QlMjI3MDAlMjIlMjB5JTNEJTIyNjE5JTIyJTIwYXMlM0QlMjJ0YXJnZXRQb2ludCUyMiUyMCUyRiUzRSUwQSUyMCUyMCUyMCUyMCUyMCUyMCUyMCUyMCUyMCUyMCUzQyUyRm14R2VvbWV0cnklM0UlMEElMjAlMjAlMjAlMjAlMjAlMjAlMjAlMjAlM0MlMkZteENlbGwlM0UlMEElMjAlMjAlMjAlMjAlMjAlMjAlMjAlMjAlM0NteENlbGwlMjBpZCUzRCUyMjklMjIlMjB2YWx1ZSUzRCUyMiUyMiUyMHN0eWxlJTNEJTIyZW5kQXJyb3clM0Rub25lJTNCaHRtbCUzRDElM0Jyb3VuZGVkJTNEMCUzQmV4aXRYJTNEMCUzQmV4aXRZJTNEMC41JTNCZXhpdER4JTNEMCUzQmV4aXREeSUzRDAlM0JlbnRyeVglM0QxJTNCZW50cnlZJTNEMC41JTNCZW50cnlEeCUzRDAlM0JlbnRyeUR5JTNEMCUzQiUyMiUyMGVkZ2UlM0QlMjIxJTIyJTIwc291cmNlJTNEJTIyMiUyMiUyMHRhcmdldCUzRCUyMjMlMjIlMjBwYXJlbnQlM0QlMjIxJTIyJTNFJTBBJTIwJTIwJTIwJTIwJTIwJTIwJTIwJTIwJTIwJTIwJTNDbXhHZW9tZXRyeSUyMHdpZHRoJTNEJTIyNTAlMjIlMjBoZWlnaHQlM0QlMjI1MCUyMiUyMHJlbGF0aXZlJTNEJTIyMSUyMiUyMGFzJTNEJTIyZ2VvbWV0cnklMjIlM0UlMEElMjAlMjAlMjAlMjAlMjAlMjAlMjAlMjAlMjAlMjAlMjAlMjAlM0NteFBvaW50JTIweCUzRCUyMjE2MCUyMiUyMHklM0QlMjI3MzAlMjIlMjBhcyUzRCUyMnNvdXJjZVBvaW50JTIyJTIwJTJGJTNFJTBBJTIwJTIwJTIwJTIwJTIwJTIwJTIwJTIwJTIwJTIwJTIwJTIwJTNDbXhQb2ludCUyMHglM0QlMjI2NDAlMjIlMjB5JTNEJTIyNjAwJTIyJTIwYXMlM0QlMjJ0YXJnZXRQb2ludCUyMiUyMCUyRiUzRSUwQSUyMCUyMCUyMCUyMCUyMCUyMCUyMCUyMCUyMCUyMCUyMCUyMCUzQ0FycmF5JTIwYXMlM0QlMjJwb2ludHMlMjIlM0UlMEElMjAlMjAlMjAlMjAlMjAlMjAlMjAlMjAlMjAlMjAlMjAlMjAlMjAlMjAlM0NteFBvaW50JTIweCUzRCUyMjgwJTIyJTIweSUzRCUyMjUyMCUyMiUyMCUyRiUzRSUwQSUyMCUyMCUyMCUyMCUyMCUyMCUyMCUyMCUyMCUyMCUyMCUyMCUyMCUyMCUzQ214UG9pbnQlMjB4JTNEJTIyODAlMjIlMjB5JTNEJTIyNDQwJTIyJTIwJTJGJTNFJTBBJTIwJTIwJTIwJTIwJTIwJTIwJTIwJTIwJTIwJTIwJTIwJTIwJTIwJTIwJTNDbXhQb2ludCUyMHglM0QlMjIzMzAlMjIlMjB5JTNEJTIyNDQwJTIyJTIwJTJGJTNFJTBBJTIwJTIwJTIwJTIwJTIwJTIwJTIwJTIwJTIwJTIwJTIwJTIwJTIwJTIwJTNDbXhQb2ludCUyMHglM0QlMjI2MDAlMjIlMjB5JTNEJTIyNDQwJTIyJTIwJTJGJTNFJTBBJTIwJTIwJTIwJTIwJTIwJTIwJTIwJTIwJTIwJTIwJTIwJTIwJTIwJTIwJTNDbXhQb2ludCUyMHglM0QlMjI2MDAlMjIlMjB5JTNEJTIyNTIwJTIyJTIwJTJGJTNFJTBBJTIwJTIwJTIwJTIwJTIwJTIwJTIwJTIwJTIwJTIwJTIwJTIwJTNDJTJGQXJyYXklM0UlMEElMjAlMjAlMjAlMjAlMjAlMjAlMjAlMjAlMjAlMjAlM0MlMkZteEdlb21ldHJ5JTNFJTBBJTIwJTIwJTIwJTIwJTIwJTIwJTIwJTIwJTNDJTJGbXhDZWxsJTNFJTBBJTIwJTIwJTIwJTIwJTIwJTIwJTNDJTJGcm9vdCUzRSUwQSUyMCUyMCUyMCUyMCUzQyUyRm14R3JhcGhNb2RlbCUzRSUwQSUyMCUyMCUzQyUyRmRpYWdyYW0lM0UlMEElM0MlMkZteGZpbGUlM0UlMEHd/nlHAAAM+ElEQVR4Xu2cvY4TSRhF2yEEJJCRkRAikQLSTESIRAABECN+hIRECkLwAEiIhBgISEgRCTMS4gEISXgDUgi9Kq961uuxZ2x/1VX3dp2JVruuqutzqtp32j07mU6n044fCEAAAhCAAAQgECAwoVAE6DEUAhCAAAQgAIEZAQoFGwECEIAABCAAgTABCkUYIRNAAAIQgAAEIEChYA9AAAIQgAAEIBAmsLRQ7O7udvv7++HJmQACENAlsLOzwznX1UMyCEgSSNeNvb29pdmWForJZNLxxx+SLgkFAQhAAAIQqEbgqH5AoaimhYUhAAEIQAACXgQoFF6+SAsBCEAAAhCQJEChkNRCKAhAAAIQgIAXAQqFly/SQgACEIAABCQJUCgktRAKAhCAAAQg4EWAQuHli7QQgAAEIAABSQIUCkkthIIABCAAAQh4EaBQePkiLQQgAAEIQECSAIVCUguhIAABCEAAAl4EKBRevkgLAQhAAAIQkCRAoZDUQigIQAACEICAFwEKhZcv0kIAAhCAAAQkCVAoJLUQCgIQgAAEIOBFgELh5Yu0EIAABCAAAUkCFApJLYSCAAQgAAEIeBGgUHj5Ii0EIAABCEBAkgCFQlILoSAAAQhAAAJeBCgUXr5ICwEIQAACEJAkQKGQ1EIoCEAAAhCAgBcBCoWXL9JCAAIQgAAEJAlQKCS1EAoCEIAABCDgRYBC4eWLtBCAAAQgAAFJAhQKSS2EggAEIAABCHgRoFB4+SItBCAAAQhAQJIAhUJSC6EgAAEIQAACXgQoFF6+SAsBCEAAAhCQJEChkNRCKAhAAAIQgIAXAQqFly/SQgACEIAABCQJUCgktRAKAhCAAAQg4EWAQuHli7QQgAAEIAABSQIUCkkthIIABCAAAQh4EaBQePkiLQQgAAEIQECSAIVCUguhIAABCEAAAl4EKBRevkgLAQhAAAIQkCRAoZDUQigIQAACEICAFwEKhZcv0kIAAhCAAAQkCVAoJLUQCgIQgAAEIOBFgELh5Yu0EIAABCAAAUkCFApJLYSCAAQgAAEIeBGgUHj5Ii0EIAABCEBAkgCFQlILoSAAAQhAAAJeBCgUXr5ICwEIQAACEJAkQKGQ1EIoCEAAAhCAgBcBCoWXL9JCAAIQgAAEJAlQKCS1EAoCEIAABCDgRYBC4eWLtBCAAAQgAAFJAhQKSS2EggAEIAABCHgRoFB4+SItBCAAAQhAQJLA6ApFekP8xAhMp9PYBAOOxm8cLn7jDJVnwK+ynXg2db+r8k2mS/7LUQ0kjio+g3q++DscdgZ1fur5hrUTn12dn3q+uIFhZ1Dnp55vWDvx2dX5jfIOhXKDi2+pYWdw3rDDkhnH7Pgdh8dV7wK/+K1JgEJRk77g2lyQBKVkjITfjDAFp8KvoJSMkZz98pVHxo3gMpXzhnVhXDMnfmvSH35t/A7PuOYKzn4pFDV3TqW1nTdsJWRWy+LXStfGYfG7MTKrAc5+KRRWWy1PWOcNm4fAuGfBL35rElDffzXZrLO2Oj+eoVjHYkOvcd6wDWna+q3id2t0FgPxa6Fp65DOfrlDsbV234HOG9aXernk+C3HusZK+K1Bvdyazn4pFOX2icxKzhtWBqJwEPwKy8kQDb8ZIApP4eyXQiG8sYaK5rxhh2IypnnxOyabh98LfvFbkwDPUNSkL7g2FyRBKRkj4TcjTMGp8CsoJWMkZ7/coci4EVymct6wLoxr5sRvTfrDr43f4RnXXMHZL4Wi5s6ptLbzhq2EzGpZ/Frp2jgsfjdGZjXA2S+Fwmqr5QnrvGHzEBj3LPjFb00C6vuvJpt11lbnxzMU61hs6DXOG7YhTVu/Vfxujc5iIH4tNG0d0tkvdyi21u470HnD+lIvlxy/5VjXWAm/NaiXW9PZL4Wi3D6RWcl5w8pAFA6CX2E5GaLhNwNE4Smc/VIohDfWUNGcN+xQTMY0L37HZPPwe8EvfmsS4BmKmvQF1+aCJCglYyT8ZoQpOBV+BaVkjOTslzsUGTeCy1TOG9aFcc2c+K1Jf/i18Ts845orOPulUNTcOZXWdt6wlZBZLYtfK10bh8XvxsisBjj7pVBYbbU8YZ03bB4C454Fv/itSUB9/9Vks87a6vx4hmIdiw29xnnDNqRp67eK363RWQzEr4WmrUM6++UOxdbafQc6b1hf6uWS47cc6xor4bcG9XJrOvulUMztk79//3aPHz/u3r59e2j33L17t3v16lV34sSJtXZWP9edO3e6S5cuHTnm58+f3c2bN7sfP350L1686J4+fbrWGtu+yHnDbvue07hafvvML1++7M6dO9fdunUr8jaOHYvfcud3cU9tep04VuaSF+C3nN+EP53bZ8+ezUy8f/+e8zuZdNPpdOnWpVCsONHpQ/7Ro0fd69evu/Pnz2987tctFL9//55t0FQiLl68OCs0V65cGXTTtnpBmpdYyu98mUgXJS5IXVdi/5Xy++HDh5nidIb7M8/5Xf2Bs/GFtPL1+fv3793Xr19n1+f5a/VxvyRG3meJ8zFUPgrFBhs2XTxu3749G3HhwoXu48ePs7KRNt3ly5dn//7q1atdet3Jkydn5aC/Q5Fe8+DBg4Mx/bLpwvf8+fPuzZs33enTp2djv337ttHdkE03h/OG3fS9rnr9sg+cIfz2HzJnz56dReEORb1CMYTfxf3F+R233xJ3GZ2vzxSKNQtFKgRpM6ULRvrgT/+cfu7fv989fPhwVgpSueh/Y7l+/fpBoUive/fu3dKSkOad/2+L6+T6AJ2fx3nD5uKxWCiG8juft8TFKK2H366r4Tex768LQ35tid86frlD8e/VjL/y2OJT6Lhbpqk4/Pr161Ch6JfqfzNNX2Ps7e0d3IE47jcaCkWZD8RSfikUhw9fiQ/EGn5LnN3jLuhbXOqyDxmj3/7uFs/IbFEodnd3u/39/ewbLeeEqx4KybXG4gVp2QN9/QOU8w9V9hsu5UhfeaSfU6dOddeuXVv6cGatOxS5OA01z1j81ioUQ3nJNe/Y/K76SjMXr8U7jEPMm3POsfnt2ZT6Siuni9xz7ezszH5JXvaz9CuP3AFyz1ejAS9upP4OxeKtzf7fP3ny5OArjzNnzvzvOYl5HjxDofEb7FB+axWKoS/okTM9pvObOKS9k7627L8OjbBZZ2wJfuvkWPWaEvkWf+ErcX7T+y1xF6oEv4jfo8ZSKFbQOWrD/vnzZ/ZUd3rS98aNG4ceqkxTzj9DkV636vtz/spDr1Dk9EuhGLffEh8wiwTVP3BK5Ct1fV78xZFnZI6uIhSKNQtF/8H/5cuX2V9y3Lt3r/v8+fPsQctPnz4d/PXH4lce/V95pPHzD28u3qXg/0PxH5EaF6Qh/fbvjIcy/yUxJr/z/4+C3vPQ37OX4Bf5DbZEvsVCMeT5nXc8tNtS5yPilzsUQ9EznbfEgY+gUc8XeW8lxqrzU89XwlFkDXV+6vki7EuMdebHHYoSO0RsDfUNq55PTOehOOr81PPhN0YAv+3yo1DE3FuOVj/w6vnUpavzU8+H3xgB/LbLj0IRc285Wv3Aq+dTl67OTz0ffmME8NsuPwpFzL3laPUDr55PXbo6P/V8+I0RwG+7/CgUMfeWo9UPvHo+denq/NTz4TdGAL/t8qNQxNxbjlY/8Or51KWr81PPh98YAfy2y49CEXNvOVr9wKvnU5euzk89H35jBPDbLj8KRcy95Wj1A6+eT126Oj/1fPiNEcBvu/woFDH3lqPVD7x6PnXp6vzU8+E3RgC/7fKjUMTcW45WP/Dq+dSlq/NTz4ffGAH8tsuPQhFzbzla/cCr51OXrs5PPR9+YwTw2y4/CkXMveVo9QOvnk9dujo/9Xz4jRHAb7v8KBQx95aj1Q+8ej516er81PPhN0YAv+3yo1DE3FuOVj/w6vnUpavzU8+H3xgB/LbLj0IRc285Wv3Aq+dTl67OTz0ffmME8NsuPwpFzL3laPUDr55PXbo6P/V8+I0RwG+7/CgUMfeWo9UPvHo+denq/NTz4TdGAL/t8qNQxNxbjlY/8Or51KWr81PPh98YAfy2y49CEXNvOVr9wKvnU5euzk89H35jBPDbLj8KRcy95Wj1A6+eT126Oj/1fPiNEcBvu/woFDH3lqPVD7x6PnXp6vzU8+E3RgC/7fKjUMTcW45WP/Dq+dSlq/NTz4ffGAH8tsuPQhFzbzla/cCr51OXrs5PPR9+YwTw2y4/CkXMveVo9QOvnk9dujo/9Xz4jRHAb7v8KBQx95aj1Q+8ej516er81PPhN0YAv+3ysy0UMWWMnk6nshDSBYmfGAH8xvipj8avuqFYPmW/R70zy0IRU8VoCEAAAhCAAARyE6BQ5CbKfBCAAAQgAIEGCVAoGpTOW4YABCAAAQjkJkChyE2U+SAAAQhAAAINEqBQNCidtwwBCEAAAhDITeAfB2raWQu4X8EAAAAASUVORK5CYII=)

Figure 1: a ring topology with 4 tasks

When designing the left circular shift for parallel programming, care must be taken since the shift will be executed simultaneously by all tasks. Without careful design, it can lead to a deadlock situation. Deadlock occurs when each task in the system is waiting for some other tasks to release a resource or complete a particular operation, forming a cycle of dependencies. The pseudocode for a single left circular shift is described as:

Send m to the left

Receive m from the right

Because each task initializes its m value independently, the above pseudocode can guarantee that no deadlock occurs. Next, we can move on to implement it in the C program. It is essential that a task only communicates with its immediate neighbors. We can define the left and right neighbors using the rank of the task and the total number of initialized tasks:

|  |
| --- |
| int world\_rank, world\_size;  MPI\_Comm\_rank(MPI\_COMM\_WORLD, &world\_rank);  MPI\_Comm\_size(MPI\_COMM\_WORLD, &world\_size);  int right = (world\_rank + 1) % world\_size;  int left = (world\_rank - 1 + world\_size) % world\_size; |

The modulo operation is used to ensure that it will "circle around." The pseudocode can then be implemented (in order) as:

|  |
| --- |
| MPI\_Send(&m, 1, MPI\_INT, left, 0, MPI\_COMM\_WORLD);  MPI\_Recv(&m, 1, MPI\_INT, right, 0, MPI\_COMM\_WORLD, MPI\_STATUS\_IGNORE); |

For performing a left circular shift three places, we use a for-loop and perform the left circular shift three times for each task:

|  |
| --- |
| for (int i = 0; i < 3; i++)  {  MPI\_Send(&m, 1, MPI\_INT, left, 0, MPI\_COMM\_WORLD);      MPI\_Recv(&m, 1, MPI\_INT, right, 0, MPI\_COMM\_WORLD, MPI\_STATUS\_IGNORE);  } |

1. Strategy for Achieving Ordered Output

Each task must output its m-value after performing the left circular shift three times. Moreover, the outputs must be ordered based on the rank of the task, and only point-to-point communication is allowed. To differentiate between the messages sent during the circular shift and those sent for ordered output, we use different message tags. This approach helps to avoid confusion and ensure proper communication between tasks.

Each task can output the m-value on its own. However, the order of the output is unpredictable. This is because the MPI tasks are competing for access to the shared To address this issue, we can designate a single task to handle the m-value output so that we can order these outputs based on the rank. This task will be the master, while the others would be workers. In the implementation, task 0 is chosen as the master task. The master task is responsible for collecting the m-value from the worker tasks, organizing them based on rank, and then printing the m-values in order.

To address this issue, we can designate a single task to handle the m-value output so that we can order these outputs based on the rank. This task will be the master, while the others would be workers. In the implementation, task 0 is chosen as the master task. The master task is responsible for collecting the m-value from the worker tasks, organizing them based on rank, and then printing the m-values in order

During the left circular shift, we use a message tag of 0 for the communication between tasks. When collecting the m-values for ordered output, we use a message tag of 1. By using different message tags, we ensure that the master task can correctly identify and process the messages related to ordered output

This can be achieved by having all the worker tasks send their m-values as messages using MPI\_Send() with a message tag of 1 to the master. Then, using a for-loop, the master will collect these messages and print them in order. We use the if-else clause to partition the work between the master and the workers. The code can be implemented as:

|  |
| --- |
| if (world\_rank == 0)  {  for (int i = 0; i < world\_size; i++) {      if (i == 0) {              printf("Task %d: %d\n", i, m);          } else {  int m\_received;              MPI\_Recv(&m\_received, 1, MPI\_INT, i, 1, MPI\_COMM\_WORLD, MPI\_STATUS\_IGNORE);              printf("Task %d: %d\n", i, m\_received);          }      }  } else {  MPI\_Send(&m, 1, MPI\_INT, master, 1, MPI\_COMM\_WORLD);  } |

1. Record of communication between tasks 0 and 3

The communication record between tasks 0 and 3 demonstrates the left circular shift operation within the ring topology. Task 0 sends its m-value to task 3 (its left neighbor), and task 3 receives the m-value from task 0 (its right neighbor). This pattern aligns with the left circular shift operation, where each task sends its m-value to its left neighbor and receives an m-value from its right neighbor

This record is a part of the overall communication that takes place during the left circular shift operation, with all tasks in the ring simultaneously performing send and receive steps. The record confirms that the implementation works as intended, properly shifting m-values across the ring topology

1. Orderd output of m-values

The ordered output of m-values shows the result of the left circular shift operation performed by the tasks within the ring topology. After executing the shift three places to the left, the final m-values for each task are presented in an ordered manner based on their task ranks. The output indicates that the program successfully completed the left circular shift and achieved the desired ordering of the m-values.