## Задания:

1. Напишите, пожалуйста, бизнес-функциональные требования на разработку железного почтового ящика, который висит в каждом доме.
2. В файле «Rule Expression Reference.pdf» – описание языка для построения правил системы автоматизации маркетинга. Пожалуйста определите, что происходит в этих 2-х правилах:

count( filter(filter(filter( get("Account.contact\_history"), "contact\_time", formatDateTime("day"), greaterThan(time(now, 30,"day","past")) ), "channel", "Call Center"), "product", "ТП МР")) > 0&&count( filter( get(Account.active\_services), service\_id, contains (list("11208","11220","18644"))))==0

set("RESPONSE", get("contact")) && set("M", get("Message")) && set("M\_ID", get(M, "ID")) && count(filter(filter(filter( get("Account.contact\_history"), "date\_time", formatDateTime("day"), greaterThan(time(now, 365,"day","past"))), "message\_id", M\_ID ), "RESPONSE", contains(list("Yes")))) == 0

1. Дана Ситуация – ваш клиент просит показать как через trello api удалить карточку (Card) на его доске(Board) с именем ToDoBoard. Необходимо подготовить и предоставить видео ролик с демо для пользователя где виден процесс - сначала карточка ToDoBoard есть потом делается запрос на удаление, потом ее уже нет. Для демо использовать можно любой инструмент для REST запросов - curl, Postman и т.д.
2. Файл 2.groovy - пример скрипта окружения системы. Комментарии и прочие подсказки оттуда убраны. Необходимо определить, что происходит при его выполнении.
3. Таблица TEST имеет несколько миллиардов записей. Баланс у клиента может меняться один раз в день, при изменении в таблицу добавляется новая запись.

CREATE MULTISET TABLE TEST

( SUBS\_ID INTEGER

,BALANCE\_AMT INTEGER

,BALANCE\_DATE DATE)

PRIMARY INDEX (SUBS\_ID)

PARTITION BY RANGE\_N (

BALANCE\_DATE BETWEEN date '2000-01-01' and '2018-12-31' Each interval '1' Month,

NO range OR UNKNOWN );

Напишите, пожалуйста, запрос, который вернёт текущий и предыдущий балансы всех клиентов. Поясните почему вы написали запрос именно таким образом. Как можно решить эту задачу менее затратным способом?

Результат запроса должен выглядеть так:

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| SUBS\_ID | BALANCE\_DATE\_CURR | BALANCE\_AMT\_CURR | BALANCE\_DATE\_1 | BALANCE\_AMT\_1 |

1. Напишите приложение на Java\Groovy, которое решает следующую задачу:

Имеется массив строк. Необходимо определить строку, которая встречается чаще всего и вывести количество слов в данной строке.

Решение:

**1)**

Цель

Создание инструмента, позволяющего накапливать письма для обеспечения удобной коммуникации между пользователями почтового сервиса

Пользователи системы

* Роль отправитель
* Роль получатель
* Роль почтальон
* Роль руководитель почтового отделения

Проблемы

Отсутствие единого механизма хранения и взаимодействия между пользователями почты

Решение проблемы

Создание почтового ящика и его ввод в эксплуатацию

Задачи

Определение функционала ящика, удовлетворяющего требованиям всех лиц

Определение форм фактора ящика

Согласование с управляющей компанией

Установка в надлежащем для этого месте

Анализ и устранение проблем этапа эксплуатации

Сроки

На разработку предусмотрен месяц с момента начала.

Основные этапы:

* 1. Сбор и анализ требований
  2. Разработка прототипа
  3. Тестирование
  4. Установка в назначенном месте
  5. Приемка и сверка результатов

Исполнитель

Подразделение разработки почтовых сервисов, руководитель Багавиев Б. И

Ограничения

* Бюджет (100.000 RUB)
* Временные сроки
* Законодательные требования

Функциональные требования к системе

* Почтовый ящик должен иметь механизм помещения в себя писем и посылок без аутентификации пользователя
* Почтовый ящик должен однозначно идентифицировать своего пользователя;
* Почтовый ящик должен защищать свое содержимое от механических повреждений;
* Почтовый ящик должен быть изготовлен из железа;
* Почтовый ящик должен вмещать в себя достаточное количество писем в рамках разумного срока проверки почты;
* Почтовый ящик должен иметь интуитивно понятный интерфейс своего форм-фактора;
* Почтовый ящик должен аутентифицировать пользователя, чтобы только допущенное лицо могло извлечь содержимое ящика;
* Почтовый ящик должен иметь достаточный габаритный размер отверстия и общего объема для хранения мелких посылок;
* Почтовый ящик должен иметь механизм извлечения своего содержимого после аутентификации пользователя

**2)**

1. Выбираем атрибут contact\_history из сущности Account. Далее смотрим поле contact\_time, передаем условие для фильтрации - данные за последние 30 дней. Далее фильтр по атрибуту channel - выбираем данные типа Call Center, активность по звонкам в КЦ видимо. Далее фильтр по продукту, выбираем какой-то продукт ТП МР.

Считаем, чтобы нашлась хотя бы одна запись. Аналогично следующее условие (надо, чтобы выполнилась как первая часть, так и вторая, оператор &). Находим записи из системной сущности Account - active\_services, которые не содержат service\_id из определенного списка (кол-во нулевое).

По итогу получается посмотрели активность по коллцентру за месяц по конкретному продукту, чтобы такие записи встречались, но при это же, чтобы на этом же аккаунте не было подключено сервисов с такими то номерами.

2. Тут получается создаем переменную RESPONSE на основе поля contact. Создаем переменную M на основе текста системного сообщения. Аналогично поле M\_ID на основе ID сообщения.

Далее берем те записи из истории контактов за последний год, которые содержат ID определенного нами сообщения, и не содержат в поле RESPONSE сообщений с текстом "Yes".

**3)**

Все отработало отлично, см видео семпл «teradata\_trello.mp4». Сначала думал сделать через Java библиотечку, потом закопался, и сделал через предложенный Postman. Впервые попробовал этот сервис, все удобно.

0) Получить api\_key(32) и api\_token(64). Сделать подтверждение на веб-интерфейсе

1) Создать доску, список на доске, карточку на списке.

Узнать их id из интерфейса, открыв их и набрав в конце url'a .json

Копирнуть из json в браузере найденные айдишники.

2) Получить доску:

https://api.trello.com/1/boards/?key=&token=

3) Получить карточку на доске:

https://api.trello.com/1/boards//cards/?key=&token=

4) Добавить карточку на доске:

https://api.trello.com/1/cards?key=&token= &idList=&name=Bang new card from Postman!

5) Удалить карточку:

https://api.trello.com/1/cards/6114104094657748519b7454?key=&token=

**4)**

Интересно, получается это какая-то fancy версия java, окей. Это очень похоже на java, неплохо читается в целом. Что удалось понять, глядя на исходный код, предположу, это тулза, которая читает зашифрованные файлики PGP из определенной директории, далее расшифровывает их, подключается по jdbc к Teradata, и далее все эти файлики туда грузит в определенную таблицу. Все это происходит вместе логами в консольку и в цикле основного процесса, который ожидает ввода и прерывается в результате выполнения команды. Ну и еще можно отметить наличие где-то конфига и его чтение, для подключения к БД.

**5)**

Скрипт тестировал на MySQL. Решил именно таким образом, т.к. это первое и самое простое, что пришло в голову. Возможно не самый оптимальный вариант, главная оптимизация – таблица партицирована по дате – брать последний срез, чтобы не делать full scan.

Тут беру срез за последний месяц, далее оконной функцией нумерую для каждого абонента его строку с датой. Т.е. каждая дата будет иметь теперь порядковый номер. Затем оставляю только последнюю и предпосленюю записи для каждого абонента. Всего это в CTE выражении, чтобы удобно заиспользовать результат далее. После чего привожу к нужной структуре результат – Join предагрегата на самого себя, соединяю в одну строку текущий баланс и даты вместе предыдущими, для каждого абонента. Не исключаю, что могут быть баги, но на тестовом примере все отработало ожидаемо.

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAkAAAABXCAIAAABjtG1rAAAAAXNSR0IArs4c6QAAFTJJREFUeF7tnV9oHcUexzcWBfFa8OqTb9YcQ/AefKkPqW9FsYm5EBWOT7dFqCeKWHMCAUX7FEUh0EQvookXbPtmQA3cmlNp8c1GsC8lSmxPWn1R8EElXquiaO/8293Zndnd2T27c3bP+S6BtpPZ35/P/HZ/O7+d7gxdvfqrg6OvCbz88nxf+5ency+8cDRPcZAFAiBQJIEhJLAi8UI2CIAACIBAUQSuK0ow5IIACIAACIBAkQSGjh8/XqR8yAYBEAABEBhEAocOHSrabZrAHn744VzUfPDBB3mJysUeCAEBEAABEOgVgd27dxetWiSwXDSdOHHCQsrNkci33357++235ygQolIRAP9UuLrvDODdMAS9VPTs4MI7sFSDgs4gAAIgAAJlIYAEVpaRgB0gAAIgAAKpCCCBpcKFziAAAiAAAmUhgARWlpGAHSAAAiAAAqkIWElg20v7hsSxb2nbIf+kf7gH/6fUh3SdbrPfhk5UPfM7TLe1ElLB4J0j5bBfeJaHvBCKlD7SGQHH29MuEuZtUKl8ku9BnIOy3rAsomjf9LQ3BEyvPABBRqphCYPl/jqgNlp+4oiUln/0ELvxSntQfgruOOIAHhWQdgKeD1rmgB20cO0SV+Lln7KDhQTWnq6tNjrX2LFe3+pEWji2KHp1FjfnSYYzOHF45lxncYyeuDxO5MoSJuS7SkoqYUt4Yju16jSbzuopP/cqYtU+Y8366kEpXbspcsJZ50gIFGeN5mtPKW07NzOssznKwYBeAoXJFWSYuLlRE/n0YlQN08LzLWms1sTzhsRfakzJnnYvLX9tGIw1myxe+dDOb46NOaNz6hDoRhTA3YugNwHvPq9OrGSIUu+UgQnXfHB1g1o510ICIzrrI+J2PL7MEk3C0dnaEGekPNGTyxKbd1dJ0hf9e98Slr8ac1P1jZgMpuszOne03lrgM0p+0F6LHR+EGZSgkUEHTWwzgJDJsOGRuipa22hgQbhL+fhrh3iqIZ5r2guteqNh7CiAG6MqJOCpdvq4Rx71jA2J69jn4Zo3rjyYW0hg41PNlQm/LBht9UarxstqE5uLcyTPGZ+oFUnuoRsx071YeGFLRNZpTA4Tm6IzGLu5qX3Gl9edCXeSwvKXm58DRnhKYyt8/im+gxF6Qy4myo8yLD7O2msrY6O1UB9to3m8lpe/HnVthj2k0OnX4tyksZ8A7pXRTSp4uQe88UAldByQcM0LV65yLCQwZ3yZ1Qmm1mi4+jdyxQ+5KsWqbqYn5kqEClMs4fOvSTKPjMlg0X3G54LTQfWOLyuNriDqHTWxzVC+1jCtVu+inR/teOUfbWOG0Skt/0jU7GGr1qof1Zd+IxkAOK8hRlQQCw/4DMGpnjI44ZoLrlyF2EhgwmCajtabK+x9T/wRmjyZnyiL3b64aX53iLLHtYQ+K4u7MymX6+dgcX2GZ042VhdOMTVUZuyLtCQ84veugya2GYlMZRi/aEntRZ7mahuNdEd0Khn/GNTkGWXMaU4ZFMh9VwE8VWzkHvCptJt07u9wNSFgvU/xCYy8p/ZmXTwEg9etpo7CC1DqiSnokAUg6R+HVfmiFEZtbPqLLrRVxIQ+wzNHnVZrg6og9zqn5S18oEugYqalUT57DprYZghOZ1j8YJEXCKQ8GppWaxsNTQh1Kxf/WNT0XYrJC17ZQwA3D4siAt5cu1nPPg9XMwiWe5GP+e7s7Lhrgbr6k4jSnS+/IXUn22pb4D0qTxa6E0MK/C7N9YCEwJK+KK+++eYbza9US6TlfHzZYJMUGdflF79Me0Cn20duZG18pWVYSfg1ss5+rYNavZ4OaX1U8DV1JB+jcQgqZacwIJJU0SjWlepHoHr8E4c4uPhTXggaFYQAzu54pQh4/yFVN1oI19CNKwuurjKM5mR8zBcf87X8yOSrs/O5z565Vz7FAN7NmIBeKnp2cBVfQkzldEJn+f988gVMJquX8rTAoqyinS1avkVUhajKnU/uAgtxu3dCi+ZTtPzekaOac/cud4GF8MEMDDOwQgLLRKidZzQTSwakD4B3M9Cgl4qeHVzVmoGlAojOIAACIAAC/UwACayfRxe+gQAIgEAfE6AlxD52D66BAAiAAAj0hMChQ4eK1jvQ78CKhgv5IAACIAACxRFACbE4tpAMAiAAAiBQIAEksALhQjQIgAAIgEBxBJDAimMLySAAAiAAAgUS0CSwX3/99bfffvvrr78KVAvRIAACIAACINAdAf0M7Jlnnvnhhx/+/PPP7oSTs9W9urO1dG1IogBpa3D38x7e/0V3P7ar6cPlRm1JHiMh5hsisjRFQqIjVe0g/8//ABz6iyAttaWqTvfQbpOA97/voF4C2gAOh6ukhH05J/zZ6sjwLv0QS+EadEqyfHAu3p7FsT6BXbly5fnnn//xxx+7yWEsdgN7dWdrscSms1UX35tfr7fodmTt6QlHfFR4U+xHqfQhtqlOeQYrEraXDq42+PdthZKwcyFpGhss4eiJGu/roP72UOQeMO805S8Rqy09sbXySg0CPm0Aq+FKv9HvHvRb1sGtT6PCuwJD3F7jNwf6XW5p63fJcnIpixvINbJjQx9/866nV0LkOzCSw44cOfLll1/+8ccf2SxU9+rO1pJNe+qzxpfdzTBqo/R+SbZGENs7DU82xjYvkg02yQ6bwT5USfSW5DoJnllciXIEpcVKSO1h9U4g9wC6X+bcqGe62lI9r0picXLApw3g2P5ku+qVZnC/T33/agyxT6+z5W6wHrSctLv7w9FdcLPuDl+SaCmrGXGLOL777jsyD7t06dLvv/9eVvsLsMvbddeTHdpgk0673A2aDfULCSQ9Hd2qsVpKbbVxMs3uvaoNhqqr1G1lQvpCM7kdHHROylv1qi1Vcq60tpoEfNoAVsK1vdByFuci9/v0toJUBr202ETxZWhtiu0DpwtO/thLDvK46v29xA5V0LSEVYhXr14lOeynn37KPA+rGhOyb15iaonr4xX99y1dVH13ayZ0J+PWAt2bWuovgr1qxPKyl268LVVXpd2Pay26Hfa+6QVvW2zRQgq9OLokYBLwvorYANYEvDhTmn7FXiDqoJd5iHl9dGqNvqFVLb8412ms8qfVIRKv9ZHhLkcKp2sIJCSwm2666ZVXXtm9e/f1118/APxoBZuUrMIzI3cvc0Ygoo9Lxyv6n5sZ8YlxCeQy3uRPoaSXKJ1L/WMDPGBDfw8Fr65Kb0/4/pnnlpe99ymiJc0Utr+ZZfTOJOCZaKMAVgLetUqefsVdIJpBL/8Q8/qgGq4zw14bDdfg27+M44XTwgTiEhjPXrVa7YYbbuh/cvTJUM5eJC5X1ugcidYLxfNTuE88FUUCrZPweZcsNEaIzoZ+HYn2tFjM5ePuV1fL4VdywKcN4Ihw1bz94gQqHN7bS9Pu3JC8yYvPTmTpVstpTGICVkjck4/57uzsyHs1//LLL/v37z98+PDXX39NKofme0ATUXJnea90vrwsW4u5Ad30DOzsLnY4J8um+CFWx+n6aJySzAhLkHrr9lDXIFIkdONkmc+V4Ia3KufzrVBs6fmV2cNy2WYS8GSxbOgSSApgNVypnuixig5vddBLxc8z3Ls7eOZ5lrt9EKrFDZ3mY77kPzKT9Ydk7nXLLbfs2rXLPG2eOHHCwueHze1BTxAAARAAgT4moC8hZshefcwIroEACIAACJSQgCaB3XjjjbfddluquVcJHYNJIAACIAAC/U1AlBB//vnn7v08c+YMSojdY4QEEAABEAABEwI5b2j5z0f/ZaK1JH3+/rfrfvgZ3yzu2WiAv2X0AN4NcNBLRY/gStU/W2cbOrJZhrNAAARAAARAIIYAEhjCAwRAAARAoJIEkMAqOWwwGgRAAARAAAkMMQACIAACIFBJAoUlsCuvPXjzrlvZz4NvXKZssrVYo6qa55yeFS48eZaboenDf3F6dv9rX2lMjZFw35tXonyTpSkSrAGxrcjzlMQMh6P6btJi2+6q6jMJeM0QCHfPHtl1qybmzS8Z98IJXWIuzQj55YGtuzDPPCnf8b564z7+T/Fz5HT0DaQ8flXMksIS2OWtu9//8/v/kZ8P737uIL0fZWuxxlMx7+yRhxzmwvlXNx8jwUcO1QXHYWH60AmdnYqEy28eXp26wLC8X3/xsCbnhaRpbLAGpAeKnniXBgz5+eSpPY7qu0lLD6yuqEqDgI8KP5JdFpwn9iqOG14y3nlp5ZeG9OU394ubw/fvO4/xRE6y1yMOD+CPnr6TNNzx9CcsmOnPu487e0dq2htIaZyqpCGFJbAH3jr2ACdSq93L/szWYo1q2LzT6+88McFcuGO8sffzizRGVRd4mF44pl7MZAKhkeC5c+eo7pSQtFgJ1sj0RpHqu0lLb2ytpNbkgNeHH3nGWhi59NGMv8uo677pJRPXnz0RRsgvD+ZO5zNxc3AemDr02RYpMZ397+ZLF966X2vjldcW3nlijmQ13Q2kPF5V0ZLCEpgH48qpNadxYI8EJ1uLNbqqeXtG7mYx6h9qn3jzhIQ7n/r4aOceVlK4Z3XqP8/eYe6UaoP5uZXp+fZjcs3ZM1v13aSlMl732lCTgHeBk+zypHOSzzDijrSXTFr5vWbmOJsd8QqAPKCTv5Pk/emL/NK+edfsmYB9Z5dmnVfnArkt7Q2k9/6W1IKiE9jp2fCdOluLNXyqearquD5e4fvBNzT7+7k1k0sv3fvpi0u0LCn1D6RIaw6XRtGBY6Le4tacS2NZXxtiEvAegMun3/v0/HN3sSew2fOfze7d/9pZ902PNuDdM30tsReIRr7u1XLPB+TAsQuNNZGu7nrxs3qNPqC7BfALx754xH1rTpq96ZdvdSrmPXe21AYUmsDIe8752gX6PsOP4ywt1giqBjPVVy5+ce+o+8wZ0ce10St8f/S0tL8fl0BC+fNjz9CyJJmKXXrp83nyalDqH/tUG7DBGpCeKHJrzp5y1XeTlp7YXjGlJgEvXwIkbsVLHVo2v/fY+Y+fvd9906MJeEEjoCXuAqHXRVh+iiqFTfh7nv2IP29RDt7NgVmwZ3KKzsmENcr0K+EGYtOJPtBVWAKja5yC2StbizXGYfMOTDz+9jorBXzVXj3/jxF6IakuxJmnSKB1ktl/8/ICqSGIB7cYETobrAGxrOjMk6LwIsiovpu0WDa6yuqSAz5t+KW9ZNLKLyFtsixr1nl08g6H+rIglltLl3Zo+pXuBlJCf0tnUlEJjN70Hb8oTFbSZ2uxBkw17/7XP3QeoRXtvc/V3339gMhkQadoIymh8HKKUvtWJJDKAykvuO/AdK98Q9JUG6wBsa3ozlGXzOzd79OX4arvJi22za6sPpOATxt+hpeMxyyt/BLBFivm71p79BJ/I3j/65em3uPFVbLSmK/mYOlNevulMi+RR9U0BR/zxcd8exa5+DqqZfQA3g1w0EtFDx/zTYULnUEABEAABAaLQFElxMGiCG9BAARAAASsE8CGltaRQyEIgAAIgEAeBHJ+B4YdmfMYFMgAARAAARBIJoASYjIj9AABEAABECghASSwEg4KTAIBEAABEEgmgASWzAg9QAAEQAAESkgACayEgwKTQAAEQAAEkgkUl8Da00PuMd1mhmRrSfYhnx7bS/tce/ctbQcNFg44mj5ceXvaPSdojOeyKkF/giJNkZCPtyWUEhseQ+Ex8fG558UALaG3vTfJJOCFlcHwjgOuhqs0rN4g+s5Hhjf9RRVGVLJT52mQlYSc3Wvcu0Lvg6GyFhSWwNprzvo1dnQWN+dpRsjWYo1sZ6suDF6vtw4Sg9vTE9wF4sAEDzWlD2ljQTmxorNTkbC9dHC10WFUhJLwaSFpGhusAbGsSA0PakBTjMm1czPD7BFIjAn/t67FstnVVWcS8Gp4q0MgEYgI1+AgJven4zzvNMdKz1axMyFch2fO8XsivQE0nbHRWuldLLuBhSWw8eXlce58Z2ujPkLuNtlarAH0zauN0kunvbbSnGIuDE82xjYv0klZuA/7LQnKzqLuYtNJ8NzhSpQjKC1WgjUydhSp4aHoba9tLnbcsGK/VVvsGNsPWkwCXgnvWOBpw1XfnzzDzY92zs2pG2aWi3qinXGstpfmV5pH+UMYji4IFJbAqE18xrw2dc276WRr6cK/DKdun1p1GpNyaA2P1De2OrIotU+8IiGBpKejWzVWPaitNk6miV/Vhgyulf0UNTxWJhgtVkwi97uNFqcnqi9qS9k9LKN9JgEv7DYGHghXeRAjALj9SQQcdE6K6XUZYQmbIuyMD1ffn/ZCy1mcE0/4JXaz/KYVmsD4jHlqzS9mZ2uxibE9nZxa4vp4Ze59S5oNLd0aC5mybbQWaFlS6s9fvA3yEQqP8WW33MKLun5F0a/qukUbv2WQAWbw3STgZbFh4PEBT6sWwUGM7U9y6YZ4SKm16N9K+hpMa6dJuDKSmH5liNOIUwpNYFzn+FQzNH/J1pKf05GSaE2bVC/CM6Pti5t+uTqijyvTK3Ofm5E2tOQSSOBu8ucu0ku8GpT6x9YTAjZYQNFDFWp4KPVWv6rrcffqvD20vHKqTQI+wil3COICPnCqGMTY/tJLIvKMN7aoXovlQBxvZ0K4YvqV4yAWlcC2l6bFUj5a+aG3/2wtObqaIIo+GcrZi9xGV9bY0g36uMXe4rHpki7D6UUrEmidhM+7ZKExdulssEfEqiY1PMirfLFKSwwApcGWA3n01BarNldbmUnAhz2MB64L1/AgyhL7K7yTw5Vf+Hj7let1c/z48Z2dHW9tTDd/IaL808kiG/cQRYdsLd0YlObc0DoM8vDHFgrxQ3ig6xNYwOEtQpKWGgUkSL2ZBuWQVTBpYRvS+FSpvmp4SCz8upVY+uLR8zrpeVYKgVVjTQKeLcH1FxuxUYgHroSrZhBlN6PDm8/ArCLJpMyz0zhcK+FWJhY9OAkf8831cQDCQAAEQAAEbBEoqoRoy37oAQEQAAEQGFACSGADOvBwGwRAAASqTgAbWlZ9BGE/CIAACAwogSHy3m1AXYfbIAACIAACVSaAEmKVRw+2gwAIgMAAE0ACG+DBh+sgAAIgUGUCSGBVHj3YDgIgAAIDTAAJbIAHH66DAAiAQJUJIIFVefRgOwiAAAgMMAEksAEefLgOAiAAAlUmgARW5dGD7SAAAiAwwASQwAZ48OE6CIAACFSZABJYlUcPtoMACIDAABNAAhvgwYfrIAACIFBlAkhgVR492A4CIAACA0zg/0PHZuUtzG65AAAAAElFTkSuQmCC)

WITH Result AS (

SELECT \* FROM (

SELECT \*, (max\_rn - row\_num) st FROM

(

SELECT \*, max(row\_num) OVER (partitiON by SUBS\_ID) max\_rn FROM (

SELECT \*, ROW\_NUMBER() OVER (PARTITION BY SUBS\_ID ORDER BY BALANCE\_DATE) row\_num

FROM test

WHERE BALANCE\_DATE >= current\_date() - INTERVAL 30 DAY

) a

) b

WHERE (max\_rn - row\_num) <= 1

) c

)

SELECT DISTINCT

t1.SUBS\_ID

, t1.BALANCE\_DATE as BALANCE\_DATE\_CURR

, t1.BALANCE\_AMT as BALANCE\_AMT\_CURR

, t2.BALANCE\_DATE as BALANCE\_DATE\_1

, t2.BALANCE\_AMT as BALANCE\_AMT\_1

FROM Result t1

INNER JOIN (SELECT \* FROM Result WHERE st = 1) t2 ON t1.SUBS\_ID = t2.SUBS\_ID

WHERE t1.st = 0

**6)**

// Код рабочий, запускается

Входной захардкоженный массив строк. Сделал через вспомогательный список и объект. Последний нужен для хранения состояния i-ой строки – исходной позиции и количеству повторов. Идея подобная основана на удобной сортировке объектов в списке через компаратор.

Дубликаты искал перебором исходного списка для i-го элемента проверяем все элементы в списке, если повтор инкрементируем счетчик, иначе смотрим дальше. Полуается n^2 сравнений. Память возможно O(n) потребуется, за счет вспомогательного списка. Так же можно было сделать количество повторов не вручную, а через метод Collections.frequency(), но захотел показать, что руками тоже могу (когда-то делал подобные задачи по поиску дубликатов, тогда запомнил основную идею). Проверки case sensitive, можно было приводить к нижнему регистру все например, но явного требования не было.

import java.util.\*;

public class Solution {

private static String strings[];

private static List<Item> list;

static {

list = new ArrayList<>();

strings = new String[7];

strings[0] = "This was a good day";

strings[1] = "This was a bad day 312 win ggwp";

strings[2] = "Once upon a time...";

strings[3] = "Rolling the deep, i'm an astronaut";

strings[4] = "Once upon a time...";

strings[5] = "This was a good day";

strings[6] = "This was a good day";

}

static class Item {

private int position;

private int counter;

public int getPosition() {

return position;

}

public int getCounter() {

return counter;

}

public Item(int position, int counter) {

this.position = position;

this.counter = counter;

}

}

public static String findMaxStr() { // O(n^2)

for (int i = 0; i < strings.length; i++) {

int cnt = 0;

for (int j = 0; j < strings.length; j++) { // еще можно было сделать через утильный Collections.frequencies()

if (strings[i].equals(strings[j]))

cnt++;

}

list.add(new Item(i, cnt));

}

Collections.sort(list, Comparator.comparing(Item::getCounter));

return strings[list.get(list.size() - 1).getPosition()]; // Отсортировали список по возрастанию. Взяли последний элемент.

}

public static int findWordCnt(String str) {

String[] words = str.split(" ");

return words.length;

}

public static void main(String[] args) {

String result = findMaxStr();

System.out.println(findWordCnt(result));

// 5

// "This was a good day" 3 раза встречается

}

}