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What is JavaScript

JavaScript is a programming language initially designed to interact with elements of web pages. In web browsers, JavaScript consists of three main parts:

* ECMAScript provides the core functionality.
* The [Document Object Model (DOM)](https://www.javascripttutorial.net/javascript-dom/) provides interfaces for interacting with elements on web pages
* The [Browser Object Model (BOM)](https://www.javascripttutorial.net/javascript-bom/) provides the browser API for interacting with the web browser.

JavaScript allows you to add interactivity to a web page. Typically, you use JavaScript with HTML and CSS to enhance a web page’s functionality, such as [validating forms](https://www.javascripttutorial.net/javascript-dom/javascript-form-validation/), creating interactive maps, and displaying animated charts.

When a web page is loaded, i.e., after HTML and CSS have been downloaded, the JavaScript engine in the web browser executes the JavaScript code. The JavaScript code then modifies the HTML and CSS to update the user interface dynamically.

The JavaScript engine is a program that executes JavaScript code. In the beginning, JavaScript engines were implemented as interpreters.

However, modern JavaScript engines are typically implemented as just-in-time compilers that compile JavaScript code to bytecode for improved performance.

## **Client-side vs. Server-side JavaScript**

When JavaScript is used on a web page, it is executed in web browsers. In this case, JavaScript works as a client-side language.

JavaScript can run on both web browsers and servers. A popular JavaScript server-side environment is [Node.js](https://www.javascripttutorial.net/nodejs-tutorial/). Unlike client-side JavaScript, server-side JavaScript executes on the server that allows you to access databases, file systems, etc.

## **JavaScript History**

In 1995, JavaScript was created by a Netscape developer named [Brendan Eich](https://en.wikipedia.org/wiki/Brendan_Eich). First, its name was Mocha. And then, its name was changed to LiveScript.

Netscape decided to change LiveScript to JavaScript to leverage Java’s fame, which was popular. The decision was made just before Netscape released its web browser product Netscape Navigator 2. As a result, JavaScript entered version 1.0.

Netscape released JavaScript 1.1 in Netscape Navigator 3. In the meantime, Microsoft introduced a web browser product called the [Internet Explorer](https://en.wikipedia.org/wiki/Internet_Explorer) 3 (IE 3), which competed with Netscape. However, IE came with its own JavaScript implementation called [JScript](https://en.wikipedia.org/wiki/JScript). Microsoft used the name JScript to avoid possible license issues with Netscape.

Hence, two different JavaScript versions were in the market:

* JavaScript in Netscape Navigator
* JScript in Internet Explorer.

JavaScript had no standards that governed its syntax and features. And the community decided that it was time to standardize the language.

In 1997, JavaScript 1.1 was submitted to the [European Computer Manufacturers Association](https://www.ecma-international.org/) (ECMA) as a proposal. [Technical Committee #39](https://www.ecma-international.org/memento/tc39-m.htm) (TC39) was assigned to standardize the language to make it a general-purpose, cross-platform, and vendor-neutral scripting language.

TC39 came up with ECMA-262, a standard for defining a new scripting language named ECMAScript (often pronounced Ek-ma-script).

After that, the International Organization for Standardization and International Electrotechnical Commissions (ISO/IEC) adopted ECMAScript (ISO/IEC-16262).

## **JavaScript overview**

To [define a variable](https://www.javascripttutorial.net/javascript-variables/) in JavaScript, you use var keyword. For example:

var x = 10;

var y = 20;

Code language: JavaScript (javascript)

ES6 added a new way to declare a variable with the [let](https://www.javascripttutorial.net/es6/javascript-let/) keyword:

let x = 10;

let y = 20;

Code language: JavaScript (javascript)

There are differences between [var and let](https://www.javascripttutorial.net/es6/difference-between-var-and-let/). And it’s a good practice to use the let keyword to declare variables.

To declare a [function](https://www.javascripttutorial.net/javascript-function/), you use the function keyword. The following example defines a function that calculates the sum of two arguments:

function add( a, b ) {

return a + b;

}

Code language: JavaScript (javascript)

To call the add() function, you use the following syntax:

let result = add(x, y);

Code language: JavaScript (javascript)

To log the result into the console window of the web browser, you use the console.log() :

console.log(result);

Code language: JavaScript (javascript)

Now, you should see 30 in the console window.

JavaScript provides you with condition statements such as [if-else](https://www.javascripttutorial.net/javascript-if-else/) and [switch](https://www.javascripttutorial.net/javascript-switch-case/) statements. For example:

let a = 20,

b = 30;

function divide(a, b) {

if(b == 0) {

throw 'Division by zero';

}

return a / b;

}

Code language: JavaScript (javascript)

In the divide() function, we check whether the de-numerator (b) is zero. If yes, we [throw an exception](https://www.javascripttutorial.net/javascript-try-catch/). Otherwise, we return the result of a / b.

To declare an [array](https://www.javascripttutorial.net/javascript-array/), you use the following syntax:

let items = [];

Code language: JavaScript (javascript)

To declare an array with some initial elements, you specify the elements in the square brackets:

let items = [1, 2, 3];

Code language: JavaScript (javascript)

You can access the number of elements in the items array through its length property:

console.log(items.length); *// 3*

Code language: JavaScript (javascript)

To iterate over the elements of the items array, you use the [for](https://www.javascripttutorial.net/javascript-for-loop/) loop statement as follows:

for(let i = 0; i < items.length; i++) {

console.log(items[i]);

}

Code language: JavaScript (javascript)

Or use the [for...of](https://www.javascripttutorial.net/es6/javascript-for-of/) loop in [ES6](https://www.javascripttutorial.net/es6/):

for(let item of items) {

console.log(item);

}

Code language: JavaScript (javascript)

JavaScript is an evolving language. It has many other features that you’ll learn in the following tutorials.

In this tutorial, you learned what JavaScript is and the overview of the JavaScript language.

# JavaScript Code Editors

**Summary**: in this tutorial, you will learn about JavaScript code editors and how to install the Visual Studio Code for coding JavaScript.

## **Popular JavaScript Code Editors**

To edit JavaScript source code, you need a plain text editor such as Notepad on Windows. However, to simplify and speed up typing of JavaScript code, you need a JavaScript code editor.

Besides basic editing features, a JavaScript code editor provides you with syntax highlighting, indentation, autocomplete, and brace matching functionality. Some editors also allow you to debug JavaScript.

The following are some popular JavaScript code editors:

* [Visual Studio Code](https://code.visualstudio.com/)
* [Atom](https://atom.io/)
* [Notepad++](https://notepad-plus-plus.org/)
* [Vim](https://www.vim.org/)
* [GNU Emacs](https://www.gnu.org/software/emacs/)

Note that all these JavaScript editors are free. As a matter of choice, we will use the Visual Studio Code.

## **Visual Studio Code**

Visual Studio Code is a free and open-source code editor developed by Microsoft. Visual Studio Code is often called VS Code.

![JavaScript Code Editor - VS Code](data:image/png;base64,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)

VS Code works across platforms including Windows, Linux, and macOS.

VS Code is highly customizable. It allows you to change the theme, keyboard shortcuts, preferences. It has lots of useful extensions that add extra functionality to the editor.

VS Code includes built-in support for JavaScript, which includes IntelliSense, debugging, formatting, code navigation, refactoring, and many other advanced language features.

To learn all the features supported by VS code, you check it out the [JavaScript in Visual Studio Code](https://code.visualstudio.com/docs/languages/javascript).

### **Download Visual Studio Code**

To download the Visual Studio Code, you go to the following download link:

[Download Visual Studio Code](https://code.visualstudio.com/download)

### **Installing Visual Studio Code**

Setting up the Visual Studio Code is easy and quick. It is a small download so that you can install it in a few minutes.

### **A) Windows**

To install the VS Code on Windows, you follow these steps:

* First, execute the installer from the downloaded file.
* Then, open the Visual Studio code.

Note that the installer will add the Visual Studio Code to your %PATH%. It will allow you to type the command code . to launch the VS Code on that folder.

### **B) macOS**

You follow these steps to install the VS Code on macOS:

* First, double-click on the downloaded archive to expands the contents.
* Then, drag Visual Studio Code.app to the Applications to make it available in the launchpad.

### **Installing the Live Server extension**

The live server extension allows you to launch a development local server with the hot reload feature for static pages. Once you change the JavaScript code, you don’t need to refresh the page to see the changes.

To install the Live Server extension, you follow these steps:

* First, click the Extensions.
* Second, search for the Live Server and select the Live Server extension on the list.
* Finally, click the Install button.
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In this tutorial, you have learned about the JavaScript code editor and how to install the Visual Studio Code for editing JavaScript source code.

# Web Development Tools

**Summary**: in this tutorial, you will learn how to open the Console tab of web development tools to view the messages.

Web development tools allow you to test and debug the JavaScript code. Web development tools are often called devtools.

Modern web browsers such as Google Chrome, Firefox, Edge, Safari, and Opera provide the devtools as built-in features.

Generally, devtools allow you to work with a variety of web technologies such as HTML, CSS, DOM, and JavaScript.

In this tutorial, you will learn how to open the Console tab of the devtools to view messages output by JavaScript.

## **Google Chrome**

First, open the [devtools.html](https://www.javascripttutorial.net/sample/devtools.html) file.

The devtools.html file has the following JavaScript code:

**<script>**

console.log('Hello, devtools!');

*// the following code causes an error*

let greeting = msg;

**</script>**

Code language: HTML, XML (xml)

Second, press F12 on Windows or Cmd+Opt+J if you are on Mac.

The devtools will open the Console tab by default. It will look like this:

![web development tool - console tab](data:image/png;base64,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)

The first message is 'Hello, DevTools!' which is the output of the following command:

console.log('Hello, DevTools!');

Code language: JavaScript (javascript)

To output the value of the [variable](https://www.javascripttutorial.net/javascript-variables/), you use the following console.log() method. For example:

let message = 'Good Morning!';

console.log(message);

Code language: JavaScript (javascript)

The second message that appears on the Console tab is an error.

Uncaught ReferenceError: msg is not defined

Code language: JavaScript (javascript)

This is because the variable msg has not been defined in the code but was referenced in the assignment.

Now, you can see both normal messages issued by the console.log() and the error messages. It’s enough to start. We’ll dive into the devtools in the later tutorial.

## **Firefox and Edge**

Typically, you open the Console tab of the devtools in Firefox and Edge using F12. They have similar user interfaces.

## **Safari**

If you are using Safari browser on Mac, you need to enable the Developer Menu first:

![Graphical user interface, text, application
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And then press Cmd+Opt+C to toggle the Console window:

![Graphical user interface, text, application
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In this tutorial, you have learned how to open the Console tab of the devtools for checking messages issued by JavaScript code.

# JavaScript Hello World Example

**Summary**: This tutorial helps you get started with JavaScript by showing you how to embed JavaScript code into an HTML page.

To insert JavaScript into an HTML page, you use the <script> element. There are two ways to use the <script> element in an HTML page:

* Embed JavaScript code directly into the HTML page.
* Reference an external JavaScript code file.

## **Embed JavaScript code in an HTML page**

Placing JavaScript code inside the <script> element directly is not recommended and should be used only for proof of concept or testing purposes.

The JavaScript code in the <script> element is interpreted from top to bottom. For example:

<!DOCTYPE html>

**<html lang="en">**

**<head>**

**<meta charset="UTF-8">**

**<title>**JavaScript Hello World Example**</title>**

**<script>**

alert('Hello, World!');

**</script>**

**</head>**

**<body>**

**</body>**

**</html>**

Code language: HTML, XML (xml)

In the <script> element, we use the [alert()](https://www.javascripttutorial.net/javascript-bom/javascript-alert/) function to display the Hello, World! message.

## **Include an external JavaScript file**

To include a JavaScript from an external file:

* First, create a file whose extension is .js e.g., app.js and place it in the js subfolder. Note that placing the JavaScript file in the js folder is not required however it is a good practice.
* Then, use the URL to the JavasScript source code file in the src attribute of the <script> element.

The following shows the contents of the app.js file:

alert('Hello, World!');

Code language: JavaScript (javascript)

And the following shows the helloworld.html file:

<!DOCTYPE html>

**<html lang="en">**

**<head>**

**<meta charset="UTF-8">**

**<title>**JavaScript Hello World Example**</title>**

**<script src="js/app.js"></script>**

**</head>**

**<body>**

**</body>**

**</html>**

Code language: HTML, XML (xml)

If you launch the helloworld.html file in the web browser, you will see an alert that displays the Hello, World! message.

Note that you can load a JavaScript file from a remote server. This allows you to serve up JavaScript from various domains e.g., content delivery network (CDN) to speed up the page.

When you have multiple JavaScript files on a page, the JavaScript engine interprets the files in the order that they appear. For example:

**<script src="js/service.js"></script>**

**<script src="js/app.js"></script>**

Code language: HTML, XML (xml)

In this example, JavaScript engine will interpret the service.js and the app.js files in sequence. It completes interpreting the service.js file first before interpreting the app.js file.

For the page that includes many external JavaScript files, the blank page is shown during the page rendering phase.

To avoid this, you include the JavaScript file just before the </body> tag as shown in this example:

<!DOCTYPE html>

**<html lang="en">**

**<head>**

**<meta charset="UTF-8">**

**<title>**JavaScript Hello World Example**</title>**

**</head>**

**<body>**

*<!-- end of page content here-->*

**<script src="js/service.js"></script>**

**<script src="js/app.js"></script>**

**</body>**

**</html>**

Code language: HTML, XML (xml)

## **The async and defer attributes**

To change how the browser load and execute JavaScript files, you use one of two attributes of the <script> element async and defer.

These attributes take effect only on the external script files. The async attribute instructs the web browser to execute the JavaScript file asynchronously. The async attribute does not guarantee the script files to execute in the order that they appear. For example:

**<script async src="service.js"></script>**

**<script async src="app.js"></script>**

Code language: HTML, XML (xml)

The app.js file might execute before the service.js file. Therefore, you must ensure that there is no dependency between them.

The defer attribute requests the web browser to execute the script file after the HTML document has been parsed.

<!DOCTYPE html>

**<html lang="en">**

**<head>**

**<meta charset="UTF-8">**

**<title>**JavaScript defer demonstration**</title>**

**<script defer src="defer-script.js"></script>**

**</head>**

**<body>**

**</body>**

**</html>**

Code language: HTML, XML (xml)

Even though we place the <script> element in the <head> section, the script will wait for the browser to receive the closing tag <html> to start executing.

## **Summary**

* Use <script> element to include a JavaScript file in a HTML page.
* The async attribute of the <script> element instructs the web browser to fetch the JavaScript file in parallel and then parse and execute as soon as the JavaScript file is available.
* The defer attribute of the <script> element allows the web browser to execute the JavaScript file after the document has been parsed.

# JavaScript Syntax

**Summary**: in this tutorial, you will learn about JavaScript syntax, including whitespace, statements, identifiers, comments, expressions, and keywords.

## **Whitespace**

Whitespace refers to characters that provide the space between other characters. JavaScript has the following whitespace:

* Carriage return
* Space
* New Line
* tab

JavaScript engine ignores whitespace. However, you can use whitespace to format the code to make it easy to read and maintain.

The following JavaScript code doesn’t use whitespace:

let formatted = true; if (formatted) {console.log('The code is easy to read');}

Code language: JavaScript (javascript)

It’s is equivalent to the following code that uses whitespace. Hence, this code is much easy to read:

let formatted = true;

if (formatted) {

console.log('The code is easy to read');

}

Code language: JavaScript (javascript)

Note that JavaScript bundlers remove all whitespace from JavaScript files and put them into a single file for deployment. By doing this, JavaScript bundlers make the JavaScript code lighter and faster to load in the web browsers.

## **Statements**

A statement is a code that declares a variable or instructs the JavaScript engine to do a task. A simple statement is terminated by a semicolon (;).

Although the semicolon (;) is optional; you should always use it to terminate a statement. For example, the following [declares a variable](https://www.javascripttutorial.net/javascript-variables/) and shows it to the console:

let message = "Welcome to JavaScript";

console.log(message);

Code language: JavaScript (javascript)

### **Blocks**

A block is a sequence of zero or more simple statements. A block is delimited by a pair of curly brackets {}. For example:

if (window.localStorage) {

console.log('The local storage is supported');

}

Code language: JavaScript (javascript)

## **Identifiers**

An identifier is a name you choose for variables, parameters, [functions](https://www.javascripttutorial.net/javascript-function/), classes, etc. An identifier name starts with a letter (a-z, or A-Z), an underscore(\_), or a dollar sign ($) and is followed by a sequence of characters including (a-z, A-Z), numbers (0-9), underscores (\_), and dollar signs ($).

Note that the letter is not limited to the ASCII character and may include extended ASCII or Unicode though not recommended.

Identifiers are case-sensitive. For example, the message is different from the Message.

## **Comments**

Comments allow you to add notes or hints to JavaScript code. When executing the code, the JavaScript engine ignores the comments.

JavaScript supports single-line and block comments.

### **Single-line comments**

A single-line comment starts with two forward-slashes characters (//). A single-line comment makes all the text following the // on the same line into a comment. For example:

*// this is a single-line comment*

Code language: JSON / JSON with Comments (json)

### **Block comments**

A delimited comment begins with a forward slash and asterisk /\* and ends with the opposite \*/ as in the following example:

*/\* This is a block comment*

*that can span multiple lines \*/*

Code language: JSON / JSON with Comments (json)

## **Expressions**

An expression is a piece of code that evaluates to a value. For example:

2 + 1

The above expression returns three.

## **Keywords & Reserved words**

JavaScript defines a list of reserved keywords that have specific uses. Therefore, you cannot use the reserved keywords as identifiers or property names by rules.

The following table shows the JavaScript reserved words defined in ECMA-262:

|  |  |  |
| --- | --- | --- |
| [break](https://www.javascripttutorial.net/javascript-break/) | case | catch |
| [continue](https://www.javascripttutorial.net/javascript-continue/) | debugger | default |
| [else](https://www.javascripttutorial.net/javascript-if-else/) | export | [extends](https://www.javascripttutorial.net/es6/javascript-inheritance/) |
| [function](https://www.javascripttutorial.net/javascript-function/) | [if](https://www.javascripttutorial.net/javascript-if/) | [import](https://www.javascripttutorial.net/nodejs-tutorial/nodejs-es-module/) |
| new | return | super |
| throw | try | null |
| void | [while](https://www.javascripttutorial.net/javascript-while-loop/) | with |
| [class](https://www.javascripttutorial.net/es6/javascript-class/) | delete | finally |
| [in](https://www.javascripttutorial.net/javascript-for-loop/) | [switch](https://www.javascripttutorial.net/javascript-switch-case/) | typeof |
| yield | [const](https://www.javascripttutorial.net/es6/javascript-const/) | [do](https://www.javascripttutorial.net/javascript-do-while/) |
| [for](https://www.javascripttutorial.net/javascript-for-loop/) | instanceof | [this](https://www.javascripttutorial.net/javascript-this/) |
| var |  |  |

In addition to the reserved keywords, ECMA-252 also define a list of future reserved words that cannot be used as identifiers or property names:

|  |  |  |
| --- | --- | --- |
| enum | implements | let |
| protected | private | public |
| await | interface | package |
| implements | public |  |

## **Summary**

* Use whitespace including cariage return, space, newline, and tab to format the code. The JavaScript engine ignores the whiespace.
* Use a semicolon (;) to terminate a simple statement.
* Use the curly braces ({}) to form a block that groups one or more simple statments.
* A single-line comment start with // followed by a text. A block comment begins with /\* and ends with \*/. JavaScript engine also ignores the comments.
* Identifers are names that you choose for variables, functions, classes, etc.
* Do not use the reserved keywords and reserved words for identifers.

# JavaScript Variables

**Summary**: in this tutorial, you’ll learn about JavaScript variables and how to use variables to store values in the application.

A variable is a label that references a value like a number or string. Before using a variable, you need to declare it.

## **Declare a variable**

To declare a variable, you use the var keyword followed by the variable name as follows:

var message;

Code language: JavaScript (javascript)

A variable name can be any valid identifier. By default, the message variable has a special value [undefined](https://www.javascripttutorial.net/javascript-data-types/#undefined) if you have not assigned a value to it.

Variable names follow these rules:

* Variable names are case-sensitive. This means that the message and Message are different variables.
* Variable names can only contain letters, numbers, underscores, or dollar signs and cannot contain spaces. Also, variable names must begin with a letter, an underscore (\_) or a dollar sign ($).
* Variable names cannot use the reserved words.

By convention, variable names use camelcase like message, yourAge, and myName.

JavaScript is a dynamically typed language. This means that you don’t need to specify the variable’s [type](https://www.javascripttutorial.net/javascript-data-types/) in the declaration like other static typed languages such as Java or [C#](https://www.csharptutorial.net/csharp-tutorial/csharp-variables/).

Starting in ES6, you can use the let keyword to declare a variable like this:

let message;

Code language: JavaScript (javascript)

It’s a good practice to use the let keyword to declare a variable. Later, you’ll learn the differences [between var and let keywords](https://www.javascripttutorial.net/es6/difference-between-var-and-let/). And you should not worry about it for now.

## **Initialize a variable**

Once you have declared a variable, you can initialize it with a value. To initialize a variable, you specify the variable name, followed by an equals sign (=) and a value.

For example, The following declares the message variable and initializes it with a literal string "Hello":

let message;

message = "Hello";

Code language: JavaScript (javascript)

To declare and initialize a variable at the same time, you use the following syntax:

let variableName = value;

Code language: JavaScript (javascript)

For example, the following statement declares the message variable and initializes it with the literal string "Hello":

let message = "Hello";

Code language: JavaScript (javascript)

JavaScript allows you to declare two or more variables using a single statement. To separate two variable declarations, you use a comma (,) like this:

let message = "Hello",

counter = 100;

Code language: JavaScript (javascript)

Since JavaScript is a dynamically typed language, you can assign a value of a different type to a variable. Although, it is not recommended. For example:

let message = 'Hello';

message = 100;

Code language: JavaScript (javascript)

## **Change a variable**

Once you initialize a variable, you can change its value by assigning a different value. For example:

let message = "Hello";

message = 'Bye';

Code language: JavaScript (javascript)

## **Undefined vs. undeclared variables**

It’s important to distinguish between undefined and undeclared variables.

An undefined variable is a variable that has been declared but has not been initialized with a value. For example:

let message;

console.log(message); *// undefined*

Code language: JavaScript (javascript)

In this example, the message variable is declared but not initialized. Therefore, the message variable is undefined.

In contrast, an undeclared variable is a variable that has not been declared. For example:

console.log(counter);

Code language: JavaScript (javascript)

Output:

console.log(counter);

^

ReferenceError: counter is not defined

Code language: JavaScript (javascript)

In this example, the counter variable has not been declared. Hence, accessing it causes a ReferenceError.

## **Constants**

A constant holds a value that doesn’t change. To declare a constant, you use the const keyword. When defining a constant, you need to initialize it with a value. For example:

const workday = 5;

Code language: JavaScript (javascript)

Once defining a constant, you cannot change its value.

The following example attempts to change the value of the workday constant to 4 and causes an error:

workday = 2;

Error:

Uncaught TypeError: Assignment to constant variable.

Code language: JavaScript (javascript)

Later, you’ll learn that the const keyword actually defines a read-only reference to a value in the [constants](https://www.javascripttutorial.net/es6/javascript-const/) tutorial.

## **Summary**

* A variable is a label that references a value.
* Use the let keyword to declare a variable.
* An undefined variable is a variable that has been declared but not initialized while an undeclared variable is variable that has not been declared.
* Use the const keyword to define a readonly reference to a value.

# JavaScript Data Types

**Summary**: in this tutorial, you will learn about the JavaScript data types and their unique characteristics.

JavaScript has the primitive data types:

1. [null](https://www.javascripttutorial.net/javascript-data-types/#null)
2. [undefined](https://www.javascripttutorial.net/javascript-data-types/#undefined)
3. [boolean](https://www.javascripttutorial.net/javascript-data-types/#boolean)
4. [number](https://www.javascripttutorial.net/javascript-data-types/#number)
5. [string](https://www.javascripttutorial.net/javascript-data-types/#string)
6. [symbol](https://www.javascripttutorial.net/javascript-data-types/#symbol) – available from ES2015
7. [bigint](https://www.javascripttutorial.net/es-next/javascript-bigint/) – available from ES2020

and a complex data type [object](https://www.javascripttutorial.net/javascript-data-types/#object).

JavaScript is a dynamically typed language. It means that a [variable](https://www.javascripttutorial.net/javascript-variables/) doesn’t associate with a type. In other words, a variable can hold a value of different types. For example:

let counter = 120; *// counter is a number*

counter = false; *// counter is now a boolean*

counter = "foo"; *// counter is now a string*

Code language: JavaScript (javascript)

To get the current type of the value that the variable stores, you use the [typeof](https://www.javascripttutorial.net/javascript-typeof/) operator:

let counter = 120;

console.log(typeof(counter)); *// "number"*

counter = false;

console.log(typeof(counter)); *// "boolean"*

counter = "Hi";

console.log(typeof(counter)); *// "string"*

Code language: JavaScript (javascript)

Output:

"number"

"boolean"

"string"

Code language: JSON / JSON with Comments (json)

## **The undefined type**

The undefined type is a primitive type that has only one value undefined. By default, when a variable is declared but not initialized, it is assigned the value of undefined.

Consider the following example:

let counter;

console.log(counter); *// undefined*

console.log(typeof counter); *// undefined*

Code language: JavaScript (javascript)

In this example, the counter is a variable. Since counter hasn’t been initialized, it is assigned the value undefined. The type of counter is also undefined.

It’s important to note that the typeof operator also returns undefined when you call it on a variable that hasn’t been declared:

console.log(typeof undeclaredVar); *// undefined*

Code language: JavaScript (javascript)

## **The null type**

The null type is the second primitive data type that also has only one value null. For example:

let obj = null;

console.log(typeof obj); *// object*

Code language: JavaScript (javascript)

JavaScript defines that null is equal to undefined as follows:

console.log(null == undefined); *// true*

Code language: JavaScript (javascript)

## **The number type**

JavaScript uses the number type to represent both integer and floating-point numbers.

The following statement declares a variable and initializes its value with an integer:

let num = 100;

Code language: JavaScript (javascript)

To represent a floating-point number, you include a decimal point followed by at least one number. For example:

let price= 12.5;

let discount = 0.05;

Code language: JavaScript (javascript)

Note that JavaScript automatically converts a floating-point number into an integer number if the number appears to be a whole number.

The reason is that Javascript always wants to use less memory since a floating-point value uses twice as much memory as an integer value. For example:

let price = 200.00; *// interpreted as an integer 200*

Code language: JavaScript (javascript)

To get the range of the number type, you use Number.MIN\_VALUE and Number.MAX\_VALUE. For example:

console.log(Number.MAX\_VALUE); *// 1.7976931348623157e+308*

console.log(Number.MIN\_VALUE); *// 5e-324*

Code language: JavaScript (javascript)

Also, you can use Infinity and -Infinity to represent the infinite number. For example:

console.log(Number.MAX\_VALUE + Number.MAX\_VALUE); *// Infinity*

console.log(-Number.MAX\_VALUE - Number.MAX\_VALUE); *// -Infinity*

Code language: JavaScript (javascript)

### **NaN**

NaN stands for Not a Number. It is a special numeric value that indicates an invalid number. For example, the division of a string by a number returns NaN:.

console.log('a'/2); *// NaN;*

Code language: JavaScript (javascript)

The NaN has two special characteristics:

* Any operation with NaN returns NaN.
* The NaN does not equal any value, including itself.

Here are some examples:

console.log(NaN/2); *// NaN*

console.log(NaN == NaN); *// false*

Code language: JavaScript (javascript)

## **The string type**

In JavaScript, a string is a sequence of zero or more characters. A string literal begins and ends with either a single quote(') or a double quote (").

A string that begins with a double quote must end with a double quote. Likewise, a string that begins with a single quote must also end with a single quote:

let greeting = 'Hi';

let message = "Bye";

Code language: JavaScript (javascript)

If you want to single quote or double quotes in a literal string, you need to use the backslash to escape it. For example:

let message = 'I\'m also a valid string'; *// use \ to escape the single quote (')*

Code language: JavaScript (javascript)

JavaScript strings are immutable. This means that it cannot be modified once created. However, you can create a new string from an existing string. For example:

let str = 'JavaScript';

str = str + ' String';

Code language: JavaScript (javascript)

In this example:

* First, declare the str variable and initialize it to a string of 'JavaScript'.
* Second, use the + operator to combine 'JavaScript' with ' String' to make its value as 'Javascript String'.

Behind the scene, the JavaScript engine creates a new string that holds the new string 'JavaScript String' and destroys the original strings 'JavaScript' and ' String'.

## **The boolean type**

The boolean type has two literal values: true and false in lowercase. The following example declares two variables that hold the boolean values.

let inProgress = true;

let completed = false;

console.log(typeof completed); *// boolean*

Code language: JavaScript (javascript)

JavaScript allows values of other types to be converted into boolean values of true or false.

To convert a value of another data type into a boolean value, you use the [Boolean()](https://www.javascripttutorial.net/javascript-boolean/) function. The following table shows the conversion rules:

| **Type** | **true** | **false** |
| --- | --- | --- |
| string | non-empty string | empty string |
| number | non-zero number and Infinity | 0, NaN |
| object | non-null object | null |
| undefined |  | undefined |

For example:

console.log(Boolean('Hi'));*// true*

console.log(Boolean('')); *// false*

console.log(Boolean(20)); *// true*

console.log(Boolean(Infinity)); *// true*

console.log(Boolean(0)); *// false*

console.log(Boolean({foo: 100})); *// true on non-empty object*

console.log(Boolean(null));*// false*

Code language: JavaScript (javascript)

## **The symbol type**

JavaScript added a primitive type in ES6: the [symbol](https://www.javascripttutorial.net/es6/symbol/). Different from other primitive types, the symbol type does not have a literal form.

To create a symbol, you call the Symbol function as follows:

let s1 = Symbol();

Code language: JavaScript (javascript)

The Symbol function creates a new unique value every time you call it.

console.log(Symbol() == Symbol()); *// false*

Code language: JavaScript (javascript)

Note that you’ll learn more about symbols in the [symbol tutorial](https://www.javascripttutorial.net/es6/symbol/).

## **The bigint type**

The bigint type represents the whole numbers that are larger than 253 – 1. To form a bigint literal number, you append the letter n at the end of the number:

let pageView = 9007199254740991n;

console.log(typeof(pageView)); *// 'bigint'*

Code language: JavaScript (javascript)

And you’ll learn more about the [bigint type here](https://www.javascripttutorial.net/es-next/javascript-bigint/" \t "_blank).

## **The object type**

In JavaScript, an [object](https://www.javascripttutorial.net/home/javascript-objects/) is a collection of [properties](https://www.javascripttutorial.net/home/javascript-object-properties/), where each property is defined as a key-value pair.

The following example defines an empty object using the object literal syntax:

let emptyObject = {};

Code language: JavaScript (javascript)

The following example defines the person object with two properties: firstName and lastName.

let person = {

firstName: 'John',

lastName: 'Doe'

};

Code language: JavaScript (javascript)

A property name of an object can be any string. You can use quotes around the property name if it is not a valid identifier.

For example, if the person object has a property first-name, you must place it in the quotes such as "first-name".

A property of an object can hold an object. For example:

let contact = {

firstName: 'John',

lastName: 'Doe',

email: 'john.doe@example.com',

phone: '(408)-555-9999',

address: {

building: '4000',

street: 'North 1st street',

city: 'San Jose',

state: 'CA',

country: 'USA'

}

}

Code language: JavaScript (javascript)

The contact object has the firstName, lastName, email, phone, and address properties.

The address property itself holds an object that has building,  street, city, state, and country properties.

To access a object’s property, you can use

* The dot notation (.)
* The array-like notation ([]).

The following example uses the dot notation (.) to access the firstName and lastName properties of the contact object.

console.log(contact.firstName);

console.log(contact.lastName);

Code language: CSS (css)

If you reference a property that does not exist, you’ll get an undefined value. For example:

console.log(contact.age); *// undefined*

Code language: JavaScript (javascript)

The following example uses the array-like notation to access the email and phone properties of the contact object.

console.log(contact['phone']); *// '(408)-555-9999'*

console.log(contact['email']); *// 'john.doe@example.com'*

Code language: JavaScript (javascript)

## **Summary**

* JavaScript has the primitive types: number, string, boolean, null, undefined, symbol and bigint and a complex type: object.

# JavaScript Numbers

**Summary**: in this tutorial, you’ll learn about the JavaScript number types and how to use them effectively.

## **Introduction to the JavaScript Number**

JavaScript uses the number type to represent both integers and floating-point values. Technically, the JavaScript number type uses the IEEE-754 format.

ES2020 introduced a new primitive type [bigint](https://www.javascripttutorial.net/es-next/javascript-bigint/" \t "_blank) that represent big integer numbers whose values are larger than 253 – 1.

To support various types of numbers, JavaScript uses different number literal formats.

## **Integer numbers**

The following shows how to declare a variable that holds a decimal integer:

let counter = 100;

Code language: JavaScript (javascript)

Integers can be represented in the following formats:

* Octal (base 8)
* Hexadecimal (based 16)

When you use the octal and hexadecimal numbers in arithmetic operations, JavaScript treats them as decimal numbers.

### **Octal numbers**

An octal literal number starts with the digit zero (0) followed by a sequence of octal digits (numbers from 0 through 7). For example:

let num = 071;

console.log(num);

Code language: JavaScript (javascript)

Output:

57

If an octal number contains a number that is not in the range from 0 to 7, the JavaScript engine ignores the 0 and treats the number as a decimal. For example:

let num = 080;

console.log(num);

Code language: JavaScript (javascript)

Output:

80

This implicit behavior might cause issues. Therefore, ES6 introduced a new [octal literal](https://www.javascripttutorial.net/es6/octal-and-binary-literals/) that starts with the 0o followed by a sequence of octal digits (from 0 to 7). For example:

let num = 0o71;

console.log(num);

Code language: JavaScript (javascript)

Output:

57

If you an invalid number after 0o, JavaScript will issue a syntax error like this:

let num = 0o80;

console.log(num);

Code language: JavaScript (javascript)

Output:

let num = 0o80;

^^

SyntaxError: Invalid or unexpected token

Code language: JavaScript (javascript)

### **Hexadecimal numbers**

Hexadecimal numbers start with 0x or 0X followed by any number of hexadecimal digits (0 through 9, and a through f). For example:

let num = 0x1a;

console.log(num);

Code language: JavaScript (javascript)

Output:

26

## **Floating-point numbers**

To define a floating-point literal number, you include a decimal point and at least one number after that. For example:

let price = 9.99;

let tax = 0.08;

let discount = .05; *// valid but not recommeded*

Code language: JavaScript (javascript)

When you have a very big number, you can use e-notation. E-notation indicates a number should be multiplied by 10 raised to a given power. For example:

let amount = 3.14e7;

console.log(amount);

Code language: JavaScript (javascript)

Output:

31400000

The notation 3.14e7 means that take 3.14 and multiply it by 107.

Likewise, you can use the E-notation to represent a very small number. For example:

let amount = 5e-7;

console.log(amount);

Code language: JavaScript (javascript)

Output:

0.0000005

Code language: CSS (css)

The 5e-7 notation means that take 5 and divide it by 10,000,000.

Also, JavaScript automatically converts any floating-point number with at least six zeros after the decimal point into e-notation. For example:

let amount = 0.0000005;

console.log(amount);

Code language: JavaScript (javascript)

Output:

5e-7

Floating-point numbers are accurate up to 17 decimal places. When you perform arithmetic operations on floating-point numbers, you often get the approximate result. For example:

let amount = 0.2 + 0.1;

console.log(amount);

Code language: JavaScript (javascript)

Output:

0.30000000000000004

Code language: CSS (css)

## **Big Integers**

JavaScript introduced the bigint type starting in ES2022. The bigint type stores whole numbers whose values are greater than 253 – 1.

A big integer literal has the n character at the end of an integer literal like this:

let pageView = 9007199254740991n;

Code language: JavaScript (javascript)

## **Summary**

* JavaScript Number type reprensents both integer and floating-point numbers.

# JavaScript Numeric Separator

**Summary**: in this tutorial, you’ll how to use the JavaScript numeric separator to make the numeric literals more readable.

## **Introduction to the JavaScript numeric separator**

The numeric separator allows you to create a visual separation between groups of digits by using underscores (\_) as separators.

For example, the following number is very difficult to read especially when it contains long digit repetitions:

const budget = 1000000000;

Code language: JavaScript (javascript)

Is this a billion or a hundred million?

The numeric separator fixes this readability issue as follows:

const budget = 1\_000\_000\_000;

Code language: JavaScript (javascript)

As you can see, the number is now very easy to interpret.

JavaScript allows you to use numeric separators for both integer and floating-point numbers. For example:

let amount = 120\_201\_123.05; *// 120,201,123.05*

let expense = 123\_450; *// 12345*

let fee = 12345\_00; *// 1234500*

Code language: JavaScript (javascript)

It’s important to note that all numbers in JavaScript are floating-point numbers.

Also, you can use the numeric separators for factional and exponent parts. For example:

let amount = 0.000\_001; *// 1 millionth*

Code language: JavaScript (javascript)

It’s important to notice that you can use the numeric separator for [bigint](https://www.javascripttutorial.net/es-next/javascript-bigint/) literal, binary literal, octal literal, and hex literal. For example:

*// BigInt*

const max = 9\_223\_372\_036\_854\_775\_807n;

*// binary*

let nibbles = 0b1011\_0101\_0101;

*// octal*

let val = 0o1234\_5670;

*// hex*

let message = 0xD0\_E0\_F0;

Code language: JavaScript (javascript)

## **Summary**

* Use underscores (\_) as the numeric separators to create a visual separation between group of digits.

# A Quick Look at Octal and Binary Literals in ES6

**Summary**: in this tutorial, you will learn how to represent the octal and binary literals in ES6.

ES5 provided numeric literals in octal (prefix 0), decimal (no prefix), and hexadecimal (0x). ES6 added support for binary literals and changed how it represents octal literals.

## **Octal literals**

To represent an octal literal in ES5, you use the zero prefix (0) followed by a sequence of octal digits (from 0 to 7). For example:

let a = 051;

console.log(a); *// 41*

Code language: JavaScript (javascript)

If the octal literal contains a number that is out of range, JavaScript ignores the leading 0 and treats the octal literal as a decimal, as shown in the following example:

let b = 058; *// invalid octal*

console.log(b); *// 58*

Code language: JavaScript (javascript)

In this example, since 8 is an invalid digit for representing the octal number, JavaScript ignores the 0 and treats the whole number as a decimal with a value of 58.

Note you can use the octal literals in non-strict mode. If you use them in strict mode, JavaScript will throw an error.

"use strict"

let b = 058; *// invalid octal*

console.log(b);

Code language: JavaScript (javascript)

Here is the error message:

SyntaxError: Decimals with leading zeros are not allowed in strict mode.

Code language: JavaScript (javascript)

ES6 allows you to specify the octal literal by using the prefix 0o followed by a sequence of octal digits from 0 through 7. Here is an example:

let c = 0o51;

console.log(c); *// 41*

Code language: JavaScript (javascript)

If you use an invalid number in the octal literal, JavaScript will throw a SyntaxError as shown in the following example:

let d = 0o58;

console.log(d); *// SyntaxError*

Code language: JavaScript (javascript)

## **Binary literals**

In ES5, JavaScript didn’t provide any literal form for binary numbers. To parse a binary string, you use the parseInt() function as follows:

let e = parseInt('111',2);

console.log(e); *// 7*

Code language: JavaScript (javascript)

ES6 added support for binary literals by using the 0b prefix followed by a sequence of binary numbers (0 and 1). Here is an example:

let f = 0b111;

console.log(f); *// 7*

Code language: JavaScript (javascript)

## **Summary**

* Octal literals start with 0o followed by a sequence of numbers between 0 and 7.
* Binary literals start with 0b followed by a sequence of number 0 and 1.

# JavaScript Boolean

**Summary**: in this tutorial, you will learn about the JavaScript Boolean object and the differences between the Boolean object and the boolean primitive type.

## **JavaScript boolean primitive type**

JavaScript provides a [boolean](https://www.javascripttutorial.net/javascript-data-types/" \l "boolean) primitive type that has two values of true and false. The following example declares two [variables](https://www.javascripttutorial.net/javascript-variables/) that hold boolean values of false and true:

let isPending = false;

let isDone = true;

Code language: JavaScript (javascript)

When you apply the  typeof operator to a variable that holds a primitive boolean value, you get the boolean as the following example:

console.log(typeof(isPending)); *// boolean*

console.log(typeof(isDone)); *// boolean*

Code language: JavaScript (javascript)

## **JavaScript Boolean object**

In addition to the boolean primitive type, JavaScript also provides you with the global Boolean() function, with the letter B in uppercase, to cast a value of another type to boolean.

The following example shows how to use the Boolean() function to convert a string into a boolean value. Because the string is not empty, it returns true.

let a = Boolean('Hi');

console.log(a); *// true*

console.log(typeof(a)); *// boolean*

Code language: JavaScript (javascript)

The Boolean is also a wrapper object of the boolean primitive type. It means that when you pass either true or false to the Boolean constructor, it’ll create a Boolean object. For example:

let b = new Boolean(false);

Code language: JavaScript (javascript)

To get the primitive value back, you call the valueOf() method of the Boolean object as follows:

console.log(b.valueOf()); *// false*

Code language: JavaScript (javascript)

However, if you call the toString() method of a Boolean object, you get a string value "true" or "false". For example:

console.log(b.toString()); *// "false"*

Code language: JavaScript (javascript)

## **JavaScript boolean vs. Boolean**

Consider this example:

let completed = true;

let active = new Boolean(false);

Code language: JavaScript (javascript)

First, active is an object so you can add a property to it:

active.primitiveValue = active.valueOf();

console.log(active.primitiveValue); *// false*

Code language: JavaScript (javascript)

However, you cannot do it with the primitive boolean variable like the completed variable:

completed.name = 'primitive';

console.log(completed.name); *// undefined*

Code language: JavaScript (javascript)

Second, the typeof of Boolean object returns object, whereas the typeof of a primitive boolean value returns boolean.

console.log(typeof completed); *// boolean*

console.log(typeof active); *// object*

Code language: JavaScript (javascript)

Third, when applying the  instanceof operator to a Boolean object, it returns true. However, it returns false if you apply the  instanceof operator to a boolean value.

console.log(completed instanceof Boolean); *// false*

console.log(active instanceof Boolean); *// true*

Code language: JavaScript (javascript)

It is a good practice **never** to use the Boolean object because it will create many confusions, especially when using in an expression. For example:

let falseObj = new Boolean(false);

if (falseObj) {

console.log('weird part of the Boolean object');

}

Code language: JavaScript (javascript)

How the script works.

* First, create falseObj as a Boolean object wrapper for the false value.
* Second, use falseObj in the  [if](https://www.javascripttutorial.net/javascript-if-else/) statement. Because falseObj is an object, and JavaScript engine coerces it to a boolean value of true. As a result, the statement inside the if block is executed.

The following table summarizes the differences between the JavaScript Boolean and boolean:

| **Operator** | **boolean** | **Boolean** |
| --- | --- | --- |
| typeof | boolean | object |
| instanceof Boolean | false | true |

It is recommended that you use the Boolean() function to convert a value of a different type to a Boolean type, but you should never use the Boolean as a wrapper object of a primitive boolean value.

In this tutorial, you have learned about the JavaScript Boolean object and the differences between the Boolean object and boolean primitive type.

# JavaScript string

**Summary**: in this tutorial, you’ll learn about the JavaScript string primitive type and how to use it to define strings.

## **Introduction to the JavaScript strings**

JavaScript strings are primitive values. Also, strings are immutable. It means that if you modify a string, you will always get a new string. The original string doesn’t change.

To create literal strings, you use either single quotes (') or double quotes (") like this:

let str = 'Hi';

let greeting = "Hello";

Code language: JavaScript (javascript)

ES6 introduced [template literals](https://www.javascripttutorial.net/es6/javascript-template-literals/) that allow you to define a string backtick (`) characters:

let name = `John`';

Code language: JavaScript (javascript)

The template literals allow you to use the single quotes and double quotes inside a string without the need of escaping them. For example:

let mesage = `"I'm good". She said";

Code language: JavaScript (javascript)

Also, you can place the [variables](https://www.javascripttutorial.net/javascript-variables/) and expressions inside a template literal. JavaScript will replace the variables with their value in the string. This is called string interpolation. For example:

let name = 'John';

let message = `Hi, I'm ${name}.`;

console.log(message);

Code language: JavaScript (javascript)

Output:

Hi, I'm John.

In this example, JavaScript replaces the name variable with its value inside the template literal.

## **Escaping special characters**

To escape special characters, you use the backslash \ character. For example:

* Windows line break: '\r\n'
* Unix line break: '\n'
* Tab: '\t'
* Backslash '\'

The following example uses the backslash character to escape the single quote character in a string:

let str = 'I\'m a string!';

Code language: JavaScript (javascript)

## **Getting the length of the string**

The length property returns the length of a string:

let str = "Good Morning!";

console.log(str.length); *// 13*

Code language: JavaScript (javascript)

Note that JavaScript has the [String](https://www.javascripttutorial.net/javascript-string-type/) type (with the letter S in uppercase), which is the [primitive wrapper type](https://www.javascripttutorial.net/javascript-primitive-wrapper-types/) of the primitive string type. Therefore, you can access all properties and methods of the String type from a primitive string.

## **Accessing characters**

To access the characters in a string, you use the array-like [] notation with the zero-based index. The following example returns the first character of a string with the index zero:

let str = "Hello";

console.log(str[0]); *// "H"*

Code language: JavaScript (javascript)

To access the last character of the string, you use the length - 1 index:

let str = "Hello";

console.log(str[str.length -1]); *// "o"*

Code language: JavaScript (javascript)

## **Concatenating strings via + operator**

To [concatenate two or more strings](https://www.javascripttutorial.net/string/javascript-string-concatenation/), you use the + operator:

let name = 'John';

let str = 'Hello ' + name;

console.log(str); *// "Hello John"*

Code language: JavaScript (javascript)

If you want to assemble a string piece by piece, you can use the += operator:

let className = 'btn';

className += ' btn-primary'

className += ' none';

console.log(className);

Code language: JavaScript (javascript)

Output:

btn btn-primary none

Code language: JavaScript (javascript)

## **Converting values to string**

To convert a non-string value to a string, you use one of the following:

* String(n);
* ” + n
* n.toString()

Note that the toString() method doesn’t work for undefined and null.

When you convert a string to a boolean, you cannot convert it back. For example:

let status = false;

let str = status.toString(); *// "false"*

let back = Boolean(str); *// true*

Code language: JavaScript (javascript)

In this example:

* First, declare the status variable and initialize its with the value of false.
* Second, convert the status variable to a string using the toString() method.
* Third, convert the string back to a boolean value using the Boolean() function. The Boolean() function converts the string "false" to a boolean value. The result is true because "false" is a non-empty string.

Note that only string for which the Boolean() returns false, is the empty string ('');

## **Comparing strings**

To compare two strings, you use [comparison operators](https://www.javascripttutorial.net/javascript-comparison-operators/) such as >, >=, <, <=, and == operators.

The comparison operators compare strings based on the numeric values of the characters. And it may return the string order that is different from the one used in dictionaries. For example:

let result = 'a' < 'b';

console.log(result); *// true*

Code language: JavaScript (javascript)

However:

let result = 'a' < 'B';

console.log(result); *// false*

Code language: JavaScript (javascript)

## **Summary**

* JavaScript strings are primitive values and immutable.
* Literal strings are delimited by single quotes ('), double quotes ("), or backticks (`).
* The length property returns the length of the string.
* Use the comparison operators `>, >=, <, <=, == to compare strings.

# JavaScript Objects

**Summary**: in this tutorial, you will learn about JavaScript objects and how to manipulate object properties effectively.

## **Introduction to the JavaScript objects**

In JavaScript, an object is an unordered collection of key-value pairs. Each key-value pair is called a property.

The key of a property can be a string. And the value of a property can be any value, e.g., a [string](https://www.javascripttutorial.net/javascript-string-type/), a [number](https://www.javascripttutorial.net/javascript-number/), an [array](https://www.javascripttutorial.net/javascript-array/), and even a [function](https://www.javascripttutorial.net/javascript-function/).

JavaScript provides you with many ways to create an object. The most commonly used one is to use the object literal notation.

The following example creates an empty object using the object literal notation:

let empty = {};

Code language: JavaScript (javascript)

To create an object with properties, you use the key:value within the curly braces. For example, the following creates a new person object:

let person = {

firstName: 'John',

lastName: 'Doe'

};

Code language: JavaScript (javascript)

The person object has two properties firstName and lastName with the corresponding values 'John' and 'Doe'.

When an object has multiple properties, you use a comma (,) to separate them like the above example.

## **Accessing properties**

To access a property of an object, you use one of two notations: the dot notation and array-like notation.

### **1) The dot notation (.)**

The following illustrates how to use the dot notation to access a property of an object:

objectName.propertyName

Code language: CSS (css)

For example, to access the firstName property of the person object, you use the following expression:

person.firstName

Code language: CSS (css)

This example creates a person object and shows the first name and last name to the console:

let person = {

firstName: 'John',

lastName: 'Doe'

};

console.log(person.firstName);

console.log(person.lastName);

Code language: JavaScript (javascript)

### **2) Array-like notation ( [])**

The following illustrates how to access the value of an object’s property via the array-like notation:

objectName['propertyName']

Code language: CSS (css)

For example:

let person = {

firstName: 'John',

lastName: 'Doe'

};

console.log(person['firstName']);

console.log(person['lastName']);

Code language: JavaScript (javascript)

When a property name contains spaces, you need to place it inside quotes. For example, the following address object has the 'building no' as a property:

let address = {

'building no': 3960,

street: 'North 1st street',

state: 'CA',

country: 'USA'

};

Code language: JavaScript (javascript)

To access the 'building no' property, you need to use the array-like notation:

address['building no'];

Code language: CSS (css)

If you use the dot notation, you’ll get an error:

address.'building no';

Code language: JavaScript (javascript)

Error:

SyntaxError: Unexpected string

Code language: JavaScript (javascript)

Note that it is not a good practice to use spaces in the property names of an object.

Reading from a property that does not exist will result in an [undefined](https://www.javascripttutorial.net/javascript-undefined/). For example:

console.log(address.district);

Code language: CSS (css)

Output:

undefined

Code language: JavaScript (javascript)

## **Modifying the value of a property**

To change the value of a property, you use the [assignment operator](https://www.javascripttutorial.net/javascript-assignment-operators/) (=). For example:

let person = {

firstName: 'John',

lastName: 'Doe'

};

person.firstName = 'Jane';

console.log(person);

Code language: JavaScript (javascript)

Output:

{ firstName: 'Jane', lastName: 'Doe' }

Code language: CSS (css)

In this example, we changed the value of the firstName property of the person object from 'John' to 'Jane'.

## **Adding a new property to an object**

Unlike objects in other programming languages such as Java and [C#](https://www.csharptutorial.net/csharp-tutorial/csharp-class/), you can add a property to an object after object creation.

The following statement adds the age property to the person object and assigns 25 to it:

person.age = 25;

## **Deleting a property of an object**

To delete a property of an object, you use the delete operator:

delete objectName.propertyName;

Code language: JavaScript (javascript)

The following example removes the age property from the person object:

delete person.age;

Code language: JavaScript (javascript)

If you attempt to reaccess the age property, you’ll get an undefined value.

## **Checking if a property exists**

To check if a property exists in an object, you use the in operator:

propertyName in objectName

The in operator returns true if the propertyName exists in the objectName.

The following example creates an employee object and uses the in operator to check if the ssn and employeeId properties exist in the object:

let employee = {

firstName: 'Peter',

lastName: 'Doe',

employeeId: 1

};

console.log('ssn' in employee);

console.log('employeeId' in employee);

Code language: JavaScript (javascript)

Output:

false

true

Code language: JavaScript (javascript)

## **Summary**

* An object is a collection of key-value pairs.
* Use the dot notation ( .) or array-like notation ([]) to access a property of an object.
* The delete operator removes a property from an object.
* The in operator check if a property exists in an object.

# JavaScript Primitive vs. Reference Values

**Summary**: in this tutorial, you’ll learn about two different types of values in JavaScript including primitive and reference values.

JavaScript has two different types of values:

* Primitive values
* Reference values

Primitive values are atomic pieces of data while reference values are objects that might consist of multiple values.

## **Stack and heap memory**

When you declare [variables](https://www.javascripttutorial.net/javascript-variables/), the JavaScript engine allocates the memory for them on two memory locations: stack and heap.

Static data is the data whose size is fixed at compile time. Static data includes:

* Primitive values ([null](https://www.javascripttutorial.net/object/javascript-null/), [undefined](https://www.javascripttutorial.net/javascript-undefined/), [boolean](https://www.javascripttutorial.net/javascript-boolean-type/), [number](https://www.javascripttutorial.net/javascript-number/), [string](https://www.javascripttutorial.net/string/), [symbol](https://www.javascripttutorial.net/es6/symbol/), and [BigInt](https://www.javascripttutorial.net/es-next/javascript-bigint/))
* Reference values that refer to objects.

Because static data has a size that does not change, the JavaScript engine allocates a fixed amount of memory space to the static data and store it on the stack.

For example, the following declares two variables and initializes their values to a literal string and a number:

let name = 'John';

let age = 25;

Code language: JavaScript (javascript)

Because name and age are primitive values, the JavaScript engine stores these variables on the stack as shown in the following picture:

Note that strings are objects in many programming languages, including Java and C#. However, strings are primitive values in JavaScript.

Unlike the stack, JavaScript stores objects (and functions) on the heap. The JavaScript engine doesn’t allocate a fixed amount of memory for these objects. Instead, it’ll allocate more space as needed.

The following example defines the name, age, and person variables:

let name = 'John';

let age = 25;

let person = {

name: 'John',

age: 25,

};

Code language: JavaScript (javascript)

Internally, the JavaScript engine allocates the memory as shown in the following picture:

In this picture, JavaScript allocates memory on the stack for the three variables name, age, and person.

The JavaScript engine creates a new object on the heap memory. Also, it links the person variable on the stack memory to the object on the heap memory.

Because of this, we say that the person variable is a reference that refers to an object.

## **Dynamic properties**

A reference value allows you to add, change, or delete properties at any time. For example:

let person = {

name: 'John',

age: 25,

};

*// add the ssn property*

person.ssn = '123-45-6789';

*// change the name*

person.name = 'John Doe';

*// delete the age property*

delete person.age;

console.log(person);

Code language: JavaScript (javascript)

Output:

{ name: 'John Doe', ssn: '123-45-6789' }

Code language: CSS (css)

Unlike a reference value, a primitive value cannot have properties. This means that you cannot add a property to a primitive value.

JavaScript allows you to add a property to a primitive value. However, it won’t take any effect. For example:

let name = 'John';

name.alias = 'Knight';

console.log(name.alias); *// undefined*

Code language: JavaScript (javascript)

Output:

undefined

Code language: JavaScript (javascript)

In this example, we add the alias property to the name primitive value. But when we access the alias property via the name primitive value, it returns undefined.

## **Copying values**

When you assign a primitive value from one variable to another, the JavaScript engine creates a copy of that value and assigns it to the variable. For example:

let age = 25;

let newAge = age;

Code language: JavaScript (javascript)

In this example:

* First, declare a new variable age and initialize its value with 25.
* Second, declare another variable newAge and assign the age to the newAge variable.

Behind the scene, the JavaScript engine creates a copy of the primitive value 25 and assign it to the newAge variable.

The following picture illustrates the stack memory after the assignment:

On the stack memory, the newAge and age are separate variables. If you change the value of one variable, it won’t affect the other.

For example:

let age = 25;

let newAge = age;

newAge = newAge + 1;

console.log(age, newAge);

Code language: JavaScript (javascript)

When you assign a reference value from one variable to another, the JavaScript engine creates a reference so that both variables refer to the same object on the heap memory. This means that if you change one variable, it’ll affect the other.

For example:

let person = {

name: 'John',

age: 25,

};

let member = person;

member.age = 26;

console.log(person);

console.log(member);

Code language: JavaScript (javascript)

How it works.

First, declare a person variable and initialize its value with an object with two properties name and age.

Second, assign the person variable to the member variable. In the memory, both variables reference the same object, as shown in the following picture:

Third, change the age property of the object via the member variable:

Since both person and member variables reference the same object, changing the object via the member variable is also reflected in the person variable.

## **Summary**

* Javascript has two types of values: primitive values and reference values.
* You can add, change, or delete properties to a reference value, whereas you cannot do it with a primitive value.
* Copying a primitive value from one variable to another creates a separate value copy. It means that changing the value in one variable does not affect the other.
* Copying a reference from one variable to another creates a reference so that two variables refer to the same object. This means that changing the object via one variable reflects in another variable.

# JavaScript Arrays

**Summary**: in this tutorial, you’ll learn about JavaScript arrays and their basic operations.

## **Introduction to JavaScript arrays**

In JavaScript, an array is an ordered list of values. Each value is called an element specified by an index.

![JavaScript Arrays](data:image/png;base64,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)

An JavaScript array has the following characteristics:

1. First, an array can hold values of mixed types. For example, you can have an array that stores elements with the types number, string, and boolean.
2. Second, the size of an array is dynamic and auto-growing. In other words, you don’t need to specify the array size upfront.

## **Creating JavaScript arrays**

JavaScript provides you with two ways to create an array. The first one is to use the Array constructor as follows:

let scores = new Array();

Code language: JavaScript (javascript)

The scores array is empty, which does hold any elements.

If you know the number of elements that the array will hold, you can create an array with an initial size as shown in the following example:

let scores = Array(10);

Code language: JavaScript (javascript)

To create an array and initialize it with some elements, you pass the elements as a comma-separated list into the Array() constructor.

For example, the following creates the scores array that has five elements (or numbers):

let scores = new Array(9,10,8,7,6);

Code language: JavaScript (javascript)

Note that if you use the Array() constructor to create an array and pass a number into it, you are creating an array with an initial size.

However, when you pass a value of another type like string into the Array() constructor, you create an array with an element of that value. For example:

let athletes = new Array(3); *// creates an array with initial size 3*

let scores = new Array(1, 2, 3); *// create an array with three numbers 1,2 3*

let signs = new Array('Red'); *// creates an array with one element 'Red'*

Code language: JavaScript (javascript)

JavaScript allows you to omit the new operator when you use the Array() constructor. For example, the following statement creates the artists array.

let artists = Array();

Code language: JavaScript (javascript)

In practice, you’ll rarely use the Array() constructor to create an array.

The more preferred way to create an array is to use the array literal notation:

let arrayName = [element1, element2, element3, ...];

Code language: JavaScript (javascript)

The array literal form uses the square brackets [] to wrap a comma-separated list of elements.

The following example creates the colors array that holds string elements:

let colors = ['red', 'green', 'blue'];

Code language: JavaScript (javascript)

To create an empty array, you use square brackets without specifying any element like this:

let emptyArray = [];

Code language: JavaScript (javascript)

## **Accessing JavaScript array elements**

JavaScript arrays are zero-based indexed. In other words, the first element of an array starts at index 0, the second element starts at index 1, and so on.

To access an element in an array, you specify an index in the square brackets []:

arrayName[index]

Code language: CSS (css)

The following shows how to access the elements of the mountains array:

let mountains = ['Everest', 'Fuji', 'Nanga Parbat'];

console.log(mountains[0]); *// 'Everest'*

console.log(mountains[1]); *// 'Fuji'*

console.log(mountains[2]); *// 'Nanga Parbat'*

Code language: JavaScript (javascript)

To change the value of an element, you assign that value to the element like this:

let mountains = ['Everest', 'Fuji', 'Nanga Parbat'];

mountains[2] = 'K2';

console.log(mountains);

Code language: JavaScript (javascript)

Output:

[ 'Everest', 'Fuji', 'K2' ]

Code language: JSON / JSON with Comments (json)

## **Getting the array size**

Typically, the [length](https://www.javascripttutorial.net/javascript-array-length/) property of an array returns the number of elements. The following example shows how to use the length property:

let mountains = ['Everest', 'Fuji', 'Nanga Parbat'];

console.log(mountains.length); *// 3*

Code language: JavaScript (javascript)

## **Basic operations on arrays**

The following explains some basic operations on arrays. And you’ll learn advanced operations such as [map()](https://www.javascripttutorial.net/javascript-array-map/), [filter()](https://www.javascripttutorial.net/javascript-array-filter/), and [reduce()](https://www.javascripttutorial.net/javascript-array-reduce/) in the next tutorials.

### **1) Adding an element to the end of an array**

To add an element to the end of an array, you use the push() method:

let seas = ['Black Sea', 'Caribbean Sea', 'North Sea', 'Baltic Sea'];

seas.push('Red Sea');

console.log(seas);

Code language: JavaScript (javascript)

Output:

[ 'Black Sea', 'Caribbean Sea', 'North Sea', 'Baltic Sea', 'Red Sea' ]

Code language: JSON / JSON with Comments (json)

### **2) Adding an element to the beginning of an array**

To add an element to the beginning of an array, you use the unshift() method:

let seas = ['Black Sea', 'Caribbean Sea', 'North Sea', 'Baltic Sea'];

seas.unshift('Red Sea');

console.log(seas);

Code language: JavaScript (javascript)

Output:

[ 'Red Sea', 'Black Sea', 'Caribbean Sea', 'North Sea', 'Baltic Sea' ]

Code language: JSON / JSON with Comments (json)

### **3) Removing an element from the end of an array**

To remove an element from the end of an array, you use the pop() method:

let seas = ['Black Sea', 'Caribbean Sea', 'North Sea', 'Baltic Sea'];

const lastElement = seas.pop();

console.log(lastElement);

Code language: JavaScript (javascript)

Output:

Baltic Sea

### **4) Removing an element from the beginning of an array**

To remove an element from the beginning of an array, you use the shift() method:

let seas = ['Black Sea', 'Caribbean Sea', 'North Sea', 'Baltic Sea'];

const firstElement = seas.shift();

console.log(firstElement);

Code language: JavaScript (javascript)

Output:

Black Sea

### **5) Finding an index of an element in the array**

To find the index of an element, you use the [indexOf()](https://www.javascripttutorial.net/javascript-string-indexof/) method:

let seas = ['Black Sea', 'Caribbean Sea', 'North Sea', 'Baltic Sea'];

let index = seas.indexOf('North Sea');

console.log(index); *// 2*

Code language: JavaScript (javascript)

### **6) Check if an value is an array**

To check if a value is an array, you use [Array.isArray()](https://www.javascripttutorial.net/array/how-to-check-if-a-variable-is-an-array-in-javascript/) method:

console.log(Array.isArray(seas)); *// true*

Code language: JavaScript (javascript)

## **Summary**

* In JavaScript, an array is an order list of values. Each value is called an element specified by an index.
* An array can hold values of mixed types.
* JavaScript arrays are dynamic, which mean that they grow or shrink as needed.

# JavaScript Arithmetic Operators

**Summary**: in this tutorial, you will learn how to use JavaScript arithmetic operators to perform arithmetic calculations.

## **Introduction to the JavaScript Arithmetic Operators**

JavaScript supports the following standard arithmetic operators:

| **Operator** | **Sign** |
| --- | --- |
| Addition | + |
| Subtraction | - |
| Multiplication | \* |
| Division | / |

An arithmetic operator accepts numerical values as operands and returns a single numerical value. The numerical values can be literals or variables.

## **Addition operator (+)**

The addition operator returns the sum of two values. For example, the following uses the addition operator to calculate the sum of two numbers:

let sum = 10 + 20;

console.log(sum); *// 30*

Code language: JavaScript (javascript)

Also, you can use the addition operator with two [variables](https://www.javascripttutorial.net/javascript-variables/). For example:

let netPrice = 9.99,

shippingFee = 1.99;

let grossPrice = netPrice + shippingFee;

console.log(grossPrice);

Code language: JavaScript (javascript)

Output:

11.98

Code language: CSS (css)

If either value is a [string](https://www.javascripttutorial.net/string/), the addition operator uses the following rules:

* If both values are strings, it concatenates the second string to the first one.
* If one value is a string, it implicitly converts the numeric value into a string and conatenate two strings.

For example, the following uses the addition operator to add concatenate two strings:

let x = '10',

y = '20';

let result = x + y;

console.log(result);

Code language: JavaScript (javascript)

Output:

1020

The following example shows how to use the addition operator to calculate the sum of a number and a string:

let result = 10 + '20';

console.log(result);

Code language: JavaScript (javascript)

Output:

1020

In this example, JavaScript converts the number 10 into a string '10' and concatenates the second string '20' to it.

The following table shows the result when using the addition operator with special numbers:

| **First Value** | **Second Value** | **Result** | **Explanation** |
| --- | --- | --- | --- |
| NaN |  | NaN | If either value is NaN, the result is NaN |
| Infinity | Infinity | Infinity | Infinity + Infinity = Infinity |
| -Infinity | -Infinity | -Infinity | -Infinity + ( -Infinity) = – Infinity |
| Infinity | -Infinity | NaN | Infinity + -Infinity = NaN |
| +0 | +0 | +0 | +0 + (+0) = +0 |
| -0 | +0 | +0 | -0 + (+0) = +0 |
| -0 | -0 | -0 | -0 + (-0) = -0 |

## **Subtraction operator (-)**

The subtraction operator (-) subtracts one number from another. For example:

let result = 30 - 10;

console.log(result); *// 20*

Code language: JavaScript (javascript)

If a value is a string, a boolean, null, or undefined, the JavaScript engine will:

* First, convert the into a number using the Number() function.
* Second, perform the subtraction.

The following table shows how to use the subtraction operator with special values:

| **First Value** | **Second Value** | **Result** | **Explanation** |
| --- | --- | --- | --- |
| NaN |  | NaN | If either value is NaN, the result is NaN |
| Infinity | Infinity | NaN | Infinity – Infinity = NaN |
| -Infinity | -Infinity | NaN | -Infinity – ( -Infinity) = NaN |
| Infinity | -Infinity | -Infinity | -Infinity |
| +0 | +0 | +0 | +0 – (+0) = +0 |
| +0 | -0 | -0 | +0 – (-0) = -0 |
| -0 | -0 | +0 | -0 – (-0) = +0 |

## **Multiplication operator (\*)**

JavaScript uses the asterisk (\*) to represent the multiplication operator. The multiplication operator multiplies two numbers and returns a single value. For example:

let result = 2 \* 3;

console.log(result);

Code language: JavaScript (javascript)

Output:

6

If either value is not a number, the JavaScript engine implicitly converts it into a number using the Number() function and performs the multiplication. For example:

let result = '5' \* 2;

console.log(result);

Code language: JavaScript (javascript)

Output:

10

The following table shows how the multiply operator behaves with special values:

| **First Value** | **Second Value** | **Result** | **Explanation** |
| --- | --- | --- | --- |
| NaN |  | NaN | If either value is NaN, the result is NaN |
| Infinity | 0 | NaN | Infinity \* 0 = NaN |
| Infinity | Positive number | Infinity | -Infinity \* 100 = Infinity |
| Infinity | Negative number | -Infinity | Infinity \* (-100) = -Infinity |
| Infinity | Infinity | Infinity | Infinity \* Infinity = Infinity |

## **Divide operator (/)**

Javascript uses the slash (/) character to represent the divide operator. The divide operator divides the first value by the second one. For example:

let result = 20 / 10;

console.log(result); *// 2*

Code language: JavaScript (javascript)

If either value is not a number, the JavaScript engine converts it into a number for division. For example:

let result = '20' / 2;

console.log(result); *// 10;*

Code language: JavaScript (javascript)

The following table shows the divide operators’ behavior when applying to special values:

| **First Value** | **Second Value** | **Result** | **Explanation** |
| --- | --- | --- | --- |
| NaN |  | NaN | If either value is NaN, the result is NaN |
| A number | 0 | Infinity | 1/0 = Infinity |
| Infinity | Infinity | Infinity | Infinity / Infinity = NaN |
| 0 | 0 | NaN | 0/0 = NaN |
| Infinity | A positive number | Infinity | Infinity / 2 = Infinity |
| Infinity | A negative number | -Infinity | Infinity / -2 = -Infinity |

## **Using JavaScript arithmetic operators with objects**

If a value is an [object](https://www.javascripttutorial.net/javascript-objects/), the JavaScript engine will call the valueOf() method of the object to get the value for calculation. For example:

let energy = {

valueOf() {

return 100;

},

};

let currentEnergy = energy - 10;

console.log(currentEnergy);

currentEnergy = energy + 100;

console.log(currentEnergy);

currentEnergy = energy / 2;

console.log(currentEnergy);

currentEnergy = energy \* 1.5;

console.log(currentEnergy);

Code language: JavaScript (javascript)

Output:

90

200

50

150

If the object doesn’t have the valueOf() method but has the toString() method, the JavaScript engine will call the toString() method to get the value for calculation. For example:

let energy = {

toString() {

return 50;

},

};

let currentEnergy = energy - 10;

console.log(currentEnergy);

currentEnergy = energy + 100;

console.log(currentEnergy);

currentEnergy = energy / 2;

console.log(currentEnergy);

currentEnergy = energy \* 1.5;

console.log(currentEnergy);

Code language: JavaScript (javascript)

Output:

40

150

25

75

## **Summary**

* Use the JavaScript arithmetic operators including addition (+), subtraction (-), multiply (\*) and divide (/) to perform arithmetic opeations.

# JavaScript Remainder Operator

**Summary**: in this tutorial, you’ll learn about the JavaScript remainder operator (%) to get the remainder of a number divided by another number.

## **Introduction to the JavaScript remainder operator**

JavaScript uses the % to represent the remainder operator. The remainder operator returns the remainder left over when one value is divided by another value.

Here’s the syntax of the remainder operator:

dividend % divisor

The following shows the equation for the remainder:

dividend = divisor \* quotient + remainder

where |remainder| < |divisor|

In this equation, the dividend, divisor, quotient, and remainder are all integers. The sign of the remainder is the same as the sign of the dividend.

The sign of the remainder is the same as the sign of the dividend.

## **JavaScript remainder operator examples**

Let’s take some examples of using the JavaScript remainder operator.

### **1) Using the remainder operator with positive dividend example**

The following example shows how to use the remainder operator with a positive dividend:

let remainder = 5 % -2;

console.log(remainder); *// 1*

remainder = 5 % 2;

console.log(remainder); *// 1*

Code language: JavaScript (javascript)

### **2) Using the remainder operator with negative dividend example**

The following example uses the remainder operator with a negative dividend:

let remainder = -5 % 3;

console.log(remainder); *// -2*

remainder = -5 % -3;

console.log(remainder); *// -2*

Code language: JavaScript (javascript)

### **3) Using the remainder operator special values**

If a dividend is an Infinity and a divisor is a finite number, the remainder is NaN. For example:

let remainder = Infinity % 2;

console.log(remainder); *// NaN*

Code language: JavaScript (javascript)

If a dividend is a finite number and a divisor is zero, the remainder is NaN:

let remainder = 10 % 0;

console.log(remainder); *// NaN*

Code language: JavaScript (javascript)

If both dividend and divisor are Infinity, the remainder is NaN:

let remainder = Infinity % Infinity;

console.log(remainder); *// NaN*

Code language: JavaScript (javascript)

If a dividend is a finite number and the divisor is an Infinity, the remainder is the dividend. For example:

let remainder = 10 % Infinity;

console.log(remainder); *// 10*

Code language: JavaScript (javascript)

If the dividend is zero and the divisor is non-zero, the remainder is zero:

let remainder = 0 % 10;

console.log(remainder); *// 0*

Code language: JavaScript (javascript)

If either dividend or divisor is not a number, it’s converted to a number using the Number() function and applied the above rules. For example:

let remainder = '10' % 3;

console.log(remainder); *// 1*

Code language: JavaScript (javascript)

## **Using the remainder operator to check if a number is an odd number**

To check if a number is an odd number, you use the remainder operator (%) like the following example:

let num = 13;

let isOdd = num % 2;

Code language: JavaScript (javascript)

In this example, if the num is an odd number, the remainder is one. But if the num is an even number, the remainder is zero.

Later, you’ll learn how to [define a function](https://www.javascripttutorial.net/javascript-function/) that returns true if a number is odd or false otherwise like this:

function isOdd(num) {

return num % 2;

}

Code language: JavaScript (javascript)

Or using an [arrow function in ES6](https://www.javascripttutorial.net/es6/javascript-arrow-function/):

const isOdd = (num) => num % 2;

Code language: JavaScript (javascript)

## **Remainder vs Modulo operator**

In JavaScript, the remainder operator (%) is not the modulo operator.

If you have been working with Python, you may find the % represents the modulo operator in this language. However, it is not the case in JavaScript.

To get a modulo in JavaScript, you use the following expression:

((dividend % divisor) + divisor) % divisor

Or wrap it in a function:

const mod = (dividend, divisor) => ((dividend % divisor) + divisor) % divisor;

Code language: JavaScript (javascript)

If the division and divisor have the same sign, the remainder and modulo operators return the same result. Otherwise, they return different results.

For example:

const mod = (dividend, divisor) => ((dividend % divisor) + divisor) % divisor;

*// dividen and divisor have the same sign*

console.log('remainder:', 5 % 3); *// 2*

console.log('modulo:', mod(5, 3)); *// 2*

*// dividen and divisor have the different signs*

console.log('remainder:', -5 % 3); *// -2*

console.log('modulo:', mod(-5, 3)); *// 1*

Code language: JavaScript (javascript)

Output:

remainder: 2

modulo: 2

remainder: -2

modulo: 1

Code language: HTTP (http)

## **Summary**

* Use the JavaScript remainder operator (%) get the the remainder of a value divided by another value.

# JavaScript Assignment Operators

**Summary**: in this tutorial, you will learn how to use JavaScript assignment operators to assign a value to a variable.

## **Introduction to JavaScript assignment operators**

An assignment operator (=) assigns a value to a variable. The syntax of the assignment operator is as follows:

let a = b;

Code language: JavaScript (javascript)

In this syntax, JavaScript evaluates the expression b first and assigns the result to the variable a.

The following example declares the counter variable and initializes its value to zero:

let counter = 0;

Code language: JavaScript (javascript)

The following example increases the counter variable by one and assigns the result to the counter variable:

let counter = 0;

counter = counter + 1;

Code language: JavaScript (javascript)

When evaluating the second statement, JavaScript evaluates the expression on the right hand first (counter + 1) and assigns the result to the counter variable. After the second assignment, the counter variable is 1.

To make the code more concise, you can use the += operator like this:

let counter = 0;

counter += 1;

Code language: JavaScript (javascript)

In this syntax, you don’t have to repeat the counter variable twice in the assignment.

The following table illustrates assignment operators that are shorthand for another operator and the assignment:

| **Operator** | **Meaning** | **Description** |
| --- | --- | --- |
| a = b | a = b | Assigns the value of b to a. |
| a += b | a = a + b | Assigns the result of a plus b to a. |
| a -= b | a = a - b | Assigns the result of a minus b to a. |
| a \*= b | a = a \* b | Assigns the result of a times b to a. |
| a /= b | a = a / b | Assigns the result of a divided by b to a. |
| a %= b | a = a % b | Assigns the result of a modulo b to a. |
| a &=b | a = a & b | Assigns the result of a AND b to a. |
| a |=b | a = a | b | Assigns the result of a OR b to a. |
| a ^=b | a = a ^ b | Assigns the result of a XOR b to a. |
| a <<= b | a = a << b | Assigns the result of a shifted left by b to a. |
| a >>= b | a = a >> b | Assigns the result of a shifted right (sign preserved) by b to a. |
| a >>>= b | a = a >>> b | Assigns the result of a shifted right by b to a. |

## **Chaining JavaScript assignment operators**

If you want to assign a single value to multiple variables, you can chain the assignment operators. For example:

let a = 10, b = 20, c = 30;

a = b = c; *// all variables are 30*

Code language: JavaScript (javascript)

In this example, JavaScript evaluates from right to left. Therefore, it does the following:

let a = 10, b = 20, c = 30;

b = c; *// b is 30*

a = b; *// a is also 30*

Code language: JavaScript (javascript)

## **Summary**

* Use the assignment operator (=) to assign a value to a variable.
* Chain the assignment operators if you want to assign a single value to multiple variables.

# JavaScript Unary Operators Explained

**Summary**: in this tutorial, you will learn how to use JavaScript unary operators that take a single operand and performs an operation.

## **Introduction to the JavaScript unary operators**

Unary operators work on one value. The following table shows the unary operators and their meanings:

| **Unary Operators** | **Name** | **Meaning** |
| --- | --- | --- |
| +x | Unary Plus | Convert a value into a number |
| -x | Unary Minus | Convert a value into a number and negate it |
| ++x | Increment Operator (Prefix) | Add one to the value |
| –x | Decrement Operator (Prefix) | Subtract one from the value |
| x++ | Increment Operator (Postfix) | Add one to the value |
| x– | Decrement Operator (Postfix) | Subtract one from the value |

## **Unary plus (+)**

The unary plus operator is a simple plus sign (+). If you place the unary plus before a numeric value, it does nothing. For example

let x = 10;

let y = +x;

console.log(y); *// 10*

Code language: JavaScript (javascript)

When you apply the unary plus operator to a non-numeric value, it performs a number conversion using the Number() function wit the rules in the following table:

| **Value** | **Result** |
| --- | --- |
| boolean | false to 0, true to 1 |
| string | Convert the string value based on a set of specific rules |
| object | Call the valueOf() and/or toString() method to get the value to convert into a number |

For example, the following uses the unary plus operator to convert the string '10' to the number 10:

let s = '10';

console.log(+s); *// 10*

Code language: JavaScript (javascript)

The following example uses the unary plus operator (+) converts a boolean value into a number, false to 0 and true to 1.

let f = false,

t = true;

console.log(+f); *// 0*

console.log(+t); *// 1*

Code language: JavaScript (javascript)

Output:

0

1

Suppose you have a product object with the toString() method as follows:

let person = {

name: 'John',

toString: function () {

return '25';

},

};

console.log(+person);

Code language: JavaScript (javascript)

Output:

25

In this example, we apply the unary plus operator (+) on the person object that has the toString() method, JavaScript engine calls toString() method to get the value ('25') and convert it into a number.

The following adds the valueOf() method to the person object:

let person = {

name: 'John',

toString: function () {

return '25';

},

valueOf: function () {

return '30';

},

};

console.log(+person);

Code language: JavaScript (javascript)

Output:

30

In this example, the person object has the valueOf() method, the JavaScript engine calls it instead of the toString() method to get the value to convert.

## **Unary minus (-)**

The unary minus operator is a single minus sign (-). If you apply the unary minus operator to a number, it negates the number. For example:

let x = 10;

let y = -x;

console.log(y); *// -10*

Code language: JavaScript (javascript)

If you apply the unary minus operator to a non-numeric value, it converts the value into a number using the same rules as the unary plus operator and then negates the value.

## **Increment / Decrement operators**

The increment operator has two plus signs (++) while the decrement operator has two minus signs (--).

Both increment and decrement operators have two versions: prefix and postfix. And you place the prefix and postfix versions of the increment or decrement operators before and after the variable to which they apply.

The following example uses the prefix increment operator to add one to a variable:

let age = 25;

++age;

console.log(age); *// 26*

Code language: JavaScript (javascript)

It’s equivalent to the following:

let age = 25;

age = age + 1;

console.log(age); *// 26*

Code language: JavaScript (javascript)

The following example uses the prefix decrement operator to subtract one from a variable:

let weight = 90;

--weight;

console.log(weight); *// 89*

Code language: JavaScript (javascript)

It is equivalent to the following:

let weight = 90;

weight = weight - 1;

console.log(weight); *// 89*

Code language: JavaScript (javascript)

When you apply the prefix increment or decrement, JavaScript changes the variable before evaluating the statement. For example:

let weight = 90;

weight = ++weight + 5;

console.log(weight); *// 96*

Code language: JavaScript (javascript)

In this example:

* First, increase the weight on the right-hand side so ++weight is 91
* Second, add five to the ++weight that returns 96
* Third, assign the result to the weight on the left-hand side.

Likewise, the following example uses a prefix decrement operator:

let weight = 90;

weight = --weight + 5;

console.log(weight); *// 94*

Code language: JavaScript (javascript)

In this example:

* First, subtract one from the weight, –weight returns 89
* Second, add five to the –weight that returns 94
* Third, assign the result to the weight on the left-hand side.

The postfix increment or decrement operator changes the value after the statement is evaluated. For example:

let weight = 90;

let newWeight = weight++ + 5;

console.log(newWeight); *// 95*

console.log(weight); *// 91*

Code language: JavaScript (javascript)

How it works.

* First, add five to weight (90) and assign the result to the new weight (95)
* Second, add one to the weight variable after the second statement completes, the weight becomes 91.
* Third, output both newWeight and weight to the console.

When applying the increment/decrement operator to a non-numeric value, it performs the following steps :

* First, convert the value into a number using the same rules as the unary plus (+) operator.
* Then, add one to or subtract one from the value.

## **Summary**

* Unary operators work on one value.
* Unary plus (+) or minus (-) converts a non-numeric value into a number. The unary minus negates the value after the conversion.
* The prefix increment operator adds one to a value. The value is changed before the statement is evaluted.
* The postfix increment operator adds one to a value. The value is changed after the statement is evaluted.
* The prefix decrement operator subtracts one from a value. The value is changed before the statement is evaluted.
* The postfix decrement operator subtracts one from a value. The value is changed after the statement is evaluted.

# JavaScript Comparison Operators

**Summary**: in this tutorial, you will learn how to use JavaScript comparison operators to compare two values.

## **Introduction to JavaScript comparison operators**

To compare two values, you use a comparison operator. The following table shows the comparison operators in JavaScript:

| **Operator** | **Meaning** |
| --- | --- |
| < | less than |
| > | greater than |
| <= | less than or equal to |
| >= | greater than or equal to |
| == | equal to |
| != | not equal to |

A comparison operator returns a [Boolean](https://www.javascripttutorial.net/javascript-boolean/) value indicating that the comparison is true or not. See the following example:

let r1 = 20 > 10; *// true*

let r2 = 20 < 10; *// false*

let r3 = 10 == 10; *// true*

Code language: JavaScript (javascript)
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A comparison operator takes two values. If the types of the values are not comparable, the comparison operator converts them into values of comparable types according to specific rules.

### **Compare numbers**

If values are numbers, the comparison operators perform a numeric comparison. For example:

let a = 10,

b = 20;

console.log(a >= b); *// false*

console.log(a == 10); *// true*

Code language: JavaScript (javascript)

This example is straightforward. The variable a is 10, b is 20. The expression a >= b expression returns false and the expression a == 10 expression returns true.

### **Compare strings**

If the operands are strings, JavaScript compares the character codes numerically one by one in the string.

let name1 = 'alice',

name2 = 'bob';

let result = name1 < name2;

console.log(result); *// true*

console.log(name1 == 'alice'); *// true*

Code language: JavaScript (javascript)

Because JavaScript compares the character codes in the strings numerically, you may receive an unexpected result, for example:

let f1 = 'apple',

f2 = 'Banana';

let result = f2 < f1;

console.log(result); *// true*

Code language: JavaScript (javascript)

In this example, f2 is less than f1 because the letter B has the character code 66 while the letter a has the character code 97.

To fix this, you need to:

* First, convert the strings into a common format, either lowercase or uppercase
* Second, compare the converted values

For example:

let f1 = 'apple',

f2 = 'Banana';

let result = f2.toLowerCase() < f1.toLowerCase();

console.log(result); *// false*

Code language: JavaScript (javascript)

Note that the toLowerCase() is a method of the String object that converts the string to lowercase.

### **Compare a number with a value of another type**

If a value is a number and the other is not, the comparison operator will convert the non-numeric value into a number and compare them numerically. For example:

console.log(10 < '20'); *// true*

Code language: JavaScript (javascript)

In this example, the comparison operator converts the string '20' into the number 20 and compares with the number 10. Here is an example:

console.log(10 == '10'); *// true*

Code language: JavaScript (javascript)

In this example, the comparison operator converts the string '10' into the number 10 and compares them numerically.

### **Compare an object with a non-object**

If a value is an object, the valueOf() method of that object is called to return the value for comparison. If the object doesn’t have the valueOf() method, the toString() method is called instead. For example:

let apple = {

valueOf: function () {

return 10;

},

};

let orange = {

toString: function () {

return '20';

},

};

console.log(apple > 10); *// false*

console.log(orange == 20); *// true*

Code language: JavaScript (javascript)

In this first comparison, the apple object has the valueOf() method that returns 10. Therefore, the comparison operator uses the number 10 for comparison.

In the second comparison, JavaScript first calls the valueOf() method. However, the orange object doesn’t have the valueOf() method. So JavaScript calls the toString() method to get the returned value of 20 for comparison.

### **Compare a Boolean with another value**

If a value is a Boolean value, JavaScript converts it to a number and compares the converted value with the other value; true is converted to 1 and false is converted to 0. For example:

console.log(true > 0); *// true*

console.log(false < 1); *// true*

console.log(true > false); *// true*

console.log(false > true); *// false*

console.log(true >= true); *// true*

console.log(true <= true); *// true*

console.log(false <= false); *// true*

console.log(false >= false); *// true*

Code language: JavaScript (javascript)

In addition to the above rules, the equal (==) and not-equal(!=) operators also have the following rules.

### **Compare null and undefined**

In JavaScript, null equals undefined. It means that the following expression returns true.

console.log(null == undefined); *// true*

Code language: JavaScript (javascript)

### **Compare NaN with other values**

If either value is NaN, then the equal operator(==) returns false.

console.log(NaN == 1); *// false*

Code language: JavaScript (javascript)

Even

console.log(NaN == NaN); *// false*

Code language: JavaScript (javascript)

The not-equal (!=) operator returns true when comparing the NaN with another value:

console.log(NaN != 1); *// true*

Code language: JavaScript (javascript)

And also

console.log(NaN != NaN); *// true*

Code language: JavaScript (javascript)

## **Strict equal (===) and not strict equal (!==)**

Besides the comparison operators above, JavaScript provides the strict equal ( ===) and not strict equal  ( !==) operators.

| **Operator** | **Meaning** |
| --- | --- |
| === | strict equal |
| !== | not strict equal |

The strict equal and not strict equal operators behave like the equal and not equal operators except that they don’t convert the operand before comparison. See the following example:

console.log("10" == 10); *// true*

console.log("10" === 10); *// false*

Code language: JavaScript (javascript)

In the first comparison, since we use the equality operator, JavaScript converts the string into the number and performs the comparison.

However, in the second comparison, we use the strict equal operator ( ===), JavaScript doesn’t convert the string before comparison, therefore the result is false.

In this tutorial, you have learned how to use the JavaScript comparison operators to compare values.

# An Introduction to JavaScript Logical Operators

**Summary**: in this tutorial, you will learn how to use the JavaScript logical operators including the logical NOT operator( !), the logical AND operator ( &&) and the logical OR operator ( ||).

The logical operators are important in JavaScript because they allow you to compare variables and do something based on the result of that comparison.

For example, if the result of the comparison is true, you perform a block of code; if it’s false, you perform another block of code.
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JavaScript provides three logical operators:

* ! (Logical NOT)
* || (Logical OR)
* && (Logical AND)

## **1) The Logical NOT operator (!)**

JavaScript uses an exclamation point ! to represent the logical NOT operator. The ! operator can be applied to a single value of any type, not just a Boolean value.

When you apply the ! operator to a boolean value, the ! returns true if the value is false and returns false if the value if true. For example:

let eligible = false,

required = true;

console.log(!eligible);

console.log(!required);

Code language: JavaScript (javascript)

Output:

true

false

Code language: JavaScript (javascript)

In this example, the eligible is true so !eligible returns false. And because the required is false, the !required returns false.

When you apply the ! operator to a non-Boolean value. The ! operator first converts the value to a [boolean](https://www.javascripttutorial.net/javascript-data-types/" \l "boolean) value and then negates it. For example:

The following example shows how to use the ! operator:

!a

The logical ! operator works based on the following rules:

* If a is undefined, the result is true.
* If a is null, the result is true.
* If a is a number other than 0, the result is false.
* If a is NaN, the result is true.
* If a is null, the result is true.
* If a is an object, the result is false.
* If a is an empty string, the result is true. In case a is a non-empty string, the result is false

The following demonstrates the results of the logical ! operator when we apply it to a non-boolean value:

console.log(!undefined); *// true*

console.log(!null); *// true*

console.log(!20); *//false*

console.log(!0); *//true*

console.log(!NaN); *//true*

console.log(!{}); *// false*

console.log(!''); *//true*

console.log(!'OK'); *//false*

console.log(!false); *//true*

console.log(!true); *//false*

Code language: JavaScript (javascript)

### **Double-negation (!!)**

Sometimes, you may see the double negation (!!) in the code. The !! uses the logical NOT operator (!) twice to convert a value to its real boolean value. The result is the same as using the [Boolean()](https://www.javascripttutorial.net/javascript-boolean/) function. For example:

let counter = 10;

console.log(!!counter); *// true*

Code language: JavaScript (javascript)

The first ! operator returns a Boolean value of the counter variable. And the second one ! negates that result and returns the real boolean value of the counter variable.

## **2) The Logical AND operator (&&)**

JavaScript uses the double ampersand (&&) to represent the logical AND operator.

The following expression uses the && operator:

let result = a && b;

Code language: JavaScript (javascript)

If a can be converted to true, the && operator returns the b; otherwise, it returns the a. In fact, this rule is applied to boolean values.

The following truth table illustrates the result of the && operator when it is applied to two Boolean values:

| **a** | **b** | **a & b** |
| --- | --- | --- |
| true | true | true |
| true | false | false |
| false | true | false |
| false | false | false |

The result of the && operator is true only if both values are true, otherwise, it is false. For example:

let eligible = false,

required = true;

console.log(eligible && required); *// false*

Code language: JavaScript (javascript)

In this example, the eligible is false, therefore, the value of the expression eligible && required is false.

See the following example:

let eligible = true,

required = true;

console.log(eligible && required); *// true*

Code language: JavaScript (javascript)

In this example, both eligible and required are true, therefore, the value of the expression eligible && required is false.

### **Short-circuit evaluation**

The && operator is short-circuited. It means that the && operator evaluates the second value only if the first one doesn’t suffice to determine the value of an expression. For example:

let b = true;

let result = b && (1 / 0);

console.log(result);

Code language: JavaScript (javascript)

Output:

Infinity

Code language: JavaScript (javascript)

In this example, b is true therefore the && operator could not determine the result without further evaluating the second expression (1/0).

The result is Infinity which is the result of the expression (1/0). However:

let b = false;

let result = b && (1 / 0);

console.log(result);

Code language: JavaScript (javascript)

Output:

false

Code language: JavaScript (javascript)

In this case, b is false, the && operator doesn’t need to evaluate the second expression because it can determine the final result as false based value of the first value.

### **A Chain of && operators**

The following expression uses multiple && operators:

let result = value1 && value2 && value3;

Code language: JavaScript (javascript)

The && operator carries the following:

* Evaluates values from left to right.
* For each value, converts it to a boolean. If the result is false, stops and returns the original value.
* If all values are truthy values, returns the last value.

In other words, The && operator returns the first falsy value or the last value if none were found.

If a value can be converted to true, it is so-called a truthy value. If a value can be converted to false, it is a so-called falsy value.

## **3) The Logical OR operator (||)**

JavaScript uses the double pipe || to represent the logical OR operator. You can apply the || operator to two values of any type:

let result = a || b;

Code language: JavaScript (javascript)

If a can be converted to true, returns a; else, returns b. This rule is also applied to boolean values.

The following truth table illustrates the result of the || operator based on the value of the operands:

| **a** | **b** | **a || b** |
| --- | --- | --- |
| true | true | true |
| true | false | true |
| false | true | true |
| false | false | false |

The || operator returns false if both values evaluate to false. In case either value is , the || operator returns true. For example:

let eligible = true,

required = false;

console.log(eligible || required); *// true*

Code language: JavaScript (javascript)

The following expression applies the || operator to the two non-boolean values:

In this example, the eligible || required returns true because one of the values (required) is true. See another example:

let eligible = false,

required = false;

console.log(eligible || required); *// false*

Code language: JavaScript (javascript)

In this example, the expression eligible || required returns false because both values are false.

### **The || operator is also short-circuited**

Similar to the && operator, the || operator is short-circuited. It means that if the first value evaluates to true, the && operator doesn’t evaluate the second one.

### **A chain of || operators**

The following example shows how to use multiple || operators in an expression:

let result = value1 || value2 || value3;

Code language: JavaScript (javascript)

The || operator does the following:

* Evaluates values from left to right.
* For each value, converts it to a boolean value. If the result of the conversion is true, stops and returns the value.
* If all values have been evaluated to false, returns the last value.

In other words, the chain of the || operators return the first truthy value or the last one if no truthy value was found.

## **Logical operator precedence**

When you use the mixed logical operators in an expression, the JavaScript engine evaluates the operators based on a specified order, and this order is called the operator precedence. In other words, the operator precedence is the order that an operator is executed.

The precedence of the logical operator is in the following order from the highest to lowest:

1. Logical NOT (!)
2. Logical AND (&&)
3. Logical OR (||)

## **Summary**

* The NOT operator (!) negates a boolean value. The (!!) converts a value into its real boolean value.
* The AND operator (&&) is applied to two Boolean values and returns true if both values are true.
* The OR operator (||) is applied to two Boolean values and returns true if one of the operands is true.
* Both && and || operator are short-circuited. They cab be also applied to non-Boolean values.
* The logical operator precedence from the highest to the lowest is !, && and ||.

# JavaScript Logical Assignment Operators

**Summary**: in this tutorial, you’ll learn about JavaScript logical assignment operators, including the logical OR assignment operator (||=), the logical AND assignment operator (&&=), and the nullish assignment operator (??=).

ES2021 introduces three logical assignment operators including:

* Logical OR assignment operator (||=)
* Logical AND assignment operator (&&=)
* Nullish coalesing assignment operator (??=)

## **The Logical OR assignment operator**

The logical OR assignment operator (||=) accepts two operands and assigns the right operand to the left operand if the left operand is falsy:

x ||= y

In this syntax, the ||= operator only assigns y to x if x is falsy. For example:

let title;

title ||= 'untitled';

console.log(title);

Code language: JavaScript (javascript)

Output:

untitled

In this example, the title variable is undefined, therefore, it’s falsy. Since the title is falsy, the operator ||= assigns the 'untitled' to the title. The output shows the untitled as expected.

See another example:

let title = 'JavaScript Awesome';

title ||= 'untitled';

console.log(title);

Code language: JavaScript (javascript)

Output:

'JavaScript Awesome'

Code language: JavaScript (javascript)

In this example, the title is 'JavaScript Awesome' so it is truthy. Therefore, the logical OR assignment operator (||=) doesn’t assign the string 'untitled' to the title variable.

The logical OR assignment operator:

x ||= y

is equivalent to the following statement that uses the [logical OR operator](https://www.javascripttutorial.net/javascript-logical-operators/):

x || (x = y)

Like the logical OR operator, the logical OR assignment also short-circuits. It means that the logical OR assignment operator only performs an assignment when the x is falsy.

The following example uses the logical assignment operator to display a default message if the search result element is empty:

document.querySelector('.search-result').textContent ||= 'Sorry! No result found';

Code language: JavaScript (javascript)

## **The Logical AND assignment operator**

The logical AND assignment operator only assigns y to x if x is truthy:

x &&= y;

The logical AND assignment operator also short-circuits. It means that

x &&= y;

is equivalent to:

x && (x = y);

The following example uses the logical AND assignment operator to change the last name of a person object if the last name is truthy:

let person = {

firstName: 'Jane',

lastName: 'Doe',

};

person.lastName &&= 'Smith';

console.log(person);

Code language: JavaScript (javascript)

Output:

{firstName: 'Jane', lastName: 'Smith'}

Code language: CSS (css)

## **The nullish coalescing assignment operator**

The nullish coalescing assignment operator only assigns y to x if x is null or undefined:

x ??= y;

It’s equivalent to the following statement that uses the nullish coalescing operator:

x ?? (x = y);

The following example uses the nullish coalescing assignment operator to add a missing property to an object:

let user = {

username: 'Satoshi'

};

user.nickname ??= 'anonymous';

console.log(user);

Code language: JavaScript (javascript)

Output:

{username: 'Satoshi', nickname:'anonymous'}

Code language: CSS (css)

In this example, the user.nickname is undefined, therefore, it’s nullish. The nullish coalescing assignment operator assigns the string 'anonymous' to the user.nickname property.

The following table illustrates how the logical assignment operators work:

## **Summary**

* The logical OR assignment (x ||= y) operator only assigns y to x if x is falsy.
* The logical AND assignment (x &&= y) operator only assigns y to x if x is truthy.
* The nullish coalesing assignment (x ??= y) operator only assigns y to x if x is nullish.

# JavaScript Nullish Coalescing Operator

**Summary**: in this tutorial, you’ll learn about the JavaScript nullish coalescing operator (??) that accepts two values and returns the second value if the first one is null or undefined.

## **Introduction to the JavaScript nullish coalescing operator**

ES2020 introduced the nullish coalescing operator denoted by the double question marks (??). The nullish coalescing operator is a [logical operator](https://www.javascripttutorial.net/javascript-logical-operators/) that accepts two values:

value1 ?? value2

The nullish coalescing operator returns the second value (value2) if the first value (value2) is null or undefined. Technically, the bullish coalescing operator is equivalent to the following block:

const result = value1;

if(result === null || result === undefined) {

result = value2;

}

Code language: JavaScript (javascript)

A nullish value is a value that is either null or undefined.

The following example uses the nullish coalescing operator (??) to return the string 'John' because the first value is null:

const name = null ?? 'John';

console.log(name); *// 'John'*

Code language: JavaScript (javascript)

And this example returns 28 because the first value is undefined:

const age = undefined ?? 28;

console.log(age);

Code language: JavaScript (javascript)

## **Why nullish coalescing operator**

When assigning a default value to a [variable](https://www.javascripttutorial.net/javascript-variables/), you often use the [logical OR operator](https://www.javascripttutorial.net/javascript-logical-operators/) (||). For example:

let count;

let result = count || 1 ;

console.log(result); *// 1*

Code language: JavaScript (javascript)

In this example, the count variable is undefined, it is coerced to false. Therefore, the result is 1.

However, the logical OR operator (||) sometimes confuses if you consider 0 or empty strings '' as a valid value like this:

let count = 0;

let result = count || 1;

Code language: JavaScript (javascript)

The result is 1, not 0, which you may not expect.

The nullish coalescing operator helps you to avoid this pitfall. It only returns the second value when the first one is either null or undefined.

## **The nullish coalescing operator is short-circuited**

Similar to the logical OR and AND operators, the nullish coalescing operator does not evaluate the second value if the first operand is neither undefined nor null.

For example:

let result = 1 ?? console.log('Hi');

Code language: JavaScript (javascript)

In this example, the operator ?? does not evaluate the expression 1/0 because the first value is 1, which is not null and undefined.

The following example evaluates the second expression because the first one is undefined:

let result = undefined ?? console.log('Hi');

Code language: JavaScript (javascript)

Output:

'Hi'

Code language: JavaScript (javascript)

## **Chaining with the AND or OR operator**

A SyntaxError will occur if you combine the logical AND or OR operator directly with the nullish coalescing operator like this:

const result = null || undefined ?? 'OK'; *// SyntaxError*

Code language: JavaScript (javascript)

However, you can avoid this error by wrapping the expression on the left of the ?? operator in parentheses to explicitly specify the operator precedences:

const result = (null || undefined) ?? 'OK';

console.log(result); *// 'OK'*

Code language: JavaScript (javascript)

## **Summary**

* The nullish coalescing operator (??) is a logical operator that accepts two values and returns the second value if the first one is null or undefined.
* The nullish coalescing operator is short-circuited and cannot directly combine with the logical AND or OR operator.

# JavaScript Exponentiation Operator

**Summary**: in this tutorial, you will learn how to use the JavaScript exponentiation operator (\*\*) to raise a number to the power of an exponent.

## **Introduction to the JavaScript exponentiation operator**

To raise a number to the power of an exponent, you often use the static method Math.power() with the following syntax:

Math.pow(base, exponent)

Code language: JavaScript (javascript)

For example:

let result = Math.pow(2,2);

console.log(result); *// 4*

result = Math.pow(2,3);

console.log(result); *// 8*

Code language: JavaScript (javascript)

ECMAScript 2016 provided an alternative way to get a base to the exponent power by using the exponentiation operator ( \*\*) with the following syntax:

x\*\*n

The operator \*\* raises the x to the power of an exponent n.

Note that some languages use the caret symbol ^ for exponentiation. However, JavaScript already uses that symbol for the bitwise logical XOR operator.

The following example illustrates how to use the exponentiation operator (\*\*):

let result = 2 \*\* 2;

console.log(result); *// 4*

result = 2 \*\* 3;

console.log(result); *// 8*

Code language: JavaScript (javascript)

Both Math.pow() and operator \*\* accept values of the number type. However, the operator \*\* also accepts the numbers of the [bigint](https://www.javascripttutorial.net/es-next/javascript-bigint/) type. For example:

let result = 2n \*\* 3n;

console.log(result); *// 8n*

Code language: JavaScript (javascript)

In addition, you can use the exponentiation operator  ( \*\*) in the infix notation. For example:

let x = 2;

x \*\*= 4;

console.log(x); *// 16*

Code language: JavaScript (javascript)

JavaScript does not allow you to put a unary operator immediately before the base number. If you attempt to do so, you’ll get a SyntaxError.

The following causes a syntax error:

let result = -2\*\*3;

Code language: JavaScript (javascript)

Error:

Uncaught SyntaxError: Unary operator used immediately before exponentiation expression. Parenthesis must be used to disambiguate operator precedence

Code language: JavaScript (javascript)

To fix this, you use parentheses like this:

let result = (-2)\*\*3;

console.log(result); *// -8*

Code language: JavaScript (javascript)

## **Summary**

* The exponentiation operator \*\* raises a number to the power of an exponent.
* The exponentiation operator \*\* accepts values of the type number or bigint.

# JavaScript if

**Summary**: in this tutorial, you will learn how to use the JavaScript if statement to execute a block when a condition is true.

## **Introduction to the JavaScript if statement**

The if statement executes block if a condition is true. The following shows the syntax of the if statement:

if( condition )

statement;

Code language: JavaScript (javascript)

The condition can be a value or an expression. Typically, the condition evaluates to a [Boolean](https://www.javascripttutorial.net/javascript-data-types/#boolean) value, which is true or false.

If the condition evaluates to true, the if statement executes the statement. Otherwise, the if statement passes the control to the next statement after it.

The following flowchart illustrates how the if statement works:

If the condition evaluates to a non-Boolean value, JavaScript implicitly converts its result to a Boolean value by calling the [Boolean()](https://www.javascripttutorial.net/javascript-boolean/) function.

If you have more than one statement to execute, you need to use wrap them in a block using a pair of curly braces as follows:

if (condition) {

*// statements to execute*

}

Code language: JavaScript (javascript)

However, it’s a good practice to always use curly braces with the if statement. By doing this, you make your code easier to maintain and avoid possible mistakes.

## **JavaScript if statement examples**

The following example uses the if statement to check if the age is equal to or greater than 18:

let age = 18;

if (age >= 18) {

console.log('You can sign up');

}

Code language: JavaScript (javascript)

Output:

You can sign up

Code language: JavaScript (javascript)

How it works.

First, declare and initialize the [variable](https://www.javascripttutorial.net/javascript-variables/) age to 18:

let age = 18;

Code language: JavaScript (javascript)

Second, check if the age is greater or equal to 18 using the if statement. Because the expression age >= 18 is true, the code inside the if statement executes that outputs a message to the console:

if (age >= 18) {

console.log('You can sign up');

}

Code language: JavaScript (javascript)

The following example also uses the if statement. However, the age is 16 which causes the condition to evaluate to false. Therefore, you won’t see any message in the output:

let age = 16;

if (age >= 18) {

console.log('You can sign up');

}

Code language: JavaScript (javascript)

## **Nested if statement**

It’s possible to use an if statement inside another if statement. For example:

let age = 16;

let state = 'CA';

if (state == 'CA') {

if (age >= 16) {

console.log('You can drive.');

}

}

Code language: JavaScript (javascript)

Output:

You can drive.

Code language: JavaScript (javascript)

How it works.

First, declare and initialize the age and state variables:

let age = 16;

let state = 'CA';

Code language: JavaScript (javascript)

Second, check if the state is 'CA' using an if statement. If yes, check if the age is greater than 16 using a nested if statement and output a message to the console:

if (state == 'CA') {

if (age == 16) {

console.log('You can drive.');

}

}

Code language: JavaScript (javascript)

In practice, you should avoid using nested if statements as much as possible. For example, you can use the && operator to combine the conditions and use an if statements as follows:

let age = 16;

let state = 'CA';

if (state == 'CA' && age == 16) {

console.log('You can drive.');

}

Code language: JavaScript (javascript)

## **Summary**

* Use the JavaScript if statement to execute a statement if a condition is true.
* Avoid using nested if statement as much as possible.

# JavaScript if else

**Summary**: in this tutorial, you will learn how to use the JavaScript if...else statement to execute a block based on a condition.

## **Introduction to the JavaScript if…else statement**

The [if](https://www.javascripttutorial.net/javascript-if/) statement executes a block if a condition is true. When the condition is false, it does nothing. But if you want to execute a statement if the condition is false, you can use an if...else statement.

The following shows the syntax of the if...else statement:

if( condition ) {

*// ...*

} else {

*// ...*

}

Code language: JavaScript (javascript)

In this syntax, the condition is a value or an expression that evaluates to true or false. If the condition is true, the if...else statement executes the block that follows the if branch.

If the condition is false, the if...else statement executes the block that follows the else branch.

Typically, the condition evaluates to a boolean value, which is true or false. However, if it evaluates to a non-boolean value, the if...else statement will convert it to the boolean value.

The following flowchart illustrates how the if...else statement works:

## **JavaScript if…else statement**

The following example uses the if...else statement to check if the age is greater than or equal to 18:

let age = 18;

if (age >= 18) {

console.log('You can sign up.');

} else {

console.log('You must be at least 18 to sign up.');

}

Code language: JavaScript (javascript)

In this example, the age is 18. Therefore, the expression age >= 18 is true. Hence, you’ll see the following message in the console:

You can sign up.

The following example is the same as above except that the age is 18 instead of 16:

let age = 16;

if (age >= 18) {

console.log('You can sign up.');

} else {

console.log('You must be at least 18 to sign up.');

}

Code language: JavaScript (javascript)

Output:

You must be at least 18 to sign up.

In this example, the age is 16. Therefore, the expression age >= 18 evaluates to false. Hence, the statement in the else branch executes that output the message to the console.

## **Summary**

* Use the JavaScript if...else statement to execute a block if a condition is true and another block otherwise.

# JavaScript if else if

**Summary**: In this tutorial, you will learn how to use the JavaScript if...else...if statement to check multiple conditions and execute the corresponding block if a condition is true.

## **Introduction to the JavaScript if else if statement**

The [if](https://www.javascripttutorial.net/javascript-if/) an [if…else](https://www.javascripttutorial.net/javascript-if-else/) statements accept a single condition and execute the if or else block accordingly based on the condition.

To check multiple conditions and execute the corresponding block if a condition is true, you use the if...else...if statement like this:

if (condition1) {

*// ...*

} else if (condition2) {

*// ...*

} else if (condition3) {

*//...*

} else {

*//...*

}

Code language: JavaScript (javascript)

In this syntax, the if...else...if statement has three conditions. In theory, you can have as many conditions as you want to, where each else...if branch has a condition.

The if...else...if statement checks the conditions from top to bottom and executes the corresponding block if the condition is true.

The if...else...if statement stops evaluating the remaining conditions as soon as a condition is true. For example, if the condition2 is true, the if...else...if statement won’t evaluate the condition3.

If all the conditions are false, the if...else...if statement executes the block in the else branch.

The following flowchart illustrates how the if...else...if statement works:

## **JavaScript if else if examples**

Let’s take some examples of using the if...else...if statement.

### **1) A simple JavaScript if…else…if statement example**

The following example uses the if...else...if statement to get the month name from a month number:

let month = 6;

let monthName;

if (month == 1) {

monthName = 'Jan';

} else if (month == 2) {

monthName = 'Feb';

} else if (month == 3) {

monthName = 'Mar';

} else if (month == 4) {

monthName = 'Apr';

} else if (month == 5) {

monthName = 'May';

} else if (month == 6) {

monthName = 'Jun';

} else if (month == 7) {

monthName = 'Jul';

} else if (month == 8) {

monthName = 'Aug';

} else if (month == 9) {

monthName = 'Sep';

} else if (month == 10) {

monthName = 'Oct';

} else if (month == 11) {

monthName = 'Nov';

} else if (month == 12) {

monthName = 'Dec';

} else {

monthName = 'Invalid month';

}

console.log(monthName);

Code language: JavaScript (javascript)

Output:

Jun

In this example, we compare the month with 12 numbers from 1 to 12 and assign the corresponding month name to the monthName variable.

Since the month is 6, the expression month==6 evaluates to true. Therefore, the if...else...if statement assigns the literal string 'Jun' to the monthName variable. Therefore, you see Jun in the console.

If you change the month to a number that is not between 1 and 12, you’ll see the Invalid Month in the console because the else clause will execute.

### **2) Using JavaScript if…else…if statement to calculate the body mass index**

The following example calculates a body mass index (BMI) of a person. It uses the if...else...if statement to determine the weight status based on the BMI:

let weight = 70; *// kg*

let height = 1.72; *// meter*

*// calculate the body mass index (BMI)*

let bmi = weight / (height \* height);

let weightStatus;

if (bmi < 18.5) {

weightStatus = 'Underweight';

} else if (bmi >= 18.5 && bmi <= 24.9) {

weightStatus = 'Healthy Weight';

} else if (bmi >= 25 && bmi <= 29.9) {

weightStatus = 'Overweight';

} else {

weightStatus = 'Obesity';

}

console.log(weightStatus);

Code language: JavaScript (javascript)

Output:

Healthy Weight

How it works.

* First, declare two variables that hold the weight in kilogram and height in meter. In a realworld application, you’ll get these values from a web form.
* Second, calculate the body mass index by dividing the weight by the square of the height.
* Third, determine the weight status based on the BMI using the if...else..if statement.
* Finally, output the weight status to the console.

## **Summary**

* Use the JavaScript if...else...if statement to check multiple conditions and execute the corresponding block if a condition is true.

# JavaScript Ternary Operator

**Summary**: in this tutorial, you will learn how to use the JavaScript ternary operator to make your code more concise.

## **Introduction to JavaScript ternary operator**

When you want to execute a block if a condition evaluates to true, you often use an [if…else](https://www.javascripttutorial.net/javascript-if-else/) statement. For example:

let age = 18;

let message;

if (age >= 16) {

message = 'You can drive.';

} else {

message = 'You cannot drive.';

}

console.log(message);

Code language: JavaScript (javascript)

In this example, we show a message that a person can drive if the age is greater than or equal to 16. Alternatively, you can use a ternary operator instead of the [if-else](https://www.javascripttutorial.net/javascript-if-else/) statement like this:

let age = 18;

let message;

age >= 16 ? (message = 'You can drive.') : (message = 'You cannot drive.');

console.log(message);

Code language: JavaScript (javascript)

Or you can use the ternary operator in an expression as follows:

let age = 18;

let message;

message = age >= 16 ? 'You can drive.' : 'You cannot drive.';

console.log(message);

Code language: JavaScript (javascript)

Here’s the syntax of the ternary operator:

condition ? expressionIfTrue : expressionIfFalse;

Code language: JavaScript (javascript)

In this syntax, the condition is an expression that evaluates to a Boolean value, either true or false.

If the condition is true, the first expression (expresionIfTrue) executes. If it is false, the second expression (expressionIfFalse) executes.

The following shows the syntax of the ternary operator used in an expression:

let variableName = condition ? expressionIfTrue : expressionIfFalse;

Code language: JavaScript (javascript)

In this syntax, if the condition is true, the variableName will take the result of the first expression (expressionIfTrue) or expressionIfFalse otherwise.

## **JavaScript ternary operator examples**

Let’s take some examples of using the ternary operator.

### **1) Using the JavaScript ternary operator to perform multiple statements**

The following example uses the ternary operator to perform multiple operations, where each operation is separated by a comma. For example:

let authenticated = true;

let nextURL = authenticated

? (alert('You will redirect to admin area'), '/admin')

: (alert('Access denied'), '/403');

*// redirect to nextURL here*

console.log(nextURL); *// '/admin'*

Code language: JavaScript (javascript)

In this example, the returned value of the ternary operator is the last value in the comma-separated list.

### **2) Simplifying ternary operator example**

See the following example:

let locked = 1;

let canChange = locked != 1 ? true : false;

Code language: JavaScript (javascript)

If the locked is 1, then the canChange variable is set to false, otherwise, it is set to true. In this case, you can simplify it by using a Boolean expression as follows:

let locked = 1;

let canChange = locked != 1;

Code language: JavaScript (javascript)

### **3) Using multiple JavaScript ternary operators example**

The following example shows how to use two ternary operators in the same expression:

let speed = 90;

let message = speed >= 120 ? 'Too Fast' : speed >= 80 ? 'Fast' : 'OK';

console.log(message);

Code language: JavaScript (javascript)

Output:

Fast

Code language: JavaScript (javascript)

It’s a good practice to use the ternary operator when it makes the code easier to read. If the logic contains many if...else statements, you should avoid using the ternary operators.

## **Summary**

* Use the JavaScript ternary operator (?:)to make the code more concise.

# JavaScript switch case

**Summary**: in this tutorial, you will learn how to use the JavaScript switch statement to execute a block based on multiple conditions.

## **Introduction to the JavaScript switch case statement**

The switch statement evaluates an expression, compares its result with case values, and executes the statement associated with the matching case value.

The following illustrates the syntax of the switch statement:

switch (expression) {

case value1:

statement1;

break;

case value2:

statement2;

break;

case value3:

statement3;

break;

default:

statement;

}

Code language: JavaScript (javascript)

How it works.

* First, evaluate the expression inside the parentheses after the switch keyword.
* Second, compare the result of the expression with the value1, value2, … in the case branches from top to bottom. The switch statement uses the strict comparison (===).
* Third, execute the statement in the case branch where the result of the expression equals the value that follows the case keyword. The [break](https://www.javascripttutorial.net/javascript-break/) statement exits the switch statement. If you skip the break statement, the code execution falls through the original case branch into the next one. If the result of the expression does not strictly equal to any value, the switch statement will execute the statement in the default branch.

That the switch statement will stop comparing the expression‘s result with the remaining case values as long as it finds a match.

The switch statement is like the [if…else…if](https://www.javascripttutorial.net/javascript-if-else-if/) statement. But it has more readable syntax.

The following flowchart illustrates the switch statement:

In practice, you often use a switch statement to replace a complex if...else...if statement to make the code more readable.

Technically, the switch statement is equivalent to the following  if...else...if statement:

if (expression === value1) {

statement1;

} else if (expression === value2) {

statement2;

} else if (expression === value3) {

statement3;

} else {

statement;

}

Code language: JavaScript (javascript)

## **JavaScript switch case examples**

Let’s take some examples of using the JavaScript switch statement.

### **1) Using JavaScript switch statement to get the day of the week**

The following example uses the switch statement to get the day of the week based on a day number:

let day = 3;

let dayName;

switch (day) {

case 1:

dayName = 'Sunday';

break;

case 2:

dayName = 'Monday';

break;

case 3:

dayName = 'Tuesday';

break;

case 4:

dayName = 'Wednesday';

break;

case 5:

dayName = 'Thursday';

break;

case 6:

dayName = 'Friday';

break;

case 7:

dayName = 'Saturday';

break;

default:

dayName = 'Invalid day';

}

console.log(dayName); *// Tuesday*

Code language: JavaScript (javascript)

Output:

Tuesday

How it works.

First, declare the day variable that holds the day number and the day name variable (dayName).

Second, get the day of the week based on the day number using the switch statement. If the day is 1, the day of the week is Sunday. If the day is 2, the day of the week is Monday, and so on.

Third, output the day of the week to the console.

### **2) Using the JavaScript switch statement to get the day count based of a month**

The following example uses the switch statement to get the day count of a month:

let year = 2016;

let month = 2;

let dayCount;

switch (month) {

case 1:

case 3:

case 5:

case 7:

case 8:

case 10:

case 12:

dayCount = 31;

break;

case 4:

case 6:

case 9:

case 11:

dayCount = 30;

break;

case 2:

*// leap year*

if ((year % 4 == 0 && !(year % 100 == 0)) || year % 400 == 0) {

dayCount = 29;

} else {

dayCount = 28;

}

break;

default:

dayCount = -1; *// invalid month*

}

console.log(dayCount); *// 29*

Code language: JavaScript (javascript)

In this example, we have four cases:

* If the month is 1, 3,5, 7, 8, 10, or 12, the number of days in a month is 31.
* If the month is 4, 6, 9, or 11, the number of days in that month is 30.
* If the month is 2, and the year is not the leap year, the number of days is 28. If the year is the leap year, the number of days is 29.
* If the month is not in the valid range (1-12), the default branch executes and sets the dayCount variable to -1, which indicates the invalid month.

## **Summary**

* The switch statement evaluates an expression, compare its result with case values, and execute the statement associated with the matching case.
* Use the switch statement to rather than a complex if...else...if statement to make the code more redable.
* The switch statement uses the strict comparison (===) to compare the expression with the case values.

# JavaScript while Loop

**Summary**: in this tutorial, you will learn how to use the JavaScript while statement to create a loop that executes a block as long as a condition is true .

## **Introduction to the JavaScript while loop statement**

The JavaScript while statement creates a loop that executes a block as long as a condition evaluates to true.

The following illustrates the syntax of the while statement:

while (expression) {

*// statement*

}

Code language: JavaScript (javascript)

The while statement evaluates the expression before each iteration of the loop.

If the expression evaluates to true, the while statement executes the statement. Otherwise, the while loop exits.

Because the while loop evaluates the expression before each iteration, it is known as a pretest loop.

If the expression evaluates to false before the loop enters, the while loop will never execute.

The following flowchart illustrates the while loop statement:

Note that if you want to execute the statement a least once and check the condition after each iteration, you should use the [do…while](https://www.javascripttutorial.net/javascript-do-while/) statement.

## **JavaScript while loop example**

The following example uses the while statement to output the odd numbers between 1 and 10 to the console:

let count = 1;

while (count < 10) {

console.log(count);

count +=2;

}

Code language: JavaScript (javascript)

Output:

1

3

5

7

9

How the script works

* First, declare and initialize the count variable to 1.
* Second, execute the statement inside the loop if the count variable is less than 10. In each iteration, ouput the count to the console and increase the count by 2.
* Third, after 5 iterations, the count is 11. Therefore, the condition count < 10 is false, the loop exits.

## **Summary**

* Use a while loop statement to create a loop that executes a block as long as a condition evaluates to true.

# JavaScript do…while Loop

**Summary**: in this tutorial, you will learn how to use the JavaScript do...while statement to create a loop that executes a block until a condition is false.

## **Introduction to the JavaScript do…while statement**

The do...while loop statement creates a loop that executes a block until a condition evaluates to false.

The following statement illustrates the syntax of the do...while loop:

do {

statement;

} while(expression);

Code language: JavaScript (javascript)

Unlike the [while](https://www.javascripttutorial.net/javascript-while-loop/) loop, the do-while loop always executes the statement at least once before evaluating the expression.

Because the do...while loop evaluates expression after each iteration, it’s often referred to as a post-test loop.

Inside the loop body, you need to make changes to some [variables](https://www.javascripttutorial.net/javascript-variables/) to ensure that the expression is false after some iterations. Otherwise, you’ll have an indefinite loop.

Note that starting with ES6+, the trailing semicolon (;) after the while(expression) is optional. So you can use the following syntax:

do {

statement;

} while(expression)

Code language: JavaScript (javascript)

The following flowchart illustrates the do-while loop statement:

In practice, you often use the do...while statement when you want to execute the loop body at least once before checking the condition.

## **JavaScript do while statement examples**

Let’s take some examples of using the do…while statement.

### **1) Simple JavaScript do while statement example**

The following example uses the do...while statement to output five numbers from 0 to 4 to the console:

let count = 0;

do {

console.log(count);

count++;

} while (count < 5)

Code language: JavaScript (javascript)

Output:

0

1

2

3

4

In this example:

* First, declare and initialize the count variable to zero.
* Second, show the count and increase its value by one in each iteration until its value is greater or equal 5.

### **2) Using the JavaScript do while statement to make a simple number guessing game**

The following example uses the do...while statement to generate a number guessing game.

The script generates a random integer between 1 and 10. And you have to make a number of guesses until your number matches the random number.

*// generate a secret number between 1 and 10*

const MIN = 1;

const MAX = 10;

let secretNumber = Math.floor(Math.random() \* (MAX - MIN + 1)) + MIN;

let guesses = 0; *// for storing the number of guesses*

let hint = ''; *// for storing hint*

let number = 0;

do {

*// get input from user*

let input = prompt(`Please enter a number between ${MIN} and ${MAX}` + hint);

*// get the integer*

number = parseInt(input);

*// increase the number of guesses*

guesses++;

*// check input number with the secret number*

*// provide hint if needed*

if (number > secretNumber) {

hint = ', and less than ' + number;

} else if (number < secretNumber) {

hint = ', and greater than ' + number;

} else if (number == secretNumber) {

alert(`Bravo! you're correct after ${guesses} guess(es).`);

}

} while (number != secretNumber);

Code language: JavaScript (javascript)

How it works.

* First, generate a random number between 1 and 10.
* Second, [prompt](https://www.javascripttutorial.net/javascript-bom/javascript-prompt/) for input an integer and compare it with the secret number. If they are not equal, show a hint. Otherwise, display the congratulation message.

## **Summary**

* Use the do…while statement to create a loop that executes a block until a condition is false.

# JavaScript for Loop

**Summary**: in this tutorial, you will learn how to use the JavaScript for loop statement to create a loop with various options.

## **Introduction to the JavaScript for loop statement**

The for loop statement creates a loop with three optional expressions. The following illustrates the syntax of the for loop statement:

for (initializer; condition; iterator) {

*// statements*

}

Code language: JavaScript (javascript)

### **1) iterator**

The for statement executes the initializer only once the loop starts. Typically, you declare and initialize a local loop variable in the initializer.

### **2) condition**

The condition is a boolean expression that determines whether the for should execute the next iteration.

The for statement evaluates the condition before each iteration. If the condition is true (or is not present), it executes the next iteration. Otherwise, it’ll end the loop.

### **3) iterator**

The for statement executes the iterator after each iteration.

The following flowchart illustrates the for loop:

In the for loop, the three expressions are optional. The following shows the for loop without any expressions:

for ( ; ; ) {

*// statements*

}

Code language: JavaScript (javascript)

## **JavaScript for loop examples**

Let’s take some examples of using the for loop statement.

### **1) A simple JavaScript for loop example**

The following example uses the for loop statement to show numbers from 1 to 4 to console:

for (let i = 1; i < 5; i++) {

console.log(i);

}

Code language: JavaScript (javascript)

Output:

1

2

3

4

How it works.

* First, declare a variable  counter and initialize it to 1.
* Second, display the value of counter in the console if counter is less than 5.
* Third, increase the value of counter by one in each iteration of the loop.

### **2) Using the JavaScript for loop without the initializer example**

The following example uses a for loop that has no initializer expression:

let j = 1;

for (; j < 10; j += 2) {

console.log(j);

}

Code language: JavaScript (javascript)

Output:

1

3

5

7

9

### **3) Using the JavaScript for loop without the condition example**

Similar to the initializer expression, the condition expression is optional. If you omit the condition expression, you need to use a [break](https://www.javascripttutorial.net/javascript-break/) statement to terminate the loop.

for (let j = 1; ; j += 2) {

console.log(j);

if (j > 10) {

break;

}

}

Code language: JavaScript (javascript)

Output:

1

3

5

7

9

11

### **3) Using the JavaScript for loop statement without any expression example**

All three expressions of the for loop statements are optional. Therefore, you can omit all of them. For example:

let j = 1;

for (;;) {

if (j > 10) {

break;

}

console.log(j);

j += 2;

}

Code language: JavaScript (javascript)

Output:

1

3

5

7

9

### **4) Using the JavaScript for loop without the loop body example**

JavaScript allows the for statement to have an empty statement. In this case, you place a semicolon (;) immediately after the for statement.

For example, the following uses a for loop to calculate the sum of 10 numbers from 1 to 10:

let sum = 0;

for (let i = 0; i <= 9; i++, sum += i);

console.log(sum);

Code language: JavaScript (javascript)

Output:

55

## **Summary**

* Use the JavaScript for statement to create a loop that execute a block based using various options.

# JavaScript break

**Summary**: in this tutorial, you’ll learn how to use the JavaScript break statement to terminate a loop prematurely.

## **The label statement**

In JavaScript, you can label a statement for later use. Here’s the syntax of the label statement:

label: statement;

Code language: HTTP (http)

In this syntax, the label can be any valid identifier. For example, the following shows how to label a for loop using the outer label:

outer: for (let i = 0; i < 5; i++) {

console.log(i);

}

Code language: JavaScript (javascript)

Once defining a label, you can reference it in the break or [continue](https://www.javascripttutorial.net/javascript-continue/) statement.

## **Introduction to JavaScript break statement**

The break statement prematurely terminates a loop such as [for](https://www.javascripttutorial.net/javascript-for-loop/), [do...while](https://www.javascripttutorial.net/javascript-do-while/), and [while](https://www.javascripttutorial.net/javascript-while-loop/) loop, a [switch](https://www.javascripttutorial.net/javascript-switch-case/), or a label statement. Here’s the syntax of the break statement:

break [label];

Code language: JavaScript (javascript)

In this syntax, the label is optional if you use the break statement in a loop or switch. However, if you use the break statement with a label statement, you need to specify it.

This tutorial focuses on how to use the break statement to terminate the loop prematurely.

## **Using JavaScript break statement in a for loop**

The following for loop statement outputs five numbers from 0 to 4:

for (let i = 0; i < 5; i++) {

console.log(i);

}

Code language: JavaScript (javascript)

Output:

0

1

2

3

4

To terminate the for loop prematurely, you can use a break statement. For example, the following illustrates how to use a break statement inside a for loop:

for (let i = 0; i < 5; i++) {

console.log(i);

if (i == 2) {

break;

}

}

Code language: JavaScript (javascript)

Output:

0

1

2

In this example, we use an [if](https://www.javascripttutorial.net/javascript-if/) statement inside the loop. If the current value of i is 2, the if statement executes the break statement that terminates the loop.

This flowchart illustrates how the break statement works in a for loop:

### **Using the break statement to terminate a nested loop**

A nested loop has one loop inside another. For example, the following uses a nested for loop to output a pair of numbers from 1 to 3:

for (let i = 1; i <= 3; i++) {

for (let j = 1; j <= 3; j++) {

console.log(i, j);

}

}

Code language: JavaScript (javascript)

Output:

1 1

1 2

1 3

2 1

2 2

2 3

3 1

3 2

3 3

If you use a break statement inside an inner loop, it only terminates the enclosing loop. For example:

for (let i = 1; i <= 3; i++) {

for (let j = 1; j <= 3; j++) {

if (i + j == 4) {

break;

}

console.log(i, j);

}

}

Code language: JavaScript (javascript)

Output:

1 1

1 2

2 1

In this example, if the sum of i and j is 4, the break statement terminates the inner loop. To terminate the nested loop, you use a label statement. For example:

outer: for (let i = 1; i <= 3; i++) {

for (let j = 1; j <= 3; j++) {

if (i + j == 4) {

break outer;

}

console.log(i, j);

}

}

Code language: JavaScript (javascript)

Output:

1 1

1 2

In this example, we label the outer loop with the label outer. Inside the inner loop, we specify the outer label in the break statement. The break statement to terminate the nested loop if the sum of i and j is 4.

## **Using JavaScript break statement in a while loop**

The following output five numbers from 1 to 5 to the console using a while loop:

let i = 0;

while (i < 5) {

i++;

console.log(i);

}

Code language: JavaScript (javascript)

Output:

1

2

3

4

5

Like a for loop, the break statement terminates a while loop prematurely. For example:

let i = 0;

while (i < 5) {

i++;

console.log(i);

if (i == 3) {

break;

}

}

Code language: JavaScript (javascript)

Output:

1

2

3

In this example, when the current value of i is 3, the break statement terminates the loop. Therefore, you see only three numbers in the output.

The following flowchart illustrates how the break statement works in a while loop:

## **Using JavaScript break statement in a do…while loop**

The following example uses a do...while statement to output five numbers from 0 to 5 to the console:

let i = 0;

do {

i++;

console.log(i);

} while (i < 5);

Code language: JavaScript (javascript)

Output:

1

2

3

4

5

Like a while loop, you can use a break statement to terminate a do...while loop. For example:

let i = 0;

do {

i++;

console.log(i);

if (i == 3) {

break;

}

} while (i < 5);

Code language: JavaScript (javascript)

Output:

1

2

3

The following flowchart shows how the break statement works in a do while loop:

## **Summary**

* Use the break statement to terminate a loop including for, while, and do...while prematurely.
* When using in a nested loop, the break statement terminates the enclosing loop. To terminate the nested loop, you use a label statement.

# JavaScript continue

**Summary**: in this tutorial, you will learn how to use the JavaScript continue statement to skip the current iteration of a loop.

## **Introduction to the JavaScript continue statement**

The continue statement terminates the execution of the statement in the current iteration of a loop and immediately continues to the next iteration.

Here’s the syntax of the continue statement:

continue [label];

Code language: JavaScript (javascript)

In this syntax, the label is optional. It is a valid identifier associated with the label of a statement. For more, check out the break statement tutorial for more information on the label statement.

Typically, you use the continue with an [if](https://www.javascripttutorial.net/javascript-if/) statement like this:

*// inside a loop*

if(condition){

continue;

}

Code language: JavaScript (javascript)

In this syntax, the if statement specifies a condition to execute the continue statement inside a loop.

## **Using the continue statement in a for loop**

When using the continue statement in a for loop, it doesn’t terminate the loop entirely. Instead, it jumps to the iterator expression.

The following flowchart illustrates how the continue statement works in a for loop:

JavaScript continue with for loop

The following example uses a continue in a for loop to display the odd number in the console:

for (let i = 0; i < 10; i++) {

if (i % 2 === 0) {

continue;

}

console.log(i);

}

Code language: JavaScript (javascript)

Output:

1

3

5

7

9

In this example, the for loop iterates over the numbers from 0 to 9.

The i%2 returns the remainder of the division of the current value of i by 2.

If the remainder is zero, the if statement executes the continue statement that skips the current iteration of the loop and jumps to the iterator expression i++. Otherwise, it outputs the value of i to the console.

## **Using the continue statement in a while loop**

When using the continue statement in a while loop, it doesn’t terminate the execution of the loop entirely. Instead, it jumps back to the condition.

The following flowchart show hows the continue statement works in a while loop statement:

The following example uses a continue statement in a while loop to display the odd numbers from 1 to 10:

let i = 0;

while (i < 10) {

i++;

if (i % 2 === 0) {

continue;

}

console.log(i);

}

Code language: JavaScript (javascript)

Output:

1

3

5

7

9

## **Using the continue statement with a label example**

The continue statement can include an optional label like this:

continue label;

Code language: JavaScript (javascript)

The following nested loop displays pairs of numbers from 1 to 2:

for (let i = 1; i < 4; i++) {

for (let j = 1; j < 4; j++) {

console.log(i, j);

}

}

Code language: JavaScript (javascript)

Output:

1 1

1 2

1 3

2 1

2 2

2 3

3 1

3 2

3 3

The following shows how to use the continue statement with a label:

outer: for (let i = 1; i < 4; i++) {

for (let j = 1; j < 4; j++) {

if (i + j == 3) continue outer;

console.log(i, j);

}

}

Code language: JavaScript (javascript)

Output:

1 1

3 1

3 2

3 3

## **Summary**

* Use the JavaScript continue statement to skip the current iteration of a loop and continue the next one.

# JavaScript Comma Operator

**Summary**: in this tutorial, you’ll learn about the JavaScript comma operator and its usages.

## **Introduction to the JavaScript comma operator**

JavaScript uses a comma (,) to represent the comma operator. A comma operator takes two expressions, evaluates them from left to right, and returns the value of the right expression.

Here’s the syntax of the comma operator:

leftExpression, rightExpression

For example:

let result = (10, 10 + 20);

console.log(result);

Code language: JavaScript (javascript)

Output:

30

In this example, the 10, 10+20 returns the value of the right expression, which is 10+20. Therefore, the result value is 30.

See the following example:

let x = 10;

let y = (x++, x + 1);

console.log(x, y);

Code language: JavaScript (javascript)

Output:

11 12

In this example, we increase the value of x by one (x++), add one to x (x+1) and assign x to y. Therefore, x is 11, and y is 12 after the statement.

However, to make the code more explicit, you can use two statements rather than one statement with a comma operator like this:

let x = 10;

x++;

let y = x + 1;

console.log(x, y);

Code language: JavaScript (javascript)

This code is more explicit.

In practice, you might want to use the comma operator inside a [for](https://www.javascripttutorial.net/javascript-for-loop/) loop to update multiple variables each time through the loop.

The following example uses the comma operator in a for loop to display an array of nine elements as a matrix of 3 rows and three columns:

let board = [1, 2, 3, 4, 5, 6, 7, 8, 9];

let s = '';

for (let i = 0, j = 1; i < board.length; i++, j++) {

s += board[i] + ' ';

if (j % 3 == 0) {

console.log(s);

s = '';

}

}

Code language: JavaScript (javascript)

Output:

1 2 3

4 5 6

7 8 9

## **Summary**

* A comma operator takes two expressions and evaluates them from left to right, and returns the value of the right expression.
* Use the comma operator (,) inside a for loop to update multiple variables once.
* Use two statements rather than the comma operator elsewhere to make the code more explicit and easier to understand.

# JavaScript Functions

**Summary**: in this tutorial, you will learn about JavaScript functions and how to use them to structure the code into smaller and more reusable units.

## **Introduction to JavaScript functions**

When developing an application, you often need to perform the same action in many places. For example, you may want to show a message whenever an error occurs.

To avoid repeating the same code all over places, you can use a function to wrap that code and reuse it.

JavaScript provides many built-in functions such as parseInt() and parseFloat(). In this tutorial, you will learn how to develop custom functions.

## **Declare a function**

To declare a function, you use the function keyword, followed by the function name, a list of parameters, and the function body as follows:

function functionName(parameters) {

*// function body*

*// ...*

}

Code language: JavaScript (javascript)

The function name must be a valid JavaScript identifier. By convention, the function names are in camelCase and start with verbs like getData(), fetchContents(), and isValid().

A function can accept zero, one, or multiple parameters. In the case of multiple parameters, you need to use a comma to separate two parameters.

The following declares a function say() that accepts no parameter:

function say() {

}

Code language: JavaScript (javascript)

The following declares a function named square() that accepts one parameter:

function square(a) {

}

Code language: JavaScript (javascript)

And the following declares a function named add() that accepts two parameters:

function add(a, b) {

}

Code language: JavaScript (javascript)

Inside the function body, you can write the code to implement an action. For example, the following say() function simply shows a message to the console:

function say(message) {

console.log(message);

}

Code language: JavaScript (javascript)

In the body of the say() function, we call the console.log() function to output a message to the console.

## **Calling a function**

To use a function, you need to call it. Calling a function is also known as invoking a function. To call a function, you use its name followed by arguments enclosing in parentheses like this:

functionName(arguments);

Code language: JavaScript (javascript)

When calling a function, JavaScript executes the code inside the function body. For example, the following shows how to call the say() function:

say('Hello');

Code language: JavaScript (javascript)

In this example, we call the say() function and pass a literal string 'Hello' into it.

### **Parameters vs. Arguments**

The terms parameters and arguments are often used interchangeably. However, they are essentially different.

When declaring a function, you specify the parameters. However, when calling a function, you pass the arguments that are corresponding to the parameters.

For example, in the say() function, the message is the parameter and the 'Hello' string is an argument that corresponds to the message parameter.

## **Returning a value**

Every function in JavaScript implicitly returns undefined unless you explicitly specify a return value. For example:

function say(message) {

console.log(message);

}

let result = say('Hello');

console.log('Result:', result);

Code language: JavaScript (javascript)

Output:

Hello

Result: undefined

Code language: JavaScript (javascript)

To specify a return value for a function, you use the return statement followed by an expression or a value, like this:

return expression;

Code language: JavaScript (javascript)

For example, the following add() function returns the sum of the two arguments:

function add(a, b) {

return a + b;

}

Code language: JavaScript (javascript)

The following shows how to call the add() function:

let sum = add(10, 20);

console.log('Sum:', sum);

Code language: JavaScript (javascript)

Output:

Sum: 30

Code language: HTTP (http)

The following example uses multiple return statements in a function to return different values based on conditions:

function compare(a, b) {

if (a > b) {

return -1;

} else if (a < b) {

return 1;

}

return 0;

}

Code language: JavaScript (javascript)

The compare() function compares two values. It returns:

* -1 if the first argument is greater than the second one.
* 1 if the first argument is less than the second one.
* 0 if  the first argument equals the second one.

The function immediately stops executing immediately when it reaches the return statement. Therefore, you can use the return statement without a value to exit the function prematurely, like this:

function say(message) {

*// show nothing if the message is empty*

if (! message ) {

return;

}

console.log(message);

}

Code language: JavaScript (javascript)

In this example, if the message is blank (or undefined), the say() function will show nothing.

The function can return a single value. If you want to [return multiple values from a function](https://www.javascripttutorial.net/javascript-return-multiple-values/), you need to pack these values in an array or an object.

## **The arguments object**

Inside a function, you can access an object called arguments that represents the named arguments of the function.

The arguments object behaves like an [array](https://www.javascripttutorial.net/javascript-array/) though it is not an instance of the [Array](https://www.javascripttutorial.net/javascript-array/) type.

For example, you can use the square bracket [] to access the arguments: arguments[0] returns the first argument, arguments[1] returns the second one, and so on.

Also, you can use the length property of the arguments object to determine the number of arguments.

The following example implements a generic add() function that calculates the sum of any number of arguments.

function add() {

let sum = 0;

for (let i = 0; i < arguments.length; i++) {

sum += arguments[i];

}

return sum;

}

Code language: JavaScript (javascript)

Hence, you can pass any number of arguments to the add() function, like this:

console.log(add(1, 2)); *// 3*

console.log(add(1, 2, 3, 4, 5)); *// 15*

Code language: JavaScript (javascript)

## **Function hoisting**

In JavaScript, you can use a function before declaring it. For example:

showMe(); *// a hoisting example*

function showMe(){

console.log('an hoisting example');

}

Code language: JavaScript (javascript)

This feature is called [hoisting](https://www.javascripttutorial.net/javascript-hoisting/).

Function hoisting is a mechanism that the JavaScript engine physically moves function declarations to the top of the code before executing them.

The following shows the version of the code before the JavaScript engine executes it:

function showMe(){

console.log('a hoisting example');

}

showMe(); *// a hoisting example*

Code language: JavaScript (javascript)

## **Summary**

* Use the function keyword to declare a function.
* Use the functionName() to call a function.
* All functions implicitly return undefined if they don’t explicitly return a value.
* Use the return statement to return a value from a function explicitly.
* The arguments variable is an array-like object inside a function, representing function arguments.
* The function hoisting allows you to call a function before declaring it.

# JavaScript Functions are First-Class Citizens

**Summary**: in this tutorial, you’ll learn that JavaScript functions are first-class citizens. This means that you can store functions in variables, pass them to other functions as arguments, and return them from other functions as values.

## **Storing functions in variables**

[Functions](https://www.javascripttutorial.net/javascript-function/) are first-class citizens in JavaScript. In other words, you can treat functions like values of other types.

The following defines the add() function and assigns the function name to the variable sum:

function add(a, b) {

return a + b;

}

let sum = add;

Code language: JavaScript (javascript)

In the assignment statement, we don’t include the opening and closing parentheses at the end of the add identifier. We also don’t execute the function but reference the function.

By doing this, we can have two ways to execute the same function. For example, we can call it normally as follows:

let result = add(10, 20);

Code language: JavaScript (javascript)

Alternatively, we can all the add() function via the sum variable like this:

let result = sum(10,20);

Code language: JavaScript (javascript)

## **Passing a function to another function**

Because functions are values, you can pass a function as an argument into another function.

The following declares the average() function that takes three arguments. The third argument is a function:

function average(a, b, fn) {

return fn(a, b) / 2;

}

Code language: JavaScript (javascript)

Now, you can pass the sum function to the average() function as follows:

let result = average(10, 20, sum);

Code language: JavaScript (javascript)

Put it all together:

function add(a, b) {

return a + b;

}

let sum = add;

function average(a, b, fn) {

return fn(a, b) / 2;

}

let result = average(10, 20, sum);

console.log(result);

Code language: JavaScript (javascript)

Output:

15

## **Returning functions from functions**

Since functions are values, you can return a function from another function.

The following compareBy() function returns a function that compares two [objects](https://www.javascripttutorial.net/javascript-objects/) by a property:

function compareBy(propertyName) {

return function (a, b) {

let x = a[propertyName],

y = b[propertyName];

if (x > y) {

return 1;

} else if (x < y) {

return -1;

} else {

return 0;

}

};

}

Code language: JavaScript (javascript)

Note that a[propertyName] returns the value of the propertyName of the a object. It’s equivalent to a.propertyName. However, if the propertyName contains a space like 'Discount Price', you need to use the square bracket notation to access it.

Suppose that you have an array of product objects where each product object has two properties: name and price.

let products = [

{name: 'iPhone', price: 900},

{name: 'Samsung Galaxy', price: 850},

{name: 'Sony Xperia', price: 700}

];

Code language: JavaScript (javascript)

You can [sort an array](https://www.javascripttutorial.net/javascript-array-sort/) by calling the sort() method. The sort() method accepts a function that compares two elements of the array as an argument.

For example, you can sort the product objects based on the name by passing a function returned from the compareBy() function as follows:

console.log('Products sorted by name:');

products.sort(compareBy('name'));

console.table(products);

Code language: JavaScript (javascript)

Output:

Products sorted by name:

┌─────────┬──────────────────┬───────┐

│ (index) │ name │ price │

├─────────┼──────────────────┼───────┤

│ 0 │ 'Samsung Galaxy' │ 850 │

│ 1 │ 'Sony Xperia' │ 700 │

│ 2 │ 'iPhone' │ 900 │

└─────────┴──────────────────┴───────┘

Code language: plaintext (plaintext)

Similarly, you can sort the product objects by prices:

*// sort products by prices*

console.log('Products sorted by price:');

products.sort(compareBy('price'));

console.table(products);

Code language: JavaScript (javascript)

Output:

Products sorted by price:

┌─────────┬──────────────────┬───────┐

│ (index) │ name │ price │

├─────────┼──────────────────┼───────┤

│ 0 │ 'Sony Xperia' │ 700 │

│ 1 │ 'Samsung Galaxy' │ 850 │

│ 2 │ 'iPhone' │ 900 │

└─────────┴──────────────────┴───────┘

Code language: JavaScript (javascript)

Put it all together.

function compareBy(propertyName) {

return function (a, b) {

let x = a[propertyName],

y = b[propertyName];

if (x > y) {

return 1;

} else if (x < y) {

return -1;

} else {

return 0;

}

};

}

let products = [

{ name: 'iPhone', price: 900 },

{ name: 'Samsung Galaxy', price: 850 },

{ name: 'Sony Xperia', price: 700 },

];

*// sort products by name*

console.log('Products sorted by name:');

products.sort(compareBy('name'));

console.table(products);

*// sort products by price*

console.log('Products sorted by price:');

products.sort(compareBy('price'));

console.table(products);

Code language: JavaScript (javascript)

## **More JavaScript Functions are First-Class Citizens example**

The following example defines two functions that convert a length in centimeters to inches and vice versa:

function cmToIn(length) {

return length / 2.54;

}

function intoCm(length) {

return length \* 2.54;

}

Code language: JavaScript (javascript)

The following convert() function has two parameters. The first parameter is a function and the second one is the length that will be converted based on the first argument:

function convert(fn, length) {

return fn(length);

}

Code language: JavaScript (javascript)

To convert cm to in, you can call the convert() function and pass the cmToIn function into the convert() function as the first argument:

let inches = convert(cmToIn, 10);

console.log(inches);

Code language: JavaScript (javascript)

Output:

3.937007874015748

Code language: CSS (css)

Similarly, to convert a length from inches to centimeters, you can pass the inToCm function into the convert() function, like this:

let cm = convert(intoCm, 10);

console.log(cm);

Code language: JavaScript (javascript)

Output:

25.4

Code language: CSS (css)

Put it all together.

function cmToIn(length) {

return length / 2.54;

}

function intoCm(length) {

return length \* 2.54;

}

function convert(fn, length) {

return fn(length);

}

let inches = convert(cmToIn, 10);

console.log(inches);

let cm = convert(intoCm, 10);

console.log(cm);

Code language: JavaScript (javascript)

Output:

3.937007874015748

25.4

Code language: CSS (css)

## **Summary**

* Functions are first-class citizens in JavaScript.
* You can pass functions to other functions as arguments, return them from other functions as values, and store them in variables.

# JavaScript Anonymous Functions

**Summary**: in this tutorial, you will learn about JavaScript anonymous functions.

## **Introduction to JavaScript anonymous functions**

An anonymous function is a [function](https://www.javascripttutorial.net/javascript-function/) without a name. The following shows how to define an anonymous function:

(function () {

*//...*

});

Code language: JavaScript (javascript)

Note that if you don’t place the anonymous function inside the (), you’ll get a syntax error. The () makes the anonymous function an expression that returns a function object.

An anonymous function is not accessible after its initial creation. Therefore, you often need to assign it to a variable.

For example, the following shows an anonymous function that displays a message:

let show = function() {

console.log('Anonymous function');

};

show();

Code language: JavaScript (javascript)

In this example, the anonymous function has no name between the function keyword and parentheses (). Because we need to call the anonymous function later, we assign the anonymous function to the show variable.

## **Using anonymous functions as arguments**

In practice, you often pass anonymous functions as arguments to other functions. For example:

setTimeout(function() {

console.log('Execute later after 1 second')

}, 1000);

Code language: JavaScript (javascript)

In this example, we pass an anonymous function into the [setTimeout()](https://www.javascripttutorial.net/javascript-bom/javascript-settimeout/) function. The setTimeout() function executes this anonymous function one second later.

Note that [functions are](https://www.javascripttutorial.net/javascript-functions-are-first-class-citizens/)first-class citizens in JavaScript. Therefore, you can pass a function to another function as an argument.

## **Immediately invoked function execution**

If you want to create a function and execute it immediately after the declaration, you can declare an anonymous function like this:

(function() {

console.log('IIFE');

})();

Code language: JavaScript (javascript)

How it works.

First, define a function expression:

(function () {

console.log('Immediately invoked function execution');

})

Code language: JavaScript (javascript)

This expression returns a function.

Second, call the function by adding the trailing parentheses ():

(function () {

console.log('Immediately invoked function execution');

})();

Code language: JavaScript (javascript)

and sometimes, you may want to pass arguments into it, like this:

let person = {

firstName: 'John',

lastName: 'Doe'

};

(function () {

console.log(person.firstName} + ' ' + person.lastName);

})(person);

Code language: JavaScript (javascript)

## **Arrow functions**

ES6 introduced [arrow function](https://www.javascripttutorial.net/es6/javascript-arrow-function/) expression that provides a shorthand for declaring anonymous functions:

For example, this function:

let show = function () {

console.log('Anonymous function');

};

Code language: JavaScript (javascript)

… can be shortened using the following arrow function:

let show = () => console.log('Anonymous function');

Code language: JavaScript (javascript)

Similarly, the following anonymous function:

let add = function (a, b) {

return a + b;

};

Code language: JavaScript (javascript)

… is functionally equivalent to the following arrow function:

let add = (a, b) => a + b;

Code language: JavaScript (javascript)

## **Summary**

* Anonymous functions are functions without names.
* Anonymous functions can be used as an argument to other functions or as an immediately invoked function execution.

# Understanding JavaScript Pass-By-Value

**Summary**: this tutorial explains how JavaScript pass-by-value works and gives you some examples of passing primitive and reference values to a function.

Before going forward with this tutorial, you should have good knowledge of the[primitive and reference values, and the differences between them](https://www.javascripttutorial.net/javascript-primitive-vs-reference-values/).

## **JavaScript pass-by-value or pass-by-reference**

In JavaScript, all [function](https://www.javascripttutorial.net/javascript-function/) arguments are always passed by value. It means that JavaScript copies the values of the [variables](https://www.javascripttutorial.net/javascript-variables/) into the function arguments.

Any changes that you make to the arguments inside the function do not reflect the passing variables outside of the function. In other words, the changes made to the arguments are not reflected outside of the function.

If function arguments are passed by reference, the changes of variables that you pass into the function will be reflected outside the function. This is not possible in JavaScript.

## **Pass-by-value of primitives values**

Let’s take a look at the following example.

function square(x) {

x = x \* x;

return x;

}

let y = 10;

let result = square(y);

console.log(result); *// 100*

console.log(y); *// 10 -- no change*

Code language: JavaScript (javascript)

How the script works.

First, define a square() function that accepts an argument x. The function assigns the square of x to the x argument.

Next, declare the variable y and initialize its value to 10:

Then, pass the y variable into the square() function. When passing the variable y to the square() function, JavaScript copies y value to the x variable.

After that, the square() function changes the x variable. However, it does not impact the value of the y variable because x and y are separate variables.

Finally, the value of the y variable does not change after the square() function completes.

If JavaScript used the pass-by-reference, the variable y would change to 100 after calling the function.

## **Pass-by-value of reference values**

It’s not obvious to see that reference values are also passed by values. For example:

let person = {

name: 'John',

age: 25,

};

function increaseAge(obj) {

obj.age += 1;

}

increaseAge(person);

console.log(person);

Code language: JavaScript (javascript)

How the script works:

First, define the person variable that references an object with two properties name and age:

Next, define the increaseAge() function that accepts an object obj and increases the age property of the obj argument by one.

Then, pass the person object to the increaseAge() function:

Internally, the JavaScript engine creates the obj reference and make this variable reference the same object that the person variable references.

After that, increase the age property by one inside the increaseAge() function via the obj variable

Finally, accessing the object via the person reference:

It seems that JavaScript passes an object by reference because the change to the object is reflected outside the function. However, this is not the case.

In fact, when passing an object to a function, you are passing the reference of that object, not the actual object. Therefore, the function can modify the properties of the object via its reference.

However, you cannot change the reference passed into the function. For example:

let person = {

name: 'John',

age: 25,

};

function increaseAge(obj) {

obj.age += 1;

*// reference another object*

obj = { name: 'Jane', age: 22 };

}

increaseAge(person);

console.log(person);

Code language: JavaScript (javascript)

Output:

{ name: 'John', age: 26 }

Code language: CSS (css)

In this example, the increaseAage() function changes the age property via the obj argument:

and makes the obj reference another object:

However, the person reference still refers to the original object whose the age property changes to 26. In other words, the increaseAge() function doesn’t change the person reference.

If this concept still confuses you, you can consider function arguments as local variables.

## **Summary**

* JavaScript passes all arguments to a function by values.
* Function arguments are local variables in JavaScript.

# JavaScript Recursive Function

**Summary**: in this tutorial, you will learn how to use the recursion technique to develop a JavaScript recursive function, which is a function that calls itself.

## **Introduction to the JavaScript recursive functions**

A recursive function is a [function](https://www.javascripttutorial.net/javascript-function/) that calls itself until it doesn’t. And this technique is called recursion.

Suppose that you have a function called recurse(). The recurse() is a recursive function if it calls itself inside its body, like this:

function recurse() {

*// ...*

recurse();

*// ...*

}

Code language: JavaScript (javascript)

A recursive function always has a condition to stop calling itself. Otherwise, it will call itself indefinitely. So a recursive function typically looks like the following:

function recurse() {

if(condition) {

*// stop calling itself*

*//...*

} else {

recurse();

}

}

Code language: JavaScript (javascript)

Generally, you use recursive functions to break down a big problem into smaller ones. Typically, you will find the recursive functions in data structures like binary trees and graphs and algorithms such as binary search and quicksort.

## **JavaScript recursive function examples**

Let’s take some examples of using recursive functions.

### **1) A simple JavaScript recursive function example**

Suppose that you need to develop a function that counts down from a specified number to 1. For example, to count down from 3 to 1:

3

2

1

The following shows the countDown() function:

function countDown(fromNumber) {

console.log(fromNumber);

}

countDown(3);

Code language: JavaScript (javascript)

This countDown(3) shows only the number 3.

To count down from the number 3 to 1, you can:

1. show the number 3.
2. and call the countDown(2) that shows the number 2.
3. and call the countDown(1) that shows the number 1.

The following changes the countDown() to a recursive function:

function countDown(fromNumber) {

console.log(fromNumber);

countDown(fromNumber-1);

}

countDown(3);

Code language: JavaScript (javascript)

This countDown(3) will run until the call stack size is exceeded, like this:

Uncaught RangeError: Maximum call stack size exceeded.

Code language: JavaScript (javascript)

… because it doesn’t have the condition to stop calling itself.

The count down will stop when the next number is zero. Therefore, you add an [if condition](https://www.javascripttutorial.net/javascript-if/) as follows:

function countDown(fromNumber) {

console.log(fromNumber);

let nextNumber = fromNumber - 1;

if (nextNumber > 0) {

countDown(nextNumber);

}

}

countDown(3);

Code language: JavaScript (javascript)

Output:

3

2

1

The countDown() seems to work as expected.

However, as mentioned in the [Function type tutorial](https://www.javascripttutorial.net/javascript-function-type/), the function’s name is a reference to the actual function object.

If the function name is set to null somewhere in the code, the recursive function will stop working.

For example, the following code will result in an error:

let newYearCountDown = countDown;

*// somewhere in the code*

countDown = null;

*// the following function call will cause an error*

newYearCountDown(10);

Code language: JavaScript (javascript)

Error:

Uncaught TypeError: countDown is not a function

Code language: JavaScript (javascript)

How the script works:

* First, assign the countDown function name to the variable newYearCountDown.
* Second, set the countDown function reference to null.
* Third, call the newYearCountDown function.

The code causes an error because the body of the countDown() function references the countDown function name, which was set to null at the time of calling the function.

To fix it, you can use a named function expression as follows:

let countDown = function f(fromNumber) {

console.log(fromNumber);

let nextNumber = fromNumber - 1;

if (nextNumber > 0) {

f(nextNumber);

}

}

let newYearCountDown = countDown;

countDown = null;

newYearCountDown(10);

Code language: JavaScript (javascript)

### **2) Calculate the sum of n natural numbers example**

Suppose you need to calculate the sum of natural numbers from 1 to n using the recursion technique. To do that, you need to define the sum() recursively as follows:

sum(n) = n + sum(n-1)

sum(n-1) = n - 1 + sum(n-2)

...

sum(1) = 1

The following illustrates the sum() recursive function:

function sum(n) {

if (n <= 1) {

return n;

}

return n + sum(n - 1);

}

Code language: JavaScript (javascript)

## **Summary**

* A recursive function is a function that calls itself until it doesn’t
* A recursive function always has a condition that stops the function from calling itself.

# JavaScript Default Parameters

**Summary**: in this tutorial, you will learn how to handle JavaScript default parameters in ES6.

function say(message='Hi') {

console.log(message);

}

say(); *// 'Hi'*

say('Hello') *// 'Hello'*

Code language: JavaScript (javascript)

The default value of the message paramater in the say() function is 'Hi'.

In JavaScript, default function parameters allow you to initialize named parameters with default values if no values or undefined are passed into the function.

## **Arguments vs. Parameters**

Sometimes, you can use the terms argument and parameter interchangeably. However, by definition, parameters are what you specify in the [function declaration](https://www.javascripttutorial.net/javascript-function/) whereas the arguments are what you pass into the function.

Consider the following add() function:

function add(x, y) {

return x + y;

}

add(100,200);

Code language: JavaScript (javascript)

In this example, the x and y are the parameters of the add() function, and the values passed to the add() function 100 and 200 are the arguments.

## **Setting JavaScript default parameters for a function**

In JavaScript, a parameter has a default value of [undefined](https://www.javascripttutorial.net/javascript-data-types/#undefined). It means that if you don’t pass the arguments into the [function](https://www.javascripttutorial.net/javascript-function/), its parameters will have the default values of undefined.

See the following example:

function say(message) {

console.log(message);

}

say(); *// undefined*

Code language: JavaScript (javascript)

The say() function takes the message parameter. Because we didn’t pass any argument into the say() function, the value of the message parameter is undefined.

Suppose that you want to give the message parameter a default value 10.

A typical way for achieving this is to test parameter value and assign a default value if it is undefined using a [ternary operator](https://www.javascripttutorial.net/javascript-ternary-operator/):

function say(message) {

message = typeof message !== 'undefined' ? message : 'Hi';

console.log(message);

}

say(); *// 'Hi'*

Code language: JavaScript (javascript)

In this example, we didn’t pass any value into the say() function. Therefore, the default value of the message argument is undefined. Inside the function, we reassigned the message variable the Hi string.

ES6 provides you with an easier way to set the default values for the function parameters like this:

function fn(param1=default1, param2=default2,..) {

}

Code language: JavaScript (javascript)

In the syntax above, you use the [assignment operator](https://www.javascripttutorial.net/javascript-assignment-operators/) (=) and the default value after the parameter name to set a default value for that parameter. For example:

function say(message='Hi') {

console.log(message);

}

say(); *// 'Hi'*

say(undefined); *// 'Hi'*

say('Hello'); *// 'Hello'*

Code language: JavaScript (javascript)

How it works.

* In the first function call, we didn’t pass any argument into the say() function, therefore message parameter took the default value 'Hi'.
* In the second function call, we passed the undefined into the say() function, hence the message parameter also took the default value 'Hi'.
* In the third function call, we passed the 'Hello' string into the say() function, therefore message parameter took the string 'Hello' as the default value.

## **More JavaScript default parameter examples**

Let’s look at some more examples to learn some available options for setting default values of the function parameters.

### **1) Passing undefined arguments**

The following createDiv() function creates a new <div> element in the document with a specific height, width, and border style:

function createDiv(height = '100px', width = '100px', border = 'solid 1px red') {

let div = document.createElement('div');

div.style.height = height;

div.style.width = width;

div.style.border = border;

document.body.appendChild(div);

return div;

}

Code language: JavaScript (javascript)

The following doesn’t pass any arguments to the function so the createDiv() function uses the default values for the parameters.

createDiv();

Suppose you want to use the default values for the height and width parameters and specific border style. In this case, you need to pass undefined values to the first two parameters as follows:

createDiv(undefined,undefined,'solid 5px blue');

Code language: JavaScript (javascript)

### **2) Evaluating default parameters**

JavaScript engine evaluates the default arguments at the time you call the function. See the following example:

function put(toy, toyBox = []) {

toyBox.push(toy);

return toyBox;

}

console.log(put('Toy Car'));

*// -> ['Toy Car']*

console.log(put('Teddy Bear'));

*// -> ['Teddy Bear'], not ['Toy Car','Teddy Bear']*

Code language: JavaScript (javascript)

The parameter can take a default value which is a result of a function.

Consider the following example:

function date(d = today()) {

console.log(d);

}

function today() {

return (new Date()).toLocaleDateString("en-US");

}

date();

Code language: JavaScript (javascript)

The date() function takes one parameter whose default value is the returned value of the today() function. The today() function returns today’s date in a specified string format.

When we declared the date() function, the today() function has not yet evaluated until we called the date() function.

We can use this feature to make arguments are mandatory. If the caller doesn’t pass any argument, we throw an error as follows:

function requiredArg() {

throw new Error('The argument is required');

}

function add(x = requiredArg(), y = requiredArg()){

return x + y;

}

add(10); *// error*

add(10,20); *// OK*

Code language: JavaScript (javascript)

### **3) Using other parameters in default values**

You can assign a parameter a default value that references to other default parameters as shown in the following example:

function add(x = 1, y = x, z = x + y) {

return x + y + z;

}

console.log(add()); *// 4*

Code language: JavaScript (javascript)

In the add() function:

* The default value of the y is set to x parameter.
* The default value of the z is the sum of x and y
* The add() function returns the sum of x, y, and z.

The parameter list seems to have its own [scope](https://www.javascripttutorial.net/javascript-variable-scope/). If you reference the parameter that has not been initialized yet, you will get an error. For example:

function subtract( x = y, y = 1 ) {

return x - y;

}

subtract(10);

Code language: JavaScript (javascript)

Error message:

Uncaught ReferenceError: Cannot access 'y' before initialization

Code language: JavaScript (javascript)

### **Using functions**

You can use a return value of a function as a default value for a parameter. For example:

let taxRate = () => 0.1;

let getPrice = function( price, tax = price \* taxRate() ) {

return price + tax;

}

let fullPrice = getPrice(100);

console.log(fullPrice); *// 110*

Code language: JavaScript (javascript)

In the getPrice() function, we called the taxRate() function to get the tax rate and use this tax rate to calculate the tax amount from the price.

### **The arguments object**

The value of the arguments object inside the function is the number of actual arguments that you pass to the function. For example:

function add(x, y = 1, z = 2) {

console.log( arguments.length );

return x + y + z;

}

add(10); *// 1*

add(10, 20); *// 2*

add(10, 20, 30); *// 3*

Code language: JavaScript (javascript)

Now, you should understand the JavaScript default function parameters and how to use them effectively.

# Javascript Object Methods

**Summary**: in this tutorial, you’ll learn about the JavaScript object methods and how to define methods for an object.

## **Introduction to the JavaScript object methods**

An object is a collection of key/value pairs or [properties](https://www.javascripttutorial.net/javascript-object-properties/). When the value is a function, the property becomes a method. Typically, you use methods to describe the object behaviors.

For example, the following adds the greet method to the person object:

let person = {

firstName: 'John',

lastName: 'Doe'

};

person.greet = function () {

console.log('Hello!');

}

person.greet();

Code language: JavaScript (javascript)

Output:

Hello!

In this example:

* First, use a function expression to define a function and assign it to the greet property of the person object.
* Then, call the method greet() method.

Besides using a function expression, you can define a function and assign it to an object like this:

let person = {

firstName: 'John',

lastName: 'Doe'

};

function greet() {

console.log('Hello, World!');

}

person.greet = greet;

person.greet();

Code language: JavaScript (javascript)

In this example:

* First, define the greet() function as a regular function.
* Second, assign the function name to the the greet property of the person object.
* Third, call the greet() method.

## **Object method shorthand**

JavaScript allows you to define methods of an object using the object literal syntax as shown in the following example:

let person = {

firstName: 'John',

lastName: 'Doe',

greet: function () {

console.log('Hello, World!');

}

};

Code language: JavaScript (javascript)

ES6 provides you with the [concise method syntax](https://www.javascripttutorial.net/es6/object-literal-extensions/) that allows you to define a method for an object:

let person = {

firstName: 'John',

lastName: 'Doe',

greet() {

console.log('Hello, World!');

}

};

person.greet();

Code language: JavaScript (javascript)

This syntax looks much cleaner and less verbose.

### **The this value**

Typically, methods need to access other properties of the object.

For example, you may want to define a method that returns the full name of the person object by concatenating the first name and last name.

Inside a method, the this value references the object that invokes the method. Therefore, you can access a property using the this value as follows:

this.propertyName

Code language: JavaScript (javascript)

The following example uses the this value in the getFullName() method:

let person = {

firstName: 'John',

lastName: 'Doe',

greet: function () {

console.log('Hello, World!');

},

getFullName: function () {

return this.firstName + ' ' + this.lastName;

}

};

console.log(person.getFullName());

Code language: JavaScript (javascript)

Output

'John Doe'

Code language: JavaScript (javascript)

Check out [this tutorial](https://www.javascripttutorial.net/javascript-this/) for more information on [this](https://www.javascripttutorial.net/javascript-this/) value.

## **Summary**

* When a function is a property of an object, it becomes a method.

# JavaScript Constructor Function

**Summary**: in this tutorial, you’ll learn about the JavaScript constructor function and how to use the new keyword to create an object.

## **Introduction to JavaScript constructor functions**

In the [JavaScript objects tutorial](https://www.javascripttutorial.net/javascript-objects/), you learned how to use the object literal syntax to create a new object.

For example, the following creates a new person object with two properties firstName and lastName:

let person = {

firstName: 'John',

lastName: 'Doe'

};

Code language: JavaScript (javascript)

In practice, you often need to create many similar objects like the person object.

To do that, you can use a constructor function to define a custom type and the new operator to create multiple objects from this type.

Technically speaking, a constructor function is a regular [function](https://www.javascripttutorial.net/javascript-function/) with the following convention:

* The name of a constructor function starts with a capital letter like Person, Document, etc.
* A constructor function should be called only with the new operator.

Note that ES6 introduces the [class](https://www.javascripttutorial.net/es6/javascript-class/) keyword that allows you to define a custom type. And classes are just syntactic sugar over the constructor functions with some enhancements.

The following example defines a constructor function called Person:

function Person(firstName, lastName) {

this.firstName = firstName;

this.lastName = lastName;

}

Code language: JavaScript (javascript)

In this example, the Person is the same as a regular function except that its name starts with the capital letter P.

To create a new instance of the Person, you use the new operator:

let person = new Person('John','Doe');

Code language: JavaScript (javascript)

Basically, the new operator does the following:

* Create a new empty object and assign it to the this variable.
* Assign the arguments 'John' and 'Doe' to the firstName and lastName properties of the object.
* Return the this value.

It’s functionally equivalent to the following:

function Person(firstName, lastName) {

*// this = {};*

*// add properties to this*

this.firstName = firstName;

this.lastName = lastName;

*// return this;*

}

Code language: JavaScript (javascript)

Therefore, the following statement:

let person = new Person('John','Doe');

Code language: JavaScript (javascript)

… returns the same result as the following statement:

let person = {

firstName: 'John',

lastName: 'Doe'

};

Code language: JavaScript (javascript)

However, the constructor function Person allows you to create multiple similar objects. For example:

let person1 = new Person('Jane','Doe')

let person2 = new Person('James','Smith')

Code language: JavaScript (javascript)

## **Adding methods to JavaScript constructor functions**

An object may have methods that manipulate its data. To add a method to an object created via the constructor function, you can use the this keyword. For example:

function Person(firstName, lastName) {

this.firstName = firstName;

this.lastName = lastName;

this.getFullName = function () {

return this.firstName + " " + this.lastName;

};

}

Code language: JavaScript (javascript)

Now, you can create a new Person object and invoke the getFullName() method:

let person = new Person("John", "Doe");

console.log(person.getFullName());

Code language: JavaScript (javascript)

Output:

John Doe

The problem with the constructor function is that when you create multiple instances of the Person, the this.getFullName() is duplicated in every instance, which is not memory efficient.

To resolve this, you can use the [prototype](https://www.javascripttutorial.net/javascript-prototype/) so that all instances of a custom type can share the same methods.

## **Returning from constructor functions**

Typically, a constructor function implicitly returns this that set to the newly created object. But if it has a return statement, then here’s are the rules:

* If return is called with an object, the constructor function returns that object instead of this.
* If return is called with a value other than an object, it is ignored.

## **Calling a constructor function without the new keyword**

Technically, you can call a constructor function like a regular function without using the new keyword like this:

let person = Person('John','Doe');

Code language: JavaScript (javascript)

In this case, the Person just executes like a regular function. Therefore, the this inside the Person function doesn’t bind to the person variable but the [global object](https://www.javascripttutorial.net/es-next/javascript-globalthis/).

If you attempt to access the firstName or lastName property, you’ll get an error:

console.log(person.firstName);

Code language: CSS (css)

Error:

TypeError: Cannot read property 'firstName' of undefined

Code language: JavaScript (javascript)

Similarly, you cannot access the getFullName() method since it’s bound to the global object.

person.getFullName();

Code language: CSS (css)

Error:

TypeError: Cannot read property 'getFullName' of undefined

Code language: JavaScript (javascript)

To prevent a constructor function to be invoked without the new keyword, ES6 introduced the [new.target](https://www.javascripttutorial.net/es6/javascript-new-target/) property.

If a constructor function is called with the new keyword, the new.target returns a reference of the function. Otherwise, it returns undefined.

The following adds a statement inside the Person function to show the new.target to the console:

function Person(firstName, lastName) {

console.log(new.target);

this.firstName = firstName;

this.lastName = lastName;

this.getFullName = function () {

return this.firstName + " " + this.lastName;

};

}

Code language: JavaScript (javascript)

The following returns undefined because the Person constructor function is called like a regular function:

let person = Person("John", "Doe");

Code language: JavaScript (javascript)

Output:

undefined

Code language: JavaScript (javascript)

However, the following returns a reference to the Person function because it’s called with the new keyword:

let person = new Person("John", "Doe");

Code language: JavaScript (javascript)

Output:

[Function: Person]

Code language: JSON / JSON with Comments (json)

By using the new.target, you can force the callers of the constructor function to use the new keyword. Otherwise, you can throw an error like this:

function Person(firstName, lastName) {

if (!new.target) {

throw Error("Cannot be called without the new keyword");

}

this.firstName = firstName;

this.lastName = lastName;

}

Code language: JavaScript (javascript)

Alternatively, you can make the syntax more flexible by creating a new Person object if the users of the constructor function don’t use the new keyword:

function Person(firstName, lastName) {

if (!new.target) {

return new Person(firstName, lastName);

}

this.firstName = firstName;

this.lastName = lastName;

}

let person = Person("John", "Doe");

console.log(person.firstName);

Code language: JavaScript (javascript)

This pattern is often used in JavaScript libraries and frameworks to make the syntax more flexible.

## **Summary**

* JavaScript constructor function is a regular function used to create multiple similar objects.

# JavaScript Prototype

**Summary**: in this tutorial, you’ll learn about the JavaScript prototype and how it works under the hood.

## **Introduction to JavaScript prototype**

JavaScript has the built-in Object() function. The [typeof](https://www.javascripttutorial.net/javascript-typeof/) operator returns 'function' if you pass the Object function to it. For example:

typeof(Object)

Code language: JavaScript (javascript)

Output:

'function'

Code language: JavaScript (javascript)

Please note that Object() is a function, not an object. It’s confusing if this is the first time you’ve learned about the JavaScript prototype.

Also, JavaScript provides an anonymous [object](https://www.javascripttutorial.net/javascript-objects/) that can be referenced via the prototype property of the Object() function:

console.log(Object.prototype);

Code language: JavaScript (javascript)
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Description automatically generated](data:image/png;base64,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)](https://www.javascripttutorial.net/wp-content/uploads/2021/01/JavaScript-Prototype-Object.prototype.png)

The Object.prototype object has some useful [properties](https://www.javascripttutorial.net/javascript-object-properties/) and [methods](https://www.javascripttutorial.net/javascript-object-methods/) such as toString() and valueOf().

Note when a function is a value of an object property, it’s called a method. Therefore, a method is an object property with value as a function.

The Object.prototype also has an important property called constructor that references the Object() function.

The following statement confirms that the Object.prototype.constructor property references the Object function:

console.log(Object.prototype.constructor === Object); *// true*

Code language: JavaScript (javascript)

Suppose a circle represents a function and a square represents an object. The following picture illustrates the relationship between the Object() function and the Object.prototype object:

First, define a [constructor function](https://www.javascripttutorial.net/javascript-constructor-function/) called Person as follows:

function Person(name) {

this.name = name;

}

Code language: JavaScript (javascript)

In this example, the Person() function accepts a name argument and assigns it to the name property of the this object.

Behind the scenes, JavaScript creates a new function Person() and an anonymous object:

Like the Object() function, the Person() function has a property called prototype that references an anonymous object. And the anonymous object has the constructor property that references the Person() function.

The following shows the Person() function and the anonymous object referenced by the Person.prototype:

console.log(Person);

console.log(Person.prototype);

Code language: CSS (css)

[![Graphical user interface, application
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In addition, JavaScript links the Person.prototype object to the Object.prototype object via the [[Prototype]], which is known as a prototype linkage.

The prototype linkage is denoted by [[Prototype]] in the following figure:

## **Defining methods in the JavaScript prototype object**

The following defines a new method called greet() in the Person.prototype object:

Person.prototype.greet = function() {

return "Hi, I'm " + this.name + "!";

}

Code language: JavaScript (javascript)

In this case, the JavaScript engine adds the greet() method to the Person.prototype object:

The following creates a new instance of the Person :

let p1 = new Person('John');

Code language: JavaScript (javascript)

Internally, the JavaScript engine creates a new object named p1 and links the p1 object to the Person.prototype object via the prototype linkage:

The link between p1, Person.prototype, and Object.protoype is called a prototype chain.

The following calls the greet() method on the p1 object:

let greeting = p1.greet();

console.log(greeting);

Code language: JavaScript (javascript)

Because p1 doesn’t have the greet() method, JavaScript follows the prototype linkage and finds it on the Person.prototype object.

Since JavaScript can find the greet() method on the Person.prototype object, it executes the greet() method and returns the result:

The following calls the toString() method on the p1 object:

let s = p1.toString();

console.log(s);

Code language: JavaScript (javascript)

In this case, the JavaScript engine follows the prototype chain to look up for the toString() method in the Person.prototype.

Because the Person.prototype doesn’t have the toString() method, the JavaScript engine goes up to the prototype chain and searches for the toString() method in the Object.prototype object.

Since JavaScript can find the toString() method in the Object.prototype, it executes the toString() method.

If you call a method that doesn’t exist on the Person.prototype and Object.prototype object, the JavaScript engine will follow the prototype chain and throw an error if it cannot find the method. For example:

p1.fly();

Code language: CSS (css)

Because the fly() method doesn’t exist on any object in the prototype chain, the JavaScript engine issues the following error:

TypeError: p1.fly is not a function

Code language: JavaScript (javascript)

The following creates another instance of the Person whose name property is 'Jane':

let p2 = new Person('Jane');

Code language: JavaScript (javascript)

The p2 object has the properties and methods as the p1 object.

In conclusion, when you define a method on the prototype object, this method is shared by all instances.

## **Defining methods in an individual object**

The following defines the draw() method on the p1 object.

p1.draw = function () {

return "I can draw.";

};

Code language: JavaScript (javascript)

The JavaScript engine adds the draw() method to the p1 object, not the Person.prototype object:

It means that you can call the draw() method on the p1 object:

p1.draw();

Code language: CSS (css)

But you cannot call the draw() method on the p2 object:

p2.draw()

Code language: CSS (css)

Error:

TypeError: p2.draw is not a function

Code language: JavaScript (javascript)

When you define a method in an object, the method is only available to that object. It cannot be shared with other objects by default.

## **Getting prototype linkage**

The \_\_proto\_\_ is pronounced as dunder proto. The \_\_proto\_\_ is an [accessor property](https://www.javascripttutorial.net/javascript-object-properties/) of the Object.prototype object. It exposes the internal prototype linkage ( [[Prototype]]) of an object through which it is accessed.

The \_\_proto\_\_ has been standardized in [ES6](https://www.javascripttutorial.net/es6/) to ensure compatibility for web browsers. However, it may be deprecated in favor of Object.getPrototypeOf() in the future. Therefore, you should never use the \_\_proto\_\_ in your production code.

The  p1.\_\_proto\_\_ exposes the [[Prototype]] that references the Person.prototype object.

Similarly, p2.\_\_proto\_\_ also references the same object as p1.\_\_proto\_\_:

console.log(p1.\_\_proto\_\_ === Person.prototype); *// true*

console.log(p1.\_\_proto\_\_ === p2.\_\_proto\_\_); *// true*

Code language: JavaScript (javascript)

As mentioned earlier, you should use the Object.getPrototypeOf() method instead of the \_\_proto\_\_.

The Object.getPrototypeOf() method returns the prototype of a specified object.

console.log(p1.\_\_proto\_\_ === Object.getPrototypeOf(p1)); *// true*

Code language: JavaScript (javascript)

Another popular way to get the prototype linkage is when the Object.getPrototypeOf() method is not available is via the constructor property as follows:

p1.constructor.prototype

Code language: CSS (css)

The p1.constructor returns Person, therefore, p1.constructor.prototype returns the prototype object.

## **Shadowing**

See the following method call:

console.log(p1.greet());

Code language: CSS (css)

The p1 object doesn’t have the greet() method defined, therefore JavaScript goes up to the prototype chain to find it. In this case, it can find the method in the Person.prototype object.

Let’s add a new method to the object p1 with the same name as the method in the Person.prototype object:

p1.greet = function() {

console.log('Hello');

}

Code language: JavaScript (javascript)

And call the greet() method:

console.log(p1.greet());

Code language: CSS (css)

Because the p1 object has the greet() method, JavaScript just executes it immediately without looking it up in the prototype chain.

This is an example of shadowing. The greet() method of the p1 object shadows the greet() method of the prototype object which the p1 object references.

## **Summary**

* The Object() function has a property called prototype that references a Object.prototype object.
* The Object.prototype object has all properties and methods which are available in all objects such as toString() and valueOf().
* The Object.prototype object has the constructor property that references the Object function.
* Every function has a prototype object. This prototype object references the Object.prototype object via [[prototype]] linkage or \_\_proto\_\_ property.
* The prototype chain allows one object to use the methods and properties of its prototype objects via the [[prototype]] linkages.
* The Object.getPrototypeOf() method returns the prototype object of a given object. Do use the Object.getPrototypeOf() method instead of \_\_proto\_\_.

# JavaScript Constructor/Prototype Pattern

**Summary**: in this tutorial, you’ll learn how to use the JavaScript constructor/Prototype pattern to define a custom type in ES5.

## **Introduction to the JavaScript Constructor / Prototype pattern**

The combination of the [constructor](https://www.javascripttutorial.net/javascript-constructor-function/)and [prototype](https://www.javascripttutorial.net/javascript-prototype/) patterns is the most common way to define custom types in ES5. In this pattern:

* The constructor pattern defines the object properties.
* The prototype pattern defines the object methods.

By using this pattern, all objects of the custom type share the methods defined in the prototype. Also, each object has its own properties.

This constructor/prototype pattern takes the best parts of both constructor and prototype patterns.

## **JavaScript Constructor / Prototype example**

Suppose that you want to define a custom type called Person that has:

* Two properties firstName and lastName
* One method getFullName()

First, use the [constructor function](https://www.javascripttutorial.net/javascript-constructor-function/) to initialize the properties:

function Person(firstName, lastName) {

this.firstName = firstName;

this.lastName = lastName;

}

Code language: JavaScript (javascript)

Behind the scene, the JavaScript engine defines a Person function denoted by the circle and an anonymous object denoted by the square.

The Person function has the prototype property that references an anonymous object. The anonymous object has a constructor property that references the Person function:

Second, define the getFullName() method in the prototype object of the Person function:

Person.prototype.getFullName = function () {

return this.firstName + ' ' + this.lastName;

};

Code language: JavaScript (javascript)

JavaScript defines the getFullName() method on the Person.prototype object like this:

Third, create multiple instances of the Person type:

let p1 = new Person("John", "Doe");

let p2 = new Person("Jane", "Doe");

console.log(p1.getFullName());

console.log(p2.getFullName());

Code language: JavaScript (javascript)

Output:

'John Doe'

'Jane Doe'

Code language: JavaScript (javascript)

Javascript creates two objects p1 and p2. These objects link to the Person.prototype object via the [[Prototype]] linkage:

Each object has its own properties firstName and lastName. However, they share the same getFullName() method.

When you call the getFullName() method on the p1 or p2 object, the JavaScript engine searches for the method on these objects. Because the JavaScript engine doesn’t find the method there, it follows the prototype linkage and searches for the method in the Person.prototype object.

Because the Person.prototype object has the getFullName() method, JavaScript stops searching and executes the method.

Put it all together:

function Person(firstName, lastName) {

this.firstName = firstName;

this.lastName = lastName;

}

Person.prototype.getFullName = function () {

return this.firstName + ' ' + this.lastName;

};

let p1 = new Person('John', 'Doe');

let p2 = new Person('Jane', 'Doe');

console.log(p1.getFullName());

console.log(p2.getFullName());

Code language: JavaScript (javascript)

## **Classes in ES6**

ES6 introduces the [class](https://www.javascripttutorial.net/es6/javascript-class/) keyword that makes the constructor/prototype pattern easier to use. For example, the following uses the class keyword to define exactly the same Person type:

class Person {

constructor(firstName, lastName) {

this.firstName = firstName;

this.lastName = lastName;

}

getFullName() {

return this.firstName + " " + this.lastName;

}

}

let p1 = new Person('John', 'Doe');

let p2 = new Person('Jane', 'Doe');

console.log(p1.getFullName());

console.log(p2.getFullName());

Code language: JavaScript (javascript)

In this syntax, the class moves the property initialization to the constructor method. It also packs the getFullName() method in the same place as the constructor function.

The class syntax looks cleaner and less verbose. However, it’s syntactic sugar over the constructor/prototype pattern with some enhancements.

For more information on the classes, check out the [JavaScript class tutorial](https://www.javascripttutorial.net/es6/javascript-class/).

## **Summary**

* Use JavaScript constructor/prototype to define a custom type in ES5.
* Initialize the object properties in the constructor function and define methods and properties that can be shared by all instances in the prototype object.

# JavaScript Prototypal Inheritance

**Summary**: in this tutorial, you’ll learn how the JavaScript prototypal inheritance works.

## **Introduction to JavaScript prototypal inheritance**

If you’ve worked with other object-oriented programming languages such as Java or C++, you’ve been familiar with the inheritance concept.

In this programming paradigm, a class is a blueprint for creating objects. If you want a new class to reuse the functionality of an existing class, you can create a new class that extends the existing class. This is called **classical inheritance**.

JavaScript doesn’t use **classical inheritance**. Instead, it uses **prototypal inheritance**.

In prototypal inheritance, an object “inherits” [properties](https://www.javascripttutorial.net/javascript-object-properties/) from another object via the [prototype](https://www.javascripttutorial.net/javascript-prototype/) linkage.

## **JavaScript prototypal inheritance and \_\_proto\_\_**

Let’s take an example to make the concept clear.

The following defines a person object:

let person = {

name: "John Doe",

greet: function () {

return "Hi, I'm " + this.name;

}

};

Code language: JavaScript (javascript)

In this example, the person object has a property and a method:

* name is a property that stores the person’s name.
* greet is a method that returns a greeting as a string.

By default, the JavaScript engine provides you with a built-in Object() function and an anonymous object that can be referenced by the Object.prototype:

Note that the circle represents a function while the square represents an object.

The person object has a link to the anonymous object referenced by the Object() function. The [[Prototype]] represents the linkage:

It means that the person object can call any methods defined in the anonymous object referenced by the Object.prototype likes this. For example, the following shows how to call the toString() method via the person object:

console.log(person.toString());

Code language: JavaScript (javascript)

Output:

[object Object]

Code language: JavaScript (javascript)

The [object Object] is the default string representation of an object.

When you call toString() method via person, the JavaScript engine cannot find it on the person object. Therefore, the JavaScript engine follows the prototype chain and searches for the method in the Object.prototype object.

Since the JavaScript engine can find the toString() method in the Object.prototype object, it executes the toString() method.

To access the prototype of the person object, you can use the \_\_proto\_\_ property as follows

console.log(person.\_\_proto\_\_);

Code language: JavaScript (javascript)

The following shows the person.\_\_proto\_\_ and Object.prototype references the same object:

console.log(person.\_\_proto\_\_ === Object.prototype); *// true*

Code language: JavaScript (javascript)

The following defines the teacher object that has the teach() method:

let teacher = {

teach: function (subject) {

return "I can teach " + subject;

}

};

Code language: JavaScript (javascript)

Like the person object, the teacher.\_\_proto\_\_ references the Object.prototype as illustrated in the following picture:

If you want the teacher object to access all methods and properties of the person object, you can set the prototype of teacher object to the person object like this:

teacher.\_\_proto\_\_ = person;

Code language: JavaScript (javascript)

Note that you should never use the \_\_proto\_\_ property in the production code. Please use it for demonstration purposes only.

Now, the teacher object can access the name property and greet() method from the person object via the prototype chain:

console.log(teacher.name);

console.log(teacher.greet());

Code language: JavaScript (javascript)

Output:

John Doe

Hi, I'm John Doe

Code language: JavaScript (javascript)

When you call the greet() method on the teacher object, the JavaScript engine finds it in the teacher object first.

Since the JavaScript engine cannot find the method in the teacher object, it follows the prototype chain and searches for the method in the person object. Because the JavaScript can engine can find the greet() method in the person object, it executes the method.

In JavaScript, we say that the teacher object inherits the methods and properties of the person object. And this kind of inheritance is called prototypal inheritance.

## **A standard way to implement prototypal inheritance in ES5**

ES5 provided a standard way to work with prototypal inheritance by using the Object.create() method.

Note that now you should use the newer ES6 [class](https://www.javascripttutorial.net/es6/javascript-class/) and [extends](https://www.javascripttutorial.net/es6/javascript-inheritance/) keywords to implement [inheritance](https://www.javascripttutorial.net/es6/javascript-inheritance/). It’s much simpler.

The Object.create() method creates a new object and uses an existing object as a prototype of the new object:

Object.create(proto, [propertiesObject])

Code language: JavaScript (javascript)

The Object.create() method accepts two arguments:

* The first argument (proto) is an object used as the prototype for the new object.
* The second argument (propertiesObject), if provided, is an optional object that defines additional properties for the new object.

Suppose you have a person object:

let person = {

name: "John Doe",

greet: function () {

return "Hi, I'm " + this.name;

}

};

Code language: JavaScript (javascript)

The following creates an empty teacher object with the \_\_proto\_\_ of the person object:

let teacher = Object.create(person);

Code language: JavaScript (javascript)

After that, you can define properties for the teacher object:

teacher.name = 'Jane Doe';

teacher.teach = function (subject) {

return "I can teach " + subject;

}

Code language: JavaScript (javascript)

Or you can do all of these steps in one statement as follows:

let teacher = Object.create(person, {

name: { value: 'John Doe' } ,

teach: { value: function(subject) {

return "I can teach " + subject;

}}

});

Code language: JavaScript (javascript)

ES5 also introduced the Object.getPrototypeOf() method that returns the prototype of an object. For example:

console.log(Object.getPrototypeOf(teacher) === person);

Code language: JavaScript (javascript)

Output:

true

Code language: JavaScript (javascript)

## **Summary**

* Inheritance allows an object to use the properties and methods of another object without duplicating the code.
* JavaScript uses the prototypal inheritance.

# Demystifying the JavaScript this Keyword

**Summary**: in this tutorial, you will  learn about the JavaScript this value and understand it clearly in various contexts.

If you have been working with other programming languages such as Java, [C#](https://www.csharptutorial.net/csharp-tutorial/csharp-this/), or [PHP](https://www.phptutorial.net/php-oop/php-this/), you’re already familiar with the this keyword.

In these languages, the this keyword represents the current instance of the class. And it is only relevant within the class.

JavaScript also has this keyword. However, the this keyword in JavaScript behaves differently from other programming languages.

In JavaScript, you can use the this keyword in the [global and function contexts](https://www.javascripttutorial.net/javascript-execution-context/). Moreover, the behavior of the  this keyword changes between strict and non-strict modes.

## **What is the this keyword**

In general, the this references the object of which the function is a property. In other words, the this references the object that is currently calling the function.

Suppose you have an object called counter that has a method next(). When you call the next() method, you can access the this object.

let counter = {

count: 0,

next: function () {

return ++this.count;

},

};

counter.next();

Code language: JavaScript (javascript)

Inside the next() function, the this references the counter object. See the following method call:

counter.next();

Code language: CSS (css)

The next() is a function that is the property of the counter object. Therefore, inside the next() function, the this references the counter object.

## **Global context**

In the global context, the this references the [global object](https://www.javascripttutorial.net/es-next/javascript-globalthis/), which is the window object on the web browser or global object on Node.js.

This behavior is consistent in both strict and non-strict modes. Here’s the output on the web browser:

console.log(this === window); *// true*

Code language: JavaScript (javascript)

If you assign a property to this object in the global context, JavaScript will add the property to the global object as shown in the following example:

this.color= 'Red';

console.log(window.color); *// 'Red'*

Code language: JavaScript (javascript)

## **Function context**

In JavaScript, you can call a [function](https://www.javascripttutorial.net/javascript-function/) in the following ways:

* Function invocation
* Method invocation
* Constructor invocation
* Indirect invocation

Each function invocation defines its own context. Therefore, the this behaves differently.

### **1) Simple function invocation**

In the non-strict mode, the this references the global object when the function is called as follows:

function show() {

console.log(this === window); *// true*

}

show();

Code language: JavaScript (javascript)

When you call the show() function, the this references the [global object](https://www.javascripttutorial.net/es-next/javascript-globalthis/), which is the window on the web browser and global on Node.js.

Calling the show() function is the same as:

window.show();

Code language: JavaScript (javascript)

In the strict mode, JavaScript sets the this inside a function to undefined. For example:

"use strict";

function show() {

console.log(this === undefined);

}

show();

Code language: JavaScript (javascript)

To enable the strict mode, you use the directive "use strict" at the beginning of the JavaScript file. If you want to apply the strict mode to a specific function only, you place it at the top of the function body.

Note that the strict mode has been available since ECMAScript 5.1. The strict mode applies to both function and nested functions. For example:

function show() {

"use strict";

console.log(this === undefined); *// true*

function display() {

console.log(this === undefined); *// true*

}

display();

}

show();

Code language: JavaScript (javascript)

Output:

true

true

Code language: JavaScript (javascript)

In the display() inner function, the this also set to undefined as shown in the console.

### **2) Method invocation**

When you call a method of an object, JavaScript sets this to the object that owns the method. See the following car object:

let car = {

brand: 'Honda',

getBrand: function () {

return this.brand;

}

}

console.log(car.getBrand()); *// Honda*

Code language: JavaScript (javascript)

In this example, the this object in the getBrand() method references the car object.

Since a method is a property of an object which is a value, you can store it in a variable.

let brand = car.getBrand;

Code language: JavaScript (javascript)

And then call the method via the variable

console.log(brand()); *// undefined*

Code language: JavaScript (javascript)

You get undefined instead of "Honda" because when you call a method without specifying its object, JavaScript sets this to the global object in non-strict mode and undefined in the strict mode.

To fix this issue, you use the [bind()](https://www.javascripttutorial.net/javascript-bind/) method of the Function.prototype object. The bind() method creates a new function whose the this keyword is set to a specified value.

let brand = car.getBrand.bind(car);

console.log(brand()); *// Honda*

Code language: JavaScript (javascript)

In this example, when you call the brand() method, the this keyword is bound to the car object. For example:

let car = {

brand: 'Honda',

getBrand: function () {

return this.brand;

}

}

let bike = {

brand: 'Harley Davidson'

}

let brand = car.getBrand.bind(bike);

console.log(brand());

Code language: JavaScript (javascript)

Output:

Harley Davidson

In this example, the bind() method sets the this to the bike object, therefore, you see the value of the brand property of the bike object on the console.

### **3) Constructor invocation**

When you use the new keyword to create an instance of a function object, you use the function as a constructor.

The following example declares a Car function, then invokes it as a constructor:

function Car(brand) {

this.brand = brand;

}

Car.prototype.getBrand = function () {

return this.brand;

}

let car = new Car('Honda');

console.log(car.getBrand());

Code language: JavaScript (javascript)

The expression new Car('Honda') is a constructor invocation of the Car function.

JavaScript creates a new object and sets this to the newly created object. This pattern works great with only one potential problem.

Now, you can invoke the Car() as a function or as a constructor. If you omit the new keyword as follows:

var bmw = Car('BMW');

console.log(bmw.brand);

*// => TypeError: Cannot read property 'brand' of undefined*

Code language: JavaScript (javascript)

Since the this value in the Car() sets to the global object, the bmw.brand returns undefined.

To make sure that the Car() function is always invoked using constructor invocation, you add a check at the beginning of the Car() function as follows:

function Car(brand) {

if (!(this instanceof Car)) {

throw Error('Must use the new operator to call the function');

}

this.brand = brand;

}

Code language: JavaScript (javascript)

ES6 introduced a meta-property named [new.target](https://www.javascripttutorial.net/es6/javascript-new-target/) that allows you to detect whether a function is invoked as a simple invocation or as a constructor.

You can modify the Car() function that uses the new.target metaproperty as follows:

function Car(brand) {

if (!new.target) {

throw Error('Must use the new operator to call the function');

}

this.brand = brand;

}

Code language: JavaScript (javascript)

### **4) Indirect Invocation**

In JavaScript, [functions are first-class citizens](https://www.javascripttutorial.net/javascript-functions-are-first-class-citizens/). In other words, functions are objects, which are instances of the [Function type](https://www.javascripttutorial.net/javascript-function-type/).

The Function type has two methods: [call()](https://www.javascripttutorial.net/javascript-call/) and [apply()](https://www.javascripttutorial.net/javascript-apply-method/) . These methods allow you to set the this value when calling a function. For example:

function getBrand(prefix) {

console.log(prefix + this.brand);

}

let honda = {

brand: 'Honda'

};

let audi = {

brand: 'Audi'

};

getBrand.call(honda, "It's a ");

getBrand.call(audi, "It's an ");

Code language: JavaScript (javascript)

Output:

It's a Honda

It's an Audi

Code language: PHP (php)

In this example, we called the getBrand() function indirectly using the call() method of the getBrand function. We passed honda and  audi object as the first argument of the call() method, therefore, we got the corresponding brand in each call.

The apply() method is similar to the call() method except that its second argument is an array of arguments.

getBrand.apply(honda, ["It's a "]); *// "It's a Honda"*

getBrand.apply(audi, ["It's an "]); *// "It's a Audi"*

Code language: JavaScript (javascript)

## **Arrow functions**

[ES6](https://www.javascripttutorial.net/es6/)introduced a new concept named [arrow function](https://www.javascripttutorial.net/es6/javascript-arrow-function/). In arrow functions, JavaScript sets the this lexically.

It means the arrow function does not create its own [execution context](https://www.javascripttutorial.net/javascript-execution-context/) but inherits the this from the outer function where the arrow function is defined. See the following example:

let getThis = () => this;

console.log(getThis() === window); *// true*

Code language: JavaScript (javascript)

In this example, the this value is set to the global object i.e., window in the web browser.

Since an arrow function does not create its own execution context, defining a method using an arrow function will cause an issue. For example:

function Car() {

this.speed = 120;

}

Car.prototype.getSpeed = () => {

return this.speed;

}

var car = new Car();

car.getSpeed(); *// TypeError*

Code language: JavaScript (javascript)

Inside the getSpeed() method, the this value reference the global object, not the Car object. Therefore the car.getSpeed() invocation causes an error because the global object does not have the speed property.

# JavaScript globalThis

**Summary**: in this tutorial, you’ll learn how to about the JavaScript globalThis object.

## **Introduction to the JavaScript globalThis object**

ES2020 introduced the globalThis object that provides a standard way to access the global object across environments.

Historically, JavaScript had a global object with different names in different environments.

In web browsers, the global object is [window](https://www.javascripttutorial.net/javascript-bom/javascript-window/) or frames.

However, the Web Workers API doesn’t have the window object because it has no browsing context. Hence, the Web Workers API uses self as a global object.

Node.js, on the other hand, uses the global keyword to reference the global object.

| **Environment** | **Global** |
| --- | --- |
| Web Browsers | this |
| Web Workers | self |
| Node.js | global |

If you write JavaScript code that works across environments and needs to access the global object, you have to use different syntaxes like window, frames, self, or global.

To standardize this, ES2020 introduced the globalThis that is available across environments.

For example, the following code checks if the current environment supports the Fetch API:

const canFetch = typeof globalThis.fetch === 'function';

console.log(canFetch);

Code language: JavaScript (javascript)

The code checks if the fetch() function is a property of the global object. In the web browsers, the globalThis is the window object. Therefore, if you run this code on the modern web browser, the canFetch will be true.

The following code returns true on the web browser:

globalThis === window

Code language: JavaScript (javascript)

Output:

true

Code language: JavaScript (javascript)

## **Summary**

* Use the globalThis object to reference the global object to make the code works across environments.

JavaScript Object Properties

**Summary**: in this tutorial, you will learn about the JavaScript object’s properties and attributes such as configurable, enumerable, writable, get, set, and value.

## **Object Property types**

JavaScript specifies the characteristics of properties of [objects](https://www.javascripttutorial.net/javascript-objects/) via internal attributes surrounded by the two pairs of square brackets, e.g., [[Enumerable]].

Objects have two types of properties: data and accessor properties.

### **1) Data properties**

A data property contains a single location for a data value. A data property has four attributes:

* [[Configurarable]] – determines whether a property can be redefined or removed via delete operator.
* [[Enumerable]] – indicates if a property can be returned in the [for...in](https://www.javascripttutorial.net/javascript-for-in/) loop.
* [[Writable]] – specifies that the value of a property can be changed.
* [[Value]] – contains the actual value of a property.

By default, the [[Configurable]] , [[Enumerable]]And [[Writable]] attributes set to true for all properties defined directly on an object. The default value of the[[Value]] attribute is undefined.

The following example creates a person object with two properties firstName and lastName with the configurable, enumerable, and writable attributes set to true. And their values are set to 'John' and 'Doe' respectively:

let person = {

firstName: 'John',

lastName: 'Doe'

};

Code language: JavaScript (javascript)

To change any attribute of a property, you use the Object.defineProperty() method.

The Object.defineProperty() method accepts three arguments:

* An object.
* A property name of the object.
* A property descriptor object that has four properties: configurable, enumerable, writable, and value.

If you use the Object.defineProperty() method to define a property of the object, the default values of [[Configurable]], [[Enumerable]], and [[Writable]] are set to false unless otherwise specified.

The following example creates a person object with the age property:

let person = {};

person.age = 25;

Code language: JavaScript (javascript)

Since the default value of the [[Configurable]] attribute is set to true, you can remove it via the delete operator:

delete person.age;

console.log(person.age);

Code language: CSS (css)

Output:

undefined

Code language: JavaScript (javascript)

The following example creates a person object and adds the ssn property to it using the Object.defineProperty() method:

'use strict';

let person = {};

Object.defineProperty(person, 'ssn', {

configurable: false,

value: '012-38-9119'

});

delete person.ssn;

Code language: JavaScript (javascript)

Output:

TypeError: Cannot delete property 'ssn' of *#<Object>*

Code language: PHP (php)

In this example, the configurable attribute is set to false. herefore, deleting the ssn property causes an error.

Also, once you define a property as non-configurable, you cannot change it to configurable.

If you use the Object.defineProperty() method to change any attribute other than the writable, you’ll get an error. or example:

'use strict';

let person = {};

Object.defineProperty(person, 'ssn', {

configurable: false,

value: '012-38-9119'

});

Object.defineProperty(person, 'ssn', {

configurable: true

});

Code language: JavaScript (javascript)

Output:

TypeError: Cannot redefine property: ssn

Code language: JavaScript (javascript)

By default, the enumerable attribute of all the properties defined on an object is true. t means that you can iterate over all object properties using the [for...in](https://www.javascripttutorial.net/javascript-for-in/)loop like this:

let person = {};

person.age = 25;

person.ssn = '012-38-9119';

for (let property in person) {

console.log(property);

}

Code language: JavaScript (javascript)

Output:

age

ssn

The following makes the ssn property non-enumerable by setting the enumerable attribute to false.

let person = {};

person.age = 25;

person.ssn = '012-38-9119';

Object.defineProperty(person, 'ssn', {

enumerable: false

});

for (let prop in person) {

console.log(prop);

}

Code language: JavaScript (javascript)

Output

age

### **2) Accessor properties**

Similar to data properties, accessor properties also have [[Configurable]] and [[Enumerable]] attributes.

But the accessor properties have the [[Get]] and [[Set]] attributes instead of [[Value]] and [[Writable]].

When you read data from an accessor property, the [[Get]] function is called automatically to return a value. The default return value of the [[Get]] function is undefined.

If you assign a value to an accessor property, the [[Set]] function is called automatically.

To define an accessor property, you must use the Object.defineProperty() method. or example:

let person = {

firstName: 'John',

lastName: 'Doe'

}

Object.defineProperty(person, 'fullName', {

get: function () {

return this.firstName + ' ' + this.lastName;

},

set: function (value) {

let parts = value.split(' ');

if (parts.length == 2) {

this.firstName = parts[0];

this.lastName = parts[1];

} else {

throw 'Invalid name format';

}

}

});

console.log(person.fullName);

Code language: JavaScript (javascript)

Output:

'John Doe'

Code language: JavaScript (javascript)

In this example:

* First, define the person object that contains two properties: firstName and lastName.
* Then, add the fullName property to the person object as an accessor property.

In the fullname accessor property:

* The [[Get]] returns the full name that is the result of [concatenating](https://www.javascripttutorial.net/javascript-string-concat/) of firstName, space, and lastName.
* The [[Set]] method [splits](https://www.javascripttutorial.net/javascript-string-split/) the argument by the space and assigns the firstName and lastName properties the corresponding parts of the name.
* If the full name is not in the correct format i.e., first name, space, and last name, it will [throw an error](https://www.javascripttutorial.net/es6/promise-error-handling/).

## **Define multiple properties: Object.defineProperties()**

In ES5, you can define multiple properties in a single statement using the Object.defineProperties() method. or example:

var product = {};

Object.defineProperties(product, {

name: {

value: 'Smartphone'

},

price: {

value: 799

},

tax: {

value: 0.1

},

netPrice: {

get: function () {

return this.price \* (1 + this.tax);

}

}

});

console.log('The net price of a ' + product.name + ' is ' + product.netPrice.toFixed(2) + ' USD');

Code language: JavaScript (javascript)

Output:

The net price of a Smartphone is 878.90 USD

Code language: CSS (css)

In this example, we defined three data properties: name, price, and tax, and one accessor property netPrice for the product object.

## **JavaScript object property descriptor**

The  Object.getOwnPropertyDescriptor() method allows you to get the descriptor object of a property. The Object.getOwnPropertyDescriptor() method takes two arguments:

1. An object
2. A property of the object

It returns a descriptor object that describes a property. The descriptor object has four properties: configurable, enumerable, writable, and value.

The following example gets the descriptor object of the name property of the product object in the prior example.

let person = {

firstName: 'John',

lastName: 'Doe'

};

let descriptor = Object.getOwnPropertyDescriptor(person, 'firstName');

console.log(descriptor);

Code language: JavaScript (javascript)

Output:

{ value: 'John',

writable: true,

enumerable: true,

configurable: true }

Code language: CSS (css)

## **Summary**

* JavaScript objects have two types of properties: data properties and accessor properties.
* JavaScript uses internal attributes denoted by [[...]] to describe the characteristics of properties such as [[Configurable]], [[Enumerable]], [[Writable]], and  [[Value]], [[Get]], and [[Set]].
* The method Object.getOwnPropertyDescriptor() return a property descriptor of a property in an object.
* A property can be defined directly on an object or indirectly via the Object.defineProperty() or Object.defineProperties() methods. These methods can be used to change the attributes of a property.

# JavaScript for…in Loop

**Summary**: in this tutorial, you will learn how to use the JavaScript for...in loop to iterate over the enumerable properties of an object.

## **Introduction to JavaScript for...in loop**

The for...in loop over the [enumerable properties](https://www.javascripttutorial.net/javascript-enumerable-properties/) that are keyed by strings of an [object](https://www.javascripttutorial.net/javascript-objects/). Note that a property can be keyed by a string or a [symbol](https://www.javascripttutorial.net/es6/symbol/).

A property is enumerable when its internal enumerable flag is set to true.

The enumerable flag defaults to true when a property is created via a simple assignment or via a property initializer:

object.propertyName = value;

or

let obj = {

propertyName: value,

...

};

Code language: JavaScript (javascript)

The following shows the syntax of the for...in loop:

for(const propertyName in object) {

*// ...*

}

Code language: JavaScript (javascript)

The for...in  allows you to access each property and value of an object without knowing the specific name of the property. For example:

var person = {

firstName: 'John',

lastName: 'Doe',

ssn: '299-24-2351'

};

for(var prop in person) {

console.log(prop + ':' + person[prop]);

}

Code language: JavaScript (javascript)

Output:

firstName:John

lastName:Doe

ssn:299-24-2351

Code language: CSS (css)

In this example, we used the for...in loop to iterate over the properties of the person object. We accessed the value of each property using the following syntax:

object[property];

Code language: CSS (css)

## **The for...in loop & inheritance**

When you loop over properties of an object that [inherits](https://www.javascripttutorial.net/javascript-prototypal-inheritance/) from another object, the for...in statement goes up in the [prototype](https://www.javascripttutorial.net/javascript-prototype/) chain and enumerates over inherited properties. Consider the following example:

var decoration = {

color: 'red'

};

var circle = Object.create(decoration);

circle.radius = 10;

for(const prop in circle) {

console.log(prop);

}

Code language: JavaScript (javascript)

Output:

radius

color

The circle object has its own prototype that references the decoration object. Therefore, the for...in loop displays the properties of the circle object and its prototype.

If you want to enumerate only the [own properties](https://www.javascripttutorial.net/javascript-own-properties/) of an object, you use the hasOwnProperty() method:

for(const prop in circle) {

if(circle.hasOwnProperty(prop)) {

console.log(prop);

}

}

Code language: JavaScript (javascript)

Output:

radius

## **The for...in loop and Array**

It’s good practice to not use the for...in to iterate over an [array](https://www.javascripttutorial.net/javascript-array/), especially when the order of the array elements is important.

The following example works flawlessly:

const items = [10 , 20, 30];

let total = 0;

for(const item in items) {

total += items[item];

}

console.log(total);

Code language: JavaScript (javascript)

However, someone may set a property of the built-in [Array](https://www.javascripttutorial.net/javascript-array/) type in their libraries as follows:

Array.prototype.foo = 100;

Code language: JavaScript (javascript)

Hence, the for...in will not work correctly:

for(var prop in items) {

total += items[prop];

}

console.log(total);

Code language: JavaScript (javascript)

Output:

220

Or another example:

var arr = [];

*// set the third element to 3, other elements are `undefined`*

arr[2] = 3;

for (let i = 0; i < arr.length; i++) {

console.log(arr[i]);

}

Code language: JavaScript (javascript)

The output shows three elements of the array, which is correct:

undefined

undefined

3

Code language: JavaScript (javascript)

However, the for...in loop ignores the first two elements:

for (const key in arr) {

console.log(arr[key]);

}

Code language: JavaScript (javascript)

Output:

3

The output shows only the third element, not the first two elements.

## **Summary**

* The for...in loop iterates over the [enumerable properties](https://www.javascripttutorial.net/javascript-enumerable-properties/) of an object. It also goes up to the [prototype](https://www.javascripttutorial.net/javascript-prototype/) chain and enumerates over inherited properties.
* Avoid using for...in loop to iterate over elements of an array, especially when the index order is important.

# A Basic Guide to Enumerable Properties of an Object in JavaScript

**Summary**: in this tutorial, you will learn about JavaScript enumerable properties of an object.

## **Introduction to JavaScript enumerable properties**

In JavaScript, an [object](https://www.javascripttutorial.net/javascript-objects/) is an unordered list of key-value pairs. The key is usually a [string](https://www.javascripttutorial.net/javascript-string/) or a [symbol](https://www.javascripttutorial.net/es6/symbol/). The value can be a value of any primitive type (string, boolean, number, undefined, or null), an object, or a [function](https://www.javascripttutorial.net/javascript-function/).

The following example creates a new object using the object literal syntax:

const person = {

firstName: 'John',

lastName: 'Doe

};

Code language: PHP (php)

The person object has two properties: firstName and lastName.

An object property has several internal attributes including value, writable, enumerable and configurable. See the [Object properties](https://www.javascripttutorial.net/javascript-object-properties/) for more details.

The enumerable attribute determines whether or not a property is accessible when the object’s properties are enumerated using the [for...in](https://www.javascripttutorial.net/javascript-for-in/) loop or Object.keys() method.

By default, all properties created via a simple assignment or via a property initializer are enumerable. For example:

const person = {

firstName: 'John',

lastName: 'Doe'

};

person.age = 25;

for (const key in person) {

console.log(key);

}

Code language: JavaScript (javascript)

Output:

firstName

lastName

age

In this example:

* The firstName and lastName are enumerable properties because they are created via a property initializer.
* The age property is also enumerable because it is created via a simple assignment.

To change the internal enumerable attribute of a property, you use the Object.defineProperty() method. For example:

const person = {

firstName: 'John',

lastName: 'Doe'

};

person.age = 25;

Object.defineProperty(person, 'ssn', {

enumerable: false,

value: '123-456-7890'

});

for (const key in person) {

console.log(key);

}

Code language: JavaScript (javascript)

Output:

firstName

lastName

age

In this example, the ssn property is created with the enumerable flag sets to false, therefore it does not show up in the for...in loop.

ES6 provides a method propertyIsEnumerable() that determines whether or not a property is enumerable. It returns true if the property is enumerable; otherwise false. For example:

const person = {

firstName: 'John',

lastName: 'Doe'

};

person.age = 25;

Object.defineProperty(person, 'ssn', {

enumerable: false,

value: '123-456-7890'

});

console.log(person.propertyIsEnumerable('firstName')); *// => true*

console.log(person.propertyIsEnumerable('lastName')); *// => true*

console.log(person.propertyIsEnumerable('age')); *// => true*

console.log(person.propertyIsEnumerable('ssn')); *// => false*

Code language: JavaScript (javascript)

## **Summary**

* A property is enumerable if it has the enumerable attribute sets to true. The obj.propertyIsEnumerable() determines whether or not a property is enumerable.
* A property created via a simple assignment or a property initializer is enumerable.

# Understanding Own Properties of an Object in JavaScript

**Summary**: in this tutorial, you will learn about the **own** properties of an object in JavaScript.

In JavaScript, an [object](https://www.javascripttutorial.net/javascript-objects/) is a collection of [properties](https://www.javascripttutorial.net/javascript-object-properties/), where each property a key-value pair.

This example creates a new object called person using an object initializer:

const person = {

firstName: 'John',

lastName: 'Doe'

};

Code language: JavaScript (javascript)

The person object has two properties: firstName and lastName.

JavaScript uses [prototypal inheritance](https://www.javascripttutorial.net/javascript-prototypal-inheritance/). Therefore, a property of an object can be either **own** or **inherited**.

A property that is defined directly on an object is **own** while a property that the object receives from its prototype is **inherited**.

The following creates an object called employee that inherits from the person object:

const employee = Object.create(person, {

job: {

value: 'JS Developer',

enumerable: true

}

});

Code language: JavaScript (javascript)

The employee object has its own property job, and inherits firstName and lastName properties from its prototype person.

The hasOwnProperty() method returns true if a property is own. For example:

console.log(employee.hasOwnProperty('job')); *// => true*

console.log(employee.hasOwnProperty('firstName')); *// => false*

console.log(employee.hasOwnProperty('lastName')); *// => false*

console.log(employee.hasOwnProperty('ssn')); *// => false*

Code language: JavaScript (javascript)

## **Summary**

* A property that is directly defined on an object is an own property.
* The obj.hasOwnProperty() method determines whether or not a property is own.

JavaScript Object.values()

**Summary**: in this tutorial, you will learn how to use the JavaScript Object.values() method to access the own enumerable properties of an object.

Prior to ES2017, you use a [for...in](https://www.javascripttutorial.net/javascript-for-in/) loop and Object.hasOwnProperty()  method to access values of [own](https://www.javascripttutorial.net/javascript-own-properties/) [enumerable properties](https://www.javascripttutorial.net/javascript-enumerable-properties/) of an [object](https://www.javascripttutorial.net/javascript-objects/). For example:

const person = {

firstName: 'John',

lastName: 'Doe',

age: 25

};

for (const key in person) {

if (person.hasOwnProperty(key)) {

const value = person[key];

console.log(value);

}

}

Code language: JavaScript (javascript)

Output:

John

Doe

25

ES2017 introduces a new method called Object.values() that allows you to return an [array](https://www.javascripttutorial.net/javascript-array/) of own enumerable property’s values of an object.

The following shows the syntax of the Object.values():

Object.values(obj)

Code language: JavaScript (javascript)

The Object.values() accepts an object and returns its own enumerable property’s values as an array. See the following example:

const person = {

firstName: 'John',

lastName: 'Doe',

age: 25

};

const profile = Object.values(person);

console.log(profile);

Code language: JavaScript (javascript)

Output:

[ 'John', 'Doe', 25 ]

Code language: JSON / JSON with Comments (json)

## **Object.values() vs. for...in**

The Object.values() returns own enumerable properties while the for...in loop iterates properties in the prototype chain.

Technically, if you use the for...in loop with the Object.hasOwnProperty() method, you will get the same set of values as the Object.values().

# JavaScript Object.entries()

**Summary**: in this tutorial, you will learn how to use the JavaScript Object.entries() method.

## **Introduction to JavaScript Object.entries() method**

ES2017 introduces the Object.entries() method that accepts an object and returns own enumerable string-keyed property [key, value] pairs of the object.

Here is the syntax of the Object.entries() method:

Object.entries()

Code language: JavaScript (javascript)

See the following example:

const ssn = Symbol('ssn');

const person = {

firstName: 'John',

lastName: 'Doe',

age: 25,

[ssn]: '123-345-789'

};

const kv = Object.entries(person);

console.log(kv);

Code language: JavaScript (javascript)

Output:

[

['firstName', 'John'],

['lastName', 'Doe'],

['age', 25]

]

Code language: JSON / JSON with Comments (json)

In this example:

* The firstName, lastName, and age are own enumerable string-keyed property of the person object, therefore, they are included in the result.
* The ssn is not a string-key property of the person object, so it is not included in the result.

## **Object.entries() vs. for...in**

The main difference between the Object.entries() and the for...in loop is that the for...in loop also enumerates object [properties](https://www.javascripttutorial.net/javascript-object-properties/) in the [prototype chain](https://www.javascripttutorial.net/javascript-prototype/).

# JavaScript Object.is()

**Summary**: in this tutorial, you will learn about the JavaScript Object.is() to check if two values are the same.

The Object.is() behaves like the === operator with two differences:

* -0 and +0
* NaN

## **Negative zero**

The === operator treats -0 and +0 are the same value:

let amount = +0,

volume = -0;

console.log(volume === amount);

Code language: JavaScript (javascript)

Output:

true

Code language: JavaScript (javascript)

However, the Object.is() treats +0 and -0 as different values. For example:

let amount = +0,

volume = -0;

console.log(Object.is(amount, volume));

Code language: JavaScript (javascript)

Output

false

Code language: JavaScript (javascript)

## **NaN**

The === operator considers NaN and NaN are different values. The NaN is the only number that does not equal itself. For example:

let quantity = NaN;

console.log(quantity === quantity);

Code language: JavaScript (javascript)

Output:

false

However, Object.is() treats NaN as the same value:

let quantity = NaN;

console.log(Object.is(quantity, quantity));

Output:

true

See the following sameness comparison table for reference:
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# JavaScript Factory Functions

**Summary**: in this tutorial, you will learn about the JavaScript factory functions which are functions that return objects.

## **Introduction to the factory functions in JavaScript**

A factory function is a [function](https://www.javascripttutorial.net/javascript-function/) that returns a new [object](https://www.javascripttutorial.net/javascript-objects/). The following creates a person object named person1:

let person1 = {

firstName: 'John',

lastName: 'Doe',

getFullName() {

return this.firstName + ' ' + this.lastName;

},

};

console.log(p1.getFullName());

Code language: JavaScript (javascript)

Output:

John Doe

The person1 object has two properties: firstName and lastName, and one method getFullName() that returns the full name.

Suppose that you need to create another similar object called person2, you can duplicate the code as follows:

let person2 = {

firstName: 'Jane',

lastName: 'Doe',

getFullName() {

return this.firstName + ' ' + this.lastName;

},

};

console.log(jane.getFullName());

Code language: JavaScript (javascript)

Output:

Jane Doe

In this example, the person1 and person2 objects have the same properties and methods.

The problem is that the more objects you want to create, the more duplicate code you have.

To avoid copying the same code all over again, you can define a function that creates the person object:

function createPerson(firstName, lastName) {

return {

firstName: firstName,

lastName: lastName,

getFullName() {

return firstName + ' ' + lastName;

},

};

}

Code language: JavaScript (javascript)

When a function creates and returns a new object, it is called a factory function. The createPerson() is a factory function because it returns a new person object.

The following show how to use the createPerson() factory function to create two objects person1 and person2:

function createPerson(firstName, lastName) {

return {

firstName: firstName,

lastName: lastName,

getFullName() {

return firstName + ' ' + lastName;

},

};

}

let person1 = createPerson('John', 'Doe');

let person2 = createPerson('Jane', 'Doe');

console.log(person1.getFullName());

console.log(person2.getFullName());

Code language: JavaScript (javascript)

By using the factory function, you create any number of the person objects without duplicating code.

When you create an object, the JavaScript engine allocates memory to it. If you create many person objects, the JavaScript engine needs lots of memory spaces to store these objects.

However, each person object has a copy of the same getFullName() method. It’s not efficient memory management.

To avoid duplicating the same getFullName() function in every object, you can remove the getFullName() method from the person object:

function createPerson(firstName, lastName) {

return {

firstName: firstName,

lastName: lastName

}

}

Code language: JavaScript (javascript)

And move this method to another object:

var personActions = {

getFullName() {

return this.firstName + ' ' + this.lastName;

},

};

Code language: JavaScript (javascript)

And before calling the getFullName() method on the person object, you can assign the method of the personActions object to the person object as follows:

let person1 = createPerson('John', 'Doe');

let person2 = createPerson('Jane', 'Doe');

person1.getFullName = personActions.getFullName;

person2.getFullName = personActions.getFullName;

console.log(person1.getFullName());

console.log(person2.getFullName());

Code language: JavaScript (javascript)

This approach is not scalable if the object has many methods because you have to manually assign them individually. This is why the Object.create() method comes into play.

## **The Object.create() method**

The Object.create() method creates a new object using an existing object as the [prototype](https://www.javascripttutorial.net/javascript-prototype/) of the new object:

Object.create(proto, [propertiesObject])

Code language: CSS (css)

So you can use the Object.create() as follows:

var personActions = {

getFullName() {

return this.firstName + ' ' + this.lastName;

},

};

function createPerson(firstName, lastName) {

let person = Object.create(personActions);

person.firstName = firstName;

person.lastName = lastName;

return person;

}

Code language: JavaScript (javascript)

Now, you can create person objects and call the methods of the personActions object:

let person1 = createPerson('John', 'Doe');

let person2 = createPerson('Jane', 'Doe');

console.log(person1.getFullName());

console.log(person2.getFullName());

Code language: JavaScript (javascript)

The code works perfectly fine. However, in practice, you will rarely use the factory functions. Instead, you use [classes](https://www.javascripttutorial.net/es6/javascript-class/) or [constructor/prototype](https://www.javascripttutorial.net/javascript-constructor-prototype/) patterns.

## **Summary**

* A factory function is a function that returns a new object.
* Use Object.create() to create an object using an existing object as a prototype.

# JavaScript Object Destructuring

**Summary**: in this tutorial, you’ll learn about JavaScript object destructuring that assigns properties of an object to individual variables.

If you want to learn how to destructure an [array](https://www.javascripttutorial.net/javascript-array/), you can check out the [array destructuring tutorial](https://www.javascripttutorial.net/es6/destructuring/).

## **Introduction to the JavaScript object destructuring assignment**

Suppose you have a person object with two properties: firstName and lastName.

let person = {

firstName: 'John',

lastName: 'Doe'

};

Code language: JavaScript (javascript)

Prior to ES6, when you want to assign properties of the person object to variables, you typically do it like this:

let firstName = person.firstName;

let lastName = person.lastName;

Code language: JavaScript (javascript)

ES6 introduces the object destructuring syntax that provides an alternative way to assign [properties](https://www.javascripttutorial.net/javascript-object-properties/) of an [object](https://www.javascripttutorial.net/javascript-objects/) to variables:

let { firstName: fname, lastName: lname } = person;

Code language: JavaScript (javascript)

In this example, the firstName and lastName properties are assigned to the fName and lName variables respectively.

In this syntax:

let { property1: variable1, property2: variable2 } = object;

Code language: JavaScript (javascript)

The identifier before the colon (:) is the property of the object and the identifier after the colon is the variable.

Notice that the property name is always on the left whether it’s an object literal or object destructuring syntax.

If the variables have the same names as the properties of the object, you can make the code more concise as follows:

let { firstName, lastName } = person;

console.log(firstName); *// 'John'*

console.log(lastName); *// 'Doe'*

Code language: JavaScript (javascript)

In this example, we declared two variables firstName and lastName, and assigned the properties of the person object to the variables in the same statement.

It’s possible to separate the declaration and assignment. However, you must surround the variables in parentheses:

({firstName, lastName} = person);

If you don’t use the parentheses, the JavaScript engine will interpret the left-hand side as a block and throw a syntax error.

When you assign a property that does not exist to a variable using the object destructuring, the variable is set to undefined. For example:

let { firstName, lastName, middleName } = person;

console.log(middleName); *// undefined*

Code language: JavaScript (javascript)

In this example, the middleName property doesn’t exist in the person object, therefore, the middleName variable is undefined.

## **Setting default values**

You can assign a default value to the variable when the property of an object doesn’t exist. For example:

let person = {

firstName: 'John',

lastName: 'Doe',

currentAge: 28

};

let { firstName, lastName, middleName = '', currentAge: age = 18 } = person;

console.log(middleName); *// ''*

console.log(age); *// 28*

Code language: JavaScript (javascript)

In this example, we assign an empty string to the middleName variable when the person object doesn’t have the middleName property.

Also, we assign the currentAge property to the age variable with the default value of 18.

However, when the person object does have the middleName property, the assignment works as usual:

let person = {

firstName: 'John',

lastName: 'Doe',

middleName: 'C.',

currentAge: 28

};

let { firstName, lastName, middleName = '', currentAge: age = 18 } = person;

console.log(middleName); *// 'C.'*

console.log(age); *// 28*

Code language: JavaScript (javascript)

## **Destructuring a null object**

A function may return an object or null in some situations. For example:

function getPerson() {

return null;

}

Code language: JavaScript (javascript)

And you use the object destructuring assignment:

let { firstName, lastName } = getPerson();

console.log(firstName, lastName);

Code language: JavaScript (javascript)

The code will throw a TypeError:

TypeError: Cannot destructure property 'firstName' of 'getPerson(...)' as it is null.

Code language: JavaScript (javascript)

To avoid this, you can use the OR operator (||) to fallback the null object to an empty object:

let { firstName, lastName } = getPerson() || {};

Code language: JavaScript (javascript)

Now, no error will occur. And the firstName and lastName will be undefined.

## **Nested object destructuring**

Assuming that you have an employee object which has a name object as the property:

let employee = {

id: 1001,

name: {

firstName: 'John',

lastName: 'Doe'

}

};

Code language: JavaScript (javascript)

The following statement destructures the properties of the nested name object into individual variables:

let {

name: {

firstName,

lastName

}

} = employee;

console.log(firstName); *// John*

console.log(lastName); *// Doe*

Code language: JavaScript (javascript)

It’s possible to do multiple assignement of a property to multiple variables:

let employee = {

id: 1001,

name: {

firstName: 'John',

lastName: 'Doe'

}

};

let {

name: {

firstName,

lastName

},

name

} = employee;

console.log(firstName); *// John*

console.log(lastName); *// Doe*

console.log(name); *// { firstName: 'John', lastName: 'Doe' }*

Code language: JavaScript (javascript)

## **Destructuring function arguments**

Suppose you have a function that displays the person object:

let display = (person) => console.log(`${person.firstName} ${person.lastName}`);

let person = {

firstName: 'John',

lastName: 'Doe'

};

display(person);

Code language: JavaScript (javascript)

It’s possible to destructure the object argument passed into the function like this:

let display = ({firstName, lastName}) => console.log(`${firstName} ${lastName}`);

let person = {

firstName: 'John',

lastName: 'Doe'

};

display(person);

Code language: JavaScript (javascript)

It looks less verbose especially when you use many properties of the argument object. This technique is often used in React.

## **Summary**

* Object destructuring assigns the properties of an object to variables with the same names by default.

JavaScript Optional Chaining Operator

**Summary**: in this tutorial, you’ll learn about the optional chaining operator (?.) that simplifies the way to access values through connected objects.

## **Introduction to the JavaScript optional chaining operator**

The optional chaining operator (?.) allows you to access the value of a [property](https://www.javascripttutorial.net/javascript-object-properties/) located deep within a chain of [objects](https://www.javascripttutorial.net/javascript-objects/) without explicitly checking if each reference in the chain is null or undefined.

If one of the references in the chain is null or undefined, the optional chaining operator (?.) will short circuit and return undefined.

Suppose that you have a function that returns a user object:

function getUser(id) {

if(id <= 0) {

return null;

}

*// get the user from database*

*// and return null if id does not exist*

*// ...*

*// if user was found, return the user*

return {

id: id,

username: 'admin',

profile: {

avatar: '/avatar.png',

language: 'English'

}

}

}

Code language: JavaScript (javascript)

The following uses the getUser() function to access the user profile:

let user = getUser(1);

let profile = user.profile;

Code language: JavaScript (javascript)

However, if you pass the id that is less than or equal to zero or the id doesn’t exist in the database, the getUser() function will return null.

Therefore, before accessing the avatar property, you need to check if the user is not null using the [logical operator](https://www.javascripttutorial.net/javascript-logical-operators/) AND:

let user = getUser(2);

let profile = user && user.profile;

Code language: JavaScript (javascript)

In this example, we confirm that the user is not null or undefined before accessing the value of user.profile property. It prevents the error that would occur if you simply access the user.profile directly without checking the user first.

ES2020 introduced the optional chaining operator denoted by the question mark followed by a dot:

?.

Code language: JavaScript (javascript)

To access a property of an object using the optional chaining operator, you use one of the following:

objectName ?. propertyName

objectName ?. [expression]

Code language: JavaScript (javascript)

The optional chaining operator implicitly checks if the user is not null or undefined before attempting to access the user.profile:

let user = getUser(2);

let profile = user ?. profile;

Code language: JavaScript (javascript)

In this example, if the user is null or undefined, the optional chaining operator (?.) immediately returns undefined.

Technically, it is equivalent to the following:

let user = getUser(2);

let profile = (user !== null || user !== undefined)

? user.profile

: undefined;

Code language: JavaScript (javascript)

### **Stacking the optional chaining operator**

In case the user object returned by the getUser() does not have the profile property. Trying to access the avatar without checking the user.profile first will result in an error.

To avoid the error, you can use the optional chaining operator multiple times like this:

let user = getUser(-1);

let avatar = user ?. profile ?. avatar;

Code language: JavaScript (javascript)

In this case, the avatar is undefined.

### **Combining with the nullish coalescing operator**

If you want to assign a default profile to the user, you can combine the optional chaining operator (?.) with the nullish coalescing operator (??) as follows:

let defaultProfile = { default: '/default.png', language: 'English'};

let user = getUser(2);

let profile = user ?. profile ?? defaultProfile;

Code language: JavaScript (javascript)

In this example, if the user.profile is null or undefined, the profile will take the defaultProfile due to the nullish coalescing operator:

## **Using optional chaining operator with function calls**

Suppose that you have a file API as follows:

let file = {

read() {

return 'file content';

},

write(content) {

console.log(`Writing ${content} to file...`);

return true;

}

};

Code language: JavaScript (javascript)

This example calls the read() method of the file object:

let data = file.read();

console.log(data);

Code language: JavaScript (javascript)

If you call a method that doesn’t exist in the file object, you’ll get a TypeError:

let compressedData = file.compress();

Code language: JavaScript (javascript)

Error:

Uncaught TypeError: file.compress is not a function

Code language: JavaScript (javascript)

However, if you use the optional chaining operator with the method call, the expression will return undefined instead of throwing an error:

let compressedData = file.compress?.();

Code language: JavaScript (javascript)

The compressedData is now undefined.

This is useful when you use an API in which a method might be not available for some reason e.g., a specific browser or device.

The following illustrates the syntax for using the optional chaining operator with a function or method call:

functionName ?. (args)

Code language: JavaScript (javascript)

The optional chaining operator (?.) is also helpful if you have a function with an optional [callback](https://www.javascripttutorial.net/javascript-callback/):

function getUser(id, callback) {

*// get user*

*// ...*

let user = {

id: id,

username: 'admin'

};

*// test if the callback exists*

if ( callback ) {

callback(user);

}

return user;

}

Code language: JavaScript (javascript)

By using the optional chaining operator, you can skip the test if the callback exists:

function getUser(id, callback) {

*// get user*

*// ...*

let user = {

id: id,

username: 'admin'

};

*// test if the callback exists*

callback ?. (user);

return user;

}

Code language: JavaScript (javascript)

## **Summary**

* The optional chaining operator (?.) returns undefined instead of throwing an error if you attempt to access a property of an null or undefined object: obj ?. property.
* Combine the optional chaining operator (?.) with the nullish coalescing operator (??) to assign a default value.
* Use functionName ?. (args) to avoid explicitly checking if the functionName is not undefined or null before invoking it.

# Object Literal Syntax Extensions in ES6

**Summary**: in this tutorial, you will learn about the syntax extensions of the object literal in ES6 that make your code cleaner and more flexible.

The [object](https://www.javascripttutorial.net/javascript-objects/) literal is one of the most popular [patterns for creating objects in JavaScript](https://www.javascripttutorial.net/create-objects-in-javascript/) because of its simplicity. ES6 makes the object literal more succinct and powerful by extending the syntax in some ways.

## **Object property initializer shorthand**

Prior to ES6, an object literal is a collection of name-value pairs. For example:

function createMachine(name, status) {

return {

name: name,

status: status

};

}

Code language: JavaScript (javascript)

The createMachine() [function](https://www.javascripttutorial.net/javascript-function/) takes two arguments name and status and returns a new object literal with two properties: name and status.

The name and status properties take the values of the name and status parameters. This syntax looks redundant because name and status mentioned twice in both the name and value of properties.

ES6 allows you to eliminate the duplication when a property of an object is the same as the local variable name by including the name without a colon and value.

For example, you can rewrite the createMachine() function in ES6 as follows:

function createMachine(name, status) {

return {

name,

status

};

}

Code language: JavaScript (javascript)

Internally, when a property of an object literal only has a name, the JavaScript engine searches for a variable with the same name in the surrounding scope. If the JavaScript engine can find one, it assigns the property the value of the variable.

In this example, the JavaScript engine assigns the name and status property values of the name and status arguments.

Similarly, you can construct an object literal from local variables as shown in the following example:

let name = 'Computer',

status = 'On';

let machine = {

name,

status

};

Code language: JavaScript (javascript)

## **Computed property name**

Prior to ES6, you could use the square brackets( [])  to enable the **computed property names** for the properties on objects.

The square brackets allow you to use the string literals and variables as the property names.

See the following example:

let name = 'machine name';

let machine = {

[name]: 'server',

'machine hours': 10000

};

console.log(machine[name]); *// server*

console.log(machine['machine hours']); *// 10000*

Code language: JavaScript (javascript)

The name variable was initialized to a value of 'machine name'. Since both properties of the machine object contains a space, you can only reference them using the square brackets.

In ES6, the computed property name is a part of the object literal syntax, and it uses the square bracket notation.

When a property name is placed inside the square brackets, the JavaScript engine evaluates it as a string. It means that you can use an expression as a property name. For example:

let prefix = 'machine';

let machine = {

[prefix + ' name']: 'server',

[prefix + ' hours']: 10000

};

console.log(machine['machine name']); *// server*

console.log(machine['machine hours']); *// 10000*

Code language: JavaScript (javascript)

The machine object’s properties evaluate to 'machine name' and 'machine hours', therefore you can reference them as the properties of the machine object.

## **Concise method syntax**

Prior to ES6, when defining a method for an object literal, you need to specify the name and full function definition as shown in the following example:

let server = {

name: "Server",

restart: function () {

console.log("The" + this.name + " is restarting...");

}

};

Code language: JavaScript (javascript)

ES6 makes the syntax for making a method of the object literal more succinct by removing the colon (:) and the function keyword.

The following example rewrites the server object above using the ES6 syntax.

let server = {

name: 'Server',

restart() {

console.log("The" + this.name + " is restarting...");

}

};

Code language: JavaScript (javascript)

This shorthand syntax is also known as the **concise method syntax**. It’s valid to have spaces in the property name. For example:

let server = {

name: 'Server',

restart() {

console.log("The " + this.name + " is restarting...");

},

'starting up'() {

console.log("The " + this.name + " is starting up!");

}

};

server['starting up']();

Code language: JavaScript (javascript)

In this example, the method 'starting up' has spaces in its name. To call the method, you use the following syntax:

object\_name['property name']();

Code language: CSS (css)

In this tutorial, you have learned how to use some new object literal syntax extensions in ES6 including property initializer shorthand, computed properties, and concise method syntax.

# JavaScript Class

**Summary**: in this tutorial, you’ll learn about the JavaScript class and how to use it effectively.

A JavaScript class is a blueprint for creating [objects](https://www.javascripttutorial.net/javascript-objects/). A class encapsulates data and functions that manipulate data.

Unlike other programming languages such as Java and [C#](https://www.csharptutorial.net/), JavaScript classes are syntactic sugar over the [prototypal inheritance](https://www.javascripttutorial.net/javascript-prototypal-inheritance/). In other words, ES6 classes are just special [functions](https://www.javascripttutorial.net/javascript-function/).

## **Classes prior to ES6 revisited**

Prior to ES6, JavaScript had no concepts of classes. To mimic a class, you often use the [constructor/prototype pattern](https://www.javascripttutorial.net/javascript-constructor-prototype/) as shown in the following example:

function Person(name) {

this.name = name;

}

Person.prototype.getName = function () {

return this.name;

};

var john = new Person("John Doe");

console.log(john.getName());

Code language: JavaScript (javascript)

Output:

John Doe

How it works.

First, create the Person as a constructor function that has a property name called name. The getName() function is assigned to the prototype so that it can be shared by all instances of the Person type.

Then, create a new instance of the Person type using the new operator. The john object, hence, is an instance of the Person and Object through [prototypal inheritance](https://www.javascripttutorial.net/javascript-prototypal-inheritance/).

The following statements use the instanceof operator to check if john is an instance of the Person and Object type:

console.log(john instanceof Person); *// true*

console.log(john instanceof Object); *// true*

Code language: JavaScript (javascript)

## **ES6 class declaration**

ES6 introduced a new syntax for declaring a class as shown in this example:

class Person {

constructor(name) {

this.name = name;

}

getName() {

return this.name;

}

}

Code language: JavaScript (javascript)

This Person class behaves like the Person type in the previous example. However, instead of using a constructor/prototype pattern, it uses the class keyword.

In the Person class, the constructor() is where you can initialize the properties of an instance. JavaScript automatically calls the constructor() method when you instantiate an object of the class.

The following creates a new Person object, which will automatically call the constructor() of the Person class:

let john = new Person("John Doe");

Code language: JavaScript (javascript)

The getName() is called a method of the Person class. Like a constructor function, you can call the methods of a class using the following syntax:

objectName.methodName(args)

Code language: CSS (css)

For example:

let name = john.getName();

console.log(name); *// "John Doe"*

Code language: JavaScript (javascript)

To verify the fact that classes are special functions, you can use the typeof operator of to check the type of the Person class.

console.log(typeof Person); *// function*

Code language: JavaScript (javascript)

It returns function as expected.

The john object is also an instance of the Person and Object types:

console.log(john instanceof Person); *// true*

console.log(john instanceof Object); *// true*

Code language: JavaScript (javascript)

## **Class vs. Custom type**

Despite the similarities between a class and a custom type defined via a constructor function, there are some important differences.

First, class declarations are not [hoisted](https://www.javascripttutorial.net/javascript-hoisting/) like function declarations.

For example, if you place the following code above the Person class declaration section, you will get a ReferenceError.

let john = new Person("John Doe");

Code language: JavaScript (javascript)

Error:

Uncaught ReferenceError: Person is not defined

Code language: JavaScript (javascript)

Second, all the code inside a class automatically executes in the strict mode. And you cannot change this behavior.

Third, class methods are [non-enumerable](https://www.javascripttutorial.net/javascript-enumerable-properties/). If you use a constructor/prototype pattern, you have to use the Object.defineProperty() method to make a property non-enumerable.

Finally, calling the class constructor without the new operator will result in an error as shown in the following example.

let john = Person("John Doe");

Code language: JavaScript (javascript)

Error:

Uncaught TypeError: Class constructor Person cannot be invoked without 'new'

Code language: JavaScript (javascript)

Note that it’s possible to call the constructor function without the new operator. In this case, the constructor function behaves like a regular function.

## **Summary**

* Use JavaScript class keyword declares a new class.
* A class declaration is syntactic sugar over [prototypal inheritance](https://www.javascripttutorial.net/javascript-prototypal-inheritance/) with additional enhancements.

# JavaScript Getters and Setters

**Summary**: in this tutorial, you will learn about JavaScript getters and setters and how to use them effectively.

## **Introduction to the JavaScript getters and setters**

The following example [defines a class](https://www.javascripttutorial.net/es6/javascript-class/) called Person:

class Person {

constructor(name) {

this.name = name;

}

}

let person = new Person("John");

console.log(person.name); *// John*

Code language: JavaScript (javascript)

The Person class has a property name and a constructor. The constructor initializes the name property to a string.

Sometimes, you don’t want the name property to be accessed directly like this:

person.name

Code language: CSS (css)

To do that, you may come up with a pair of methods that manipulate the name property. For example:

class Person {

constructor(name) {

this.setName(name);

}

getName() {

return this.name;

}

setName(newName) {

newName = newName.trim();

if (newName === '') {

throw 'The name cannot be empty';

}

this.name = newName;

}

}

let person = new Person('Jane Doe');

console.log(person); *// Jane Doe*

person.setName('Jane Smith');

console.log(person.getName()); *// Jane Smith*

Code language: JavaScript (javascript)

In this example, the Person class has the name property. Also, it has two additional methods getName() and setName().

The getName() method returns the value of the name property.

The setName() method assigns an argument to the name property. The setName() removes the whitespaces from both ends of the newName argument and throws an exception if the newName is empty.

The constructor() calls the setName() method to initialize the name property:

constructor(name) {

this.setName(name);

}

Code language: JavaScript (javascript)

The getName() and setName() methods are known as getter and setter in other programming languages such as Java and C++.

ES6 provides specific syntax for defining the getter and setter using the get and set keywords. For example:

class Person {

constructor(name) {

this.name = name;

}

get name() {

return this.\_name;

}

set name(newName) {

newName = newName.trim();

if (newName === '') {

throw 'The name cannot be empty';

}

this.\_name = newName;

}

}

Code language: JavaScript (javascript)

How it works.

First, the name property is changed to \_name to avoid the name collision with the getter and setter.

Second, the getter uses the get keyword followed by the method name:

get name() {

return this.\_name;

}

Code language: JavaScript (javascript)

To call the getter, you use the following syntax:

let name = person.name;

Code language: JavaScript (javascript)

When JavaScript sees the access to name property of the Person class, it checks if the Person class has any name property.

If not, JavaScript checks if the Person class has any method that binds to the name property. In this example, the name() method binds to the name property via the get keyword. Once JavaScript finds the getter method, it executes the getter method and returns a value.

Third, the setter uses the set keyword followed by the method name:

set name(newName) {

newName = newName.trim();

if (newName === '') {

throw 'The name cannot be empty';

}

this.\_name = newName;

}

Code language: JavaScript (javascript)

JavaScript will call the name() setter when you assign a value to the name property like this:

person.name = 'Jane Smith';

Code language: JavaScript (javascript)

If a class has only a getter but not a setter and you attempt to use the setter, the change won’t take any effect. See the following example:

class Person {

constructor(name) {

this.\_name = name;

}

get name() {

return this.\_name;

}

}

let person = new Person("Jane Doe");

console.log(person.name);

*// attempt to change the name, but cannot*

person.name = 'Jane Smith';

console.log(person.name); *// Jane Doe*

Code language: JavaScript (javascript)

In this example, the Person class has the name getter but not the name setter. It attempts to call the setter. However, the change doesn’t take effect since the Person class doesn’t have the name setter.

## **Using getter in an object literal**

The following example defines a getter called latest to return the latest attendee of the meeting object:

let meeting = {

attendees: [],

add(attendee) {

console.log(`${attendee} joined the meeting.`);

this.attendees.push(attendee);

return this;

},

get latest() {

let count = this.attendees.length;

return count == 0 ? undefined : this.attendees[count - 1];

}

};

meeting.add('John').add('Jane').add('Peter');

console.log(`The latest attendee is ${meeting.latest}.`);

Code language: JavaScript (javascript)

Output:

John joined a meeting.

Jane joined a meeting.

Peter joined a meeting.

The latest attendee is Peter.

## **Summary**

* Use the get and set keywords to define the JavaScript getters and setters for a class or an object.
* The get keyword binds an object property to a method that will be invoked when that property is looked up.
* The set keyword binds an object property to a method that will be invoked when that property is assigned.

# JavaScript Class Expressions

**Summary**: in this tutorial, you’ll learn how to use JavaScript class expressions to declare new classes.

## **Introduction to JavaScript class expressions**

Similar to [functions](https://www.javascripttutorial.net/javascript-function/), [classes](https://www.javascripttutorial.net/es6/javascript-class/) have expression forms. A class expression provides you with an alternative way to define a new class.

A class expression doesn’t require an identifier after the class keyword. And you can use a class expression in a [variable declaration](https://www.javascripttutorial.net/javascript-variables/) and pass it into a function as an argument.

For example, the following defines a class expression:

let Person = class {

constructor(name) {

this.name = name;

}

getName() {

return this.name;

}

}

Code language: Python (python)

How it works.

On the left side of the expression is the Person variable. It’s assigned to a class expression.

The class expression starts with the keyword class followed by the class definition.

A class expression may have a name or not. In this example, we have an unnamed class expression.

If a class expression has a name, its name can be local to the class body.

The following creates an instance of the Person class expression. Its syntax is the same as if it were a class declaration.

let person = new Person('John Doe');

Code language: Python (python)

Like a [class declaration](https://www.javascripttutorial.net/es6/javascript-class/), the type of a class expression is also a [function](https://www.javascripttutorial.net/javascript-function/):

console.log(typeof Person); // function

Code language: Python (python)

Similar to function expressions, class expressions are not [hoisted](https://www.javascripttutorial.net/javascript-hoisting/). It means that you cannot create an instance of the class before defining the class expression.

## **First-class citizen**

[JavaScript classes are first-class citizens](https://www.javascripttutorial.net/javascript-functions-are-first-class-citizens/). It means that you can pass a class into a function, return it from a function, and assign it to a variable.

See the following example:

function factory(aClass) {

return new aClass();

}

let greeting = factory(class {

sayHi() { console.log('Hi'); }

});

greeting.sayHi(); // 'Hi'

Code language: Python (python)

How it works.

First, define a factory() function that takes a class expression as an argument and return the instance of the class:

function factory(aClass) {

return new aClass();

}

Code language: Python (python)

Second, pass an unnamed class expression to the factory() function and assign its result to the greeting variable:

let greeting = factory(class {

sayHi() { console.log('Hi'); }

});

Code language: Python (python)

The class expression has a method called sayHi(). And the greeting variable is an instance of the class expression.

Third, call the sayHi() method on the greeting object:

greeting.sayHi(); // 'Hi'

Code language: Python (python)

## **Singleton**

Singleton is a design pattern that limits the instantiation of a class to a single instance. It ensures that only one instance of a class can be created throughout the system.

Class expressions can be used to create a singleton by calling the class constructor immediately.

To do that, you use the new operator with a class expression and include the parentheses at the end of class declaration as shown in the following example:

let app = new class {

constructor(name) {

this.name = name;

}

start() {

console.log(`Starting the ${this.name}...`);

}

}('Awesome App');

app.start(); // Starting the Awesome App...

Code language: Python (python)

How it works.

The following is an unnamed class expresion:

new class {

constructor(name) {

this.name = name;

}

start() {

console.log(`Starting the ${this.name}...`);

}

}

Code language: Python (python)

The class has a constructor() that accepts an argument. It aslo has a method called start().

The class expression evaluates to a class. Therefore, you can call its constructor immediately by placing parentheses after the expression:

new class {

constructor(name) {

this.name = name;

}

start() {

console.log(`Starting the ${this.name}...`);

}

}('Awesome App')

Code language: Python (python)

This expression returns an instance of the class expression which is assigned to the app variable.

The following calls the start() method on the app object:

app.start(); // Starting the Awesome App...

Code language: Python (python)

## **Summary**

* ES6 provides you with an alternative way to defining a new class using a class expression.
* Class expressions can be named or unnamed.
* The class expression can be used to create a singleton object.

# JavaScript Computed Property

**Summary**: in this tutorial, you’ll learn about the JavaScript computed properties introduced in ES6.

## **Introduction to JavaScript Computed Property**

ES6 allows you to use an expression in brackets []. It’ll then use the result of the expression as the property name of an object. For example:

let propName = 'c';

const rank = {

a: 1,

b: 2,

[propName]: 3,

};

console.log(rank.c); *// 3*

Code language: JavaScript (javascript)

In this example, the [propName] is a computed property of the rank object. The property name is derived from the value of the propName variable.

When you access c property of the rank object, JavaScript evaluates propName and returns the property’s value.

Like an [object literal](https://www.javascripttutorial.net/javascript-objects/), you can use computed properties for getters and setters of a [class](https://www.javascripttutorial.net/es6/javascript-class/). For example:

let name = 'fullName';

class Person {

constructor(firstName, lastName) {

this.firstName = firstName;

this.lastName = lastName;

}

get [name]() {

return `${this.firstName} ${this.lastName}`;

}

}

let person = new Person('John', 'Doe');

console.log(person.fullName);

Code language: JavaScript (javascript)

Output:

John Doe

How it works:

The get[name] is a computed property name of a getter of the Person class. At runtime, when you access the fullName property, the person object calls the getter and returns the full name.

# JavaScript Inheritance Using extends & super

**Summary**: in this tutorial, you will learn how to implement JavaScript inheritance by using extends and super in ES6.

## **Implementing JavaScript inheritance using extends and super**

Prior to ES6, implementing a proper inheritance required multiple steps. One of the most commonly used strategies is [prototypal inheritance](https://www.javascripttutorial.net/javascript-prototypal-inheritance/).

The following illustrates how the Bird inherits properties from the Animal using the prototypal inheritance technique:

function Animal(legs) {

this.legs = legs;

}

Animal.prototype.walk = function() {

console.log('walking on ' + this.legs + ' legs');

}

function Bird(legs) {

Animal.call(this, legs);

}

Bird.prototype = Object.create(Animal.prototype);

Bird.prototype.constructor = Animal;

Bird.prototype.fly = function() {

console.log('flying');

}

var pigeon = new Bird(2);

pigeon.walk(); *// walking on 2 legs*

pigeon.fly(); *// flying*

Code language: JavaScript (javascript)

ES6 simplified these steps by using the extends and super keywords.

The following example defines the Animal and Bird classes and establishes the inheritance through the extends and super keywords.

class Animal {

constructor(legs) {

this.legs = legs;

}

walk() {

console.log('walking on ' + this.legs + ' legs');

}

}

class Bird extends Animal {

constructor(legs) {

super(legs);

}

fly() {

console.log('flying');

}

}

let bird = new Bird(2);

bird.walk();

bird.fly();

Code language: JavaScript (javascript)

How it works.

First, use the extends keyword to make the Bird class inheriting from the Animal class:

class Bird extends Animal {

*// ...*

}

Code language: JavaScript (javascript)

The Animal class is called a **base class** or **parent class** while the Bird class is known as a **derived class** or **child class**. By doing this, the Bird class inherits all methods and properties of the Animal class.

Second, in the Bird‘s constructor, call super() to invoke the Animal‘s constructor with the legs argument.

JavaScript requires the child class to call super() if it has a constructor. As you can see in the Bird class, the super(legs) is equivalent to the following statement in ES5:

Animal.call(this, legs);

Code language: JavaScript (javascript)

If the Bird class doesn’t have a constructor, you can don’t need to do anything else:

class Bird extends Animal {

fly() {

console.log('flying');

}

}

Code language: JavaScript (javascript)

It is equivalent to the following class:

class Bird extends Animal {

constructor(...args) {

super(...args);

}

fly() {

console.log('flying');

}

}

Code language: JavaScript (javascript)

However, the child class has a constructor, it needs to call super(). For example, the following code results in an error:

class Bird extends Animal {

constructor(legs) {

}

fly() {

console.log('flying');

}

}

Code language: JavaScript (javascript)

Error:

ReferenceError: Must call super constructor in derived class before accessing 'this' or returning from derived constructor

Code language: JavaScript (javascript)

Because the super() initializes the this object, you need to call the super() before accessing the this object. Trying to access this before calling super() also results in an error.

For example, if you want to initialize the color property of the Bird class, you can do it as follows:

class Bird extends Animal {

constructor(legs, color) {

super(legs);

this.color = color;

}

fly() {

console.log("flying");

}

getColor() {

return this.color;

}

}

let pegion = new Bird(2, "white");

console.log(pegion.getColor());

Code language: JavaScript (javascript)

## **Shadowing methods**

ES6 allows the child class and parent class to have methods with the same name. In this case, when you call the method of an object of the child class, the method in the child class will shadow the method in the parent class.

The following Dog class extends the Animal class and redefines the walk() method:

class Dog extends Animal {

constructor() {

super(4);

}

walk() {

console.log(`go walking`);

}

}

let bingo = new Dog();

bingo.walk(); *// go walking*

Code language: JavaScript (javascript)

To call the method of the parent class in the child class, you use super.method(arguments) like this:

class Dog extends Animal {

constructor() {

super(4);

}

walk() {

super.walk();

console.log(`go walking`);

}

}

let bingo = new Dog();

bingo.walk();

*// walking on 4 legs*

*// go walking*

Code language: JavaScript (javascript)

## **Inheriting static members**

Besides the properties and methods, the child class also inherits all static properties and methods of the parent class. For example:

class Animal {

constructor(legs) {

this.legs = legs;

}

walk() {

console.log('walking on ' + this.legs + ' legs');

}

static helloWorld() {

console.log('Hello World');

}

}

class Bird extends Animal {

fly() {

console.log('flying');

}

}

Code language: JavaScript (javascript)

In this example, the Animal class has the helloWorld() static method and this method is available as Bird.helloWorld() and behaves the same as the Animal.helloWorld() method:

Bird.helloWorld(); *// Hello World*

Code language: JavaScript (javascript)

## **Inheriting from built-in types**

JavaScript allows you to extend a built-in type such as [Array](https://www.javascripttutorial.net/javascript-array/), String, [Map](https://www.javascripttutorial.net/es6/javascript-map/), and [Set](https://www.javascripttutorial.net/es6/javascript-set/)through inheritance.

The following Queue class extends the Array reference type. The syntax is much cleaner than the [Queue](https://www.javascripttutorial.net/javascript-queue/) implemented using the [constructor/prototype pattern](https://www.javascripttutorial.net/create-objects-in-javascript/#constructor_prototype_pattern).

class Queue extends Array {

enqueue(e) {

super.push(e);

}

dequeue() {

return super.shift();

}

peek() {

return !this.empty() ? this[0] : undefined;

}

empty() {

return this.length === 0;

}

}

var customers = new Queue();

customers.enqueue('A');

customers.enqueue('B');

customers.enqueue('C');

while (!customers.empty()) {

console.log(customers.dequeue());

}

Code language: JavaScript (javascript)

## **Summary**

* Use the extends keyword to implement the inheritance in ES6. The class to be extended is called a base class or parent class. The class that extends the base class or parent class is called the derived class or child class.
* Call the super(arguments) in the child class’s constructor to invoke the parent class’s constructor.
* Use super keyword to call methods of the parent class in the methods of the child class.

# Introduction to JavaScript new.target Metaproperty

**Summary**: in this tutorial, you learn about the JavaScript new.target metaproperty that detects whether a function or constructor was called using the new operator.

## **Introduction to JavaScript new.target**
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ES6 provides a metaproperty named new.target that allows you to detect whether a [function](https://www.javascripttutorial.net/javascript-function/)or constructor was called using the new operator.

The new.target consists of the new keyword, a dot, and target property. The new.target is available in all functions.

However, in [arrow functions](https://www.javascripttutorial.net/es6/javascript-arrow-function/), the new.target is the one that belongs to the surrounding function.

The new.target is very useful to inspect at runtime whether a function is being executed as a function or as a constructor. It is also handy to determine a specific derived class that was called by using the new operator from within a parent class.

## **JavaScript new.target in functions**

Let’s see the following Person constructor function:

function Person(name) {

this.name = name;

}

Code language: JavaScript (javascript)

You can create a new object from the Person function by using the new operator as follows:

let john = new Person('John');

console.log(john.name); *// john*

Code language: JavaScript (javascript)

Or you can call the Person as a function:

Person('Lily');

Code language: JavaScript (javascript)

Because the this is set to the [global object](https://www.javascripttutorial.net/es-next/javascript-globalthis/) i.e., the window object when you run JavaScript in the web browser, the name property is added to the window object as follows:

console.log(window.name); *//Lily*

Code language: JavaScript (javascript)

To help you detect whether a function was called using the new operator, you use the new.target metaproperty.

In a regular function call, the new.target returns undefined. If the function was called with the new operator, the new.target returns a reference to the function.

Suppose you don’t want the Person to be called as a function, you can use the new.target as follows:

function Person(name) {

if (!new.target) {

throw "must use new operator with Person";

}

this.name = name;

}

Code language: JavaScript (javascript)

Now, the only way to use Person is to instantiate an object from it by using the new operator. If you try to call it as a regular function, you will get an error.

## **JavaScript new.target in constructors**

In a [class](https://www.javascripttutorial.net/es6/javascript-class/)constructor, the new.target refers to the constructor that was invoked directly by the new operator. It is true if the constructor is in the parent class and was delegated from the constructor of the child class:

class Person {

constructor(name) {

this.name = name;

console.log(new.target.name);

}

}

class Employee extends Person {

constructor(name, title) {

super(name);

this.title = title;

}

}

let john = new Person('John Doe'); *// Person*

let lily = new Employee('Lily Bush', 'Programmer'); *// Employee*

Code language: JavaScript (javascript)

In this example, new.target.name is the human-friendly name of the constructor reference of new.target

In this tutorial, you have learned how to use the JavaScript new.target metaproperty to detect whether a function or constructor was called using the new operator.

# JavaScript Static Methods

**Summary**: in this tutorial, you’ll learn about the JavaScript static methods and how to use them effectively.

## **Introduction to the JavaScript static methods**

By definition, static methods are bound to a [class](https://www.javascripttutorial.net/es6/javascript-class/), not the instances of that class. Therefore, static methods are useful for defining helper or utility methods.

To define a static method before ES6, you add it directly to the constructor of the class. For example, suppose you have a Person type as follows:

function Person(name) {

this.name = name;

}

Person.prototype.getName = function () {

return this.name;

};

Code language: JavaScript (javascript)

The following adds a static method called createAnonymous() to the Person type:

Person.createAnonymous = function (gender) {

let name = gender == "male" ? "John Doe" : "Jane Doe";

return new Person(name);

};

Code language: JavaScript (javascript)

The createAnonymous() method is considered a static method because it doesn’t depend on any instance of the Person type for its property values.

To call the createAnonymous() method, you use the Person type instead of its instances:

var anonymous = Person.createAnonymous();

Code language: JavaScript (javascript)

## **JavaScript static methods in ES6**

In ES6, you define static methods using the static keyword. The following example defines a static method called createAnonymous() for the Person class:

class Person {

constructor(name) {

this.name = name;

}

getName() {

return this.name;

}

static createAnonymous(gender) {

let name = gender == "male" ? "John Doe" : "Jane Doe";

return new Person(name);

}

}

Code language: JavaScript (javascript)

To invoke the static method, you use the following syntax:

let anonymous = Person.createAnonymous("male");

Code language: JavaScript (javascript)

If you attempt to call the static method from an instance of the class, you’ll get an error. For example:

let person = new Person('James Doe');

let anonymous = person.createAnonymous("male");

Code language: JavaScript (javascript)

Error:

TypeError: person.createAnonymous is not a function

Code language: JavaScript (javascript)

## **Calling a static method from the class constructor or an instance method**

To call a static method from a class constructor or an instance method, you use the class name, followed by the . and the static method:

className.staticMethodName();

Code language: CSS (css)

Alternatively, you can use the following syntax:

this.constructor.staticMethodName();

Code language: CSS (css)

## **Summary**

* JavaScript static methods are shared among instances of a class. Therefore, they are bound to the class.
* Call the static methods via the class name, not the instances of that class.
* Use the className.staticMethodName() or this.constructor.staticMethodName() to call a static method in a class constructor or an instance method.

# JavaScript Static Properties

**Summary**: in this tutorial, you’ll learn about the JavaScript static properties of a class and how to access the static properties in a static method, class constructor, and other instance methods.

## **Introduction to the JavaScript static properties**

Like a [static method](https://www.javascripttutorial.net/es6/javascript-static-method/), a static property is shared by all instances of a [class](https://www.javascripttutorial.net/es6/javascript-class/). To define static property, you use the static keyword followed by the property name like this:

class Item {

static count = 0;

}

Code language: JavaScript (javascript)

To access a static property, you use the class name followed by the . operator and the static property name. For example:

console.log(Item.count); *// 0*

Code language: JavaScript (javascript)

To access the static property in a static method, you use the class name followed by the . operator and the static property name. For example:

class Item {

static count = 0;

static getCount() {

return Item.count;

}

}

console.log(Item.getCount()); *// 0*

Code language: JavaScript (javascript)

To access a static property in a class constructor or instance methods, you use the following syntax:

className.staticPropertyName;

Code language: CSS (css)

Or

this.constructor.staticPropertyName;

Code language: CSS (css)

The following example increases the count static property in the class constructor:

class Item {

constructor(name, quantity) {

this.name = name;

this.quantity = quantity;

this.constructor.count++;

}

static count = 0;

static getCount() {

return Item.count++;

}

}

Code language: JavaScript (javascript)

When you create a new instance of the Item class, the following statement increases the count static property by one:

this.constructor.count++;

Code language: CSS (css)

For example:

*// Item class ...*

let pen = new Item("Pen", 5);

let notebook = new Item("notebook", 10);

console.log(Item.getCount()); *// 2*

Code language: JavaScript (javascript)

This example creates two instances of the Item class, which calls the class constructor. Since the class constructor increases the count property by one each time it’s called, the value of the count is two.

Put it all together.

class Item {

constructor(name, quantity) {

this.name = name;

this.quantity = quantity;

this.constructor.count++;

}

static count = 0;

static getCount() {

return Item.count++;

}

}

let pen = new Item("Pen", 5);

let notebook = new Item("notebook", 10);

console.log(Item.getCount()); *// 2*

Code language: JavaScript (javascript)

## **Summary**

* A static property of a class is shared by all instances of that class.
* Use the static keyword to define a static property.
* Use the className.staticPropertyName to access the static property in a static method.
* Use the this.constructor.staticPropertyName or className.staticPropertyName to access the static property in a constructor.

# JavaScript Private Fields

**Summary**: in this tutorial, you’ll learn about JavaScript private fields and how to use them effectively.

## **Introduction to the JavaScript private fields**

ES2022 allows you to define private fields for a [class](https://www.javascripttutorial.net/es6/javascript-class/). To define a private field, you prefix the field name with the # sign.

For example, the following defines the Circle class with a private field radius:

class Circle {

*#radius;*

constructor(value) {

this.*#radius = value;*

}

get area() {

return Math.PI \* Math.pow(this.*#radius, 2);*

}

}

Code language: PHP (php)

In this example:

* First, define the private field #radius in the class body.
* Second, initialize the #radius field in the constructor with an argument.
* Third, calculate the area of the circle by accessing the #radius private field in the getter method.

The following creates a new instance of the Circle class and calculates its area:

let circle = new Circle(10);

console.log(circle.area); *// 314.1592653589793*

Code language: JavaScript (javascript)

Because the #radius is a private field, you can only access it inside the Circle class. In other words, the #radius field is invisible outside of the Circle class.

## **Using getter and setter to access private fields**

The following redefines the Circle class by adding the radius getter and setter to provide access to the #radius private field:

class Circle {

*#radius = 0;*

constructor(radius) {

this.radius = radius;

}

get area() {

return Math.PI \* Math.pow(this.radius, 2);

}

set radius(value) {

if (typeof value === 'number' && value > 0) {

this.*#radius = value;*

} else {

throw 'The radius must be a positive number';

}

}

get radius() {

return this.*#radius;*

}

}

Code language: PHP (php)

How it works.

* The radius setter validates the argument before assigning it to the #radius private field. If the argument is not a positive number, the radius setter throws an error.
* The radius getter returns the value of the #radius private field.
* The constructor calls the radius setter to assign the argument to the #radius private field.

## **Private fields and subclasses**

Private fields are only accessible inside the class where they’re defined. Also, they’re not accessible from the subclasses. For example, the following defines the Cylinder class that [extends](https://www.javascripttutorial.net/es6/javascript-inheritance/) the Circle class:

class Cylinder extends Circle {

*#height;*

constructor(radius, height) {

super(radius);

this.*#height = height;*

*// cannot access the #radius of the Circle class here*

}

}

Code language: PHP (php)

If you attempt to access the #radius private field in the Cylinder class, you’ll get a SyntaxError.

## **The in operator: check private fields exist**

To check if an object has a private field inside a class, you use the in operator:

fieldName in objectName

For example, the following adds the hasRadius() static method to the Circle class that uses the in operator to check if the circle object has the #radius private field:

class Circle {

*#radius = 0;*

constructor(radius) {

this.radius = radius;

}

get area() {

return Math.PI \* Math.pow(this.radius, 2);

}

set radius(value) {

if (typeof value === 'number' && value > 0) {

this.*#radius = value;*

} else {

throw 'The radius must be a positive number';

}

}

get radius() {

return this.*#radius;*

}

static hasRadius(circle) {

return *#radius in circle;*

}

}

let circle = new Circle(10);

console.log(Circle.hasRadius(circle));

Code language: PHP (php)

Output:

true

Code language: JavaScript (javascript)

## **Static private fields**

The following example shows how to use use a static private field:

class Circle {

*#radius = 0;*

static *#count = 0;*

constructor(radius) {

this.radius = radius;

Circle.*#count++;*

}

get area() {

return Math.PI \* Math.pow(this.radius, 2);

}

set radius(value) {

if (typeof value === 'number' && value > 0) {

this.*#radius = value;*

} else {

throw 'The radius must be a positive number';

}

}

get radius() {

return this.*#radius;*

}

static hasRadius(circle) {

return *#radius in circle;*

}

static getCount() {

return Circle.*#count;*

}

}

let circles = [new Circle(10), new Circle(20), new Circle(30)];

console.log(Circle.getCount());

Code language: PHP (php)

How it works.

First, add a private static field #count to the Circle class and initialize its value to zero:

static *#count = 0;*

Code language: PHP (php)

Second, increase the #count by one in the constructor:

Circle.#count++;

Code language: CSS (css)

Third, define a static method that returns the value of the #count private static field:

static getCount() {

return Circle.*#count;*

}

Code language: PHP (php)

Finally, create three instances of the Circle class and output the count value to the console:

let circles = [new Circle(10), new Circle(20), new Circle(30)];

console.log(Circle.getCount());

Code language: JavaScript (javascript)

## **Summary**

* Prefix the field name with # sign to make it private.
* Private fields are accessible only inside the class, not from outside of the class or subclasses.
* Use the in operator to check if an object has a private field.

# JavaScript Private Methods

**Summary**: in this tutorial, you’ll learn about JavaScript private methods including private instance methods, private static methods, and private getter/setter.

## **Introduction to JavaScript private methods**

By default, members of a [class](https://www.javascripttutorial.net/es6/javascript-class/) are public. ES2020 introduced the private members that include [private fields](https://www.javascripttutorial.net/javascript-private-fields/) and methods.

To make a public method private, you prefix its name with a hash #. JavaScript allows you to define private methods for instance methods, [static methods](https://www.javascripttutorial.net/es6/javascript-static-method/), and [getter/setters](https://www.javascripttutorial.net/es6/javascript-getters-and-setters/).

The following shows the syntax of defining a private instance method:

class MyClass {

#privateMethod() {

*//...*

}

}

Code language: JavaScript (javascript)

In this syntax, the #privateMethod is a private instance method. It can only be called inside the MyClass. In other words, it cannot be called from outside the class or in the subclasses of the MyClass.

To call the #privateMethod inside the MyClass, you use the this keyword as follows:

this.#privateMethod();

Code language: JavaScript (javascript)

The following illustrates the syntax of defining a private static method:

class MyClass {

static #privateStaticMethod() {

*//...*

}

}

Code language: JavaScript (javascript)

To call the #privateStaticMethod() inside the MyClass, you use the class name instead of the this keyword:

MyClass.#privateStaticMethod();

Code language: JavaScript (javascript)

The following shows the syntax of the private getters/setters:

class MyClass {

#field;

get #myField() {

return #field;

}

set #myField(value){

#field = value;

}

}

Code language: JavaScript (javascript)

In this example, the #myField is the private getter and setter that provide access to the private field #field.

In practice, you use private methods to minimize the number of methods that the object exposes.

As a rule of thumb, you should make all class methods private by default first. And then you make a method public whenever the object needs to use that method to interact with other objects.

## **JavaScript private method examples**

Let’s take some examples of using private methods

### **1) Private instance method example**

The following illustrates how to define the Person class with private instance methods:

class Person {

#firstName;

#lastName;

constructor(firstName, lastName) {

this.#firstName = firstName;

this.#lastName = lastName;

}

getFullName(format = true) {

return format ? this.#firstLast() : this.#lastFirst();

}

#firstLast() {

return `${this.#firstName} ${this.#lastName}`;

}

#lastFirst() {

return `${this.#lastName}, ${this.#firstName}`;

}

}

let person = new Person('John', 'Doe');

console.log(person.getFullName());

Code language: JavaScript (javascript)

Output:

John Doe

Code language: JavaScript (javascript)

In this example:

First, define two private fields #firstName and #lastName in the Person class body.

Second, define the private methods #firstLast() and #lastFirst(). These methods return the full name in different formats.

Third, define the public instance method getFullName() that returns a person’s full name. The getFullName() method calls the private method #firstLast() and #lastFirst() to return the full name.

Finally, create a new person object and output the full name to the console.

### **2) Private static method example**

The following adds the #validate() private static method to the Person class:

class Person {

#firstName;

#lastName;

constructor(firstName, lastName) {

this.#firstName = Person.#validate(firstName);

this.#lastName = Person.#validate(lastName);

}

getFullName(format = true) {

return format ? this.#firstLast() : this.#lastFirst();

}

static #validate(name) {

if (typeof name === 'string') {

let str = name.trim();

if (str.length === 3) {

return str;

}

}

throw 'The name must be a string with at least 3 characters';

}

#firstLast() {

return `${this.#firstName} ${this.#lastName}`;

}

#lastFirst() {

return `${this.#lastName}, ${this.#firstName}`;

}

}

let person = new Person('John', 'Doe');

console.log(person.getFullName());

Code language: JavaScript (javascript)

How it works.

First, define the static method #validate() that returns a value if it is a string with at least three characters. The method raises an exception otherwise.

Second, call the #validate() private static method in the constructor to validate the firstName and lastName arguments before assigning them to the corresponding private attributes.

### **Summary**

* Prefix a method name with the # to make it private.
* Private methods can be called inside the class, not from outside of the class or in the subclasses.

# JavaScript instanceof

**Summary**: in this tutorial, you’ll learn how to use the JavaScript instanceof operator to determine if a constructor’s prototype appears in the prototype chain of an object.

## **Introduction to the JavaScript instanceof operator**

The instanceof operator returns true if a [prototype](https://www.javascripttutorial.net/javascript-prototype/) of a constructor (constructor.prototype) appears in the prototype chain of an object.

The following shows the syntax of the instanceof operator:

object instanceof contructor

Code language: JavaScript (javascript)

In this syntax:

* object is the object to test.
* constructor is a function to test against.

## **JavaScript instanceof operator example**

The following example defines the Person type and uses the instanceof operator to check if an object is an instance of that type:

function Person(name) {

this.name = name;

}

let p1 = new Person('John');

console.log(p1 instanceof Person); *// true*

Code language: JavaScript (javascript)

How it works.

First, define a Person type using the [constructor function](https://www.javascripttutorial.net/javascript-constructor-function/) pattern:

function Person(name) {

this.name = name;

}

Code language: JavaScript (javascript)

Second, create a new object of the Person type:

let p1 = new Person('John Doe');

Code language: JavaScript (javascript)

Third, check if the person is an instance of the Person type:

console.log(p1 instanceof Person); *// true*

Code language: JavaScript (javascript)

It returns true because the Person.prototype appears on the prototype chain of the p1 object. The prototype chain of the p1 is the link between p1, Person.prototype, and Object.prototype:

The following also returns true because the Object.prototype appears on the prototype chain of the p1 object:

console.log(p1 instanceof Object); *// true*

Code language: JavaScript (javascript)

## **ES6 class and instanceof operator**

The following example defines the Person class and uses the instanceof operator to check if an object is an instance of the [class](https://www.javascripttutorial.net/es6/javascript-class/):

class Person {

constructor(name) {

this.name = name;

}

}

let p1 = new Person('John');

console.log(p1 instanceof Person); *// true*

Code language: JavaScript (javascript)

How it works.

First, define the Person class:

class Person {

constructor(name) {

this.name = name;

}

}

Code language: JavaScript (javascript)

Second, create a new instance of the Person class:

let p1 = new Person('John');

Code language: JavaScript (javascript)

Third, check if p1 is an instance of the Person class:

console.log(p1 instanceof Person); *// true*

Code language: JavaScript (javascript)

## **The instanceof operator and inheritance**

The following example defines the Employee class that extends the Person class:

class Person {

constructor(name) {

this.name = name;

}

}

class Employee extends Person {

constructor(name, title) {

super(name);

this.title = title;

}

}

let e1 = new Employee();

console.log(e1 instanceof Employee); *// true*

console.log(e1 instanceof Person); *// true*

console.log(e1 instanceof Object); *// true*

Code language: JavaScript (javascript)

Since e1 is an instance of the Employee class, it’s also an instance of the Person and Object classes (base classes).

## **Symbol.hasInstance**

In ES6, the instanceof operator uses the Symbol.hasInstance function to check the relationship. The Symbol.hasInstance() accepts an object and returns true if a type has that object as an instance. For example:

class Person {

constructor(name) {

this.name = name;

}

}

let p1 = new Person('John');

console.log(Person[Symbol.hasInstance](p1)); *// true*

Code language: JavaScript (javascript)

Since the Symbol.hasInstance is defined on the [Function](https://www.javascripttutorial.net/javascript-function-type/) prototype, it’s automatically available by default in all functions and classes

And you can redefine the Symbol.hasInstance on a subclass as a static method. For example:

class Person {

constructor(name) {

this.name = name;

}

}

class Android extends Person {

static [Symbol.hasInstance]() {

return false;

}

}

let a1 = new Android('Sonny');

console.log(a1 instanceof Android); *// false*

console.log(a1 instanceof Person); *// false*

Code language: JavaScript (javascript)

## **Summary**

* Use the instanceof operator to check if the constructor.protoype in object’s prototype chain.

# JavaScript Function Type

**Summary**: in this tutorial, you’ll learn about the JavaScript Function type, which is the type of all functions in JavaScript.

## **Introduction to the JavaScript Function type**

In JavaScript, all [functions](https://www.javascripttutorial.net/javascript-function/) are [objects](https://www.javascripttutorial.net/javascript-objects/). They are the instances of the Function type. Because functions are objects, they have properties and methods like other objects.

### **Functions properties**

Each function has two important properties: length and prototype.

* The length property determines the number of named arguments specified in the function declaration.
* The prototype property references the actual function object.

See the following example:

function add(x, y) {

return x + y;

}

console.log(add.length); *// 2*

console.log(add.prototype); *// Object{}*

Code language: JavaScript (javascript)

The add() function accepts two arguments x and y. Therefore, the length property returns two.

### **new.target**

Typically, you call a function normally like this:

let result = add(10,20);

console.log(result); *// 30*

Code language: JavaScript (javascript)

Also, you can call a function with new keyword as a constructor:

let obj = new add(10,20);

Code language: JavaScript (javascript)

ES6 introduced the [new.target](https://www.javascripttutorial.net/es6/javascript-new-target/) pseudo-property that allows you to detect whether a function or constructor was called using the new operator.

If a function is called normally, the new.target is undefined. However, if the function is called using the new keyword as a constructor, the new.target return a reference to the constructor.

For example:

function add(x, y) {

console.log(new.target);

return x + y;

}

let result = add(10, 20);

let obj = new add(10, 20);

Code language: JavaScript (javascript)

Output:

undefined

[Function: add]

Code language: JavaScript (javascript)

By using the new.target, you can control how a function will be called.

For example, to prevent the add() function from being called with the new keyword as a constructor, you can throw an error by checking the new.target like this:

function add(x, y) {

if (new.target) {

throw 'The add function cannot be called as a constructor';

}

return x + y;

}

let obj = new add(10, 20);

console.log(obj);

Code language: JavaScript (javascript)

## **Function methods: apply, call, and bind**

A function object has three important methods: [apply()](https://www.javascripttutorial.net/javascript-apply-method/), [call()](https://www.javascripttutorial.net/javascript-call/) and [bind()](https://www.javascripttutorial.net/javascript-bind/).

### **The apply() and call() methods**

The apply() and call() methods call a function with a given this value and arguments.

The difference between the apply() and call() is that you need to pass the arguments to the apply() method as an array-like object, whereas you pass the arguments to the call() function individually. For example:

let cat = { type: 'Cat', sound: 'Meow' };

let dog = { type: 'Dog', sound: 'Woof' };

const say = function (message) {

console.log(message);

console.log(this.type + ' says ' + this.sound);

};

say.apply(cat, ['What does a cat say?']);

say.apply(dog, ['What does a dog say?']);

Code language: JavaScript (javascript)

Output:

What does a cat sound?

Cat says Meow

What does a dog sound?

Dog says Woof

In this example:

First, declare two objects cat and dog with two properties:

let cat = { type: 'Cat', sound: 'Meow' };

let dog = { type: 'Dog', sound: 'Woof' };

Code language: JavaScript (javascript)

Second, define the say() function that accepts one argument:

const say = function (message) {

console.log(message);

console.log(this.type + ' says ' + this.sound);

};

Code language: JavaScript (javascript)

Third, call the say() function via the apply() method:

say.apply(cat, ['What does a cat say?']);

Code language: CSS (css)

In this example, the first argument of the  apply() method is the cat object. Therefore, the this object in the say() function references the cat object.

Fourth, call say() function and pass the dog object:

say.apply(dog, ['What does a dog say?']);

Code language: CSS (css)

In this example, the this in the say() function reference the dog object.

The call() method like the apply() method except for the way you pass the arguments to the function:

say.call(cat, 'What does a cat say?');

say.call(dog, 'What does a dog say?');

Code language: JavaScript (javascript)

### **The bind() method**

The bind() method creates a new function instance whose this value is bound to the object that you provide. For example:

First, define an object named car:

let car = {

speed: 5,

start: function() {

console.log('Start with ' + this.speed + ' km/h');

}

};

Code language: JavaScript (javascript)

Then, define another object named aircraft:

let aircraft = {

speed: 10,

fly: function() {

console.log('Flying');

}

};

Code language: JavaScript (javascript)

The aircraft has no start() method. To start an aircraft, you can use the bind() method of the start() method of the car object:

let taxiing = car.start.bind(aircraft);

Code language: JavaScript (javascript)

In this statement, we change the this value inside the start() method of the car object to the  aircraft object.  The bind() method returns a new function that is assigned to the taxiing variable.

Now, you can call the start() method via the taxiing variable:

taxiing();

It will show the following message:

Start with 10 km/h

Code language: JavaScript (javascript)

The following uses the call() method to call the start() method on the aircraft object:

car.start.call(aircraft);

Code language: CSS (css)

As you can see, the bind() method creates a new function that you can execute later while the call() method executes the function immediately. This is the main difference between the bind() and call() methods.

Technically, the aircraft object borrows the start() method of the car object via the bind(), call() or apply() method.

For this reason, the bind(), call(), and apply() methods are also known as borrowing functions.

## **Summary**

* All functions are instances of the Function type, which are the objects that have properties and methods.
* A function has two important properties: name and prototype.
* A function also has three important methods: call(), apply(), and bind().

# JavaScript call() Method

**Summary**: in this tutorial, you will learn about the JavaScript call() method and how to use it more effectively.

## **Introduction to the JavaScript call() method**

In JavaScript, a [function](https://www.javascripttutorial.net/javascript-function/) is an instance of the [Function](https://www.javascripttutorial.net/javascript-function-type/) type. For example:

function add(x, y) {

return x + y;

}

console.log(add instanceof Function); *// true*

Code language: JavaScript (javascript)

The Function.prototype type has the call() method with the following syntax:

functionName.call(thisArg, arg1, arg2, ...);

Code language: JavaScript (javascript)

In this syntax, the call() method calls a function functionName with the arguments (arg1, arg2, …) into it and the this set to the thisArg object inside the function.

* The thisArg is the object that the this object references inside the function functionName.
* The arg1, arg2, .. are the function arguments passed into the functionName.

The call() method returns the result of calling the functionName().

The following example defines the add() function and calls it normally:

function add(x, y) {

return x + y;

}

let result = add(10, 20);

console.log(result); *// 30*

Code language: JavaScript (javascript)

The following calls the add() function but use the call() method instead:

function add(x, y) {

return x + y;

}

let result = add.call(this, 10, 20);

console.log(result); *// 30*

Code language: JavaScript (javascript)

By default, the [this](https://www.javascripttutorial.net/javascript-this/) inside the function is set to the [global object](https://www.javascripttutorial.net/es-next/javascript-globalthis/) i.e., window in the web browsers and global in Node.js.

Note that in the strict mode, the this inside the function is set to undefined instead of the global object.

Consider the following example:

var greeting = 'Hi';

var messenger = {

greeting: 'Hello'

}

function say(name) {

console.log(this.greeting + ' ' + name);

}

Code language: JavaScript (javascript)

Inside the say() function, we reference the greeting via the this value. If you just invoke the say() function via the call() method as follows:

say.call(this,'John');

Code language: JavaScript (javascript)

It’ll show the following output to the console:

"Hi John"

Code language: JavaScript (javascript)

However, when you invoke the call() method of say function object and pass the messenger object as the this value:

say.call(messenger,'John');

Code language: JavaScript (javascript)

The output will be:

"Hello John"

Code language: JavaScript (javascript)

In this case, the this value inside the say() function references the messenger object, not the global object.

## **Using the JavaScript call() method to chain constructors for an object**

You can use the call() method for chaining constructors of an object. Consider the following example:

function Box(height, width) {

this.height = height;

this.width = width;

}

function Widget(height, width, color) {

Box.call(this, height, width);

this.color = color;

}

let widget = new Widget('red', 100, 200);

console.log(widget);

Code language: JavaScript (javascript)

Output:

Widget { height: 'red', width: 100, color: 200 }

Code language: JavaScript (javascript)

In this example:

* First, initialize the Box object with two properties: height and width.
* Second, invoke the call() method of the Box object inside the Widget object, set the this value to the Widget object.

## **Using the JavaScript call() method for function borrowing**

The following example illustrates how to use the call() method for borrowing functions:

const car = {

name: 'car',

start() {

console.log('Start the ' + this.name);

},

speedUp() {

console.log('Speed up the ' + this.name);

},

stop() {

console.log('Stop the ' + this.name);

},

};

const aircraft = {

name: 'aircraft',

fly() {

console.log('Fly');

},

};

car.start.call(aircraft);

car.speedUp.call(aircraft);

aircraft.fly();

Code language: JavaScript (javascript)

Output:

Start the aircraft

Speed up the aircraft

Fly

Code language: JavaScript (javascript)

How it works.

First, define a car object with one property name and three methods start, speedUp, and stop:

const car = {

name: 'car',

start() {

console.log('Start the ' + this.name);

},

speedUp() {

console.log('Speed up the ' + this.name);

},

stop() {

console.log('Stop the ' + this.name);

},

};

Code language: JavaScript (javascript)

Second, define the aircraft object with one property name and a method:

const aircraft = {

name: 'aircraft',

fly() {

console.log('Fly');

},

};

Code language: JavaScript (javascript)

Third, call the start() and speedUp() method of the car object and the fly() method of the aircraft object. However, pass the aircraft as the first argument into the start() and speedUp() methods:

car.start.call(aircraft);

car.speedUp.call(aircraft);

aircraft.fly();

Code language: JavaScript (javascript)

Inside the start() and speedUp() methods, the this references the aircraft object, not the car object. Therefore, the this.name returns the 'aircraf' string. Hence, the methods output the following message:

Start the aircraft

Speed up the aircraft

Code language: plaintext (plaintext)

Technically, the aircraft object borrows the start() and speedUp() method of the car object. And function borrowing refers to an object that uses a method of another object.

The following example illustrates how the arguments object borrows the filter() method of the Array.prototype via the call() function:

function isOdd(number) {

return number % 2;

}

function getOddNumbers() {

return Array.prototype.filter.call(arguments, isOdd);

}

let results = getOddNumbers(10, 1, 3, 4, 8, 9);

console.log(results);

Code language: JavaScript (javascript)

Output:

[ 1, 3, 9 ]

Code language: JavaScript (javascript)

How it works.

First, define the isOdd() function that returns true if the number is an odd number:

function isOdd(number) {

return number % 2;

}

Code language: JavaScript (javascript)

Second, define the getOddNumbers() function that accepts any number of arguments and returns an array that contains only odd numbers:

function getOddNumbers() {

return Array.prototype.filter.call(arguments, isOdd);

}

Code language: JavaScript (javascript)

In this example, the arguments object borrows the filter() method of the Array.prototype object.

Third, call the getOddNumbers() function:

let results = getOddNumbers(10, 1, 3, 4, 8, 9);

console.log(results);

Code language: JavaScript (javascript)

In this tutorial, you have learned about the JavaScript call() method and how to use it more effectively.

# JavaScript apply() method

**Summary**: in this tutorial, you’ll learn about the JavaScript apply() method of the Function type and how to use it effectively.

## **Introduction to the JavaScript apply() method**

The Function.prototype.apply() method allows you to call a [function](https://www.javascripttutorial.net/javascript-function/) with a given [this](https://www.javascripttutorial.net/javascript-this/) value and arguments provided as an [array](https://www.javascripttutorial.net/javascript-array/). Here is the syntax of the apply() method:

fn.apply(thisArg, [args]);

Code language: JavaScript (javascript)

The apply() method accepts two arguments:

* The thisArg is the value of this provided for the call to the function fn.
* The args argument is an array that specifies the arguments of the function fn. Since the ES5, the args argument can be an array-like object or array object.

THe apply() method is similar to the [call()](https://www.javascripttutorial.net/javascript-call/) method except that it takes the arguments of the function as an array instead of the individual arguments.

## **JavaScript apply() method examples**

Let’s take some examples of using the apply() method.

### **1) Simple JavaScript apply() method example**

Suppose that you have a person object:

const person = {

firstName: 'John',

lastName: 'Doe'

}

Code language: JavaScript (javascript)

…and a function named greet() as follows:

function greet(greeting, message) {

return `${greeting} ${this.firstName}. ${message}`;

}

Code language: JavaScript (javascript)

The greet() function accepts two parameters: greeting and message. Inside the greet() function, we reference an object that has the firstName property.

The following example shows how to use the apply() method to call the greet() function with the this set to the person object:

let result = greet.apply(person, ['Hello', 'How are you?']);

console.log(result);

Code language: JavaScript (javascript)

Output:

Hello John. How are you?

Code language: JavaScript (javascript)

In this example, we set the this value inside the function to the person object. The arguments of the greet() function was passed into the apply() method as an array.

The apply() method invoked the greet() function with the this value set to the person object and arguments as an array ['Hello', 'How are you?'].

If you use the call() method, you need to pass the arguments of the greet() function separately as follows:

let result = greet.call(person, Hello', 'How are you?');

Code language: JavaScript (javascript)

### **2) Function borrowing**

The apply() method allows an object to borrow the method of another object without duplicating the code.

Suppose that you have the following computer object:

const computer = {

name: 'MacBook',

isOn: false,

turnOn() {

this.isOn = true;

return `The ${this.name} is On`;

},

turnOff() {

this.isOn = false;

return `The ${this.name} is Off`;

}

};

Code language: JavaScript (javascript)

… and the following server object:

const server = {

name: 'Dell PowerEdge T30',

isOn: false

};

Code language: JavaScript (javascript)

The server object doesn’t have the turnOn() and turnOff() methods.

To execute the turnOn() method of the computer object on the server object, you can use the apply() method as follows:

let result = computer.turnOn.apply(server);

console.log(result);

Code language: JavaScript (javascript)

Output:

The Dell PowerEdge T30 is On

Code language: JavaScript (javascript)

In this example, the server object borrows the turnOn() method of the computer object.

Similarly, you can call the turnOff() method of the computer object on the server object:

let result = computer.turnOff.apply(server);

console.log(result);

Code language: JavaScript (javascript)

Output:

The Dell PowerEdge T30 is Off

Code language: JavaScript (javascript)

### **3) Using the apply() method to append an array to another**

The apply() method allows you to append elements of an array to another:

let arr = [1, 2, 3];

let numbers = [4, 5, 6];

arr.push.apply(arr, numbers);

console.log(arr);

Code language: JavaScript (javascript)

In this example, the apply() method modifies the original array arr. Note that the [Array.prototype.concat()](https://www.javascripttutorial.net/javascript-array-concat/) method also provides the same result except that it returns the new array instead of modifying the original array.

## **Summary**

* The apply() method invokes a function with a given this value and arguments provided as an array.
* The apply() method is similar to the call() method excepts that it accepts the arguments of the function as an array instead of individual arguments.

# JavaScript bind() Method

**Summary**: in this tutorial, you will learn about the JavaScript bind() method and know how to use it effectively.

## **Introduction to JavaScript bind() method**

The bind() method returns a new [function](https://www.javascripttutorial.net/javascript-function/), when invoked, has its [this](https://www.javascripttutorial.net/javascript-this/) sets to a specific value.

The following illustrates the syntax of the bind() method:

fn.bind(thisArg[, arg1[, arg2[, ...]]])

Code language: CSS (css)

In this syntax, the bind() method returns a copy of the function fn with the specific this value (thisArg) and arguments (arg1, arg2, …).

Unlike the [call()](https://www.javascripttutorial.net/javascript-call/) and [apply()](https://www.javascripttutorial.net/javascript-apply-method/) methods, the bind() method doesn’t immediately execute the function. It just returns a new version of the function whose this sets to thisArg argument.

## **Using JavaScript bind() for function binding**

When you pass a method an [object](https://www.javascripttutorial.net/javascript-objects/) is to another function as a [callback](https://www.javascripttutorial.net/javascript-callback/), the this is lost. For example:

let person = {

name: 'John Doe',

getName: function() {

console.log(this.name);

}

};

setTimeout(person.getName, 1000);

Code language: JavaScript (javascript)

Output:

undefined

Code language: JavaScript (javascript)

As you can see clearly from the output, the person.getName() returns undefined instead of 'John Doe'.

This is because [setTimeout()](https://www.javascripttutorial.net/javascript-bom/javascript-settimeout/) received the function person.getName separately from the person object.

The statement:

setTimeout(person.getName, 1000);

Code language: CSS (css)

can be rewritten as:

let f = person.getName;

setTimeout(f, 1000); *// lost person context*

Code language: JavaScript (javascript)

The this inside the setTimeout() function is set to the [global object](https://www.javascripttutorial.net/es-next/javascript-globalthis/) in non-strict mode and undefined in the strict mode.

Therefore, when the callback person.getName is invoked, the name does not exist in the global object, it is set to undefined.

To fix the issue, you can wrap the call to the person.getName method in an [anonymous function](https://www.javascripttutorial.net/javascript-anonymous-functions/), like this:

setTimeout(function () {

person.getName();

}, 1000);

Code language: JavaScript (javascript)

This works because it gets the person from the outer scope and then calls the method getName().

Or you can use the bind() method:

let f = person.getName.bind(person);

setTimeout(f, 1000);

Code language: JavaScript (javascript)

In this code:

* First, bind the person.getName method to the person object.
* Second, pass the bound function f with this value set to the person object to the setTimeout() function.

## **Using bind() to borrow methods from a different object**

Suppose you have a runner object that has the run() method:

let runner = {

name: 'Runner',

run: function(speed) {

console.log(this.name + ' runs at ' + speed + ' mph.');

}

};

Code language: JavaScript (javascript)

And the flyer object that has the fly() method:

let flyer = {

name: 'Flyer',

fly: function(speed) {

console.log(this.name + ' flies at ' + speed + ' mph.');

}

};

Code language: JavaScript (javascript)

If you want the flyer object to be able to run, you can use the bind() method to create the run() function with the this  sets to the flyer object:

let run = runner.run.bind(flyer, 20);

run();

Code language: JavaScript (javascript)

In this statement:

* Call the bind() method of the runner.run() method and pass in the flyer object as the first argument and 20 as the second argument.
* Invoke the run() function.

Output:

Flyer runs at 20 mph.

The ability to borrow a method of an object without making a copy of that method and maintain it in two separate places is very powerful in JavaScript.

## **Summary**

* The bind() method creates a new function, when invoked, has the this sets to a provided value.
* The bind() method allows an object to borrow a method from another object without making a copy of that method. This is known as function borrowing in JavaScript.

# JavaScript Closures

**Summary**: in this tutorial, you will learn about JavaScript closures and how to use closures in your code more effectively.

## **Introduction to JavaScript closures**

In JavaScript, a closure is a [function](https://www.javascripttutorial.net/javascript-function/) that references variables in the outer scope from its inner scope. The closure preserves the outer scope inside its inner scope.

To understand the closures, you need to know how the lexical scoping works first.

### **Lexical scoping**

Lexical scoping defines the [scope of a variable](https://www.javascripttutorial.net/javascript-variable-scope/) by the position of that variable declared in the source code. For example:

let name = 'John';

function greeting() {

let message = 'Hi';

console.log(message + ' '+ name);

}

Code language: JavaScript (javascript)

In this example:

* The variable name is a global variable. It is accessible from anywhere including within the greeting() function.
* The variable message is a local variable that is accessible only within the greeting() function.

If you try to access the message variable outside the greeting() function, you will get an error.

So the JavaScript engine uses the scope to manage the variable accessibility.

According to lexical scoping, the scopes can be nested and the inner function can access the variables declared in its outer scope. For example:

function greeting() {

let message = 'Hi';

function sayHi() {

console.log(message);

}

sayHi();

}

greeting();

Code language: JavaScript (javascript)

The greeting() function creates a local variable named message and a function named sayHi().

The sayHi() is the inner function that is available only within the body of the greeting() function.

The sayHi() function can access the variables of the outer function such as the message variable of the greeting() function.

Inside the greeting() function, we call the sayHi() function to display the message Hi.

### **JavaScript closures**

Let’s modify the greeting() function:

function greeting() {

let message = 'Hi';

function sayHi() {

console.log(message);

}

return sayHi;

}

let hi = greeting();

hi(); *// still can access the message variable*

Code language: JavaScript (javascript)

Now, instead of executing the sayHi() function inside the greeting() function, the greeting() function returns the sayHi() function object.

Note that functions are the [first-class citizens in JavaScript](https://www.javascripttutorial.net/javascript-functions-are-first-class-citizens/), therefore, you can return a function from another function.

Outside of the greeting() function, we assigned the hi variable the value returned by the greeting() function, which is a reference of the sayHi() function.

Then we executed the sayHi() function using the reference of that function: hi(). If you run the code, you will get the same effect as the one above.

However, the interesting point here is that, normally, a local variable only exists during the execution of the function.

It means that when the greeting() function has completed executing, the message variable is no longer accessible.

In this case, we execute the hi() function that references the sayHi() function, the message variable still exists.

The magic of this is closure. In other words, the sayHi() function is a closure.

A closure is a function that preserves the outer scope in its inner scope.

### **More JavaScript Closure example**

The following example illustrates a more practical example of closure.

function greeting(message) {

return function(name){

return message + ' ' + name;

}

}

let sayHi = greeting('Hi');

let sayHello = greeting('Hello');

console.log(sayHi('John')); *// Hi John*

console.log(sayHello('John')); *// Hello John*

Code language: JavaScript (javascript)

The greeting() function takes one argument named message and returns a function that accepts a single argument called name.

The return function returns a greeting message that is the combination of the message and name variables.

The greeting() function behaves like a function factory. It creates sayHi() and sayHello() functions with the respective messages Hi and Hello.

The sayHi() and sayHello() are closures. They share the same function body but store different scopes.

In the sayHi() closure, the message is Hi, while in the sayHello() closure the message is Hello.

## **JavaScript closures in a loop**

Consider the following example:

for (var index = 1; index <= 3; index++) {

setTimeout(function () {

console.log('after ' + index + ' second(s):' + index);

}, index \* 1000);

}

Code language: JavaScript (javascript)

Output

after 4 second(s):4

after 4 second(s):4

after 4 second(s):4

Code language: CSS (css)

The code shows the same message.

What we wanted to do in the loop is to copy the value of  i in each iteration at the time of iteration to display a message after 1, 2, and 3 seconds.

The reason you see the same message after 4 seconds is that the callback passed to the setTimeout() a closure. It remembers the value of i from the last iteration of the loop, which is 4.

In addition, all three closures created by the [for-loop](https://www.javascripttutorial.net/javascript-for-loop/) share the same global scope access the same value of i.

To fix this issue, you need to create a new closure scope in each iteration of the loop.

There are two popular solutions: IIFE & let keyword.

### **1) Using the IIFE solution**

In this solution, you use an [immediately invoked function expression](https://www.javascripttutorial.net/javascript-immediately-invoked-function-expression-iife/) (a.k.a IIFE) because an IIFE creates a new scope by declaring a function and immediately execute it.

for (var index = 1; index <= 3; index++) {

(function (index) {

setTimeout(function () {

console.log('after ' + index + ' second(s):' + index);

}, index \* 1000);

})(index);

}

Code language: JavaScript (javascript)

Output

after 1 second(s):1

after 2 second(s):2

after 3 second(s):3

Code language: CSS (css)

### **2) Using let keyword in ES6**

In ES6, you can use the [let](https://www.javascripttutorial.net/javascript-variables/#let) keyword to declare a variable that is block-scoped.

If you use the let keyword in the [for-loop](https://www.javascripttutorial.net/javascript-for-loop/), it will create a new lexical scope in each iteration. In other words, you will have a new index variable in each iteration.

In addition, the new lexical scope is chained up to the previous scope so that the previous value of the index is copied from the previous scope to the new one.

for (let index = 1; index <= 3; index++) {

setTimeout(function () {

console.log('after ' + index + ' second(s):' + index);

}, index \* 1000);

}

Code language: JavaScript (javascript)

Output

after 1 second(s):1

after 2 second(s):2

after 3 second(s):3

Code language: CSS (css)

## **Summary**

* Lexical scoping describes how the JavaScript engine uses the location of the variable in the code to determine where that variable is available.
* A closure is a combination of a function and its ability to remember variables in the outer scope.

# JavaScript Immediately Invoked Function Expression

**Summary**: in this tutorial, you will learn about JavaScript immediately invoked function expressions (IIFE).

A JavaScript immediately invoked function expression is a [function](https://www.javascripttutorial.net/javascript-function/) defined as an expression and executed immediately after creation. The following shows the syntax of defining an immediately invoked function expression:

(function(){

*//...*

})();

Code language: JavaScript (javascript)

## **Why IIFEs**

When you define a [function](https://www.javascripttutorial.net/javascript-function/), the JavaScript engine adds the function to the global object. See the following example:

function add(a,b) {

return a + b;

}

Code language: JavaScript (javascript)

In web browsers, the JavaScript engine adds the add() function to the window global object:

console.log(window.add);

Code language: JavaScript (javascript)

Likewise, if you declare a [variable](https://www.javascripttutorial.net/javascript-variables/) outside of a function using the var keyword, the JavaScript engine also adds the variable to the global object:

var counter = 10;

console.log(window.counter); *// 10*

Code language: JavaScript (javascript)

If you have many global variables and functions, the JavaScript engine will only release the memory allocated for them until the global object loses its scopes.

As a result, the script may use the memory inefficiently. On top of that, having global variables and functions will likely cause the name collisions.

One way to prevent the functions and variables from polluting the global object is to use immediately invoked function expressions.

In JavaScript, you can have the following expressions:

'This is a string';

(10+20);

Code language: JavaScript (javascript)

This syntax is correct even though the expressions have no effect. A function can be also declared as an expression which is called a function expression:

let sum = function(a, b) {

return a + b;

}

Code language: JavaScript (javascript)

In this syntax, the part on the right side of the assignment operator(=) is a function expression. Because a function is an expression, you can wrap it inside parentheses:

let sum = (function(a, b) {

return a + b;

});

Code language: JavaScript (javascript)

In this example, the sum variable is referenced as the [anonymous function](https://www.javascripttutorial.net/javascript-anonymous-functions/) that adds two arguments.

In addition, you can execute the function immediately after creating it:

let sum = (function(a,b){

return a + b;

})(10, 20);

console.log(sum);

Code language: JavaScript (javascript)

In this example, the sum variable holds the result of the function call.

The following expression is called an immediately invoked function expression (IIFE) because the function is created as an expression and executed immediately:

(function(a,b){

return a + b;

})(10,20);

Code language: JavaScript (javascript)

This is the general syntax for defining an IIFE:

(function(){

*//...*

})();

Code language: JavaScript (javascript)

Note that you can use an [arrow function](https://www.javascripttutorial.net/es6/javascript-arrow-function/) to define an IIFE:

(() => {

*//...*

})();

Code language: JavaScript (javascript)

By placing [functions](https://www.javascripttutorial.net/javascript-function/) and [variables](https://www.javascripttutorial.net/javascript-variables/) inside an immediately invoked function expression, you can avoid polluting them to the global object:

(function() {

var counter = 0;

function add(a, b) {

return a + b;

}

console.log(add(10,20)); *// 30*

}());

Code language: JavaScript (javascript)

## **Named IIFE**

An IIFE can have a name. However, it cannot be invoked again after execution:

(function namedIIFE() {

*//...*

})();

Code language: JavaScript (javascript)

## **IIFE starting with a semicolon (;)**

Sometimes, you may see an IIFE that start with a semicolon(;):

;(function() {

*/\* \*/*

})();

Code language: JavaScript (javascript)

In this syntax, the semicolon is used to terminate the statement in case two or more JavaScript files are blindly concatenated into a single file.

For example, you may have two file lib1.js and lib2.js which use IIFEs:

(function(){

*// ...*

})()

(function(){

*// ...*

})()

Code language: JavaScript (javascript)

If you use a code bundler tool to concatenate code from both files into a single file, without the semicolon (;) the concatenated JavaScript code will cause a syntax error.

## **IIFE in actions**

Suppose that you have a library called calculator.js with the following functions:

function add(a, b) {

return a + b;

}

function mutiply(a, b) {

return a \* b;

}

Code language: JavaScript (javascript)

And you load the calculator.js in an HTML document.

Later, you also want to load another JavaScript library called app.js to the same document:

<!DOCTYPE html>

**<head>**

**<meta charset="UTF-8">**

**<title>**JavaScript IIFE**</title>**

**</head>**

**<body>**

**<script src="calculator.js"></script>**

**<script src="app.js"></script>**

**</body>**

**</html>**

Code language: HTML, XML (xml)

The app.js also has the add() function:

function add() {

return 'add';

}

Code language: JavaScript (javascript)

When you use the add() function in the HTML document, it returns the 'add' string instead of the sum of two numbers:

let result = add(10, 20);

console.log(result); *// 'add'*

Code language: JavaScript (javascript)

This is because the add() function in the app.js overrides the add() function in the calculator.js library.

To fix this, you can apply IIFE in the calculator.js as follows:

const calculator = (function () {

function add(a, b) {

return a + b;

}

function multiply(a, b) {

return a \* b;

}

return {

add: add,

multiply: multiply

}

})();

Code language: JavaScript (javascript)

The IIFE returns an object that contains the add and multiply methods that reference the add() and multiply() functions. In the HTML document, you can use the calculator.js library as follows:

<!DOCTYPE html>

**<head>**

**<meta charset="UTF-8">**

**<title>**JavaScript IIFE**</title>**

**</head>**

**<body>**

**<script src="js/calculator.js"></script>**

**<script src="js/app.js"></script>**

**<script>**

let result = calculator.add(10, 20); *// add in app.js*

console.log(result); *// 30*

console.log(add()); *// add in the app.js*

**</script>**

**</body>**

**</html>**

Code language: HTML, XML (xml)

The calculator.add() called the add() function exported by the calculator.js while the second call to the add() function references the add() function in the app.js.

## **jQuery & IIFE**

The following HTML document uses the jQuery library:

<!DOCTYPE html>

**<head>**

**<meta charset="UTF-8">**

**<title>**JavaScript IIFE - jQuery**</title>**

**</head>**

**<body>**

**<h1>**jQuery Demo**</h1>**

**<script src="https://code.jquery.com/jquery-3.4.1.slim.js"**

**integrity="sha256-BTlTdQO9/fascB1drekrDVkaKd9PkwBymMlHOiG+qLI=" crossorigin="anonymous"></script>**

**<script>**

let counter = 1;

$('h1').click(function () {

$(this).text('jQuery Demo' + ' Clicked ' + counter++);

});

**</script>**

**</body>**

**</html>**

Code language: HTML, XML (xml)

When you import the jQuery library, you can access many useful jQuery functions via the $ or jQuery object. Under the hood, jQuery uses the IIFE to expose its functionality.

By doing this, jQuery just needs to use one global variable ($) to expose a ton of functions without polluting the global object.

The following example illustrates how to change the jQuery $ object to \_ inside the IIFE:

(function (\_) {

let counter = 1;

\_('h1').click(function () {

\_(this).text('jQuery Demo' + ' Clicked ' + counter++);

});

})(jQuery);

Code language: JavaScript (javascript)

In this example, we passed the jQuery object into the IIFE. In the function inside the IIFE used the \_ argument instead.

In this tutorial, you will have learned about the JavaScript immediately invoked function expressions (IIFE) and their purposes.

# Returning Multiple Values from a Function

**Summary**: in this tutorial, you will learn to define JavaScript functions that return multiple values.

[JavaScript functions](https://www.javascripttutorial.net/javascript-function/) can return a single value. To return multiple values from a function, you can pack the return values as elements of an [array](https://www.javascripttutorial.net/javascript-array/) or as properties of an [object](https://www.javascripttutorial.net/javascript-objects/).

## **Returning multiple values from a function using an array**

Suppose the following getNames() function retrieves the first name and last name from a database in the backend or from the result of a third-party API call and returns them as elements of an array:

function getNames() {

*// get names from the database or API*

let firstName = 'John',

lastName = 'Doe';

*// return as an array*

return [firstName, lastName];

}

Code language: JavaScript (javascript)

The following shows how to get the return value from the getNames() function:

let names = getNames();

Code language: JavaScript (javascript)

Because the names variable is an array, you can reference its elements using the square brackets, like this:

const firstName = names[0],

lastName = names[1];

Code language: JavaScript (javascript)

In ES6, you can use the [destructuring assignment](https://www.javascripttutorial.net/es6/destructuring/) syntax to unpack values from an array more intuitively, like this:

const [firstName, lastName] = getNames();

Code language: JavaScript (javascript)

In this code, the firstName and lastName variables will take the first and second elements of the return array.

## **Returning multiple values from an function using an object**

If you want to assign a name to each returned value to make it more readable and easier to maintain, you can use an [object](https://www.javascripttutorial.net/javascript-objects/):

function getNames() {

*// get names from the database or API*

let firstName = 'John',

lastName = 'Doe';

*// return values*

return {

'firstName': firstName,

'lastName': lastName

};

}

Code language: JavaScript (javascript)

Since the names of the properties are the same as the variables, you can shorten it using the [object literal syntax extensions in ES6](https://www.javascripttutorial.net/es6/object-literal-extensions/) as follows:

function getNames() {

*// get names from the database or API*

let firstName = 'John',

lastName = 'Doe';

return { firstName, lastName };

}

Code language: JavaScript (javascript)

And you can get the return value as an object like this:

let names = getNames();

let firstName = names.firstName,

lastName = names.lastName;

Code language: JavaScript (javascript)

If you want to unpack properties from an object, you can use the [object destructuring syntax](https://www.javascripttutorial.net/es6/destructuring/) as follows:

let { firstName, lastName } = getNames();

Code language: JavaScript (javascript)

## **Summary**

* JavaScript doesn’t support functions that return multiple values. However, you can wrap multiple values into an array or an object and return the array or the object.
* Use destructuring assignment syntax to unpack values from the array, or properties from objects.

# An Introduction to JavaScript Arrow Functions

**Summary**: in this tutorial, you will learn how to use the JavaScript arrow function to write more concise code for function expressions.

## **Introduction to JavaScript arrow functions**

ES6 arrow functions provide you with an alternative way to write a shorter syntax compared to the function expression.

The following example defines a function expression that returns the sum of two numbers:

let add = function (x, y) {

return x + y;

};

console.log(add(10, 20)); *// 30*

Code language: JavaScript (javascript)

The following example is equivalent to the above add() function expression but use an arrow function instead:

let add = (x, y) => x + y;

console.log(add(10, 20)); *// 30;*

Code language: JavaScript (javascript)

In this example, the arrow function has one expression x + y so it returns the result of the expression.

However, if you use the block syntax, you need to specify the return keyword:

let add = (x, y) => { return x + y; };

Code language: JavaScript (javascript)

The  typeof operator returns function indicating the type of arrow function.

console.log(typeof add); *// function*

Code language: JavaScript (javascript)

The arrow function is also an instance of the [Function type](https://www.javascripttutorial.net/javascript-function-type/) as shown in the following example:

console.log(add instanceof Function); *// true*

Code language: JavaScript (javascript)

### **JavaScript arrow functions with multiple parameters**

If an arrow function has two or more parameters, you use the following syntax:

(p1, p2, ..., pn) => expression;

Code language: PHP (php)

The following expression:

=> expression

Code language: PHP (php)

is equivalent to the following expression:

=> { return expression; }

Code language: PHP (php)

For example, to [sort an array](https://www.javascripttutorial.net/javascript-array-sort/) of numbers in the descending order, you use the sort() method of the array object as follows:

let numbers = [4,2,6];

numbers.sort(function(a,b){

return b - a;

});

console.log(numbers); *// [6,4,2]*

Code language: JavaScript (javascript)

The code is more concise with the arrow function syntax:

let numbers = [4,2,6];

numbers.sort((a,b) => b - a);

console.log(numbers); *// [6,4,2]*

Code language: JavaScript (javascript)

### **JavaScript arrow functions with a single parameter**

If an arrow function takes a single parameter, you use the following syntax:

(p1) => { statements }

Code language: PHP (php)

Note that you can omit the parentheses as follows:

p => { statements }

Code language: PHP (php)

The following example uses an arrow function as an argument of the [map()](https://www.javascripttutorial.net/javascript-array-map/) method that transforms an array of strings into an array of the string’s lengths.

let names = ['John', 'Mac', 'Peter'];

let lengths = names.map(name => name.length);

console.log(lengths);

Code language: JavaScript (javascript)

Output:

[ 4, 3, 5 ]

Code language: JSON / JSON with Comments (json)

### **JavaScript arrow functions with no parameter**

If the arrow function has no parameter, you need to use parentheses, like this:

() => { statements }

Code language: PHP (php)

For example:

let logDoc = () => console.log(window.document);

logDoc();

Code language: JavaScript (javascript)

## **Line break between parameter definition and arrow**

JavaScript doesn’t allow you to have a line break between the parameter definition and the arrow (=>) in an arrow function.

For example, the following code causes a SyntaxError:

let multiply = (x,y)

=> x \* y;

Code language: JavaScript (javascript)

However, the following code works perfectly fine:

let multiply = (x,y) =>

x \* y;

Code language: JavaScript (javascript)

JavaScript allows you to have line breaks between parameters as shown in the following example:

let multiply = (

x,

y

) =>

x \* y;

Code language: JavaScript (javascript)

## **Statements & expressions in the arrow function body**

In JavaScript, an expression evaluates to a value as shown in the following example.

10 + 20;

A statement does a specific task such as:

if (x === y) {

console.log('x equals y');

}

Code language: JavaScript (javascript)

If you use an expression in the body of an arrow function, you don’t need to use the curly braces.

let square = x => x \* x;

Code language: JavaScript (javascript)

However, if you use a statement, you must wrap it inside a pair of curly braces as in the following example:

let except = msg => {

throw msg;

};

Code language: JavaScript (javascript)

## **JavaScript arrow functions and object literal**

Consider the following example:

let setColor = function (color) {

return {value: color}

};

let backgroundColor = setColor('Red');

console.log(backgroundColor.value); *// "Red"*

Code language: JavaScript (javascript)

The setColor() function expression returns an object that has the value property set to the color argument.

If you use the following syntax to return an object literal from an arrow function, you will get an error.

p => {object:literal}

Code language: PHP (php)

For example, the following code causes an error.

let setColor = color => {value: color };

Code language: JavaScript (javascript)

Since both block and object literal use curly brackets, the JavasScript engine cannot distinguish between a block and an object.

To fix this, you need to wrap the object literal in parentheses as follows:

let setColor = color => ({value: color });

Code language: JavaScript (javascript)

## **Arrow function vs. regular function**

There are two main differences between an arrow function and a regular function.

1. First, in the arrow function, the [this](https://www.javascripttutorial.net/javascript-this/), arguments, super, [new.target](https://www.javascripttutorial.net/es6/javascript-new-target/) are lexical. It means that the arrow function uses these variables (or constructs) from the enclosing lexical scope.
2. Second, an arrow function cannot be used as a function constructor. If you use the new keyword to create a new object from an arrow function, you will get an error.

### **JavaScript arrow functions and this value**

In JavaScript, a new function defines its own this value. However, it is not the case for the arrow function. See the following example:

function Car() {

this.speed = 0;

this.speedUp = function (speed) {

this.speed = speed;

setTimeout(function () {

console.log(this.speed); *// undefined*

}, 1000);

};

}

let car = new Car();

car.speedUp(50);

Code language: JavaScript (javascript)

Inside the anonymous function of the [setTimeout()](https://www.javascripttutorial.net/javascript-bom/javascript-settimeout/) function, the this.speed is undefined. The reason is that the this of the [anonymous function](https://www.javascripttutorial.net/javascript-anonymous-functions/) shadows the this of the speedUp() method.

To fix this, you assign the this value to a variable that doesn’t shadow inside the anonymous function as follows:

function Car() {

this.speed = 0;

this.speedUp = function (speed) {

this.speed = speed;

let self = this;

setTimeout(function () {

console.log(self.speed);

}, 1000);

};

}

let car = new Car();

car.speedUp(50); *// 50;*

Code language: JavaScript (javascript)

Unlike an anonymous function, an arrow function captures the this value of the enclosing context instead of creating its own this context. The following code should work as expected:

function Car() {

this.speed = 0;

this.speedUp = function (speed) {

this.speed = speed;

setTimeout(

() => console.log(this.speed),

1000);

};

}

let car = new Car();

car.speedUp(50); *// 50;*

Code language: JavaScript (javascript)

### **JavaScript arrow functions and the arguments object**

An arrow function doesn’t have the arguments object. For example:

function show() {

return x => x + arguments[0];

}

let display = show(10, 20);

let result = display(5);

console.log(result); *// 15*

Code language: JavaScript (javascript)

The arrow function inside the showMe() function references the arguments object. However, this arguments object belongs to the show() function, not the arrow function.

Also, an arrow function doesn’t have the [new.target](https://www.javascripttutorial.net/es6/javascript-new-target/) keyword.

### **JavaScript arrow functions and the prototype property**

When you define a [function](https://www.javascripttutorial.net/javascript-function/) using a function keyword, the function has a property called [prototype](https://www.javascripttutorial.net/javascript-prototype/):

function dump( message ) {

console.log(message);

}

console.log(dump.hasOwnProperty('prototype')); *// true*

Code language: JavaScript (javascript)

However, arrow functions don’t have the prototype property:

let dump = message => console.log(message);

console.log(dump.hasOwnProperty('prototype')); *// false*

Code language: JavaScript (javascript)

It is a good practice to use arrow functions for [callbacks](https://www.javascripttutorial.net/javascript-callback/) and [closures](https://www.javascripttutorial.net/javascript-closure/) because the syntax of arrow functions is cleaner.

## **Summary**

* Use the (...args) => expression; to define an arrow function.
* Use the (...args) => { statements } to define an arrow function that has multiple statements.
* An arrow function doesn’t have its binding to this or super.
* An arrow function doesn’t have arguments object, new.target keyword, and prototype property.

# When You Should Not Use Arrow Functions

**Summary**: in this tutorial, you will learn when you **should not use** the arrow functions in ES6.

An [arrow function](https://www.javascripttutorial.net/es6/javascript-arrow-function/) doesn’t have its own [this](https://www.javascripttutorial.net/javascript-this/) value and the arguments object. Therefore, you should not use it as an event handler, a method of an object literal, a prototype method, or when you have a function that uses the arguments object.

## **1) Event handlers**

Suppose that you have the following input text field:

**<input type="text" name="username" id="username" placeholder="Enter a username">**

Code language: HTML, XML (xml)

And you want to show a greeting message when users type their usernames. The following shows the <div> element that will display the greeting message:

**<div id="greeting"></div>**

Code language: HTML, XML (xml)

Once users type their usernames, you capture the current value of the input and update it to the <div> element:

const greeting = document.querySelector('#greeting');

const username = document.querySelector('#username');

username.addEventListener('keyup', () => {

greeting.textContent = 'Hello ' + this.value;

});

Code language: JavaScript (javascript)

However, when you execute the code, you will get the following message regardless of whatever you type:

Hello undefined

Code language: JavaScript (javascript)

It means that the this.value in the event handler always returns undefined.

As mentioned earlier, the arrow function doesn’t have its own this value. It uses the this value of the enclosing lexical scope. In the above example, the this in arrow function references the global object.

In the web browser, the global object is window. The window object doesn’t have the value property. Therefore, the JavaScript engine adds the value property to the window object and sets its values to undefined.

To fix this issue, you need to use a regular function instead. The this value will be bound to the <input> element that triggers the event.

username.addEventListener('keyup', function () {

input.textContent = 'Hello ' + this.value;

});

Code language: JavaScript (javascript)

## **2) Object methods**

See the following counter object:

const counter = {

count: 0,

next: () => ++this.count,

current: () => this.count

};

Code language: JavaScript (javascript)

The counter object has two methods: current() and next(). The current() method returns the current counter value and the next() method returns the next counter value.

The following shows the next counter value which should be 1:

console.log(counter.next());

Code language: CSS (css)

However, it returns NaN.

The reason is that when you use the arrow function inside the object, it inherits the this value from the enclosing lexical scope which is the global scope in this example.

The this.count inside the next() method is equivalent to the window.count (in the web browser).

The window.count is undefined by default because the window object doesn’t have the count property. The next() method adds one to undefined that results in NaN.

To fix this, you use regular functions as the method of an object literal as follows:

const counter = {

count: 0,

next() {

return ++this.count;

},

current() {

return this.count;

}

};

Code language: JavaScript (javascript)

Now, calling the next() method will return one as expected:

console.log(counter.next()); *// 1*

Code language: JavaScript (javascript)

## **3) Prototype methods**

See the following Counter object that uses the [prototype](https://www.javascripttutorial.net/javascript-prototype/) pattern:

function Counter() {

this.count = 0;

}

Counter.prototype.next = () => {

return this.count;

};

Counter.prototype.current = () => {

return ++this.next;

}

Code language: JavaScript (javascript)

The this value in these next() and current() methods reference the global object. Since you want the this value inside the methods to reference the Counter object, you need to use the regular functions instead:

function Counter() {

this.count = 0;

}

Counter.prototype.next = function () {

return this.count;

};

Counter.prototype.current = function () {

return ++this.next;

}

Code language: JavaScript (javascript)

## **4) Functions that use the arguments object**

Arrow functions don’t have the arguments object. Therefore, if you have a function that uses arguments object, you cannot use the arrow function.

For example, the following concat() function won’t work:

const concat = (separator) => {

let args = Array.prototype.slice.call(arguments, 1);

return args.join(separator);

}

Code language: JavaScript (javascript)

Instead, you use a regular function like this:

function concat(separator) {

let args = Array.prototype.slice.call(arguments, 1);

return args.join(separator);

}

Code language: JavaScript (javascript)

## **Summary**

* An arrow function doesn’t have its own this value. Instead, it uses the this value of the enclosing lexical scope. An arrow function also doesn’t have the arguments object.
* Avoid using the arrow function for event handlers, object methods, prototype methods, and functions that use the arguments object.

# JavaScript Rest Parameters

**Summary**: in this tutorial, you will learn how to use the JavaScript rest parameters to gather parameters and put them all in an array.

## **Introduction to JavaScript rest parameters**

ES6 provides a new kind of parameter so-called rest parameter that has a prefix of three dots (...). A rest parameter allows you to represent an indefinite number of arguments as an [array](https://www.javascripttutorial.net/javascript-array/). See the following syntax:

function fn(a,b,...args) {

*//...*

}

Code language: JavaScript (javascript)

The last parameter (args) is prefixed with the three-dots ( ...). It’s called a rest parameter ( ...args).

All the arguments you pass to the [function](https://www.javascripttutorial.net/javascript-function/) will map to the parameter list. In the syntax above, the first argument maps to a, the second one maps to b, and the third, the fourth, etc., will be stored in the rest parameter args as an array. For example:

fn(1, 2, 3, "A", "B", "C");

Code language: JavaScript (javascript)

The args array stores the following values:

[3,'A','B','C']

Code language: JSON / JSON with Comments (json)

If you pass only the first two parameters, the rest parameter will be an empty array:

fn(1,2);

The args will be:

[]

Code language: JSON / JSON with Comments (json)

Notice that the rest parameters must appear at the end of the argument list. The following code will result in an error:

function fn(a,...rest, b) {

*// error*

}

Code language: JavaScript (javascript)

Error:

SyntaxError: Rest parameter must be last formal parameter

Code language: JavaScript (javascript)

## **More JavaScript rest parameters examples**

See the following example:

function sum(...args) {

let total = 0;

for (const a of args) {

total += a;

}

return total;

}

sum(1, 2, 3);

Code language: JavaScript (javascript)

The output of the script is:

6

In this example, args in an array. Therefore, you could use the [for..of](https://www.javascripttutorial.net/es6/javascript-for-of/) loop to iterate over its elements and sum them up.

Assuming that the caller of the sum() function may pass arguments with various kinds of data types such as [number](https://www.javascripttutorial.net/javascript-data-types/#number), [string](https://www.javascripttutorial.net/javascript-data-types/#string), and [boolean](https://www.javascripttutorial.net/javascript-data-types/" \l "boolean), and you want to calculate the total of numbers only:

function sum(...args) {

return args

.filter(function (e) {

return typeof e === 'number';

})

.reduce(function (prev, curr) {

return prev + curr;

});

}

Code language: JavaScript (javascript)

The following script uses the new sum() function to sum only numeric arguments:

let result = sum(10,'Hi',null,undefined,20);

console.log(result);

Code language: JavaScript (javascript)

Output:

30

Note that without the rest parameters, you have to use the arguments object of the function.

However, the arguments object itself is not an instance of the Array type. Therefore, you cannot use the filter() method directly. In ES5, you have to use Array.prototype.filter.call() as follows:

function sum() {

return Array.prototype.filter

.call(arguments, function (e) {

return typeof e === 'number';

})

.reduce(function (prev, curr) {

return prev + curr;

});

}

Code language: JavaScript (javascript)

As you see, the rest parameter makes the code more elegant. Suppose you need to filter the arguments based on a specific type such as numbers, strings, boolean, and null. The following function helps you to do it:

function filterBy(type, ...args) {

return args.filter(function (e) {

return typeof e === type;

});

}

Code language: JavaScript (javascript)

## **JavaScript rest parameters and arrow function**

An [arrow function](https://www.javascripttutorial.net/es6/javascript-arrow-function/) does not have the arguments object. Therefore, if you want to pass some arguments to the arrow function, you must use the rest parameters. See the following example:

const combine = (...args) => {

return args.reduce(function (prev, curr) {

return prev + ' ' + curr;

});

};

let message = combine('JavaScript', 'Rest', 'Parameters'); *// =>*

console.log(message); *// JavaScript Rest Parameters*

Code language: JavaScript (javascript)

Output:

JavaScript Rest Parameters

The combine() function is an arrow that takes an indefinite number of arguments and concatenates these arguments.

## **JavaScript rest parameter in a dynamic function**

JavaScript allows you to create dynamic functions through the [Function](https://www.javascripttutorial.net/javascript-function-type/) constructor. And it is possible to use the rest parameter in a dynamic function. Here is an example:

var showNumbers = new Function('...numbers', 'console.log(numbers)');

showNumbers(1, 2, 3);

Code language: PHP (php)

Output:

[ 1, 2, 3 ]

Code language: JSON / JSON with Comments (json)

In this tutorial, you have learned how to use the JavaScript rest parameter to represent an indefinite number of arguments as an array.

# JavaScript Callbacks

**Summary**: in this tutorial, you will learn about JavaScript callback functions including synchronous and asynchronous callbacks.

## **What are callbacks**

In JavaScript, [functions are first-class citizens](https://www.javascripttutorial.net/javascript-functions-are-first-class-citizens/). Therefore, you can pass a [function](https://www.javascripttutorial.net/javascript-function/) to another function as an argument.

By definition, a callback is a [function](https://www.javascripttutorial.net/javascript-function/) that you pass into another function as an argument for executing later.

The following defines a filter() function that accepts an [array](https://www.javascripttutorial.net/array/) of numbers and returns a new array of odd numbers:

function filter(numbers) {

let results = [];

for (const number of numbers) {

if (number % 2 != 0) {

results.push(number);

}

}

return results;

}

let numbers = [1, 2, 4, 7, 3, 5, 6];

console.log(filter(numbers));

Code language: JavaScript (javascript)

How it works.

* First, define the filter() function that accepts an array of numbers and returns a new array of the odd numbers.
* Second, define the numbers array that has both odd and even numbers.
* Third, call the filter() function to get the odd numbers out of the numbers array and output the result.

If you want to return an array that contains even numbers, you need to modify the filter() function. To make the filter() function more generic and reusable, you can:

* First, extract the logic in the if block and wrap it in a separate function.
* Second, pass the function to the filter() function as an argument.

Here’s the updated code:

function isOdd(number) {

return number % 2 != 0;

}

function filter(numbers, fn) {

let results = [];

for (const number of numbers) {

if (fn(number)) {

results.push(number);

}

}

return results;

}

let numbers = [1, 2, 4, 7, 3, 5, 6];

console.log(filter(numbers, isOdd));

Code language: JavaScript (javascript)

The result is the same. However, you can pass any function that accepts an argument and returns a boolean value to the second argument of the filter() function.

For example, you can use the filter() function to return an array of even numbers like this:

function isOdd(number) {

return number % 2 != 0;

}

function isEven(number) {

return number % 2 == 0;

}

function filter(numbers, fn) {

let results = [];

for (const number of numbers) {

if (fn(number)) {

results.push(number);

}

}

return results;

}

let numbers = [1, 2, 4, 7, 3, 5, 6];

console.log(filter(numbers, isOdd));

console.log(filter(numbers, isEven));

Code language: JavaScript (javascript)

By definition, the isOdd and isEven are callback functions or callbacks. Because the filter() function accepts a function as an argument, it’s called a high-order function.

A callback can be an anonymous function, which is a function without a name like this:

function filter(numbers, callback) {

let results = [];

for (const number of numbers) {

if (callback(number)) {

results.push(number);

}

}

return results;

}

let numbers = [1, 2, 4, 7, 3, 5, 6];

let oddNumbers = filter(numbers, function (number) {

return number % 2 != 0;

});

console.log(oddNumbers);

Code language: JavaScript (javascript)

In this example, we pass an anonymous function to the filter() function instead of using a separate function.

In ES6, you can use an [arrow function](https://www.javascripttutorial.net/es6/javascript-arrow-function/) like this:

function filter(numbers, callback) {

let results = [];

for (const number of numbers) {

if (callback(number)) {

results.push(number);

}

}

return results;

}

let numbers = [1, 2, 4, 7, 3, 5, 6];

let oddNumbers = filter(numbers, (number) => number % 2 != 0);

console.log(oddNumbers);

Code language: JavaScript (javascript)

There are two types of callbacks: synchronous and asynchronous callbacks.

## **Synchronous callbacks**

A synchronous callback is executed during the execution of the high-order function that uses the callback. The isOdd and isEven are examples of synchronous callbacks because they execute during the execution of the filter() function.

## **Asynchronous callbacks**

An asynchronous callback is executed after the execution of the high-order function that uses the callback.

Asynchronicity means that if JavaScript has to wait for an operation to complete, it will execute the rest of the code while waiting.

Note that JavaScript is a single-threaded programming language. It carries asynchronous operations via the callback queue and[event loop](https://www.javascripttutorial.net/javascript-event-loop/).

Suppose that you need to develop a script that downloads a picture from a remote server and process it after the download completes:

function download(url) {

*// ...*

}

function process(picture) {

*// ...*

}

download(url);

process(picture);

Code language: JavaScript (javascript)

However, downloading a picture from a remote server takes time depending on the network speed and the size of the picture.

The following download() function uses the setTimeout() function to simulate the network request:

function download(url) {

setTimeout(() => {

*// script to download the picture here*

console.log(`Downloading ${url} ...`);

},1000);

}

Code language: JavaScript (javascript)

And this code emulates the process() function:

function process(picture) {

console.log(`Processing ${picture}`);

}

Code language: JavaScript (javascript)

When you execute the following code:

let url = 'https://www.javascripttutorial.net/pic.jpg';

download(url);

process(url);

Code language: JavaScript (javascript)

you will get the following output:

Processing https:*//javascripttutorial.net/pic.jpg*

Downloading https:*//javascripttutorial.net/pic.jpg ...*

Code language: JavaScript (javascript)

This is not what you expected because the process() function executes before the download() function. The correct sequence should be:

* Download the picture and wait for the download completes.
* Process the picture.

To resolve this issue, you can pass the process() function to the download() function and execute the process() function inside the download() function once the download completes, like this:

function download(url, callback) {

setTimeout(() => {

*// script to download the picture here*

console.log(`Downloading ${url} ...`);

*// process the picture once it is completed*

callback(url);

}, 1000);

}

function process(picture) {

console.log(`Processing ${picture}`);

}

let url = 'https://wwww.javascripttutorial.net/pic.jpg';

download(url, process);

Code language: JavaScript (javascript)

Output:

Downloading https:*//www.javascripttutorial.net/pic.jpg ...*

Processing https:*//www.javascripttutorial.net/pic.jpg*

Code language: JavaScript (javascript)

Now, it works as expected.

In this example, the process() is a callback passed into an asynchronous function.

When you use a callback to continue code execution after an asynchronous operation, the callback is called an asynchronous callback.

To make the code more concise, you can define the process() function as an anonymous function:

function download(url, callback) {

setTimeout(() => {

*// script to download the picture here*

console.log(`Downloading ${url} ...`);

*// process the picture once it is completed*

callback(url);

}, 1000);

}

let url = 'https://www.javascripttutorial.net/pic.jpg';

download(url, function(picture) {

console.log(`Processing ${picture}`);

});

Code language: JavaScript (javascript)

### **Handling errors**

The download() function assumes that everything works fine and does not consider any exceptions. The following code introduces two callbacks: success and failure to handle the success and failure cases respectively:

function download(url, success, failure) {

setTimeout(() => {

console.log(`Downloading the picture from ${url} ...`);

!url ? failure(url) : success(url);

}, 1000);

}

download(

'',

(url) => console.log(`Processing the picture ${url}`),

(url) => console.log(`The '${url}' is not valid`)

);

Code language: JavaScript (javascript)

### **Nesting callbacks and the Pyramid of Doom**

How do you download three pictures and process them sequentially? A typical approach is to call the download() function inside the callback function, like this:

function download(url, callback) {

setTimeout(() => {

console.log(`Downloading ${url} ...`);

callback(url);

}, 1000);

}

const url1 = 'https://www.javascripttutorial.net/pic1.jpg';

const url2 = 'https://www.javascripttutorial.net/pic2.jpg';

const url3 = 'https://www.javascripttutorial.net/pic3.jpg';

download(url1, function (url) {

console.log(`Processing ${url}`);

download(url2, function (url) {

console.log(`Processing ${url}`);

download(url3, function (url) {

console.log(`Processing ${url}`);

});

});

});

Code language: JavaScript (javascript)

Output:

Downloading https:*//www.javascripttutorial.net/pic1.jpg ...*

Processing https:*//www.javascripttutorial.net/pic1.jpg*

Downloading https:*//www.javascripttutorial.net/pic2.jpg ...*

Processing https:*//www.javascripttutorial.net/pic2.jpg*

Downloading https:*//www.javascripttutorial.net/pic3.jpg ...*

Processing https:*//www.javascripttutorial.net/pic3.jpg*

Code language: JavaScript (javascript)

The script works perfectly fine.

However, this callback strategy does not scale well when the complexity grows significantly.

Nesting many asynchronous functions inside callbacks is known as the **pyramid of doom** or the **callback hell**:

asyncFunction(function(){

asyncFunction(function(){

asyncFunction(function(){

asyncFunction(function(){

asyncFunction(function(){

....

});

});

});

});

});

Code language: JavaScript (javascript)

To avoid the pyramid of doom, you use [promises](https://www.javascripttutorial.net/es6/javascript-promises/) or [async/await](https://www.javascripttutorial.net/es-next/javascript-async-await/) functions.

## **Summary**

* A callback is a function passed into another function as an argument to be executed later.
* A high-order function is a function that accepts another function as an argument.
* Callback functions can be synchronous or asynchronous.

# JavaScript Promises

**Summary**: in this tutorial, you will learn about JavaScript promises and how to use them effectively.

## **Why JavaScript promises**

The following example [defines a function](https://www.javascripttutorial.net/javascript-function/) getUsers() that returns a list of user [objects](https://www.javascripttutorial.net/javascript-objects/):

function getUsers() {

return [

{ username: 'john', email: 'john@test.com' },

{ username: 'jane', email: 'jane@test.com' },

];

}

Code language: JavaScript (javascript)

Each user object has two properties username and email.

To find a user by username from the user list returned by the getUsers() function, you can use the findUser() function as follows:

function findUser(username) {

const users = getUsers();

const user = users.find((user) => user.username === username);

return user;

}

Code language: JavaScript (javascript)

In the findUser() function:

* First, get a user array by calling the getUsers() function
* Second, find the user with a specific username by using the [find()](https://www.javascripttutorial.net/es6/javascript-array-find/) method of the Array object.
* Third, return the matched user.

The following shows the complete code for finding a user with the username 'john':

function getUsers() {

return [

{ username: 'john', email: 'john@test.com' },

{ username: 'jane', email: 'jane@test.com' },

];

}

function findUser(username) {

const users = getUsers();

const user = users.find((user) => user.username === username);

return user;

}

console.log(findUser('john'));

Code language: JavaScript (javascript)

Output:

{ username: 'john', email: 'john@test.com' }

Code language: CSS (css)

The code in the findUser() function is synchronous and blocking. The findUser() function executes the getUsers() function to get a user array, calls the find() method on the users array to search for a user with a specific username, and returns the matched user.

In practice, the getUsers() function may access a database or call an API to get the user list. Therefore, the getUsers() function will have a delay.

To simulate the delay, you can use the [setTimeout()](https://www.javascripttutorial.net/javascript-bom/javascript-settimeout/) function. For example:

function getUsers() {

let users = [];

*// delay 1 second (1000ms)*

setTimeout(() => {

users = [

{ username: 'john', email: 'john@test.com' },

{ username: 'jane', email: 'jane@test.com' },

];

}, 1000);

return users;

}

Code language: JavaScript (javascript)

How it works.

* First, define an array users and initialize its value with an empty array.
* Second, assign an array of the users to the users variable inside the callback of the setTimeout() function.
* Third, return the users array

The getUsers() won’t work properly and always returns an empty array. Therefore, the findUser() function won’t work as expected:

function getUsers() {

let users = [];

setTimeout(() => {

users = [

{ username: 'john', email: 'john@test.com' },

{ username: 'jane', email: 'jane@test.com' },

];

}, 1000);

return users;

}

function findUser(username) {

const users = getUsers(); *// A*

const user = users.find((user) => user.username === username); *// B*

return user;

}

console.log(findUser('john'));

Code language: JavaScript (javascript)

Output:

undefined

Code language: JavaScript (javascript)

Because the getUsers() returns an empty array, the users array is empty (line A). When calling the find() method on the users array, the method returns undefined (line B)

The challenge is how to access the users returned from the getUsers() function after one second. One classical approach is to use the [callback](https://www.javascripttutorial.net/javascript-callback/).

### **Using callbacks to deal with an asynchronous operation**

The following example adds a callback argument to the getUsers() and findUser() functions:

function getUsers(callback) {

setTimeout(() => {

callback([

{ username: 'john', email: 'john@test.com' },

{ username: 'jane', email: 'jane@test.com' },

]);

}, 1000);

}

function findUser(username, callback) {

getUsers((users) => {

const user = users.find((user) => user.username === username);

callback(user);

});

}

findUser('john', console.log);

Code language: JavaScript (javascript)

Output:

{ username: 'john', email: 'john@test.com' }

Code language: CSS (css)

In this example, the getUsers() function accepts a callback function as an argument and invokes it with the users array inside the setTimeout() function. Also, the findUser() function accepts a callback function that processes the matched user.

The callback approach works very well. However, it makes the code more difficult to follow. Also, it adds complexity to the functions with callback arguments.

If the number of functions grows, you may end up with the callback hell problem. To resolve this, JavaScript comes up with the concept of promises.

## **Understanding JavaScript Promises**

By definition, a promise is an **object** that encapsulates the result of an **asynchronous operation**.

A promise object has a state that can be one of the following:

* Pending
* Fulfilled with a **value**
* Rejected for a **reason**

In the beginning, the state of a promise is pending, indicating that the asynchronous operation is in progress. Depending on the result of the asynchronous operation, the state changes to either fulfilled or rejected.

The fulfilled state indicates that the asynchronous operation was completed successfully:

The rejected state indicates that the asynchronous operation failed.

## **Creating a promise**

To create a promise object, you use the Promise() constructor:

const promise = new Promise((resolve, reject) => {

*// contain an operation*

*// ...*

*// return the state*

if (success) {

resolve(value);

} else {

reject(error);

}

});

Code language: JavaScript (javascript)

The promise constructor accepts a callback function that typically performs an asynchronous operation. This function is often referred to as an executor.

In turn, the executor accepts two callback functions with the name resolve and reject.

Note that the callback functions passed into the executor are resolve and reject by convention only.

If the asynchronous operation completes successfully, the executor will call the resolve() function to change the state of the promise from pending to fulfilled with a value.

In case of an error, the executor will call the reject() function to change the state of the promise from pending to rejected with the error reason.

Once a promise reaches either fulfilled or rejected state, it stays in that state and can’t go to another state.

In other words, a promise cannot go from the fulfilled state to the rejected state and vice versa. Also, it cannot go back from the fulfilled or rejected state to the pending state.

Once a new Promise object is created, its state is pending. If a promise reaches fulfilled or rejected state, it is resolved.

Note that you will rarely create promise objects in practice. Instead, you will consume promises provided by libraries.

## **Consuming a Promise: then, catch, finally**

### **1) The then() method**

To get the value of a promise when it’s fulfilled, you call the then() method of the promise object. The following shows the syntax of the then() method:

promise.then(onFulfilled,onRejected);

Code language: CSS (css)

The then() method accepts two callback functions: onFulfilled and onRejected.

The then() method calls the onFulfilled() with a value, if the promise is fulfilled or the onRejected() with an error if the promise is rejected.

Note that both onFulfilled and onRejected arguments are optional.

The following example shows how to use then() method of the Promise object returned by the getUsers() function:

function getUsers() {

return new Promise((resolve, reject) => {

setTimeout(() => {

resolve([

{ username: 'john', email: 'john@test.com' },

{ username: 'jane', email: 'jane@test.com' },

]);

}, 1000);

});

}

function onFulfilled(users) {

console.log(users);

}

const promise = getUsers();

promise.then(onFulfilled);

Code language: JavaScript (javascript)

Output:

[

{ username: 'john', email: 'john@test.com' },

{ username: 'jane', email: 'jane@test.com' }

]

Code language: JavaScript (javascript)

In this example:

* First, define the onFulfilled() function to be called when the promise is fulfilled.
* Second, call the getUsers() function to get a promise object.
* Third, call the then() method of the promise object and output the user list to the console.

To make the code more concise, you can use an [arrow function](https://www.javascripttutorial.net/es6/javascript-arrow-function/) as the argument of the then() method like this:

function getUsers() {

return new Promise((resolve, reject) => {

setTimeout(() => {

resolve([

{ username: 'john', email: 'john@test.com' },

{ username: 'jane', email: 'jane@test.com' },

]);

}, 1000);

});

}

const promise = getUsers();

promise.then((users) => {

console.log(users);

});

Code language: JavaScript (javascript)

Because the getUsers() function returns a promise object, you can chain the function call with the then() method like this:

*// getUsers() function*

*//...*

getUsers().then((users) => {

console.log(users);

});

Code language: JavaScript (javascript)

In this example, the getUsers() function always succeeds. To simulate the error, we can use a success flag like the following:

let success = true;

function getUsers() {

return new Promise((resolve, reject) => {

setTimeout(() => {

if (success) {

resolve([

{ username: 'john', email: 'john@test.com' },

{ username: 'jane', email: 'jane@test.com' },

]);

} else {

reject('Failed to the user list');

}

}, 1000);

});

}

function onFulfilled(users) {

console.log(users);

}

function onRejected(error) {

console.log(error);

}

const promise = getUsers();

promise.then(onFulfilled, onRejected);

Code language: JavaScript (javascript)

How it works.

First, define the success variable and initialize its value to true.

If the success is true, the promise in the getUsers() function is fulfilled with a user list. Otherwise, it is rejected with an error message.

Second, define the onFulfilled and onRejected functions.

Third, get the promise from the getUsers() function and call the then() method with the onFulfilled and onRejected functions.

The following shows how to use the arrow functions as the arguments of the then() method:

*// getUsers() function*

*// ...*

const promise = getUsers();

promise.then(

(users) => console.log,

(error) => console.log

);

Code language: JavaScript (javascript)

### **2) The catch() method**

If you want to get the error only when the state of the promise is rejected, you can use the catch() method of the Promise object:

promise.catch(onRejected);

Code language: CSS (css)

Internally, the catch() method invokes the then(undefined, onRejected) method.

The following example changes the success flag to false to simulate the error scenario:

let success = false;

function getUsers() {

return new Promise((resolve, reject) => {

setTimeout(() => {

if (success) {

resolve([

{ username: 'john', email: 'john@test.com' },

{ username: 'jane', email: 'jane@test.com' },

]);

} else {

reject('Failed to the user list');

}

}, 1000);

});

}

const promise = getUsers();

promise.catch((error) => {

console.log(error);

});

Code language: JavaScript (javascript)

### **3) The finally() method**

Sometimes, you want to execute the same piece of code whether the promise is fulfilled or rejected. For example:

const render = () => {

*//...*

};

getUsers()

.then((users) => {

console.log(users);

render();

})

.catch((error) => {

console.log(error);

render();

});

Code language: JavaScript (javascript)

As you can see, the render() function call is duplicated in both then() and catch() methods.

To remove this duplicate and execute the render() whether the promise is fulfilled or rejected, you use the finally() method, like this:

const render = () => {

*//...*

};

getUsers()

.then((users) => {

console.log(users);

})

.catch((error) => {

console.log(error);

})

.finally(() => {

render();

});

Code language: JavaScript (javascript)

## **A practical JavaScript Promise example**

The following example shows how to load a JSON file from the server and display its contents on a webpage.

Suppose you have the following JSON file:

https:*//www.javascripttutorial.net/sample/promise/api.json*

Code language: JavaScript (javascript)

with the following contents:

{

"message": "JavaScript Promise Demo"

}

Code language: JSON / JSON with Comments (json)

The following shows the HTML page that contains a button. When you click the button, the page loads data from the JSON file and shows the message:

<!DOCTYPE html>

**<html>**

**<head>**

**<meta charset="utf-8">**

**<title>**JavaScript Promise Demo**</title>**

**<link href="css/style.css" rel="stylesheet">**

**</head>**

**<body>**

**<div id="container">**

**<div id="message"></div>**

**<button id="btnGet">**Get Message**</button>**

**</div>**

**<script src="js/promise-demo.js">**

**</script>**

**</body>**

**</html>**

Code language: HTML, XML (xml)

The following shows the promise-demo.js file:

function load(url) {

return new Promise(function (resolve, reject) {

const request = new XMLHttpRequest();

request.onreadystatechange = function () {

if (this.readyState === 4 && this.status == 200) {

resolve(this.response);

} else {

reject(this.status);

}

};

request.open('GET', url, true);

request.send();

});

}

const url = 'https://www.javascripttutorial.net/sample/promise/api.json';

const btn = document.querySelector('#btnGet');

const msg = document.querySelector('#message');

btn.addEventListener('click', () => {

load(URL)

.then((response) => {

const result = JSON.parse(response);

msg.innerHTML = result.message;

})

.catch((error) => {

msg.innerHTML = `Error getting the message, HTTP status: ${error}`;

});

});

Code language: JavaScript (javascript)

How it works.

First, define the load() function that uses the XMLHttpRequest object to load the JSON file from the server:

function load(url) {

return new Promise(function (resolve, reject) {

const request = new XMLHttpRequest();

request.onreadystatechange = function () {

if (this.readyState === 4 && this.status == 200) {

resolve(this.response);

} else {

reject(this.status);

}

};

request.open('GET', url, true);

request.send();

});

}

Code language: JavaScript (javascript)

In the executor, we call resolve() function with the Response if the HTTP status code is 200. Otherwise, we invoke the reject() function with the HTTP status code.

Second, register the button click event listener and call the then() method of the promise object. If the load is successful, then we show the message returned from the server. Otherwise, we show the error message with the HTTP status code.

const url = 'https://www.javascripttutorial.net/sample/promise/api.json';

const btn = document.querySelector('#btnGet');

const msg = document.querySelector('#message');

btn.addEventListener('click', () => {

load(URL)

.then((response) => {

const result = JSON.parse(response);

msg.innerHTML = result.message;

})

.catch((error) => {

msg.innerHTML = `Error getting the message, HTTP status: ${error}`;

});

});

Code language: JavaScript (javascript)

## **Summary**

* A promise is an object that encapsulates the result of an asynchronous operation.
* A promise starts in the pending state and ends in either fulfilled state or rejected state.
* Use then() method to schedule a callback to be executed when the promise is fulfilled, and catch() method to schedule a callback to be invoked when the promise is rejected.
* Place the code that you want to execute in the finally() method whether the promise is fulfilled or rejected.

# Promise Chaining

**Summary**: in this tutorial, you will learn about the JavaScript promise chaining pattern that chains the promises to execute asynchronous operations in sequence.

## **Introduction to the JavaScript promise chaining**

Sometimes, you want to execute two or more related asynchronous operations, where the next operation starts with the result from the previous step. For example:

First, create a new promise that resolves to the number 10 after 3 seconds:

let p = new Promise((resolve, reject) => {

setTimeout(() => {

resolve(10);

}, 3 \* 100);

});

Code language: JavaScript (javascript)

Note that the [setTimeout()](https://www.javascripttutorial.net/javascript-bom/javascript-settimeout/) function simulates an asynchronous operation.

Then, invoke the then() method of the promise:

p.then((result) => {

console.log(result);

return result \* 2;

});

Code language: JavaScript (javascript)

The callback passed to the then() method executes once the promise is resolved. In the callback, we show the result of the promise and return a new value multiplied by two (result\*2).

Because the then() method returns a new Promise with a value resolved to a value, you can call the then() method on the return Promise like this:

let p = new Promise((resolve, reject) => {

setTimeout(() => {

resolve(10);

}, 3 \* 100);

});

p.then((result) => {

console.log(result);

return result \* 2;

}).then((result) => {

console.log(result);

return result \* 3;

});

Code language: JavaScript (javascript)

Output:

10

20

In this example, the return value in the first then() method is passed to the second then() method. You can keep calling the then() method successively as follows:

let p = new Promise((resolve, reject) => {

setTimeout(() => {

resolve(10);

}, 3 \* 100);

});

p.then((result) => {

console.log(result); *// 10*

return result \* 2;

}).then((result) => {

console.log(result); *// 20*

return result \* 3;

}).then((result) => {

console.log(result); *// 60*

return result \* 4;

});

Code language: JavaScript (javascript)

Output:

10

20

60

The way we call the then() methods like this is often referred to as a promise chain.

The following picture illustrates the promise chain:
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## **Multiple handlers for a promise**

When you call the then() method multiple times on a promise, it is not the promise chaining. For example:

let p = new Promise((resolve, reject) => {

setTimeout(() => {

resolve(10);

}, 3 \* 100);

});

p.then((result) => {

console.log(result); *// 10*

return result \* 2;

})

p.then((result) => {

console.log(result); *// 10*

return result \* 3;

})

p.then((result) => {

console.log(result); *// 10*

return result \* 4;

});

Code language: JavaScript (javascript)

Output:

10

10

10

In this example, we have multiple handlers for one promise. These handlers have no relationships. Also, they execute independently and don’t pass the result from one to another like the promise chain above.

The following picture illustrates a promise that has multiple handlers:

![JavaScript Promise Chaining - multiple handlers](data:image/png;base64,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)

In practice, you will rarely use multiple handlers for one promise.

## **Returning a Promise**

When you return a value in the then() method, the then() method returns a new Promise that immediately resolves to the return value.

Also, you can return a new promise in the then() method, like this:

let p = new Promise((resolve, reject) => {

setTimeout(() => {

resolve(10);

}, 3 \* 100);

});

p.then((result) => {

console.log(result);

return new Promise((resolve, reject) => {

setTimeout(() => {

resolve(result \* 2);

}, 3 \* 1000);

});

}).then((result) => {

console.log(result);

return new Promise((resolve, reject) => {

setTimeout(() => {

resolve(result \* 3);

}, 3 \* 1000);

});

}).then(result => console.log(result));

Code language: JavaScript (javascript)

Output:

10

20

60

This example shows 10, 20, and 60 after every 3 seconds. This code pattern allows you to execute some tasks in sequence.

The following modified the above example:

function generateNumber(num) {

return new Promise((resolve, reject) => {

setTimeout(() => {

resolve(num);

}, 3 \* 1000);

});

}

generateNumber(10)

.then((result) => {

console.log(result);

return generateNumber(result \* 2);

})

.then((result) => {

console.log(result);

return generateNumber(result \* 3);

})

.then((result) => console.log(result));

Code language: JavaScript (javascript)

### **Promise chaining syntax**

Sometimes, you have multiple asynchronous tasks that you want to execute in sequence. In addition, you need to pass the result of the previous step to the next one. In this case, you can use the following syntax:

step1()

.then(result => step2(result))

.then(result => step3(result))

...

Code language: JavaScript (javascript)

If you need to pass the result from the previous task to the next one without passing the result, you use this syntax:

step1()

.then(step2)

.then(step3)

...

Code language: CSS (css)

Suppose that you want to perform the following asynchronous operations in sequence:

* First, get the user from the database.
* Second, get the services of the selected user.
* Third, calculate the service cost from the user’s services.

The following functions illustrate the three asynchronous operations:

function getUser(userId) {

return new Promise((resolve, reject) => {

console.log('Get the user from the database.');

setTimeout(() => {

resolve({

userId: userId,

username: 'admin'

});

}, 1000);

})

}

function getServices(user) {

return new Promise((resolve, reject) => {

console.log(`Get the services of ${user.username} from the API.`);

setTimeout(() => {

resolve(['Email', 'VPN', 'CDN']);

}, 3 \* 1000);

});

}

function getServiceCost(services) {

return new Promise((resolve, reject) => {

console.log(`Calculate the service cost of ${services}.`);

setTimeout(() => {

resolve(services.length \* 100);

}, 2 \* 1000);

});

}

Code language: JavaScript (javascript)

The following uses the promises to serialize the sequences:

getUser(100)

.then(getServices)

.then(getServiceCost)

.then(console.log);

Code language: CSS (css)

Output

Get the user from the database.

Get the services of admin from the API.

Calculate the service cost of Email,VPN,CDN.

300

Code language: JavaScript (javascript)

Note that ES2017 introduced the [async/await](https://www.javascripttutorial.net/es-next/javascript-async-await/) that helps you write the code that is cleaner than using the promise chaining technique.

In this tutorial, you have learned about the promise chain that executes multiple asynchronous tasks in sequence.

# JavaScript Promise.all()

**Summary**: in this tutorial, you will learn how to use the Promise.all() static method to aggregate results from multiple asynchronous operations.

## **Introduction to the JavaScript Promise.all() method**

The Promise.all() static method takes an [iterable](https://www.javascripttutorial.net/es6/javascript-iterator/) of [promises](https://www.javascripttutorial.net/es6/javascript-promises/):

Promise.all(iterable);

Code language: JavaScript (javascript)

The Promise.all() method returns a single promise that resolves when all the input promises have been resolved. The returned promise resolves to an array of the results of the input promises:

In this diagram, the promise1 resolves to a value v1 at t1 and the promise2 resolves to a value v2 at t2. Hence, the Promise.all(promise1, promise2) returns a promise that resolves to an array containing the results of the promise1 and promise2 [v1, v2] at t2.

In other words, the Promise.all() waits for all the input promises to resolve and returns a new promise that resolves to an array containing the results of the input promises.

If one of the input promise rejects, the Promise.all() method immediately returns a promise that rejects with an error of the first rejected promise:

In this diagram, the promise2 rejects at t1 with an error. Therefore, the Promise.all() returns a new promise that immediately rejects with the same error. Also, the Promise.all() doesn’t care other input promises, whether they will resolve or reject.

In practice, the Promise.all() is useful to aggregate the results from multiple asynchronous operations.

## **JavaScript Promise.all() method examples**

Let’s take some examples to understand how the Promise.all() method works.

### **1) Resolved promises example**

The following promises resolve to 10, 20, and 30 after 1, 2, and 3 seconds. We use the [setTimeout()](https://www.javascripttutorial.net/javascript-bom/javascript-settimeout/) to simulate the asynchronous operations:

const p1 = new Promise((resolve, reject) => {

setTimeout(() => {

console.log('The first promise has resolved');

resolve(10);

}, 1 \* 1000);

});

const p2 = new Promise((resolve, reject) => {

setTimeout(() => {

console.log('The second promise has resolved');

resolve(20);

}, 2 \* 1000);

});

const p3 = new Promise((resolve, reject) => {

setTimeout(() => {

console.log('The third promise has resolved');

resolve(30);

}, 3 \* 1000);

});

Promise.all([p1, p2, p3]).then((results) => {

const total = results.reduce((p, c) => p + c);

console.log(`Results: ${results}`);

console.log(`Total: ${total}`);

});

Code language: JavaScript (javascript)

Output

The first promise has resolved

The second promise has resolved

The third promise has resolved

Results: 10,20,30

Total: 60

When all promises have resolved, the values from these promises are passed into the callback of the then() method as an array.

Inside the callback, we use the Array’s [reduce()](https://www.javascripttutorial.net/javascript-array-reduce/) method to calculate the total value and use the console.log to display the array of values as well as the total.

### **2) Rejected promises example**

The Promise.all() returns a Promise that is rejected if any of the input promises are rejected.

const p1 = new Promise((resolve, reject) => {

setTimeout(() => {

console.log('The first promise has resolved');

resolve(10);

}, 1 \* 1000);

});

const p2 = new Promise((resolve, reject) => {

setTimeout(() => {

console.log('The second promise has rejected');

reject('Failed');

}, 2 \* 1000);

});

const p3 = new Promise((resolve, reject) => {

setTimeout(() => {

console.log('The third promise has resolved');

resolve(30);

}, 3 \* 1000);

});

Promise.all([p1, p2, p3])

.then(console.log) *// never execute*

.catch(console.log);

Code language: JavaScript (javascript)

Output:

The first promise has resolved

The second promise has rejected

Failed

The third promise has resolved

In this example, we have three promises: the first one is resolved after 1 second, the second is rejected after 2 seconds, and the third one is resolved after 3 seconds.

As a result, the returned promise is rejected because the second promise is rejected. The catch() method is executed to display the reason for the rejected promise.

## **Summary**

* The Promise.all() method accepts a list of promises and returns a new promsie that resolve to an array of results of the input promises if all the input promises resolved; or reject with an error of the first rejected promise.
* Use the Promise.all() method to aggregate results from multiple asynchronous operations.

# JavaScript Promise.race()

**Summary**: in this tutorial, you will learn how to use the JavaScript Promise.race() static method.

## **Introduction to JavaScript Promise.race() static method**

The Promise.race() static method accepts a list of [promises](https://www.javascripttutorial.net/es6/javascript-promises/) as an iterable object and returns a new promise that fulfills or rejects as soon as there is one promise that fulfills or rejects, with the value or reason from that promise.

Here’s the syntax of the Promise.race() method:

Promise.race(iterable)

Code language: JavaScript (javascript)

In this syntax, the iterable is an [iterable object](https://www.javascripttutorial.net/es6/javascript-iterator/) that contains a list of promises.

The name of Promise.race() implies that all the promises race against each other with a single winner, either resolved or rejected.

See the following diagram:

In this diagram:

* The promise1 is fulfilled with the value v1 at t1.
* The promise2 is rejected with the error at t2.
* Because the promise1 is resolved earlier than the promise2, the promise1 wins the race. Therefore, the Promise.race([promise1, promise2]) returns a new promise that is fulfilled with the value v1 at t1.

See another diagram:

In this diagram:

* The promise1 is fulfilled with v1 at t2
* The promise2 is rejected with error at t1.
* Because the promise2 is resolved earlier than the promise1, the promise2 wins the race. Therefore, the Promise.race([promise1, promise2]) returns a new promise that is rejected with the error at t1.

## **JavaScript Promise.race() examples**

Let’s take some examples of using the Promise.race() static method.

### **1) Simple JavaScript Promise.race() examples**

The following creates two promises: one resolves in 1 second and the other resolves in 2 seconds. Because the first promise resolves faster than the second one, the Promise.race() resolves with the value from the first promise:

const p1 = new Promise((resolve, reject) => {

setTimeout(() => {

console.log('The first promise has resolved');

resolve(10);

}, 1 \* 1000);

});

const p2 = new Promise((resolve, reject) => {

setTimeout(() => {

console.log('The second promise has resolved');

resolve(20);

}, 2 \* 1000);

});

Promise.race([p1, p2])

.then(value => console.log(`Resolved: ${value}`))

.catch(reason => console.log(`Rejected: ${reason}`));

Code language: JavaScript (javascript)

Output:

The first promise has resolved

Resolved: 10

The second promise has resolved

The following example creates two promises. The first promise resolves in 1 second while the second one rejects in 2 seconds. Because the first promise is faster than the second one, the returned promise resolves to the value from the first promise:

const p1 = new Promise((resolve, reject) => {

setTimeout(() => {

console.log('The first promise has resolved');

resolve(10);

}, 1 \* 1000);

});

const p2 = new Promise((resolve, reject) => {

setTimeout(() => {

console.log('The second promise has rejected');

reject(20);

}, 2 \* 1000);

});

Promise.race([p1, p2])

.then(value => console.log(`Resolved: ${value}`))

.catch(reason => console.log(`Rejected: ${reason}`));

Code language: JavaScript (javascript)

Output

The first promise has resolved

Resolved: 10

The second promise has rejected

Note that if the second promise was faster than the first one, the return promise would reject with the reason of the second promise.

### **2) Practical JavaScript Promise.race() example**

Suppose you have to show a spinner if the data loading process from the server is taking longer than a number of seconds.

To do this, you can use the Promise.race() static method. If a timeout occurs, you show the loading indicator, otherwise, you show the message.

The following illustrates the HTML code:

<!DOCTYPE html>

**<html>**

**<head>**

**<meta charset="utf-8">**

**<title>**JavaScript Promise.race() Demo**</title>**

**<link href="css/promise-race.css" rel="stylesheet">**

**</head>**

**<body>**

**<div id="container">**

**<button id="btnGet">**Get Message**</button>**

**<div id="message"></div>**

**<div id="loader"></div>**

**</div>**

**<script src="js/promise-race.js"></script>**

**</body>**

**</html>**

Code language: HTML, XML (xml)

To create the loading indicator, we use the CSS animation feature. See the [promise-race.css](https://www.javascripttutorial.net/sample/promise/css/promise-race.css) for more information. Technically speaking, if an element has the .loader class, it shows the loading indicator.

First, define a new function that loads data. It uses the setTimeout() to emulate an asynchronous operation:

const DATA\_LOAD\_TIME = 5000;

function getData() {

return new Promise((resolve, reject) => {

setTimeout(() => {

const message = 'Promise.race() Demo';

resolve(message);

}, DATA\_LOAD\_TIME);

});

}

Code language: JavaScript (javascript)

Second, develop a function that shows some contents:

function showContent(message) {

document.querySelector('#message').textContent = message;

}

Code language: JavaScript (javascript)

This function can also be used to set the message to blank.

Third, define the timeout() function returns a promise which rejects when the TIMEOUT is passed.

const TIMEOUT = 500;

function timeout() {

return new Promise((resolve, reject) => {

setTimeout(() => reject(), TIMEOUT);

});

}

Code language: JavaScript (javascript)

Fourth, develop a couple of functions that show and hide the loading indicator:

function showLoadingIndicator() {

document.querySelector('#loader').className = 'loader';

}

function hideLoadingIndicator() {

document.querySelector('#loader').className = '';

}

Code language: JavaScript (javascript)

Fifth, attach a click event listener to the**Get Message** button. Inside the click handler, use the Promise.race() static method:

*// handle button click event*

const btn = document.querySelector('#btnGet');

btn.addEventListener('click', () => {

*// reset UI if users click the 2nd, 3rd, ... time*

reset();

*// show content or loading indicator*

Promise.race([getData()

.then(showContent)

.then(hideLoadingIndicator), timeout()

])

.catch(showLoadingIndicator);

});

Code language: JavaScript (javascript)

We pass two promises to the Promise.race() method:

Promise.race([getData()

.then(showContent)

.then(hideLoadingIndicator), timeout()

])

.catch(showLoadingIndicator);

Code language: JavaScript (javascript)

The first promise gets data from the server, shows the content, and hides the loading indicator. The second promise sets a timeout.

If the first promise takes more than 500 ms to settle, the catch() is called to show the loading indicator. Once the first promise resolves, it hides the loading indicator.

Finally, develop a reset() function that hides the message and loading indicator if the button is clicked from the second time.

*// reset UI*

function reset() {

hideLoadingIndicator();

showContent('');

}

Code language: JavaScript (javascript)

Put it all together.

*// after 0.5 seconds, if the getData() has not resolved, then show*

*// the Loading indicator*

const TIMEOUT = 500;

const DATA\_LOAD\_TIME = 5000;

function getData() {

return new Promise((resolve, reject) => {

setTimeout(() => {

const message = 'Promise.race() Demo';

resolve(message);

}, DATA\_LOAD\_TIME);

});

}

function showContent(message) {

document.querySelector('#message').textContent = message;

}

function timeout() {

return new Promise((resolve, reject) => {

setTimeout(() => reject(), TIMEOUT);

});

}

function showLoadingIndicator() {

document.querySelector('#loader').className = 'loader';

}

function hideLoadingIndicator() {

document.querySelector('#loader').className = '';

}

*// handle button click event*

const btn = document.querySelector('#btnGet');

btn.addEventListener('click', () => {

*// reset UI if users click the second time*

reset();

*// show content or loading indicator*

Promise.race([getData()

.then(showContent)

.then(hideLoadingIndicator), timeout()

])

.catch(showLoadingIndicator);

});

*// reset UI*

function reset() {

hideLoadingIndicator();

showContent('');

}

Code language: JavaScript (javascript)

## **Summary**

* The Promise.race(iterable) method returns a new promise that fulfills or rejects as soon as one of the promises in an iterable fulfills or rejects, with the value or error from that promise.

# JavaScript Promise.any()

**Summary**: in this tutorial, you’ll learn how to use the JavaScript Promise.any() method to compose promises.

## **Introduction to JavaScript Promise.any() method**

The Promise.any() method accepts a list of [Promise](https://www.javascripttutorial.net/es6/javascript-promises/) objects as an [iterable object](https://www.javascripttutorial.net/es-next/javascript-asynchronous-iterators/):

Promise.any(iterable);

Code language: JavaScript (javascript)

If one of the promises in the iterable object is fulfilled, the Promise.any() returns a single promise that resolves to a value which is the result of the fulfilled promise:

In this diagram:

* The promise1 resolves to a value v1 at t1.
* The promise2 resolves to a value v2 at t2.
* The Promise.any() returns a promise that resolves to a value v1, which is the result of the promise1, at t1

The Promise.any() returns a promise that is fulfilled with any first fulfilled promise even if some promises in the iterable object are rejected:

In this diagram:

* The promise1 is rejected with an error at t1.
* The promise2 is fulfilled to value v2 at t2.
* The Promise.any() returns the a promise that resolves to a value v2 which is the result of the promise2. Note that the Promise.any() method ignores the rejected promise (promise1).

If all promises in the iterable object are rejected or if the iterable object is empty, the Promise.any() return a promise that rejects with an AggregateError containing all the rejection reasons. The AggregateError is a subclass of Error.

In this diagram:

* The promise1 is rejected for an error1 at t1.
* The promise2 is rejected for an error2 at t2.
* The Promise.any() returns a promise that is rejected at t2 with an AggregateError containing the error1 and error2 of all the rejected promises.

## **JavaScript Promise.any() examples**

Let’s take some examples of using the Promise.any() method.

### **1) All promises fulfilled example**

The following example demonstrates the Promise.any() method with all promises fulfilled:

const p1 = new Promise((resolve, reject) => {

setTimeout(() => {

console.log('Promise 1 fulfilled');

resolve(1);

}, 1000);

});

const p2 = new Promise((resolve, reject) => {

setTimeout(() => {

console.log('Promise 2 fulfilled');

resolve(2);

}, 2000);

});

const p = Promise.any([p1, p2]);

p.then((value) => {

console.log('Returned Promise');

console.log(value);

});

Code language: JavaScript (javascript)

Output:

Promise 1 fulfilled

Returned Promise

1

Promise 2 fulfilled

Code language: JavaScript (javascript)

How it works.

* First, create a new promise p1 that will resolve to a value 1 after one second.
* Second, create a new promise p2 that will resolve to a value 2 after two seconds.
* Third, use the Promise.any() method that uses two promises p1 and p2. The Promise.any() returns a promise p that will resolve to the value 1 of the first fulfilled promise (p1) after one second.

### **2) One promise rejected example**

The following example uses the Promise.any() method with list of promises that has a rejected promise:

const p1 = new Promise((resolve, reject) => {

setTimeout(() => {

console.log('Promise 1 rejected');

reject('error');

}, 1000);

});

const p2 = new Promise((resolve, reject) => {

setTimeout(() => {

console.log('Promise 2 fulfilled');

resolve(2);

}, 2000);

});

const p = Promise.any([p1, p2]);

p.then((value) => {

console.log('Returned Promise');

console.log(value);

});

Code language: JavaScript (javascript)

Output:

Promise 1 rejected

Promise 2 fulfilled

Returned Promise

2

Code language: JavaScript (javascript)

In this example, the Promise.any() ignores the rejected promise. When the p2 resolves with the value 2, the Promise.any() returns a promise that resolves to the same value of the result of the p2.

### **3) All promises rejected example**

The following example demonstrates how to use the Promise.any() method with all promises rejected:

const p1 = new Promise((resolve, reject) => {

setTimeout(() => {

console.log('Promise 1 rejected');

reject('error1');

}, 1000);

});

const p2 = new Promise((resolve, reject) => {

setTimeout(() => {

console.log('Promise 2 rejected');

reject('error2');

}, 2000);

});

const p = Promise.any([p1, p2]);

p.catch((e) => {

console.log('Returned Promise');

console.log(e, e.errors);

});

Code language: JavaScript (javascript)

Output:

Promise 1 rejected

Promise 2 rejected

Returned Promise

[AggregateError: All promises were rejected] [ 'error1', 'error2' ]

Code language: JavaScript (javascript)

In this example, both p1 and p2 were rejected with the string error1 and error2. Therefore, the Promise.any() method was rejected with an AggregateError object that has the errors property containing all the errors of the rejected promises.

## **When to use the JavaScript Promise.any() method**

In practice, you use the Promise.any() to return the first fulfilled promise. Once a promise is fulfilled, the Promise.any() method does not wait for other promises to be complete. In other words, the Promise.any() short-circuits after a promise is fulfilled.

For example, you have a resource served by two or more content delivery networks (CDN). To dynamically load the first available resource, you can use the Promise.any() method.

The following example uses the Promise.any() method to fetch two images and displays the first available image.

### **The index.html file**

<!DOCTYPE html>

**<html lang="en">**

**<head>**

**<meta charset="UTF-8" />**

**<meta name="viewport" content="width=device-width, initial-scale=1.0" />**

**<title>**JavaScript Promise.any() Demo**</title>**

**</head>**

**<body>**

**<script src="js/app.js"></script>**

**</body>**

**</html>**

Code language: JavaScript (javascript)

### **The app.js file**

function getImageBlob(url) {

return fetch(url).then((response) => {

if (!response.ok) {

throw new Error(`HTTP status: ${response.status}`);

}

return response.blob();

});

}

let cat = getImageBlob(

'https://upload.wikimedia.org/wikipedia/commons/4/43/Siberian\_black\_tabby\_blotched\_cat\_03.jpg'

);

let dog = getImageBlob(

'https://upload.wikimedia.org/wikipedia/commons/a/af/Golden\_retriever\_eating\_pigs\_foot.jpg'

);

Promise.any([cat, dog])

.then((data) => {

let objectURL = URL.createObjectURL(data);

let image = document.createElement('img');

image.src = objectURL;

document.body.appendChild(image);

})

.catch((e) => {

console.log(e.message);

});

Code language: JavaScript (javascript)

How it works.

* First, define the getImageBlob() function that uses the [fetch API](https://www.javascripttutorial.net/javascript-fetch-api/) to get the image’s blob from an URL. The getImageBlob() returns a Promise object that resolves to the image blob.
* Second, define two promises that load the images.
* Third, show the first available image by using the Promise.any() method.

## **Summary**

* Use the JavaScript Promise.any() method to take a list of promises and return a promise that fulfills first.

# JavaScript Promise.allSettled()

**Summary**: in this tutorial, you’ll learn about the Promise.allSettled() method to compose promises.

## **Introduction to the Promise.allSettled() method**

ES2020 introduced the Promise.allSettled() method that accepts a list of [Promises](https://www.javascripttutorial.net/es6/javascript-promises/) and returns a new promise that resolves after all the input promises have settled, either resolved or rejected.

The following shows the syntax of the Promise.allSettled() method:

Promise.allSettled(iterable);

Code language: JavaScript (javascript)

The iterable contains the promises. The Promise.allSettled() returns a pending promise that will be asynchronously fulfilled once every input promise has settled.

The Promise.allSettled() method returns a promise that resolves to an [array](https://www.javascripttutorial.net/javascript-array/) of [objects](https://www.javascripttutorial.net/javascript-objects/) that each describes the result of the input promise.

Each object has two properties: status and value (or reason).

* The status can be either fulfilled or rejected.
* The value if case the promise is fulfilled or reason) if the promise is rejected.

The following diagram illustrates how the Promise.allSettled() method works:

In this diagram:

* The promise1 rejects to the error at t1.
* The promise2 resolves to a value at t2.
* The Promise.allSettled() method resolves to a array containing objects that describe the statuses and outcomes of the promise1 and promise2.

## **JavaScript Promise.allSettled() example**

The following example uses the Promise.allSettled() to wait for all the input Promises to settle:

const p1 = new Promise((resolve, reject) => {

setTimeout(() => {

console.log('The first promise has resolved');

resolve(10);

}, 1 \* 1000);

});

const p2 = new Promise((resolve, reject) => {

setTimeout(() => {

console.log('The second promise has rejected');

reject(20);

}, 2 \* 1000);

});

Promise.allSettled([p1, p2])

.then((result) => {

console.log(result);

});

Code language: JavaScript (javascript)

Output:

![Graphical user interface, text, application
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How it works:

* The first promise p1 resolves to the value 10 after one second
* The second promise p2 rejects for a reason with a value 20 after two seconds.
* The Promise.allSettled() returns a promise that resolves to the result array that has two elements. The first element is an object resolved by the p1 promise and the second one is another object which is rejected by the p2 promise.

## **Summary**

* The Promise.allSettled() method accepts an iterable of promises and returns a new promise that resolves when every input promise has settled with an array of objects that describes the result of each promise in the iterable object.

# JavaScript Promise finally()

**Summary**: in this tutorial, you will learn how to use the JavaScript Promise finally() method to execute the code once the promise is settled, regardless of its outcome.

## **Introduction to the JavaScript Promise finally() method**

Suppose that you have a [promise](https://www.javascripttutorial.net/es6/javascript-promises/):

promise

.then(result => { ...})

.catch(error => { ... })

.finally(() => { ... })

Code language: JavaScript (javascript)

The finally() method is always executed whether the promise is fulfilled or rejected. In other words, the finally() method is executed when the promise is settled.

The finally() method was introduced in ES2018. In the finally() method, you can place the code that cleans up the resource when the promise is settled, regardless of its outcome. By using the finally() method, you can avoid duplicate code in the then() and catch() methods like this:

promise

.then(result => {

*// process the result*

*// clean up the resources*

})

.catch(error => {

*// handle the error*

*// clean up the resources*

});

Code language: JavaScript (javascript)

Now, you can move the clean up the resources part to the finally() method as follows:

promise

.then(result => {

*// process the result*

})

.catch(error => {

*// handle the error*

})

.finally(() => {

*// clean up the resources*

});

Code language: JavaScript (javascript)

The finally() method is similar to the finally block in the [try...catch...finally](https://www.javascripttutorial.net/javascript-try-catch-finally/) statement. In synchronous code, you use the finally block to clean up the resources. In asynchronous code, you use the finally() method instead.

## **The JavaScript Promise finally() method example**

The following defines a Connection class:

class Connection {

execute(query) {

if (query != 'Insert' && query != 'Update' && query != 'Delete') {

throw new Error(`The ${query} is not supported`);

}

console.log(`Execute the ${query}`);

return this;

}

close() {

console.log('Close the connection')

}

}

Code language: JavaScript (javascript)

The Connection class has two methods: execute() and close():

* The execute() method will only execute the insert, update, or delete query. It will issue an error if you pass into another query that is not in the list.
* The close() method closes the connection, kind of cleaning up the resource.

The following connect() function returns a promise that resolves to a new Connection if the success flag is set to true:

const success = true;

function connect() {

return new Promise((resolve, reject) => {

if (success)

resolve(new Connection());

else

reject('Could not open the database connection');

});

}

Code language: JavaScript (javascript)

The following example uses the finally() method to close the connection:

let globalConnection;

connect()

.then((connection) => {

globalConnection = connection;

return globalConnection.execute('Insert');

})

.then((connection) => {

globalConnection = connection;

return connection.execute('Select');

})

.catch(console.log)

.finally(() => {

if (globalConnection) {

globalConnection.`close()`;

}

});

Code language: JavaScript (javascript)

In this example:

* The connect() function resolves to a new Connection  object because the success flag is set to true.
* The first then() method executes the Insert query and returns a Connection object. The globalConnection is used to save the connection.
* The second then() method executes the Select query and issues an error. The catch() method shows the error message and the finally() method closes the connection.

## **Summary**

* The finally() method schedule a function to execute when the promise is settled, either fulfilled or rejected.
* It’s good practice to place the code that cleans up the resources in the finally() method once the promise is settled, regardless of its outcome.

# Promise Error Handling

**Summary**: in this tutorial, you will learn how to deal with error handling in promises.

Suppose that you have a function called getUserById() that returns a [Promise](https://www.javascripttutorial.net/es6/javascript-promises/):

function getUserById(id) {

return new Promise((resolve, reject) => {

resolve({

id: id,

username: 'admin'

});

});

}

Code language: JavaScript (javascript)

## **Normal error**

First, change the getUserById() function to [throw an error](https://www.javascripttutorial.net/javascript-try-catch/) outside the promise:

function getUserById(id) {

if (typeof id !== 'number' || id <= 0) {

throw new Error('Invalid id argument');

}

return new Promise((resolve, reject) => {

resolve({

id: id,

username: 'admin'

});

});

}

Code language: JavaScript (javascript)

Second, handle the promise by using both then() and catch() methods:

getUserById('a')

.then(user => console.log(user.username))

.catch(err => console.log(err));

Code language: JavaScript (javascript)

The code throws an error:

Uncaught Error: Invalid id argument

Code language: JavaScript (javascript)

When you raise an exception outside the promise, you must catch it with try/catch:

try {

getUserById('a')

.then(user => console.log(user.username))

.catch(err => console.log(`Caught by .catch ${error}`));

} catch (error) {

console.log(`Caught by try/catch ${error}`);

}

Code language: JavaScript (javascript)

Output:

Caught by try/catch Error: Invalid id argument

Code language: JavaScript (javascript)

## **Errors inside the Promises**

We change the getUserById() function to throw an error inside the promise:

let authorized = false;

function getUserById(id) {

return new Promise((resolve, reject) => {

if (!authorized) {

throw new Error('Unauthorized access to the user data');

}

resolve({

id: id,

username: 'admin'

});

});

}

Code language: JavaScript (javascript)

And consume the promise:

try {

getUserById(10)

.then(user => console.log(user.username))

.catch(err => console.log(`Caught by .catch ${error}`));

} catch (error) {

console.log(`Caught by try/catch ${error}`);

}

Code language: JavaScript (javascript)

Output:

Caught by .catch Error: Unauthorized access to the user data

Code language: JavaScript (javascript)

If you throw an error inside the promise, the catch() method will catch it, not the try/catch.

If you chain promises, the catch() method will catch errors occurred in any promise. For example:

promise1

.then(promise2)

.then(promise3)

.then(promise4)

.catch(err => console.log(err));

Code language: JavaScript (javascript)

In this example, if any error in the promise1, promise2, or promise4, the catch() method will handle it.

## **Calling reject() function**

Throwing an error has the same effect as calling the reject() as illustrated in the following example:

let authorized = false;

function getUserById(id) {

return new Promise((resolve, reject) => {

if (!authorized) {

reject('Unauthorized access to the user data');

}

resolve({

id: id,

username: 'admin'

});

});

}

try {

getUserById(10)

.then(user => console.log(user.username))

.catch(err => console.log(`Caught by .catch ${err}`));

} catch (error) {

console.log(`Caught by try/catch ${error}`);

}

Code language: JavaScript (javascript)

In this example, instead of throwing an error inside the promise, we called the reject() explicitly. The catch() method also handles the error in this case.

## **Missing the catch() method**

The following example does not provide the catch() method to handle the error inside the promise. It will cause a runtime error and terminate the program:

function getUserById(id) {

return new Promise((resolve, reject) => {

if (!authorized) {

reject('Unauthorized access to the user data');

}

resolve({

id: id,

username: 'admin'

});

});

}

try {

getUserById(10)

.then(user => console.log(user.username));

*// the following code will not execute*

console.log('next');

} catch (error) {

console.log(`Caught by try/catch ${error}`);

}

Code language: JavaScript (javascript)

Output:

Uncaught (in promise) Unauthorized access to the user data

If the promise is resolved, you can omit the catch() method. In the future, a potential error may cause the program to stop unexpectedly.

## **Summary**

* Inside the promise, the catch() method will catch the error caused by the throw statement and reject().
* If an error occurs and you don’t have the catch() method, the JavaScript engine issues a runtime error and stops the program.

# JavaScript async/await

**Summary**: in this tutorial, you will learn how to write asynchronous code  using JavaScript  async/  await keywords.

Note that to understand how the async / await works, you need to know how [promises](https://www.javascripttutorial.net/es6/javascript-promises/) work.

## **Introduction to JavaScript async / await keywords**

In the past, to deal with asynchronous operations, you often used the [callback functions](https://www.javascripttutorial.net/javascript-callback/). However, when you nest many callback functions, the code will be more difficult to maintain. And you end up with a notorious issue which is known as the callback hell.

Suppose that you need to perform three asynchronous operations in the following sequence:

1. Select user from the database.
2. Get services of the user from an API.
3. Calculate the service cost based on the services from the server.

The following functions illustrates the three tasks. Note that we use the [setTimeout()](https://www.javascripttutorial.net/javascript-bom/javascript-settimeout/) function to simulate the asynchronous operation.

function getUser(userId, callback) {

console.log('Get user from the database.');

setTimeout(() => {

callback({

userId: userId,

username: 'john'

});

}, 1000);

}

function getServices(user, callback) {

console.log(`Get services of ${user.username} from the API.`);

setTimeout(() => {

callback(['Email', 'VPN', 'CDN']);

}, 2 \* 1000);

}

function getServiceCost(services, callback) {

console.log(`Calculate service costs of ${services}.`);

setTimeout(() => {

callback(services.length \* 100);

}, 3 \* 1000);

}

Code language: JavaScript (javascript)

The following shows the nested callback functions:

getUser(100, (user) => {

getServices(user, (services) => {

getServiceCost(services, (cost) => {

console.log(`The service cost is ${cost}`);

});

});

});

Code language: JavaScript (javascript)

Output:

Get user from the database.

Get services of john from the API.

Calculate service costs of Email,VPN,CDN.

The service cost is 300

Code language: JavaScript (javascript)

To avoid this callback hell issue, ES6 introduced the [promises](https://www.javascripttutorial.net/es6/javascript-promises/) that allow you to write asynchronous code in more manageable ways.

First, you need to return a Promise in each function:

function getUser(userId) {

return new Promise((resolve, reject) => {

console.log('Get user from the database.');

setTimeout(() => {

resolve({

userId: userId,

username: 'john'

});

}, 1000);

})

}

function getServices(user) {

return new Promise((resolve, reject) => {

console.log(`Get services of ${user.username} from the API.`);

setTimeout(() => {

resolve(['Email', 'VPN', 'CDN']);

}, 2 \* 1000);

});

}

function getServiceCost(services) {

return new Promise((resolve, reject) => {

console.log(`Calculate service costs of ${services}.`);

setTimeout(() => {

resolve(services.length \* 100);

}, 3 \* 1000);

});

}

Code language: JavaScript (javascript)

Then, you [chain the promises](https://www.javascripttutorial.net/es6/promise-chaining/):

getUser(100)

.then(getServices)

.then(getServiceCost)

.then(console.log);

Code language: CSS (css)

ES2017 introduced the async/await keywords that build on top of promises, allowing you to write asynchronous code that looks more like synchronous code and more readable. Technically speaking, the async / await is syntactic sugar for promises.

If a function returns a Promise, you can place the await keyword in front of the function call, like this:

let result = await f();

Code language: JavaScript (javascript)

The await will wait for the Promise returned from the f() to settle. The await keyword can be used only inside the async functions.

The following defines an async function that calls the three asynchronous operations in sequence:

async function showServiceCost() {

let user = await getUser(100);

let services = await getServices(user);

let cost = await getServiceCost(services);

console.log(`The service cost is ${cost}`);

}

showServiceCost();

Code language: JavaScript (javascript)

As you can see, the asynchronous code now looks like the synchronous code.

Let’s dive in the async / await keywords.

## **The async keyword**

The async keyword allows you to define a function that handles asynchronous operations.

To define an async function, you place the async keyword in front of the function keyword as follows:

async function sayHi() {

return 'Hi';

}

Code language: JavaScript (javascript)

Asynchronous functions execute asynchronously via the [event loop](https://www.javascripttutorial.net/javascript-event-loop/). It always returns a Promise.

In this example, because the sayHi() function returns a Promise, you can consume it, like this:

sayHi().then(console.log);

Code language: CSS (css)

You can also explicitly return a Promise from the sayHi() function as shown in the following code:

async function sayHi() {

return Promise.resolve('Hi');

}

Code language: JavaScript (javascript)

The effect is the same.

Besides the regular functions, you can use the async keyword in the function expressions:

let sayHi = async function () {

return 'Hi';

}

Code language: JavaScript (javascript)

[arrow functions](https://www.javascripttutorial.net/es6/javascript-arrow-function/):

let sayHi = async () => 'Hi';

Code language: JavaScript (javascript)

and methods of classes:

class Greeter {

async sayHi() {

return 'Hi';

}

}

Code language: JavaScript (javascript)

## **The await keyword**

You use the await keyword to wait for a Promise to settle either in resolved or rejected state. And you can use the await keyword only inside an async function:

async function display() {

let result = await sayHi();

console.log(result);

}

Code language: JavaScript (javascript)

In this example, the await keyword instructs JavaScript engine to wait for the sayHi() function to complete before displaying the message.

Note that if you use the await operator outside of an async function, you will get an error.

## **Error handling**

If a promise resolves, the await promise returns the result. However, when the promise rejects, the await promise will throw an error as if there were a throw statement.

The following code:

async function getUser(userId) {

await Promise.reject(new Error('Invalid User Id'));

}

Code language: JavaScript (javascript)

… is the same as this:

async function getUser(userId) {

throw new Error('Invalid User Id');

}

Code language: JavaScript (javascript)

In the real scenario, it will take a while for the promise to throw an error.

You can catch the error by using the [try...catch](https://www.javascripttutorial.net/javascript-try-catch/) statement, the same way as a regular throw statement:

async function getUser(userId) {

try {

const user = await Promise.reject(new Error('Invalid User Id'));

} catch(error) {

console.log(error);

}

}

Code language: JavaScript (javascript)

It’s possible to catch errors caused by one or more await promise‘s:

async function showServiceCost() {

try {

let user = await getUser(100);

let services = await getServices(user);

let cost = await getServiceCost(services);

console.log(`The service cost is ${cost}`);

} catch(error) {

console.log(error);

}

}

Code language: JavaScript (javascript)

In this tutorial, you have learned how to use the JavaScript async / await keyword to write asynchronous code look like synchronous code.

# The Essential Guide to JavaScript Iterators

**Summary**: in this tutorial, you will learn about JavaScript iterator and how to use iterators to process a sequence of data more efficiently.

## **The for loop issues**

When you have an [array](https://www.javascripttutorial.net/javascript-array/) of data, you typically use a [for](https://www.javascripttutorial.net/javascript-for-loop/) loop to iterate over its elements. For example:

let ranks = ['A', 'B', 'C'];

for (let i = 0; i < ranks.length; i++) {

console.log(ranks[i]);

}

Code language: JavaScript (javascript)

The for loop uses the variable  i to track the index of the ranks array. The value of  i increments each time the loop executes as long as the value of i is less than the number of elements in the ranks array.

This code is straightforward. However, its complexity grows when you nest a loop inside another loop. In addition, keeping track of multiple variables inside the loops is error-prone.

ES6 introduced a new loop construct called [for...of](https://www.javascripttutorial.net/es6/javascript-for-of/) to eliminate the standard loop’s complexity and avoid the errors caused by keeping track of loop indexes.

To iterate over the elements of the ranks array, you use the following for...of construct:

for(let rank of ranks) {

console.log(rank);

}

Code language: JavaScript (javascript)

The for...of is far more elegant than the for loop because it shows the true intent of the code – iterate over an array to access each element in the sequence.

On top of this, the for...of loop has the ability to create a loop over any **iterable** object, not just an array.

To understand the iterable object, you need to understand the iteration protocols first.

## **Iteration protocols**

There are two iteration protocols: **iterable protocol** and **iterator protocol**.

### **Iterator protocol**

An object is an iterator when it implements an interface (or API) that answers two questions:

* Is there any element left?
* If there is, what is the element?

Technically speaking, an object is qualified as an iterator when it has a next() method that returns an object with two properties:

* done: a boolean value indicating whether or not  there are any more elements that could be iterated upon.
* value: the current element.

Each time you call the next(), it returns the next value in the collection:

{ value: 'next value', done: false }

Code language: CSS (css)

If you call the next() method after the last value has been returned, the next() returns the result object as follows:

{done: true: value: undefined}

Code language: CSS (css)

The value of the done property indicates that there is no more value to return and the value of the property is set to undefined.

### **Iterable protocol**

An object is iterable when it contains a method called [Symbol.iterator] that takes no argument and returns an object which conforms to the iterator protocol.

The [Symbol.iterator] is one of the built-in well-known [symbols](https://www.javascripttutorial.net/es6/symbol/) in ES6.

## **Iterators**

Since ES6 provides built-in iterators for the collection types  [Array](https://www.javascripttutorial.net/javascript-array/), [Set](https://www.javascripttutorial.net/es6/javascript-set/), and [Map](https://www.javascripttutorial.net/es6/javascript-map/), you don’t have to create iterators for these objects.

If you have a custom type and want to make it iterable so that you can use the for...of loop construct, you need to implement the iteration protocols.

The following code creates a Sequence object that returns a list of numbers in the range of ( start, end) with an interval between subsequent numbers.

class Sequence {

constructor( start = 0, end = Infinity, interval = 1 ) {

this.start = start;

this.end = end;

this.interval = interval;

}

[Symbol.iterator]() {

let counter = 0;

let nextIndex = this.start;

return {

next: () => {

if ( nextIndex <= this.end ) {

let result = { value: nextIndex, done: false }

nextIndex += this.interval;

counter++;

return result;

}

return { value: counter, done: true };

}

}

}

};

Code language: JavaScript (javascript)

The following code uses the Sequence iterator in a for...of loop:

let evenNumbers = new Sequence(2, 10, 2);

for (const num of evenNumbers) {

console.log(num);

}

Code language: JavaScript (javascript)

Output:

2

4

6

8

10

You can explicitly access the [Symbol.iterator]() method as shown in the following script:

let evenNumbers = new Sequence(2, 10, 2);

let iterator = evenNumbers[Symbol.iterator]();

let result = iterator.next();

while( !result.done ) {

console.log(result.value);

result = iterator.next();

}

Code language: JavaScript (javascript)

## **Cleaning up**

In addition to the next() method, the [Symbol.iterator]() may optionally return a method called return().

The return() method is invoked automatically when the iteration is stopped prematurely. It is where you can place the code to clean up the resources.

The following example implements the return() method for the Sequence object:

class Sequence {

constructor( start = 0, end = Infinity, interval = 1 ) {

this.start = start;

this.end = end;

this.interval = interval;

}

[Symbol.iterator]() {

let counter = 0;

let nextIndex = this.start;

return {

next: () => {

if ( nextIndex <= this.end ) {

let result = { value: nextIndex, done: false }

nextIndex += this.interval;

counter++;

return result;

}

return { value: counter, done: true };

},

return: () => {

console.log('cleaning up...');

return { value: undefined, done: true };

}

}

}

}

Code language: JavaScript (javascript)

The following snippet uses the Sequence object to generate a sequence of odd numbers from 1 to 10. However, it prematurely stops the iteration. As a result, the return() method is automatically invoked.

let oddNumbers = new Sequence(1, 10, 2);

for (const num of oddNumbers) {

if( num > 7 ) {

break;

}

console.log(num);

}

Code language: JavaScript (javascript)

Output:

1

3

5

7

cleaning up...

In this tutorial, you have learned about the JavaScript iterator and how to use the iteration protocols to implement customize iteration logic.

# JavaScript Generators

**Summary**: in this tutorial, you will learn about JavaScript Generators and how to use them effectively.

## **Introduction to JavaScript Generators**

In JavaScript, a regular [function](https://www.javascripttutorial.net/javascript-function/) is executed based on the run-to-completion model. It cannot pause midway and then continues from where it paused. For example:

function foo() {

console.log('I');

console.log('cannot');

console.log('pause');

}

Code language: JavaScript (javascript)

The foo() function executes from top to bottom. The only way to exit the foo() is by returning from it or throwing an error. If you invoke the foo() function again, it will start the execution from the top to bottom.

foo();

Output:

I

cannot

pause

ES6 introduces a new kind of function that is different from a regular function: function generator or generator.

A generator can pause midway and then continues from where it paused. For example:

function\* generate() {

console.log('invoked 1st time');

yield 1;

console.log('invoked 2nd time');

yield 2;

}

Code language: JavaScript (javascript)

Let’s examine the generate() function in detail.

* First, you see the asterisk (\*) after the function keyword. The asterisk denotes that the generate() is a generator, not a normal function.
* Second, the [yield](https://www.javascripttutorial.net/es6/javascript-yield/) statement returns a value and pauses the execution of the function.

The following code invokes the generate() generator:

let gen = generate();

Code language: JavaScript (javascript)

When you invoke the generate() generator:

* First, you see nothing in the console. If the generate() were a regular function, you would expect to see some messages.
* Second, you get something back from generate() as a returned value.

Let’s show the returned value on the console:

console.log(gen);

Code language: JavaScript (javascript)

Output:

Object [Generator] {}

Code language: CSS (css)

So, a generator returns a Generator object without executing its body when it is invoked.

The Generator object returns another object with two properties: done and value. In other words, a Generator object is [iterable](https://www.javascripttutorial.net/es6/javascript-iterator/).

The following calls the next() method on the Generator object:

let result = gen.next();

console.log(result);

Code language: JavaScript (javascript)

Output:

invoked 1st time

{ value: 1, done: false }

Code language: CSS (css)

As you can see, the Generator object executes its body which outputs message 'invoked 1st time' at line 1 and returns the value 1 at line 2.

The yield statement returns 1 and pauses the generator at line 2.

Similarly, the following code invokes the next() method of the Generator second time:

result = gen.next();

console.log(result);

Code language: JavaScript (javascript)

Output:

invoked 2nd time

{ value: 2, done: false }

Code language: CSS (css)

This time the Generator resumes its execution from line 3 that outputs the message 'invoked 2nd time' and returns (or yield) 2.

The following invokes the next() method of the generator object third time:

result = gen.next();

console.log(result);

Code language: JavaScript (javascript)

Output:

{ value: undefined, done: true }

Code language: CSS (css)

Since a generator is iterable, you can use the [for...of](https://www.javascripttutorial.net/es6/javascript-for-of/) loop:

for (const g of gen) {

console.log(g);

}

Code language: JavaScript (javascript)

Here is the output:

invoked 1st time

1

invoked 2nd time

2

## **More generator examples**

The following example illustrates how to use a generator to generate a never-ending sequence:

function\* forever() {

let index = 0;

while (true) {

yield index++;

}

}

let f = forever();

console.log(f.next()); *// 0*

console.log(f.next()); *// 1*

console.log(f.next()); *// 2*

Code language: JavaScript (javascript)

Each time you call the next() method of the forever generator, it returns the next number in the sequence starting from 0.

## **Using generators to implement iterators**

When you implement an iterator, you have to manually define the next() method. In the next() method, you also have to manually save the state of the current element.

Since generators are iterables, they can help you simplify the code for implementing iterator.

The following is a Sequence iterator created in the [iterator tutorial](https://www.javascripttutorial.net/es6/javascript-iterator/):

class Sequence {

constructor( start = 0, end = Infinity, interval = 1 ) {

this.start = start;

this.end = end;

this.interval = interval;

}

[Symbol.iterator]() {

let counter = 0;

let nextIndex = this.start;

return {

next: () => {

if ( nextIndex < this.end ) {

let result = { value: nextIndex, done: false }

nextIndex += this.interval;

counter++;

return result;

}

return { value: counter, done: true };

}

}

}

}

Code language: JavaScript (javascript)

And here is the new Sequence iterator that uses a generator:

class Sequence {

constructor( start = 0, end = Infinity, interval = 1 ) {

this.start = start;

this.end = end;

this.interval = interval;

}

\* [Symbol.iterator]() {

for( let index = this.start; index <= this.end; index += this.interval ) {

yield index;

}

}

}

Code language: JavaScript (javascript)

As you an see, the method Symbol.iterator is much simpler by using the generator.

The following script uses the Sequence iterator to generate a sequence of odd numbers from 1 to 10:

let oddNumbers = new Sequence(1, 10, 2);

for (const num of oddNumbers) {

console.log(num);

}

Code language: JavaScript (javascript)

Output:

1

3

5

7

9

## **Using a generator to implement the Bag data structure**

A Bag is a data structure that has the ability to collect elements and iterate through elements. It doesn’t support removing items.

The following script implements the Bag data structure:

class Bag {

constructor() {

this.elements = [];

}

isEmpty() {

return this.elements.length === 0;

}

add(element) {

this.elements.push(element);

}

\* [Symbol.iterator]() {

for (let element of this.elements) {

yield element;

}

}

}

let bag = new Bag();

bag.add(1);

bag.add(2);

bag.add(3);

for (let e of bag) {

console.log(e);

}

Code language: JavaScript (javascript)

Output:

1

2

3

## **Summary**

* Generators are created by the generator function function\* f(){}.
* Generators do not execute its body immediately when they are invoked.
* Generators can pause midway and resumes their executions where they were paused. The yield statement pauses the execution of a generator and returns a value.
* Generators are iterable so you can use them with the for...of loop.

# JavaScript yield

**Summary**: in this tutorial, you will learn about the JavaScript yield keyword and how to use it in generator functions.

## **Introduction to the JavaScript yield keyword**

The yield keyword allows you to pause and resume a [generator](https://www.javascripttutorial.net/es6/javascript-generators/) function (function\*).

The following shows the syntax of the yield keyword:

[variable\_name] = yield [expression];

Code language: JavaScript (javascript)

In this syntax:

* The expression specifies the value to return from a generator function via the iteration protocol. If you omit the expression, the yield returns undefined.
* The variable\_name stores the optional value passed to the next() method of the iterator object.

## **JavaScript yield examples**

Let’s take some examples of using the yield keyword.

### **A) Returning a value**

The following trivial example illustrates how to use the yield keyword to return a value from a generator function:

function\* foo() {

yield 1;

yield 2;

yield 3;

}

let f = foo();

console.log(f.next());

Code language: JavaScript (javascript)

Output:

{ value: 1, done: false }

Code language: CSS (css)

As you can see the value that follows the yield is added to the value property of the return object when the next() is called:

yield 1;

Code language: JavaScript (javascript)

### **B) Returning undefined**

This example illustrates how to use the yield keyword to return undefined:

function\* bar() {

yield;

}

let b = bar();

console.log(b.next());

Code language: JavaScript (javascript)

Output:

{ value: undefined, done: false }

Code language: CSS (css)

### **C) Passing a value to the next() method**

In the following example, the yield keyword is an expression that evaluates to the argument passed to the next() method:

function\* generate() {

let result = yield;

console.log(`result is ${result}`);

}

let g = generate();

console.log(g.next());

console.log(g.next(1000));

Code language: JavaScript (javascript)

The first call g.next() returns the following object:

{ value: undefined, done: false }

Code language: CSS (css)

The second call g.next() carries the following tasks:

* Evaluate yield to 1000.
* Assign result the value of yield, which is 1000.
* Output the message and return the object

Output:

result is 1000

{ value: undefined, done: true }

Code language: CSS (css)

### **D) Using yield in an array**

The following example uses the yield keyword as elements of an [array](https://www.javascripttutorial.net/javascript-array/):

function\* baz() {

let arr = [yield, yield];

console.log(arr);

}

var z = baz();

console.log(z.next());

console.log(z.next(1));

console.log(z.next(2));

Code language: JavaScript (javascript)

The first call z.next() sets the first element of the arr array to 1 and returns the following object:

{ value: undefined, done: false }

Code language: CSS (css)

The second call z.next() sets the second of the arr array to 2 and returns the following object:

{ value: undefined, done: false }

Code language: CSS (css)

The third call z.next() shows the contents of the arr array and returns the following object:

[ 1, 2 ]

{ value: undefined, done: true }

Code language: CSS (css)

### **E) Using yield to return an array**

The following generator function uses the yield keyword to return an array:

function\* yieldArray() {

yield 1;

yield [ 20, 30, 40 ];

}

let y = yieldArray();

console.log(y.next());

console.log(y.next());

console.log(y.next());

Code language: JavaScript (javascript)

The first call y.next() returns the following object:

{ value: 1, done: false }

Code language: CSS (css)

The second call y.next() returns the following object:

{ value: [ 20, 30, 40 ], done: false }

Code language: CSS (css)

In this case, yield sets the array [ 20, 30, 40 ] as the value of the value property of the return object.

The third call y.next() returns the following object:

{ value: undefined, done: true }

Code language: CSS (css)

### **F) Using the yield to return individual elements of an array**

See the following generator function:

function\* yieldArrayElements() {

yield 1;

yield\* [ 20, 30, 40 ];

}

let a = yieldArrayElements();

console.log(a.next()); *// { value: 1, done: false }*

console.log(a.next()); *// { value: 20, done: false }*

console.log(a.next()); *// { value: 30, done: false }*

console.log(a.next()); *// { value: 40, done: false }*

Code language: JavaScript (javascript)

In this example, yield\* is the new syntax. The yield\* expression is used to delegate to another iterable object or generator.

As a result, the following expression returns the individual elements of the array [20, 30, 40]:

yield\* [20, 30, 40];

Code language: JavaScript (javascript)

In this tutorial, you have learned about the JavaScript yield keyword and how to use it in function generators.

# JavaScript for…of Loop

**Summary**: in this tutorial, you’ll how to use JavaScript for...of statement to iterate over iterable objects.

## **Introduction to the JavaScript for…of loop**

ES6 introduced a new statement for...of that iterates over an iterable object such as:

* Built-in [Array](https://www.javascripttutorial.net/javascript-array/), [String](https://www.javascripttutorial.net/javascript-string/), [Map](https://www.javascripttutorial.net/es6/javascript-map/), [Set](https://www.javascripttutorial.net/es6/javascript-set/), …
* Array-like objects such as arguments or NodeList
* User-defined objects that implement the [iterator protocol](https://www.javascripttutorial.net/es6/javascript-iterator/).

The following illustrates the syntax of the for...of:

for (variable of iterable) {

*// ...*

}

Code language: JavaScript (javascript)

### **variable**

In each iteration, a property of the iterable object is assigned to the variable. You can use [var](https://www.javascripttutorial.net/javascript-variables/), [let](https://www.javascripttutorial.net/es6/javascript-let/), or [const](https://www.javascripttutorial.net/es6/javascript-const/) to declare the variable.

### **iterable**

The iterable is an object whose iterable properties are iterated.

## **JavaScript for of loop examples**

Let’s take a look at some examples of using the for...of loop.

### **1) Iterating over arrays**

The following example shows how to use the for...of to iterate over elements of an array:

let scores = [80, 90, 70];

for (let score of scores) {

score = score + 5;

console.log(score);

}

Code language: JavaScript (javascript)

Output:

85

95

75

In this example, the for...of iterates over every element of the scores array. It assigns the element of the scores array to the variable score in each iteration.

If you don’t change the variable inside the loop, you should use the [const](https://www.javascripttutorial.net/es6/javascript-const/) keyword instead of the [let](https://www.javascripttutorial.net/es6/javascript-let/) keyword as follows:

let scores = [80, 90, 70];

for (const score of scores) {

console.log(score);

}

Code language: JavaScript (javascript)

Output:

80

90

70

To access the index of the array elements inside the loop, you can use the for...of statement with the entries() method of the array.

The array.entries() method returns a pair of [index, element] in each iteration. For example:

let colors = ['Red', 'Green', 'Blue'];

for (const [index, color] of colors.entries()) {

console.log(`${color} is at index ${index}`);

}

Code language: JavaScript (javascript)

Output:

Red is at index 0

Green is at index 1

Blue is at index 2

In this example, we used the [array destructuring](https://www.javascripttutorial.net/es6/destructuring/)to assign the result of the entries() method to the index and color variables in each iteration:

const [index, color] of colors.entries()

Code language: CSS (css)

### **2) In-place object destructuring with for…of**

Consider the following example:

const ratings = [

{user: 'John',score: 3},

{user: 'Jane',score: 4},

{user: 'David',score: 5},

{user: 'Peter',score: 2},

];

let sum = 0;

for (const {score} of ratings) {

sum += score;

}

console.log(`Total scores: ${sum}`); *// 14*

Code language: JavaScript (javascript)

Output:

Total scores: 14

How it works:

* The ratings is an array of objects. Each object has two properties user and score.
* The for...of iterate over the ratings array and calculate the total scores of all objects.
* The expression const {score} of ratings uses [object destructing](https://www.javascripttutorial.net/es6/javascript-object-destructuring/) to assign the score property of the current iterated element to the score variable.

### **3) Iterating over strings**

The following example uses the for...of loop to iterate over characters of a string.

let str = 'abc';

for (let c of str) {

console.log(c);

}

Code language: JavaScript (javascript)

Output:

a

b

c

### **3) Iterating over Map objects**

The following example illustrates how to use the for...of statement to iterate over a Map object.

let colors = new Map();

colors.set('red', '#ff0000');

colors.set('green', '#00ff00');

colors.set('blue', '#0000ff');

for (let color of colors) {

console.log(color);

}

Code language: JavaScript (javascript)

Output:

[ 'red', '#ff0000' ]

[ 'green', '#00ff00' ]

[ 'blue', '#0000ff' ]

Code language: JSON / JSON with Comments (json)

### **4) Iterating over set objects**

The following example shows how to iterate over a set object using the for...of loop:

let nums = new Set([1, 2, 3]);

for (let num of nums) {

console.log(num);

}

Code language: JavaScript (javascript)

## **for...of vs. for...in**

The for...in iterates over all [enumerable properties](https://www.javascripttutorial.net/javascript-enumerable-properties/) of an object. It doesn’t iterate over a collection such as Array, Map or Set.

Unlike the for...in loop, the for...of iterates a collection, rather than an object. In fact, the for...of iterates over elements of any collection that has the [[Symbol.iterator]](https://www.javascripttutorial.net/es6/symbol/#iterator) property.

The following example illustrates the differences between for...of and for...in

let scores = [10,20,30];

scores.message = 'Hi';

console.log("for...in:");

for (let score in scores) {

console.log(score);

}

console.log('for...of:');

for (let score of scores) {

console.log(score);

}

Code language: JavaScript (javascript)

Output:

for...in:

0

1

2

message

for...of:

10

20

30

Code language: CSS (css)

In this example, the for…in statement iterates over the properties of the scores array:

for...in:

0

1

2

message

Code language: CSS (css)

while the for…of iterates over the element of an array:

for...of:

10

20

30

Code language: CSS (css)

## **Summary**

* Use the for...of loop to iterate over elements of an iterable object.

# JavaScript Asynchronous Iterators

**Summary**: in this tutorial, you will learn about the JavaScript asynchronous iterators that allow you to access asynchronous data sequentially.

Introduction to JavaScript Asynchronous Iterators

[ES6](https://www.javascripttutorial.net/es6/) introduced the [iterator](https://www.javascripttutorial.net/es6/javascript-iterator/) interface that allows you to access data sequentially. The iterator is well-suited for accessing the synchronous data sources like [arrays](https://www.javascripttutorial.net/javascript-array/), [sets](https://www.javascripttutorial.net/es6/javascript-set/), and [maps](https://www.javascripttutorial.net/es6/javascript-map/).

The main method of an iterator interface is the next() that returns the {value, done} object, where done is a boolean indicating whether the end of the sequence is reached and value is the yielded value in the sequence.

The synchronous data means that the next value in the sequence and the done state is known at the time the next() method returns.

Besides the synchronous data sources, JavaScript often has to access asynchronous data sources like I/O access. For the asynchronous data sources, the value and done state of the iterator is often unknown at the time the next() method returns.

To deal with the asynchronous data sources, ES2018 introduced the asynchronous iterator (or async iterator) interface.

An async iterator is like an iterator except that its next() method returns a [promise](https://www.javascripttutorial.net/es6/javascript-promises/) that resolves to the {value, done} object.

The following illustrates the Sequence class that implements the iterator interface. (Check it out the [iterator tutorial](https://www.javascripttutorial.net/es6/javascript-iterator/) for more information on how to implement Sequence class.)

class Sequence {

constructor(start = 0, end = Infinity, interval = 1) {

this.start = start;

this.end = end;

this.interval = interval;

}

[Symbol.iterator]() {

let counter = 0;

let nextIndex = this.start;

return {

next: () => {

if (nextIndex <= this.end) {

let result = {

value: nextIndex,

done: false

}

nextIndex += this.interval;

counter++;

return result;

}

return {

value: counter,

done: true

};

}

}

}

}

Code language: JavaScript (javascript)

To make this Sequence class asynchronously, you need to modify it as follows:

* Use the Symbol.asyncIterator instead of the Symbol.iterator
* Return a Promise from the next() method.

The following code transforms the Sequence class to the AsyncSequence class:

class AsyncSequence {

constructor(start = 0, end = Infinity, interval = 1) {

this.start = start;

this.end = end;

this.interval = interval;

}

[Symbol.asyncIterator]() {

let counter = 0;

let nextIndex = this.start;

return {

next: async () => {

if (nextIndex <= this.end) {

let result = {

value: nextIndex,

done: false

}

nextIndex += this.interval;

counter++;

return new Promise((resolve, reject) => {

setTimeout(() => {

resolve(result);

}, 1000);

});

}

return new Promise((resolve, reject) => {

setTimeout(() => {

resolve({

value: counter,

done: true

});

}, 1000);

});

}

}

}

}

Code language: JavaScript (javascript)

The AsyncSequence returns the next number in the sequence after every 1 second.

The for await...of statement

To iterate over an asynchronous iterable object, ES2018 introduced the for await...of statement:

for await (variable of iterable) {

*// statement*

}

Code language: JavaScript (javascript)

Since we can use the await keyword in an async function only, we can create an async [IIFE](https://www.javascripttutorial.net/javascript-immediately-invoked-function-expression-iife/) as that uses the AsyncSequence class as follows:

(async () => {

let seq = new AsyncSequence(1, 10, 1);

for await (let value of seq) {

console.log(value);

}

})();

Code language: JavaScript (javascript)

Output (each number is returned after every second)

1

2

3

4

5

6

7

8

9

10

Code language: JavaScript (javascript)

The following table illustrates the differences between the iterators and async iterators:

| **#** | **Iterators** | **Async iterators** |
| --- | --- | --- |
| Well-known Symbol | Symbol.iterator | Symbol.asyncIterator |
| next() return value is | {value, done } | [Promise](https://www.javascripttutorial.net/es6/javascript-promises/) that resolves to {value, done} |
| Loop statement | [for...of](http://for..of/) | for await...of |

# JavaScript Async Generators

**Summary**: in this tutorial, you’ll learn about the JavaScript async generators that iterate over data which comes asynchronously.

## **What is an async generator**

An async generator is similar to a regular [generator](https://www.javascripttutorial.net/es6/javascript-generators/) except that its next() method returns a [Promise](https://www.javascripttutorial.net/es6/javascript-promises/). To iterate over an async generator, you use the for await...of statement.

## **Introduction to the JavaScript async generators**

A regular generator is a function that can pause midway and continues from where it paused. See the following example:

function\* sequence(start, end) {

for (let i = start; i <= end; i++) {

yield i;

}

}

let seq = sequence(1, 5);

for (const num of seq) {

console.log(num);

}

Code language: JavaScript (javascript)

The sequence is a generator that returns a number from the start to the end.

An async generator is similar to a regular generator with the following differences:

* The async keyword is placed in front of the function keyword.
* The yield returns a Promise , instead of a value. The Promise is typically a wrapper of an asynchronous operation.

The following illustrates how to convert the generator sequence to the async generator asyncSequence:

async function\* asyncSequence(start, end) {

for (let i = start; i <= end; i++) {

yield new Promise((resolve, reject) => {

setTimeout(() => {

resolve(i);

}, 1000);

});

}

}

Code language: JavaScript (javascript)

Note that we used the [setTimeout()](https://www.javascripttutorial.net/javascript-bom/javascript-settimeout/) to simulate an asynchronous operation.

To iterate over the entire async generator, you use the for await...of statement.

Since we only can use the await keyword inside an async function, we wrap the code inside an async [IIFE](https://www.javascripttutorial.net/javascript-immediately-invoked-function-expression-iife/) as follows:

(async () => {

let seq = asyncSequence(1, 5);

for await (let num of seq) {

console.log(num);

}

})();

Code language: JavaScript (javascript)

The code returns a sequence from 1 to 5 after every second:

1

2

3

4

5

Code language: JavaScript (javascript)

The async generators can be very useful when you access a stream of data and want to report the progress like using a progress bar.

# A Comprehensive Look at ES6 Modules

**Summary**: in this tutorial, you will learn about **ES6 modules** and how to export variables, functions, classes from a module, and reuse them in other modules.

An ES6 module is a JavaScript file that executes in strict mode only. It means that any [variables](https://www.javascripttutorial.net/es6/javascript-let/) or [functions](https://www.javascripttutorial.net/javascript-function/) declared in the module won’t be added automatically to the global scope.

## **Executing modules on web browsers**

First, create a new file called message.js and add the following code:

export let message = 'ES6 Modules';

Code language: JavaScript (javascript)

The message.js is a module in ES6 that contains the message variable. The export statement exposes the message variable to other modules.

Second, create another new file named app.js that uses the message.js module. The app.js module creates a new heading 1 (h1) element and attaches it to an HTML page. The import statement imports the message variable from the message.js module.

import { message } from './message.js'

const h1 = document.createElement('h1');

h1.textContent = message

document.body.appendChild(h1)

Code language: JavaScript (javascript)

Third, create a new HTML page that uses the app.js module:

<!DOCTYPE html>

**<html>**

**<head>**

**<meta charset="utf-8">**

**<title>**ES6 Modules**</title>**

**</head>**

**<body>**

**<script type="module" src="./app.js"></script>**

**</body>**

**</html>**

Code language: HTML, XML (xml)

Note that we used the type="module" in the script tag to load the app.js module. If you view the page on a web browser, you will see the following page:

![es6 module](data:image/png;base64,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)

Let’s examine the export and import statements in more detail.

## **Exporting**

To export a [variable](https://www.javascripttutorial.net/javascript-variables/), a [function](https://www.javascripttutorial.net/javascript-function/), or a [class](https://www.javascripttutorial.net/es6/javascript-class/), you place the export keyword in front of it as follows:

*// log.js*

export let message = 'Hi';

export function getMessage() {

return message;

}

export function setMessage(msg) {

message = msg;

}

export class Logger {

}

Code language: JavaScript (javascript)

In this example, we have the log.js module with a variable, two functions, and one class. We used the export keyword to exports all identifiers in the module.

Note that the export keyword requires the function or class to have a name to be exported. You can’t export an anonymous function or class using this syntax.

JavaScript allows you to define a variable, a function, or a class first then export it later as follows:

*// foo.js*

function foo() {

console.log('foo');

}

function bar() {

console.log('bar');

}

export foo;

Code language: JavaScript (javascript)

In this example, we defined the foo() function first and then exported it. Since we didn’t export the bar() function, we couldn’t access it in other modules. The bar() function is inaccessible outside the module or we say it is private.

## **Importing**

Once you define a module with exports, you can access the exported variables, functions, and classes in another module by using the import keyword. The following illustrates the syntax:

import { what, ever } from './other\_module.js';

Code language: JavaScript (javascript)

In this syntax:

* First, specify what to import inside the curly braces, which are called bindings.
* Then, specify the module from which you import the given bindings.

Note that when you import a binding from a module, the binding behaves like it was defined using [const](https://www.javascripttutorial.net/es6/javascript-const/). It means you can’t have another identifier with the same name or change the value of the binding.

See the following example:

*// greeting.js*

export let message = 'Hi';

export function setMessage(msg) {

message = msg;

}

Code language: JavaScript (javascript)

When you import the message variable and setMessage() function, you can use the setMessage() function to change the value of the message variable as shown below:

*// app.js*

import {message, setMessage } from './greeting.js';

console.log(message); *// 'Hi'*

setMessage('Hello');

console.log(message); *// 'Hello'*

Code language: JavaScript (javascript)

However, you can’t change the value of the message variable directly. The following expression causes an error:

message = 'Hallo'; *// error*

Code language: JavaScript (javascript)

Behind the scenes, when you called the setMessage() function. JavaScript went back to the greeting.js module and executed code in there and changed the message variable. The change was then automatically reflected on the imported message binding.

The message binding in the app.js is the local name for exported message identifier. So basically the message variables in the app.js and greeting.js modules aren’t the same.

### **Import a single binding**

Suppose you have a module with the foo variable as follows:

*// foo.js*

export foo = 10;

Code language: JavaScript (javascript)

Then, in another module, you can reuse the foo variable:

*// app.js*

import { foo } from './foo.js';

console.log(foo); *// 10;*

Code language: JavaScript (javascript)

However, you can’t change the value of foo. If you attempt to do so, you will get an error:

foo = 20; *// throws an error*

Code language: JavaScript (javascript)

### **Import multiple bindings**

Suppose you have the cal.js module as follows:

*// cal.js*

export let a = 10,

b = 20,

result = 0;

export function sum() {

result = a + b;

return result;

}

export function multiply() {

result = a \* b;

return result;

}

Code language: JavaScript (javascript)

And you want to import these bindings from the cal.js, you can explicitly list them as follows:

import {a, b, result, sum, multiply } from './cal.js';

sum();

console.log(result); *// 30*

multiply();

console.log(result); *// 200*

Code language: JavaScript (javascript)

### **Import an entire module as an object**

To import everything from a module as a single object, you use the asterisk (\*) pattern as follows:

import \* as cal from './cal.js';

Code language: JavaScript (javascript)

In this example, we imported all bindings from the cal.js module as the cal object. In this case, all the bindings become properties of the cal object, so you can access them as shown below:

cal.a;

cal.b;

cal.sum();

Code language: CSS (css)

This import is called namespace import.

It’s important to keep in mind that the imported module executes only once even import it multiple times. Consider this example:

import { a } from './cal.js';

import { b } from './cal.js';

import {result} from './cal.js';

Code language: JavaScript (javascript)

After the first import statement, the cal.js module is executed and loaded into the memory, and it is reused whenever it is referenced by the subsequent import statement.

## **Limitation of import and export statements**

Note that you must use the import or export statement outside other statements and functions. The following example causes a SyntaxError:

if( requiredSum ) {

export sum;

}

Code language: JavaScript (javascript)

Because we used the export statement inside the [if](https://www.javascripttutorial.net/javascript-if-else/) statement. Similarly, the following import statement also causes a SyntaxError:

function importSum() {

import {sum} from './cal.js';

}

Code language: JavaScript (javascript)

Because we used the import statement inside a function.

The reason for the error is that JavaScript must statically determine what will be exported and imported.

Note that ES2020 introduced the function-like object [import()](https://www.javascripttutorial.net/es-next/javascript-import/) that allows you to dynamically import a module.

## **Aliasing**

JavaScript allows you to create aliases for variables, functions, or classes when you export and import. See the following math.js module:

*// math.js*

function add( a, b ) {

return a + b;

}

export { add as sum };

Code language: JavaScript (javascript)

In this example, instead of exporting the add() function, we used the as keyword to assign the sum() function an alias.

So when you import the add() function from the math.js module, you must use sum instead:

import { sum } from './math.js';

Code language: JavaScript (javascript)

If you want to use a different name when you import, you can use the as keyword as follows:

import {sum as total} from './math.js';

Code language: JavaScript (javascript)

## **Re-exporting a binding**

It’s possible to export bindings that you have imported. This is called re-exporting. For example:

import { sum } from './math.js';

export { sum };

Code language: JavaScript (javascript)

In this example, we imported sum from the math.js module and re-export it. The following statement is equivalent to the statements above:

export {sum} from './math.js';

Code language: JavaScript (javascript)

In case you want to rename the bindings before re-exporting, you use the as keyword. The following example imports sum from the math.js module and re-export it as add.

export { sum as add } from './math.js';

Code language: JavaScript (javascript)

If you want to export all the bindings from another module, you can use the asterisk (\*):

export \* from './cal.js';

Code language: JavaScript (javascript)

## **Importing without bindings**

Sometimes, you want to develop a module that doesn’t export anything, for example, you may want to add a new method to a built-in object such as the [Array](https://www.javascripttutorial.net/javascript-array/).

*// array.js*

if (!Array.prototype.contain) {

Array.prototype.contain = function(e) {

*// contain implementation*

*// ...*

}

}

Code language: JavaScript (javascript)

Now, you can import the module without any binding and use the contain() method defined in the array.js module as follows:

import './array.js';

[1,2,3].contain(2); *// true*

Code language: JavaScript (javascript)

## **Default exports**

A module can have one and only one default export. The default export is easier to import. The default for a module can be a variable, a function, or a class.

The following is the sort.js module with a default export.

*// sort.js*

export default function(arr) {

*// sorting here*

}

Code language: JavaScript (javascript)

Note that you don’t need to specify the name for the function because the module represents the function name.

import sort from sort.js;

sort([2,1,3]);

Code language: JavaScript (javascript)

As you see, the  sort identifier represents the default function of the sort.js module. Notice that we didn’t use the curly brace {} surrounding the  sort identifier.

Let’s change the sort.js module to include the default export as well as the non-default one:

*// sort.js*

export default function(arr) {

*// sorting here*

}

export function heapSort(arr) {

*// heapsort*

}

Code language: JavaScript (javascript)

To import both default and non-default bindings, you use the specify a list of bindings after the import keyword with the following rules:

* The default binding must come first.
* The non-default binding must be surrounded by curly braces.

See the following example:

import sort, {heapSort} from './sort.js';

sort([2,1,3]);

heapSort([3,1,2]);

Code language: JavaScript (javascript)

To rename the default export, you also use the as keyword as follows:

import { default as quicksort, heapSort} from './sort.js';

Code language: JavaScript (javascript)

In this tutorial, you have learned about ES6 modules and how to export bindings from a module and import them into another module.

# JavaScript import

**Summary**: in this tutorial, you’ll learn how to dynamically import modules by using the function-like import() in ES2020.

## **Introduction to the JavaScript import()**

ES6 introduced the module concept that allows you to develop modular JavaScript code. Suppose you have the following simple HTML document that has one button:

<!DOCTYPE html>

**<html>**

**<head>**

**<title>**Module Dynamic Import**</title>**

**</head>**

**<body>**

**<button id="show">**Show Dialog**</button>**

**<script type="module" src="js/app.js"></script>**

**</body>**

**</html>**

Code language: JavaScript (javascript)

When users click the button, you want to show a dialog. To make the code more organized, you develop a module called dialog.js:

export function show(message) {

alert(message);

}

Code language: JavaScript (javascript)

And use the show() function in the app.js:

import {show} from './dialog.js';

let btn = document.querySelector('#show');

btn.addEventListener('click', function () {

show('Hi');

});

Code language: JavaScript (javascript)

Prior to ES2020, it was not possible to dynamically load the dialog.js module when needed. The following will cause an error:

let btn = document.querySelector('#show');

btn.addEventListener('click', function () {

import {show} from './dialog.js';

show('Hi');

});

Code language: JavaScript (javascript)

The above code attempts to load the dialog.js module only when the button is clicked.

ES2020 introduced the dynamic import of the module via the function-like import() with the following syntax:

import(moduleSpecifier);

Code language: JavaScript (javascript)

The import() allows you to dynamically import a module when needed. Here is how the import() works:

* The import() accepts a module specifier (moduleSpecifier) that has the same format as the module specifier used for the import statement. In addition, the moduleSpecifier can be an expression that evaluates to a string.
* The import() returns a [Promise](https://www.javascripttutorial.net/es6/javascript-promises/) that will be fulfilled once the module is loaded completely.

To load the dialog.js dynamically, you can use the import() as follows:

let btn = document.querySelector('#show');

btn.addEventListener('click', function() {

import('./dialog.js')

.then(( dialog ) => {

dialog.show();

})

.catch( error => {

*// handle error here*

});

});

Code language: JavaScript (javascript)

Since the import() returns a [Promise](https://www.javascripttutorial.net/es6/javascript-promises/), you can use the [async/await](https://www.javascripttutorial.net/es-next/javascript-async-await/) in the app.js module like this:

let btn = document.querySelector('#show');

btn.addEventListener('click', function () {

(async () => {

try {

let dialog = await import('./dialog.js');

dialog.show('Hi')

} catch (error) {

console.log(error);

}

})();

});

Code language: JavaScript (javascript)

## **Some practical use cases of JavaScript import()**

The import() has the following practical use cases:

### **1) Loading module on demand**

Some functionality may not need to be available when applications start. To decrease the loading time, you can place such functionality in modules and use the import() to load them on demand like this:

function eventHandler() {

import('./module1.js')

.then((ns) => {

*// use the module*

ns.func();

})

.catch((error) => {

*// handle error*

});

}

Code language: JavaScript (javascript)

### **2) Loading modules based on conditions**

When placing the import() inside the conditional statement such as [if-else](https://www.javascripttutorial.net/javascript-if-else/), you can load modules based on a specific condition. The following example loads a module that targets a specific platform:

if( isSpecificPlatform() ) {

import('./platform.js')

.then((ns) => {

ns=>f();

});

}

Code language: JavaScript (javascript)

### **3) Computed module specifiers**

The module specifier is an expression that allows you to decide which module to load at runtime.

For example, you can load a module based on the user’s locale to show the message in the user’s specific language:

let lang = `message\_${getUserLocale()}.js`;

import(lang)

.then(...);

Code language: JavaScript (javascript)

## **More on the JavaScript import()**

### **Using object destructuring**

If a module has multiple exports, you can use the [object destructuring](https://www.javascripttutorial.net/es6/javascript-object-destructuring/) to receive the exporting objects. Suppose the dialog.js has two functions:

export function show(message) {

alert(message);

}

export function hide(message) {

console.log('Hide it...');

}

Code language: JavaScript (javascript)

In the app.js, you can use the object destructuring ass follows:

let btn = document.querySelector('#show');

btn.addEventListener('click', function () {

(async () => {

try {

*// use object destructuring*

let {

show,

hide

} = await import('./dialog.js');

*// use the functions*

show('Hi');

hide();

} catch (err) {

console.log(err);

}

})();

});

Code language: JavaScript (javascript)

### **Dynamically loading multiple modules**

To load multiple modules dynamically, you can use the [Promise.all()](https://www.javascripttutorial.net/es6/javascript-promise-all/) method:

Promise.all([

import(module1),

import(module2),

...])

.then(([module1,module2,module3]) => {

*// use the modules*

});

Code language: JavaScript (javascript)

### **Accessing the default export**

If a module has a default export, you can access it using the default keyword. For example:

import(moduleSpecifier)

.then((module) => {

*// access the default export*

console.log(module.default);

});

Code language: JavaScript (javascript)

## **Summary**

* Use the JavaScript import() to dynamically load a module. The import() returns a Promise that will be fulfilled once the module is loaded completely.
* Use the async / await to handle the result of the import().
* Use the Promise.all() method to load multiple modules at once.
* Use the object destructuring to assign variables to the exporting objects of a module.
* Use the default keyword to access the default export.

# JavaScript Top-level await

**Summary**: in this tutorial, you’ll learn about the JavaScript top-level await and its use cases.

## **Introduction to the JavaScript top-level await**

ES2020 introduced the top-level await feature that allows a module to behave like an async function. A [module](https://www.javascripttutorial.net/es6/es6-modules/) that imports the top-level await module will wait for it to load before evaluating its body.

To better understand the top-level await feature, we’ll take an example:

In this example, we’ll have three files: index.html, app.mjs, and user.mjs:

* The index.html uses the app.mjs file.
* The app.mjs imports the user.mjs file.
* The user.mjs fetches the user data in JSON format from an API with the URL endpoint <https://jsonplaceholder.typicode.com/users>

Here’s the index file that uses the app.mjs module:

<!DOCTYPE html>

**<html lang="en">**

**<head>**

**<meta charset="UTF-8">**

**<meta name="viewport" content="width=device-width, initial-scale=1.0">**

**<title>**JavaScript Top-Level Await Demo**</title>**

**</head>**

**<body>**

**<div class="container"></div>**

**<script type="module" src="app.mjs"></script>**

**</body>**

**</html>**

Code language: HTML, XML (xml)

The following shows the user.mjs file:

let users;

(async () => {

const url = 'https://jsonplaceholder.typicode.com/users';

const response = await fetch(url);

users = await response.json();

})();

export { users };

Code language: JavaScript (javascript)

The user.mjs module uses the [fetch API](https://www.javascripttutorial.net/javascript-fetch-api/) to get the users in JSON format from an API and export it.

Because we can only use the await keyword inside an async function (before ES2020), we need to wrap the API call inside an immediately invoked async function expression (IIAFE).

The following shows the app.mjs module:

import { users } from './user.mjs';

function render(users) {

if (!users) {

throw 'The user list is not available';

}

const list = users

.map((user) => {

return `<li> ${user.name}(<a href="email:${user.email}">${user.email}</a>)</li>`;

})

.join('');

return `<ol>${list}</ol>`;

}

const container = document.querySelector('.container');

try {

container.innerHTML = render(users);

} catch (e) {

container.innerHTML = e;

}

Code language: JavaScript (javascript)

How it works.

First, import users from the user.mjs module:

import { users } from './user.mjs';

Code language: JavaScript (javascript)

Second, create a render() function that renders the user list to an ordered list in HTML format:

function render(users) {

if (!users) {

throw 'The user list is not available.';

}

const list = users

.map((user) => {

return `<li> ${user.name}(<a href="email:${user.email}">${user.email}</a>)</li>`;

})

.join('');

return `<ol>${list}</ol>`;

}

Code language: JavaScript (javascript)

Third, add the user list to the HTML element with the class .container:

const container = document.querySelector('.container');

try {

container.innerHTML = render(users);

} catch (e) {

container.innerHTML = e;

}

Code language: JavaScript (javascript)

If you open the index.html, you’ll see the following message:

The user list is not available.

Code language: PHP (php)

The following shows the main flow:

In this flow:

* First, the app.mjs imports the user.mjs module.
* Second, the user.mjs module executes and make an API call.
* Third, while the second step is still on-going, the app.mjs starts using the users data imported from the user.mjs module.

Since the step 2 has not completed, the users variable was undefined. Therefore, you saw the error message on the page.

### **Workaround**

To fix the issue, you can export a Promise from the user.mjs module and wait for the API call to complete before using its result.

The following shows the new version of the user.mjs module:

let users;

export default (async () => {

const url = 'https://jsonplaceholder.typicode.com/users';

const response = await fetch(url);

users = await response.json();

})();

export { users };

Code language: JavaScript (javascript)

In this new version, the user.mjs model exports the users and a Promise as a default export.

In the app.mjs imports the promise and users from the user.mjs file and calls then then() method of the promise as follows:

import promise, { users } from './user.mjs';

function render(users) {

if (!users) {

throw 'The user list is not available.';

}

let list = users

.map((user) => {

return `<li> ${user.name}(<a href="email:${user.email}">${user.email}</a>)</li>`;

})

.join(' ');

return `<ol>${list}</ol>`;

}

promise.then(() => {

let container = document.querySelector('.container');

try {

container.innerHTML = render(users);

} catch (error) {

container.innerHTML = error;

}

});

Code language: JavaScript (javascript)

How it works.

First, import promise and users from the user.mjs module:

import promise, { users } from './user.mjs';

Code language: JavaScript (javascript)

Second, call the then() method of the promise and wait for the API call to complete to use its results:

promise.then(() => {

let container = document.querySelector('.container');

try {

container.innerHTML = render(users);

} catch (error) {

container.innerHTML = error;

}

});

Code language: JavaScript (javascript)

Now, if you open the index.html, you’ll see a list of users. However, you need to know the right promise to wait for it when you use the module.

ES2022 introduc in this workaroundes the top-level await module to resolve this issue.

### **Using the top-level await**

First, change the user.mjs to the following:

const url = 'https://jsonplaceholder.typicode.com/users';

const response = await fetch(url);

let users = await response.json();

export { users };

Code language: JavaScript (javascript)

In this module, you can use the await keyword without placing a statement inside an async function.

Second, import the users from the user.mjs module and use it:

import { users } from './user.mjs';

function render(users) {

if (!users) {

throw 'The user list is not available.';

}

let list = users

.map((user) => {

return `<li> ${user.name}(<a href="email:${user.email}">${user.email}</a>)</li>`;

})

.join(' ');

return `<ol>${list}</ol>`;

}

let container = document.querySelector('.container');

try {

container.innerHTML = render(users);

} catch (error) {

container.innerHTML = error;

}

Code language: JavaScript (javascript)

In this case, the app.mjs module will wait for the user.mjs module to complete before executing its body.

## **JavaScript top-level await use cases**

When do you use the top-level await? Here are some use cases.

### **Dynamic dependency pathing**

const words = await import(`/i18n/${navigator.language}`);

Code language: JavaScript (javascript)

In this example, the top-level await allows modules to use runtime values to decide the dependencies, which is useful for the following scenarios:

* Internationalization (i18n)
* Development / production environment splits.

### **Dependency fallback**

In this case, you can use the top-level await to load a module from a server (cdn1). And if it fails, you can load it from a backup server (cdn2):

let module;

try {

module = await import('https://cdn1.com/module');

} catch {

module = await import('https://cdn2.com/module');

}

Code language: JavaScript (javascript)

## **Summary**

* A top-level await module acts like an async function.
* When a module imports a top-level await module, it waits for the top-level await module to complete before evaluating its body.

# JavaScript try…catch

**Summary**: in this tutorial, you will learn how to use the JavaScript try...catch statement to handle exceptions.

## **Introduction to JavaScript try…catch statement**

The following example attempts to call the add() function that doesn’t exist:

let result = add(10, 20);

console.log(result);

console.log('Bye');

Code language: JavaScript (javascript)

And the JavaScript engine issues the following error:

Uncaught TypeError: add is not a function

Code language: JavaScript (javascript)

The error message states that the add is not a [function](https://www.javascripttutorial.net/javascript-function/) and the error type is TypeError.

When the JavaScript engine encounters an error, it issues that error and immediately terminates the execution of the entire script. In the above example, the code execution stops at the first line.

Sometimes, you want to handle the error and continue the execution. To do that, you use the try...catch statement with the following syntax:

try {

*// code may cause error*

} catch(error){

*// code to handle error*

}

Code language: JavaScript (javascript)

In this syntax:

* First, place the code that may cause an error in the try block.
* Second, implement the logic to handle the error in the catch block.

If an error occurs in the try block, the JavaScript engine immediately executes the code in the catch block. Also, the JavaScript engine provides you with an error object that contains detailed information about the error.

Basically, the error object has at least two properties:

* name specifies the error name.
* message explains the error in detail.

If no error occurs in the try block, the JavaScript engine ignores the catch block.

Note that web browsers may add more properties to the error object. For example, Firefox adds filename, lineNumber, and stack properties to the error object.

It’s a good practice to place only the code that may cause an exception in the try block.

The following flowchart illustrates how the try...catch statement works:

## **JavaScript try…catch statement examples**

The following example uses the try...catch statement to handle the error:

try {

let result = add(10, 20);

console.log(result);

} catch (e) {

console.log({ name: e.name, message: e.message });

}

console.log('Bye');

Code language: JavaScript (javascript)

Output

{name: 'TypeError', message: 'add is not a function'}

Bye

Code language: CSS (css)

In this example, we call the add() function and assign the return value to the result variable. Because the add() function doesn’t exist, the JavaScript engine skips the statement that outputs the result to the console:

console.log(result);

Code language: JavaScript (javascript)

And it immediately executes the statement in the catch block that outputs the error name and message:

console.log({ name: e.name, message: e.message });

Code language: CSS (css)

Since we already handled the error, the JavaScript engine continues to execute the last statement:

console.log('Bye');

Code language: JavaScript (javascript)

### **Ingoring the catch block**

The following example defines the add() function that returns the sum of two arguments:

const add = (x, y) => x + y;

try {

let result = add(10, 20);

console.log(result);

} catch (e) {

console.log({ name: e.name, message: e.message });

}

console.log('Bye');

Code language: JavaScript (javascript)

Output:

30

Bye

In this example, no error occurs because the add() function exists. Therefore, the JavaScript engine skips the catch block.

## **The exception identifier**

When an exception occurs in the try block, the exception variable (e) in the catch block store the exception object.

If you don’t want to use the exception variable, you can omit it like this:

try {

*//...*

} catch {

*//...*

}

Code language: JavaScript (javascript)

For example, the following uses the try…catch statement without the exception variable:

const isValidJSON = (str) => {

try {

JSON.parse(str);

return true;

} catch {

return false;

}

};

let valid = isValidJSON(`{"language":"JavaScript"}`);

console.log(valid);

Code language: JavaScript (javascript)

How it works.

First, define the isValidJSON() function that accepts a string and returns true if that string is a valid JSON or false otherwise.

To validate JSON, the isValidJSON() function uses the JSON.parse() method and try...catch statement.

The JSON.parse() method parses a JSON string and returns an object. If the input string is not valid JSON, the JSON.parse() throws an exception.

If no exception occurs, the function returns true in the try block. Otherwise, it returns false in the catch block.

Second, call the isValidJSON() function and pass a JSON string into it:

let valid = isValidJSON(`{"language":"JavaScript"}`);

Code language: JavaScript (javascript)

Since the input string is valid JSON format, the function returns true.

Third, output the result to the console:

console.log(valid);

Code language: JavaScript (javascript)

## **Summary**

* Use the try...catch statement to handle exceptions in JavaScript.
* Place only the code that may cause an exception in the try block.

# JavaScript Throw Exception

**Summary**: in this tutorial, you’ll learn how to use the JavaScript throw statement to throw an exception.

## **Introduction to the JavaScript throw statement**

The throw statement allows you to throw an exception. Here’s the syntax of the throw statement:

throw expression;

Code language: JavaScript (javascript)

In this syntax, the expression specifies the value of the exception. Typically, you’ll use a new instance of the Error class or its subclasses.

When encountering the throw statement, the JavaScript engine stops executing and passes the control to the first [catch](https://www.javascripttutorial.net/javascript-try-catch/) block in the [call stack](https://www.javascripttutorial.net/javascript-call-stack/). If no catch block exists, the JavaScript engine terminates the script.

## **JavaScript throw exception examples**

Let’s take some examples of using the throw statement.

### **1) Using the JavaScript throw statement to throw an exception**

The following example uses the throw statement to throw an exception in a [function](https://www.javascripttutorial.net/javascript-function/):

function add(x, y) {

if (typeof x !== 'number') {

throw 'The first argument must be a number';

}

if (typeof y !== 'number') {

throw 'The second argument must be a number';

}

return x + y;

}

const result = add('a', 10);

console.log(result);

Code language: JavaScript (javascript)

How it works.

First, define the add() function that accepts two arguments and returns the sum of them. The add() function uses the [typeof](https://www.javascripttutorial.net/javascript-typeof/) operator to check the type of each argument and throws an exception if the type is not number.

Second, call the add() function and pass a string and a number into it.

Third, show the result to the console.

The script causes an error because the first argument ("a") is not a number:

Uncaught The first argument must be a number

To handle the exception, you can use the [try...catch](https://www.javascripttutorial.net/javascript-try-catch/) statement. For example:

function add(x, y) {

if (typeof x !== 'number') {

throw 'The first argument must be a number';

}

if (typeof y !== 'number') {

throw 'The second argument must be a number';

}

return x + y;

}

try {

const result = add('a', 10);

console.log(result);

} catch (e) {

console.log(e);

}

Code language: JavaScript (javascript)

Output:

The first argument must be a number

In this example, we place the call to the add() function in a try block. Because the expression in the throw statement is a string, the exception in the catch block is a string as shown in the output.

### **2) Using JavaScript throw statement to throw an instance of the Error class**

In the following example, we throw an instance of the Error class rather than a string in the add() function;

function add(x, y) {

if (typeof x !== 'number') {

throw new Error('The first argument must be a number');

}

if (typeof y !== 'number') {

throw new Error('The second argument must be a number');

}

return x + y;

}

try {

const result = add('a', 10);

console.log(result);

} catch (e) {

console.log(e.name, ':', e.message);

}

Code language: JavaScript (javascript)

Output:

Error : The first argument must be a number

Code language: JavaScript (javascript)

As shown in the output, the exception object in the catch block has the name as Error and the message as the one that we pass to the Error() constructor.

### **3) Using JavaScript throw statement to throw a user-defined exception**

Sometimes, you want to throw a custom error rather than the built-in Error. To do that, you can define a custom error class that extends the Error class and throw a new instance of that class. For example:

First, define the NumberError that extends the Error class:

class NumberError extends Error {

constructor(value) {

super(`"${value}" is not a valid number`);

this.name = 'InvalidNumber';

}

}

Code language: JavaScript (javascript)

The constructor() of the NumberError class accepts a value that you’ll pass into it when creating a new instance of the class.

In the constructor() of the NunberError class, we call the constructor of the Error class via the super and pass a string to it. Also, we override the name of the error to the literal string NumberError. If we don’t do this, the name of the NumberError will be Error.

Second, use the NumberError class in the add() function:

function add(x, y) {

if (typeof x !== 'number') {

throw new NumberError(x);

}

if (typeof y !== 'number') {

throw new NumberError(y);

}

return x + y;

}

Code language: JavaScript (javascript)

In the add() function, we throw an instance of the NumberError class if the argument is not a valid number.

Third, catch the exception thrown by the add() function:

try {

const result = add('a', 10);

console.log(result);

} catch (e) {

console.log(e.name, ':', e.message);

}

Code language: JavaScript (javascript)

Output:

NumberError : "a" is not a valid number

Code language: JavaScript (javascript)

In this example, the exception name is NumberError and the message is the one that we pass into the super() in the constructor() of the NumberError class.

## **Summary**

* Use the JavaScript throw statement to throw a user-define exception.

# Optional catch Binding

**Summary**: in this tutorial, you will learn how to use the optional catch binding in the try...catch statement.

## **Introduction to the optional catch binding**

The [try...catch](https://www.javascripttutorial.net/javascript-try-catch/) statement is used to handle any errors that may occur. Generally, you place the code that may cause an error in the try block and the code that handles the error in the catch block, like this:

try {

*// code that may cause an error*

} catch (error) {

*// code that handles the error*

}

Code language: JavaScript (javascript)

In the catch block, you can access the Error object that contains detailed information on the error.

In practice, you may want to use the try...catch statement to check if a feature is implemented in the web browser. If it isn’t, you want to fall back to a less desirable feature with broader support, for example:

try {

*// check if a feature is implemented*

} catch (error) {

*// fall back to a less desirable feature*

}

Code language: JavaScript (javascript)

In this case, the error object is declared but never used.

ES2019 introduced the optional catch binding that allows you to omit the catch binding and its surrounding parentheses, like this:

try {

} catch {

}

Code language: JavaScript (javascript)

## **Summary**

* Since ES2019, you can omit the catch binding in the try...catch statement.

# JavaScript Execution Context

**Summary**: in this tutorial, you will learn about the JavaScript execution context to deeply understand how JavaScript code gets executed.

## **Introduction to the JavaScript execution context**

Let’s start with the following example:

let x = 10;

function timesTen(a){

return a \* 10;

}

let y = timesTen(x);

console.log(y); *// 100*

Code language: JavaScript (javascript)

In this example:

* First, declare the x variable and initialize its value with 10.
* Second, declare the timesTen() function that accepts an argument and returns a value that is the result of multiplication of the argument with 10.
* Third, call the timesTen() function with the argument as the value of the x variable and store result in the variable y.
* Finally, output the variable y to the [Console](https://www.javascripttutorial.net/web-development-tools/).

Behind the scene, JavaScript does many things. in this tutorial, you will focus on execution contexts.

When the JavaScript engine executes the JavaScript code, it creates execution contexts.

Each execution context has two phases: the creation phase and the execution phase.

## **The creation phase**

When the JavaScript engine executes a script for the first time, it creates the global execution context. During this phase, the JavaScript engine performs the following tasks:

* Create the [global object](https://www.javascripttutorial.net/es-next/javascript-globalthis/) i.e., window in the web browser or global in Node.js.
* Create the this object and bind it to the global object.
* Setup a memory heap for storing [variables](https://www.javascripttutorial.net/javascript-variables/) and [function](https://www.javascripttutorial.net/javascript-function/) references.
* Store the function declarations in the memory heap and variables within the global execution context with the initial values as undefined.

When the JavaScript engine executes the code example above, it does the following in the creation phase:

* First, store the variables x and y and function declaration timesTen() in the global execution context.
* Second, initialize the variables x and y to undefined.
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After the creation phase, the global execution context moves to the execution phase.

## **The execution phase**

During the execution phase, the JavaScript engine executes the code line by line, assigns the values to variables, and executes the function calls.
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For each function call, the JavaScript engine creates a new **function execution context**.

The function execution context is similar to the global execution context. But instead of creating the global object, the JavaScript engine creates the arguments object that is a reference to all the parameters of the function:
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In our example, the function execution context creates the arguments object that references all parameters passed into the function, sets this value to the global object, and initializes the a parameter to undefined.

During the execution phase of the function execution context, the JavaScript engine assigns 10 to the parameter a and returns the result (100) to the global execution context:
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To keep track of all the execution contexts, including the global execution context and function execution contexts, the JavaScript engine uses the [call stack](https://www.javascripttutorial.net/javascript-call-stack/), which you will learn in the next tutorial.

In this tutorial, you have learned about the JavaScript execution contexts, including the global execution context and function execution contexts.

# JavaScript Call Stack

**Summary**: in this tutorial, you will learn about the JavaScript Call Stack which is a mechanism to keep track of the function calls.

## **Introduction to JavaScript Call Stack**

JavaScript engine uses a **call stack** to manage [execution contexts](https://www.javascripttutorial.net/javascript-execution-context/): the Global Execution Context and Function Execution Contexts.

The call stack works based on the LIFO principle i.e., last-in-first-out.

When you execute a script, the JavaScript engine creates a Global Execution Context and pushes it on top of the call stack.

Whenever a function is called, the JavaScript engine creates a function execution context for the function, pushes it on top of the call stack, and starts executing the function.

If a function calls another function, the JavaScript engine creates a new function execution context for the function that is being called and pushes it on top of the call stack.

When the current function completes, the JavaScript engine pops it off the call stack and resumes the execution where it left off.

The script will stop when the call stack is empty.

## **JavaScript call stack example**

Let’s start with the following example:

function add(a, b) {

return a + b;

}

function average(a, b) {

return add(a, b) / 2;

}

let x = average(10, 20);

Code language: JavaScript (javascript)

When the JavaScript engine executes this script, it places the global execution context (denoted by main() or global() function on the call stack.
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The global execution context enters the creation phase and moves to the execution phase.

The JavaScript engine executes the call to the average(10, 20) function and creates a function execution context for the average() function and pushes it on top of the call stack:
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The JavaScript engine starts executing the average() since because the average() function is on the top of the call stack.

The average() function calls add() function. At this point, the JavaScript engine creates another function execution context for the add() function and places it on the top of the call stack:
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JavaScript engine executes the add() function and pops it off the call stack:
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At this point, the average() function is on the top of the call stack, JavaScript engine executes and pops it off the call stack.
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Now, the call stack is empty so the script stops executing:
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The following picture illustrates the overall status of the Call Stack in all steps:
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## **Stack overflow**

The call stack has a fixed size, depending on the implementation of the host environment, either the web browser or Node.js.

If the number of the execution contexts exceeds the size of the stack, a stack overflow error will occur.

For example, when you execute a [recursive function](https://www.javascripttutorial.net/javascript-recursive-function/) that has no exit condition, the JavaScript engine will issue a stack overflow error:

function fn() {

fn();

}

fn(); *// stack overflow*

Code language: JavaScript (javascript)

## **Asynchronous JavaScript**

JavaScript is the single-threaded programming language. This means that the JavaScript engine has only one call stack. Therefore, it only can do one thing at a time.

When executing a script, the JavaScript engine executes code from top to bottom, line by line. In other words, it is synchronous.

Asynchronous means the JavaScript engine can execute other tasks while waiting for another task to complete. For example, the JavaScript engine can:

* Request for a data from a remote server.
* Display a spinner
* When the data is available, display it on the webpage.

To do this, the JavaScript engine uses an event loop, which will be covered in the next tutorial.

## **Summary**

* JavaScript engine uses a call stack to manage execution contexts.
* The call stack use the stack data structure that works based on the LIFO (last-in first-out) principle.

# JavaScript Event Loop

**Summary**: in this tutorial, you’ll learn about the event loop in JavaScript and how JavaScript achieves the concurrency model based on the event loop.

## **JavaScript single-threaded model**

JavaScript is a single-threaded programming language. This means that JavaScript can do only one thing at a single point in time.

The JavaScript engine executes a script from the top of the file and works its way down. It creates the [execution contexts](https://www.javascripttutorial.net/javascript-execution-context/), pushes, and pops functions onto and off the [call stack](https://www.javascripttutorial.net/javascript-call-stack/) in the execution phase.

If a function takes a long time to execute, you cannot interact with the web browser during the function’s execution because the page hangs.

A function that takes a long time to complete is called a blocking function. Technically, a blocking function blocks all the interactions on the webpage, such as mouse click.

An example of a blocking function is a function that calls an API from a remote server.

The following example uses a big loop to simulate a blocking function:

function task(message) {

*// emulate time consuming task*

let n = 10000000000;

while (n > 0){

n--;

}

console.log(message);

}

console.log('Start script...');

task('Call an API');

console.log('Done!');

Code language: JavaScript (javascript)

In this example, we have a big [while](https://www.javascripttutorial.net/javascript-while-loop/) loop inside the task() function that emulates a time-consuming task. The task() function is a blocking function.

The script hangs for a few seconds (depending on how fast the computer is) and issues the following output:

Start script...

Download a file.

Done!

To execute the script, the JavaScript engine places the first call console.log() on top of the call stack and executes it. Then, it places the task() function on top of the call stack and executes the function.

However, it’ll take a while to complete the task() function. Therefore, you’ll see the message 'Download a file.' a little time later. After the task() function completes, the JavaScript engine pops it off the call stack.

Finally, the JavaScript engine places the last call to the console.log('Done!') function and executes it, which will be very fast.
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## **Callbacks to the rescue**

To prevent a blocking function from blocking other activities, you typically put it in a [callback function](https://www.javascripttutorial.net/javascript-callback/) for execution later. For example:

console.log('Start script...');

setTimeout(() => {

task('Download a file.');

}, 1000);

console.log('Done!');

Code language: JavaScript (javascript)

In this example, you’ll see the message 'Start script...' and 'Done!' immediately. And after that, you’ll see the message 'Download a file'.

Here’s the output:

Start script...

Done!

Download a file.

As mentioned earlier, the JavaScript engine can do only one thing at a time. However, it’s more precise to say that the JavaScript runtime can do one thing at a time.

The web browser also has other components, not just the JavaScript engine.

When you call the [setTimeout()](https://www.javascripttutorial.net/javascript-bom/javascript-settimeout/) function, make a [fetch request](https://www.javascripttutorial.net/javascript-fetch-api/), or click a button, the web browser can do these activities concurrently and asynchronously.

The [setTimeout()](https://www.javascripttutorial.net/javascript-bom/javascript-settimeout/), fetch requests, and [DOM](https://www.javascripttutorial.net/javascript-dom/) events are parts of the [Web APIs](https://www.javascripttutorial.net/web-apis/) of the web browser.

In our example, when calling the setTimeout() function, the JavaScript engine places it on the call stack, and the Web API creates a timer that expires in 1 second.
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Then JavaScript engine place the task() function is into a queue called a callback queue or a task queue:

![javascript event loop - step 2](data:image/png;base64,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)

The event loop is a constantly running process that monitors both the callback queue and the call stack.

If the call stack is not empty, the event loop waits until it is empty and places the next function from the callback queue to the call stack. If the callback queue is empty, nothing will happen:
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See another example:

console.log('Hi!');

setTimeout(() => {

console.log('Execute immediately.');

}, 0);

console.log('Bye!');

Code language: JavaScript (javascript)

In this example, the timeout is 0 second, so the message 'Execute immediately.' should appear before the message 'Bye!'. However, it doesn’t work like that.

The JavaScript engine places the following function call on the callback queue and executes it when the call stack is empty. In other words, the JavaScript engine executes it after the console.log('Bye!').

console.log('Execute immediately.');

Code language: JavaScript (javascript)

Here’s the output:

Hi!

Bye!

Execute immediately.

The following picture illustrates JavaScript runtime, Web API, Call stack, and Event loop:
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In this tutorial, you have learned about the JavaScript event loop, a constantly running process that coordinates the tasks between the call stack and callback queue to achieve concurrency.

# JavaScript Hoisting

**Summary**: in this tutorial, you’ll learn about JavaScript hoisting and how it works under the hood.

## **Introduction to the JavaScript hoisting**

When the JavaScript engine executes the JavaScript code, it creates the [global execution context](https://www.javascripttutorial.net/javascript-execution-context/). The global execution context has two phases: creation and execution.

During the creation phase, the JavaScript engine moves the variable and function declarations to the top of your code. This feature is known as hoisting in JavaScript.

## **Variable hoisting**

Variable hoisting means the JavaScript engine moves the [variable declarations](https://www.javascripttutorial.net/javascript-variable-scope/) to the top of the script. For example, the following example declares the counter variable and initialize its value to 1:

console.log(counter); *// undefined*

var counter = 1;

Code language: JavaScript (javascript)

In this example, we reference the counter variable before the declaration.

However, the first line of code doesn’t cause an error. The reason is that the JavaScript engine moves the variable declaration to the top of the script.

Technically, the code looks like the following in the execution phase:

var counter;

console.log(counter); *// undefined*

counter = 1;

Code language: JavaScript (javascript)

During the creation phase of the global execution context, the JavaScript engine places the variable counter in the memory and initializes its value to [undefined](https://www.javascripttutorial.net/javascript-undefined/).

### **The let keyword**

The following declares the variable counter with the [let](https://www.javascripttutorial.net/es6/javascript-let/) keyword:

console.log(counter);

let counter = 1;

Code language: JavaScript (javascript)

The JavaScript issues the following error:

"ReferenceError: Cannot access 'counter' before initialization

The error message explains that the counter variable is already in the heap memory. However, it hasn’t been initialized.

Behind the scenes, the JavaScript engine hoists the variable declarations that use the let keyword. However, it doesn’t initialize the let variables.

Notice that if you access a variable that doesn’t exist, the JavaScript will throw a different error:

console.log(alien);

let counter = 1;

Code language: JavaScript (javascript)

Here is the error:

"ReferenceError: alien is not defined

## **Function hoisting**

Like variables, the JavaScript engine also hoists the function declarations. This means that the JavaScript engine also moves the function declarations to the top of the script.

For example:

let x = 20,

y = 10;

let result = add(x, y);

console.log(result);

function add(a, b) {

return a + b;

}

Code language: JavaScript (javascript)

In this example, we called the add() function before defining it. The above code is equivalent to the following:

function add(a, b){

return a + b;

}

let x = 20,

y = 10;

let result = add(x,y);

console.log(result);

Code language: JavaScript (javascript)

During the creation phase of the execution context, the JavaScript engine places the add() function declaration in the heap memory. To be precise, the JavaScript engine creates an object of the [Function](https://www.javascripttutorial.net/javascript-function-type/) type and a function reference called add that refers to the function object.

### **Function expressions**

The following example changes the add from a regular function to a function expression:

let x = 20,

y = 10;

let result = add(x,y);

console.log(result);

var add = function(x, y) {

return x + y;

}

Code language: JavaScript (javascript)

If you execute the code, the following error will occur:

"TypeError: add is not a function

During the creation phase of the global execution context, the JavaScript engine creates the add variable in the memory and initializes its value to undefined.

When executing the following code, the add is undefined, hence, it isn’t a function:

let result = add(x,y);

Code language: JavaScript (javascript)

The add variable is assigned to an [anonymous function](https://www.javascripttutorial.net/javascript-anonymous-functions/) only during the execution phase of the global execution context.

### **Arrow functions**

The following example changes the add function expression to the [arrow function](https://www.javascripttutorial.net/es6/javascript-arrow-function/):

let x = 20,

y = 10;

let result = add(x,y);

console.log(result);

var add = (x, y) => x + y;

Code language: JavaScript (javascript)

The code also issues the same error as the function expression example because arrow functions are syntactic sugar for defining function expressions.

"TypeError: add is not a function

Similar to the functions expressions, the arrow functions aren’t hoisted.

## **Summary**

* JavaScript hoisting occurs during the creation phase of the execution context that moves the variable and function declarations to the top of the script.
* The JavaScript engine hoists the variables declared using the let keyword, but it doesn’t initialize them as the variables declared with the var keyword.
* The JavaScript engine doesn’t hoist the function expressions and arrow functions.

# JavaScript Variable Scopes

**Summary**: in this tutorial, you will learn about the JavaScript variable scope that determines the visibility and accessibility of variables.

## **What is variable scope**

Scope determines the visibility and accessibility of a [variable](https://www.javascripttutorial.net/javascript-variables/). JavaScript has three scopes:

* The global scope
* Local scope
* Block scope (started from ES6)

## **The global scope**

When the JavaScript engine executes a script, it creates a global execution context.

Also, it also assigns variables that you declare outside of functions to the [global execution context](https://www.javascripttutorial.net/javascript-execution-context/). These variables are in the global scope. They are also known as global variables.

See the following example:

var message = 'Hi';

Code language: JavaScript (javascript)

The variable message is global-scoped. It can be accessible everywhere in the script.
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## **Local scope**

The variables that you declare inside a function are local to the function. They are called local variables. For example:

var message = 'Hi';

function say() {

var message = 'Hello';

console.log('message');

}

say();

console.log(message);

Code language: JavaScript (javascript)

Output:

Hello

Hi

When the JavaScript engine executes the say() function, it creates a function execution context. The variable message declared inside the say() function is bound to the function execution context of the function, not the global execution context.
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## **Scope chain**

Consider the following example:

var message = 'Hi';

function say() {

console.log(message);

}

say();

Code language: JavaScript (javascript)

Output:

Hi

In this example, we reference the variable message inside the say() function. Behind the scenes, JavaScript performs the following:

* Look up the variable message in the current context (function execution context) of the say() function. It cannot find any.
* Find the variable message in the outer execution context which is the global execution context. It finds the variable message.

The way that JavaScript resolves a variable is by looking at it in its current scope, if it cannot find the variable, it goes up to the outer scope, which is called the scope chain.
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### **More scope chain example**

Consider the following example:

var y = 20;

function bar() {

var y = 200;

function baz() {

console.log(y);

}

baz();

}

bar();

Code language: JavaScript (javascript)

Output:

200

In this example:

* First, the JavaScript engine finds the variable y in the scope of the baz() function. It cannot find any. So it goes out of this scope.
* Then, the JavaScript engine finds the variable y in the bar() function. It can find the variable y in the scope of the bar() function so it stops searching.

## **Global variable leaks: the weird part of JavaScript**

See the following example:

function getCounter() {

counter = 10;

return counter;

}

console.log(getCounter());

Code language: JavaScript (javascript)

Output:

10

In this example, we assigned 10 to the counter variable without the var, let, or const keyword and then returned it.

Outside the function, we called the getCounter() function and showed the result in the console.

This issue is known as the leaks of the global variables.

Under the hood, the JavaScript engine first looks up the counter variable in the local scope of the getCounter() function. Because there is no var, let, or const keyword, the counter variable is not available in the local scope. It hasn’t been created.

Then, the JavaScript engine follows the scope chain and looks up the counter variable in the global scope. The global scope also doesn’t have the counter variable, so the JavaScript engine creates the counter variable in the global scope.

To fix this “weird” behavior, you use the 'use strict' at the top of the script or at the top of the function:

'use strict'

function getCounter() {

counter = 10;

return counter;

}

console.log(getCounter());

Code language: JavaScript (javascript)

Now, the code throws an error:

ReferenceError: counter is not defined

Code language: JavaScript (javascript)

The following shows how to use the 'use strict' in the function:

function getCounter() {

'use strict'

counter = 10;

return counter;

}

console.log(getCounter());

Code language: JavaScript (javascript)

## **Block scope**

ES6 provides the [let](https://www.javascripttutorial.net/es6/javascript-let/) and [const](https://www.javascripttutorial.net/es6/javascript-const/) keywords that allow you to declare variables in block scope.

Generally, whenever you see curly brackets {}, it is a block. It can be the area within the [if](https://www.javascripttutorial.net/javascript-if-else/), else, [switch](https://www.javascripttutorial.net/javascript-switch-case/) conditions or [for](https://www.javascripttutorial.net/javascript-for-loop/), [do while](https://www.javascripttutorial.net/javascript-do-while/), and [while](https://www.javascripttutorial.net/javascript-while-loop/) loops.

See the following example:

function say(message) {

if(!message) {

let greeting = 'Hello'; *// block scope*

console.log(greeting);

}

*// say it again ?*

console.log(greeting); *// ReferenceError*

}

say();

Code language: JavaScript (javascript)

In this example, we reference the variable greeting outside the if block that results in an error.

In this tutorial, you have learned about the JavaScript variable scopes including function scope, global scope, and block scope.