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Baileys Thea Starry
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# Readme

|  |
| --- |
| WA了三次重新读题  初始化,可以为负的情况,位置错了  入坑容易退坑难  string很慢  读题时mark高精度  输出格式  赛场带vimrc配置  试机：递归深度，lld，PE，除以0，下标为负，重启机器测还原  ^优先级竟然比<要低 |
| syntax on  set nu cindent sw=4 sts=4 ts=4  set mouse=a  nmap <F2> :w<CR>  nmap <F3> :make %< <CR>  nmap <F4> :vs %<.in <CR>  nmap <F5> :!./%< < %<.in <CR>  nmap <F6> :!./%< < %<.in > %<.out <CR> :vs %<.out <CR>  nmap <F7> ggVG "+y  nmap <F12> :wq<CR>  nmap <TAB> <SPACE><SPACE><SPACE><SPACE>  colorscheme delek  inoremap ( ()<ESC>i  inoremap [ []<ESC>i  inoremap " ""<ESC>i  inoremap ' ''<ESC>i  inoremap { {<CR>}<ESC>i |

# 图论

## R最短路Dijkastra

|  |
| --- |
| void Work()  {  int S=1, T=n, u=1, v, cur, cnt=0;  s[S]=0;  while(cnt++<n)  {  vis[u]=true;  for(int i=1; i<=n; i++)  {  if(vis[i]) continue;  if(s[i]>s[u]+d[u][i]) s[i]=s[u]+d[u][i];  if(s[i]<cur) cur=s[i], v=i;  }  u=v, cur=s[0];  }  printf("%d\n", s[T]);  return ;  } |

## R最短路Floyd

|  |
| --- |
| void Work()  {  for(int k=1; k<=n; k++)  for(int i=1; i<=n; i++)  for(int j=1; j<=n; j++)  if(i!=j&&j!=k&&i!=k)  d[i][j]=Min(d[i][j], d[i][k]+d[k][j]);  printf("%d\n", d[1][n]);  return ;  } |

## R最短路SPFA

|  |
| --- |
| void Work()  {  s[S=1]=0, T=n;  q.push(S), vis[S]=true;  while(!q.empty())  {  int u=q.front();  for(int i=1; i<=n; i++)  if(s[i]>s[u]+d[u][i])  {  s[i]=s[u]+d[u][i];  if(!vis[i]) q.push(i), vis[i]=true;  }    q.pop(), vis[u]=false;  }  printf("%d\n", s[T]);  return ;  } |

## R最小生成树Kruskal

|  |
| --- |
| void Read()  {  for(int i=1; i<=n; i++)  for(int j=1; j<=n; j++)  scanf("%d", &d[i][j]);  while(!q.empty()) q.pop();  for(int i=1; i<=n; i++)  for(int j=i+1; j<=n; j++)  {  p.u=i, p.v=j, p.c=d[i][j];  q.push(p);  }  return ;  }  int Rt(int x)  {  return (x==fa[x])?(x):(fa[x]=Rt(fa[x]));  }  void Work()  {  for(int i=1; i<=n; i++) fa[i]=i;  int ans=0, cnt=1;  while(cnt<n)  {  int u=Rt(q.top().u), v=Rt(q.top().v), c=q.top().c; //每次选最短边  q.pop();  if(u==v) continue; //如果端点已经在同一集合 不更新  ++cnt, ans+=c; //加入生成树  if(u<v) fa[v]=u; //合并端点  else fa[u]=v;  }  printf("%d\n", ans);  return ;  } |

## R最小生成树Prim

|  |
| --- |
| void Work()  {  memset(vis, false, sizeof vis);  memset(\_min, 0xf, sizeof \_min);  int u=1, v, cur=\_min[0], cnt=1, ans=0; //任意找一个点加入集合  while(cnt++<n)  {  vis[u]=true;  for(int i=1; i<=n; i++)  {  if(vis[i]||u==i) continue;  if(\_min[i]>d[u][i]) \_min[i]=d[u][i];//更新邻接点到目标集合的最短距离  if(\_min[i]<cur) cur=\_min[i], v=i; //取距离最近的点加入目标集合  }  u=v, ans+=cur, cur=\_min[0];  }  printf("%d\n", ans);  return ;  } |

## R强连通分量Tarjan

|  |
| --- |
| #include<iostream>  #include<cstring>  #include<cstdio>  #include<stack>  #define Min(a, b) ((a)<(b)?(a):(b))  #define Max(a, b) ((a)>(b)?(a):(b))  using namespace std;  const int maxn=100+10;  int n, ans1, ans2, tot, w[maxn];  int cur, fir[maxn], nxt[maxn\*maxn], ver[maxn\*maxn];  int idx, dfn[maxn], low[maxn];  bool ins[maxn], in[maxn], out[maxn];  stack<int> s;  void Add(int x, int y)  {  ver[++cur]=y, nxt[cur]=fir[x], fir[x]=cur;  return ;  }  void Tarjan(int u)  {  dfn[u]=low[u]=++idx;  ins[u]=true;  s.push(u);  for(int i=fir[u], v; i; i=nxt[i])  if(!dfn[v=ver[i]])  {  Tarjan(v);  low[u]=Min(low[u], low[v]);  }  else if(ins[v]) low[u]=Min(low[u], low[v]);  //low[u]=Min(low[u], dfn[v])所得结果不同 但dfn[v]和low[v]均小于low[u]  //算法只在乎dfn[u]==low[u]的节点，所以任何一种写法对整体结果都不影响  if(dfn[u]==low[u])  {  int v=s.top();  s.pop();  w[v]=++tot, ins[v]=false;  while(v!=u)  {  v=s.top();  s.pop();  w[v]=tot, ins[v]=false;  }  }  return ;  }  int main()  {  scanf("%d", &n);  for(int i=1, j; i<=n; i++) while(scanf("%d", &j)&&j) Add(i, j);  for(int i=1; i<=n; i++) if(!dfn[i]) Tarjan(i);  for(int i=1; i<=n; i++)  for(int k=fir[i], j; k; k=nxt[k])  {  if(w[i]==w[j=ver[k]]) continue;  in[w[j]]=out[w[i]]=true;  }  for(int i=1; i<=tot; i++) ans1+=(!in[i]), ans2+=(!out[i]);  if(tot==1) printf("1\n0\n");  else printf("%d\n%d\n", ans1, Max(ans1, ans2));  return 0;  } |

## D连通分量Tarjan

|  |
| --- |
| #define N 10100  std::vector<int> v[N];  int vis[N], dfn[N], low[N], stk[N], top, ins[N], clk;  void Tarjon(int x){  dfn[x] = low[x] = clk++;  stk[top++] = x;  vis[x] = ins[x] = 1;  for(int j = 0;j < v[x].size();j++){  int y = v[x][j];  if(!vis[y]){  Tarjon(y);  low[x] = min(low[x], low[y]);  } else if(ins[y]){  low[x] = min(low[x], dfn[y]);  }  }  if(low[x] == dfn[x]){  int sz = 0;  do {  ins[stk[top-1]] = 0;  top--;  sz++;  } while(stk[top] != x);  if(sz > 1) ans++;  }  } |

## D连通分量korasaju

|  |
| --- |
| 1. 在图G随便选择起点dfs，记录访问时间。  2. 在图G^T根据1得到的访问时间最大的点作为起点dfs，得到若干个树。  3. 每棵树在原图里都是一个强连通分量（由对称在转置图中同样也是）。  void dfs(int x){  vis[x] = 1;  a[clk++] = x;  for(int j = 0;j < v[x].size();j++)  if(!vis[v[x][j]])  dfs(v[x][j]);  a[clk++] = x;  }  void strong(int x, int f){  vis[x] = 1;  flag[x] = f;  tuan[f]++;  for(int j = 0;j < w[x].size();j++)  if(!vis[w[x][j]])  strong(w[x][j], f);  } |

## R曼哈顿生成树

|  |
| --- |
| /\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*  模版：曼哈顿最小生成树  题目：POJ 3241 Object Clustering  \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/  #include<iostream>  #include<cstring>  #include<cstdlib>  #include<cstdio>  #include<cmath>  #include<algorithm>  #define lowbit(x) ((x)&-(x))  using namespace std;  const int maxn=100000+10, INF=0x7f7f7f7f;  int n, m, cur, fa[maxn], a[maxn], b[maxn];  int val[maxn], pos[maxn], ans[maxn];  struct node  {  int x, y, id;  bool operator <(const node&t)const  {  return x==t.x?y<t.y:x<t.x;  }  }p[maxn], pp[maxn];  struct line  {  int u, v, d;  line(int \_u=0, int \_v=0, int \_d=0)  {  u=\_u, v=\_v, d=\_d;  }  bool operator <(const line&t)const  {  return d<t.d;  }  }s[maxn];  int Dist(node u, node v)  {  return abs(u.x-v.x)+abs(u.y-v.y);  }  void Add(int u, int v, int d)  {  s[++cur]=line(u, v, d);  return ;  }  void Update(int x, int \_val, int \_pos)  {  for(int i=x; i; i-=lowbit(i)) if(\_val<val[i])  {  val[i]=\_val;  pos[i]=\_pos;  }  return ;  }  int Query(int x, int N, int \_val=INF, int \_pos=0)  {  for(int i=x; i<=N; i+=lowbit(i)) if(val[i]<\_val)  {  \_val=val[i];  \_pos=pos[i];  }  return \_pos;  }  int Rt(int x)  {  return x==fa[x] ? x : fa[x]=Rt(fa[x]);  }  void Manhattan()  {  cur=0;  int a[maxn], b[maxn];  for(int d=0; d<4; d++)  {  if(d==1 || d==3)  {  for(int i=1; i<=n; i++) swap(p[i].x, p[i].y);  }  else if(d==2)  {  for(int i=1; i<=n; i++) p[i].x=-p[i].x;  }  sort(p+1, p+1+n);  for(int i=1; i<=n; i++) a[i]=b[i]=p[i].y-p[i].x;  sort(b+1, b+1+n);  int N=unique(b+1, b+1+n)-(b+1);  for(int i=1; i<=N; i++) val[i]=INF, pos[i]=0;  for(int i=n; i; i--)  {  a[i]=lower\_bound(b+1, b+1+N, a[i])-b;  int ret=Query(a[i], N);  if(ret) Add(p[i].id, p[ret].id, Dist(p[i], p[ret]));  Update(a[i], p[i].x+p[i].y, i);  }  }  sort(s+1, s+1+cur);  for(int i=1; i<=n; i++) fa[i]=i;  int cnt=1, i=0, u, v, d;  while(cnt<n)  {  while(++i<=cur)  {  u=Rt(s[i].u), v=Rt(s[i].v), d=s[i].d;  if(u!=v) break;  }  ans[cnt++]=d;  if(u<v) fa[v]=u;  else fa[u]=v;  }  printf("%d\n", ans[n-m]);  return ;  }  int main()  {  while(scanf("%d%d", &n, &m)!=EOF)  {  for(int i=1; i<=n; i++)  {  scanf("%d%d", &p[i].x, &p[i].y);  p[i].id=i, pp[i]=p[i];  }  Manhattan();  }  return 0;  } |

## R欧拉路径输出

|  |
| --- |
| /\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*  模版：欧拉路径输出  题目：POJ2337 catenyms  \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/  #include<iostream>  #include<algorithm>  #include<cstring>  #include<cstdio>  using namespace std;  const int maxn=1000+10, maxm=26+5;  #define Min(a, b) ((a)<(b)?(a):(b))  int T, n, in[maxm], out[maxm], fa[maxm], root, put[maxn];  string s[maxn];  bool vis[maxn];  int Rt(int x)  {  return (x==fa[x])?(x):(fa[x]=Rt(fa[x]));  }  void Init()  {  root=maxm;  memset(in, 0, sizeof in);  memset(out, 0, sizeof out);  memset(vis, false, sizeof vis);  for(int i=0; i<26; i++) fa[i]=i;  return ;  }  bool Read()  {  scanf("%d", &n);  int a, b;  for(int i=1; i<=n; i++)  {  cin>>s[i];  a=s[i][0]-'a', b=s[i][s[i].size()-1]-'a';  ++in[a], ++out[b];  root=Min(root, a);  fa[Rt(b)]=Rt(a);  }  a=Rt(a);  for(int i=0; i<26; i++)  if((in[i]||out[i])&&Rt(i)!=a)  return false;  return true;  }  bool Work()  {  int \_in=0, \_out=0;  for(int i=0; i<26; i++)  {  if(in[i]==out[i]) continue;  else if(in[i]==out[i]+1) ++\_in, root=i;  else if(in[i]+1==out[i]) ++\_out;  else return false;  }  return (\_in==\_out)&&(\_in<2);  }  bool Dfs(int x, int cnt)  {  for(int i=1; i<=n; i++)  if((!vis[i])&&s[i][0]-'a'==x)  {  vis[i]=true;  put[cnt]=i;  if(cnt==n||Dfs(s[i][s[i].size()-1]-'a', cnt+1)) return true;  vis[i]=false;  }  return false;  }  int main()  {  scanf("%d", &T);  while(T--)  {  Init();  if(Read()&&Work())  {  sort(s+1, s+1+n);  Dfs(root, 1);  for(int i=1; i<n; i++) cout<<s[put[i]]<<'.';  cout<<s[put[n]]<<endl;  }  else printf("\*\*\*\n");  }  return 0;  } |

# 数据结构

## 并查集相关

|  |
| --- |
| //p[i]: i所在堆的团长，初始为i a[i]: i底下有多少个积木，初始为0  int get(int x){  if(p[x] != x){  a[x] += a[p[x]];  p[x] = get(p[x]);  }  return p[x];  } |

## Drmq

|  |
| --- |
| void build(){  for(int i = 0;i < n;i++){  dp[i][0] = a[i];  }  for(int j = 1;(1<<j) <= n;j++){  for(int i = 0;i + (1<<j) - 1 < n;i++){  dp[i][j] = \_\_gcd(dp[i][j-1], dp[i+(1<<j-1)][j-1]);  }  }  }  int ask(int l, int r){  int k = log(1.0\*(r-l+1))/log(2);  return \_\_gcd(dp[l][k], dp[r-(1<<k)+1][k]);  } |

## T-RMQ

|  |
| --- |
| void init (){  int i;  for (i=1;i<=n;i++){  scanf ("%d",&a[i].x);  f[i][0]=1;  }  }  void pre (){  int i,j,l,last;  last=a[1].x;l=1;  a[n+1].x=a[n].x-1;  for (i=1;i<=n+1;i++){  if (a[i].x==last)continue;  else {  for (j=l;j<i;j++){  a[j].l=l;  a[j].r=i-1;  }  last=a[i].x;  l=i;  }  }    }  void work (){  int i,j,t,u,k,ll,rr;  k=int(log (double(n))/log(2.0));  for (j=1;j<=k;j++)  for (i=1;i<=n;i++){  u=int(i+pow (2.0,j)-1);  if (u>n)break;  t=int(i+pow (2.0,j-1));  f[i][j]=max(f[i][j-1],f[t][j-1]);  if (a[t-1].x==a[t].x){  ll=max (i,a[t].l);  rr=min (u,a[t].r);  if (rr-ll+1>f[i][j])f[i][j]=rr-ll+1;  }  }  } |

## T-LCA

|  |
| --- |
| /\*\*  LCA在线算法O(nlogn)  主函数调用：  init();  tot=0,dir[1]=0;  dfs(1,1);  ST(2\*n-1);  int lca=LCA(u,v);  \*/  #include <stdio.h>  #include <string.h>  #include <iostream>  #include <math.h>  using namespace std;  const int maxn=40010;///节点数目  const int maxm=25;    int \_pow[maxm],m,n;///预处理2的幂  int head[maxn],ip;  int ver[maxn\*2],R[maxn\*2],first[maxn],dir[maxn],dp[maxn\*2][maxm],tot;  ///数组依次表示第u位置对应的节点存储、第x位置节点深度存储、第一次访问时间、到根节点的距离，RNQ数组，tot点依次访问标记  bool vis[maxn];  void init()  {  memset(vis,false,sizeof(vis));  memset(head,-1,sizeof(head));  ip=0;  }  struct note  {  int v,w,next;  }edge[maxn\*2];  void addedge(int u,int v,int w)  {  edge[ip].v=v,edge[ip].w=w,edge[ip].next=head[u],head[u]=ip++;  }  void dfs(int u,int dep)  {  vis[u]=true;  ver[++tot]=u,first[u]=tot,R[tot]=dep;  for(int i=head[u];i!=-1;i=edge[i].next)  {  int v=edge[i].v;  int w=edge[i].w;  if(!vis[v])  {  dir[v]=dir[u]+w;  dfs(v,dep+1);  ver[++tot]=u,R[tot]=dep;  }  }  }  void ST(int len)///RMQ预处理  {  int k=(int)log((double)len)/(log(2.0));  for(int i=1;i<=len;i++)  {  dp[i][0]=i;  }  for(int j=1;j<=k;j++)  {  for(int i=1;i+\_pow[j]-1<=len;i++)  {  int a=dp[i][j-1],b=dp[i+\_pow[j-1]][j-1];  if(R[a]<r[b]) a="dp[x][k],b=dp[y-\_pow[k]+1][k];" else="" int="" k="(int)log((double)(y-x+1)/log(2.0));" lca="" return="" x="">y)swap(x,y);  int res=RMQ(x,y);  return ver[res];  }  /\*\*  LCA（离线算法）  主函数除建边外还应调用  init();  dir[1]=0;  tarjan(1);  \*/  #include <stdio.h>  #include <string.h>  #include <iostream>  using namespace std;  const int maxn=40010;    struct note  {  int u,v,w,lca,next;  }edge[maxn\*2],edge1[805];    int head[maxn],ip,head1[maxn],ip1;///需要建两次边。1，该树的边2，需要查询的两点  int m,n;  int father[maxn],vis[maxn],dir[maxn];  ///依次表示u点的祖先、标记是否访问过，到根节点的距离  void init()  {  memset(vis,0,sizeof(vis));  memset(dir,0,sizeof(dir));  memset(head,-1,sizeof(head));  memset(head1,-1,sizeof(head1));  ip=ip1=0;  }  void addedge(int u,int v,int w)  {  edge[ip].v=v,edge[ip].w=w,edge[ip].next=head[u],head[u]=ip++;  }  void addedge1(int u,int v)  {  edge1[ip1].u=u,edge1[ip1].v=v,edge1[ip1].lca=-1,edge1[ip1].next=head1[u],head1[u]=ip1++;  }  int Find(int x)  {  if(father[x]==x)  return x;  return father[x]=Find(father[x]);  }  void Union(int x,int y)  {  x=Find(x);  y=Find(y);  if(x!=y)  father[y]=x;  }  void tarjan(int u)  {  vis[u]=1;  father[u]=u;  for(int i=head[u];i!=-1;i=edge[i].next)  {  int v=edge[i].v;  int w=edge[i].w;  if(!vis[v])  {  dir[v]=dir[u]+w;  tarjan(v);  Union(u,v);  }  }  for(int i=head1[u];i!=-1;i=edge1[i].next)  {  int v=edge1[i].v;  if(vis[v])  {  edge1[i].lca=edge1[i^1].lca=father[Find(v)];  }  }  } |

## R堆

|  |
| --- |
| void Maintain(int k)//维护以k为根的子堆  {  while(kl<=n)  {  if(kr<=n&&a[kl]>a[kr]&&a[k]>a[kr]) swap(a[k], a[kr]), k=kr;  else if(a[k]>a[kl]) swap(a[k], a[kl]), k=kl;  else break;  }  return ;  }  void Build()  {  for(int i=n>>1; i; i--) Maintain(i);//叶子节点自然满足条件 i从n/2开始调整  return ;  }  void Delete()//删除操作只会出现在堆顶  {  swap(a[1], a[n]);  --n;  Maintain(1);  return ;  }  void Add(int val)//新元素加入到堆底 向下调整  {  a[++n]=val;  for(int k=n; k>1&&a[k]<a[k>>1]; k>>=1) swap(a[k], a[k>>1]);  return ;  } |

## R平衡树avl

|  |
| --- |
| int rt, cnt;  struct node  {  int ch[2], val, idx, h;  node(int v=0, int i=0){ val=v, idx=i; h=1, ch[0]=ch[1]=0; }  }tr[maxn];  void Rotate(int &k, int f)  {  int p=tr[k].ch[f];  tr[k].ch[f]=tr[p].ch[!f];  tr[p].ch[!f]=k;  tr[k].h=max(tr[tr[k].ch[0]].h, tr[tr[k].ch[1]].h)+1;  tr[p].h=max(tr[tr[p].ch[0]].h, tr[tr[p].ch[1]].h)+1;  k=p;  return ;  }  void dbRotate(int &k, int f)  {  Rotate(tr[k].ch[f], !f);  Rotate(k, f);  return ;  }  void Maintain(int &k)  {  if(tr[tr[k].ch[0]].h==tr[tr[k].ch[1]].h+2)  {  if(tr[tr[k].ch[0]].h==tr[tr[tr[k].ch[0]].ch[0]].h+1) Rotate(k, 0);  else dbRotate(k, 0);  }  else if(tr[tr[k].ch[0]].h+2==tr[tr[k].ch[1]].h)  {  if(tr[tr[k].ch[1]].h==tr[tr[tr[k].ch[1]].ch[1]].h+1) Rotate(k, 1);  else dbRotate(k, 1);  }  return ;  }  void Insert(int &k, int val, int idx)  {  if(!k) tr[k=++cnt]=node(val, idx);  else  {  Insert(tr[k].ch[val>tr[k].val], val, idx);  Maintain(k);  }  return ;  }  int Delete(int &k, int val)//若val不存在 删去第一个比它小的数  {  int ans=0;  if(val==tr[k].val || (val<tr[k].val&&!tr[k].ch[0]) || (val>tr[k].val&&!tr[k].ch[1]))  {  if(!tr[k].ch[0] || !tr[k].ch[1])  {  ans=tr[k].val;  k=tr[k].ch[0]+tr[k].ch[1];  return ans;  }  else ans=tr[k].val=Delete(tr[k].ch[0], val);  }  else ans=Delete(tr[k].ch[val>tr[k].val], val);  Maintain(k);  return ans;  }  int Query(int k, int f)  {  while(tr[k].ch[f]) k=tr[k].ch[f];  return k;  } |

## R平衡树sbt

|  |
| --- |
| struct node  {  int ch[2], val, idx, siz;  node(int v=0, int i=0){ val=v, idx=i; siz=1, ch[0]=ch[1]=0; }  }tr[maxn];  void Rotate(int &k, int f)  {  int p=tr[k].ch[f];  tr[k].ch[f]=tr[p].ch[!f];  tr[p].ch[!f]=k;  tr[k].siz=tr[tr[k].ch[0]].siz+tr[tr[k].ch[1]].siz+1;  tr[p].siz=tr[tr[p].ch[0]].siz+tr[tr[p].ch[1]].siz+1;  k=p;  return ;  }  void dbRotate(int &k, int f)  {  Rotate(tr[k].ch[f], !f);  Rotate(k, f);  return ;  }  void Maintain(int &k, int f)  {  if(tr[tr[tr[k].ch[f]].ch[f]].siz>tr[tr[k].ch[!f]].siz) Rotate(k, f);  else if(tr[tr[tr[k].ch[f]].ch[!f]].siz>tr[tr[k].ch[!f]].siz) dbRotate(k, f);  else return ;  Maintain(tr[k].ch[0], 0);  Maintain(tr[k].ch[1], 1);  Maintain(k, 0);  Maintain(k, 1);  return ;  }  void Insert(int &k, int val, int idx)  {  if(!k) tr[k=++cnt]=node(val, idx);  else  {  Insert(tr[k].ch[val>tr[k].val], val, idx);  ++tr[k].siz;  Maintain(k, val>tr[k].val);  }  return ;  }  int Delete(int &k, int val)//若val不存在 删去第一个比它小的数  {  int ans=0;  if(val==tr[k].val || (val<tr[k].val&&!tr[k].ch[0]) || (val>tr[k].val&&!tr[k].ch[1]))  {  if(!tr[k].ch[0] || !tr[k].ch[1])  {  ans=tr[k].val;  k=tr[k].ch[0]+tr[k].ch[1];  return ans;  }  else ans=tr[k].val=Delete(tr[k].ch[0], val);  }  else ans=Delete(tr[k].ch[val>tr[k].val], val);  --tr[k].siz;  return ans;  }  int Query(int k, int f)  {  while(tr[k].ch[f]) k=tr[k].ch[f];  return k;  } |

## D树状数组
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## R树状数组二维

|  |
| --- |
| void Update(int x, int y, lint val)  {  for(int i=x; i<=n; i+=lowbit(i))  for(int j=y; j<=n; j+=lowbit(j))  p[x&1][y&1][i][j]^=val;  return ;  }  lint Query(int x, int y, lint ans=0ll)  {  for(int i=x; i; i-=lowbit(i))  for(int j=y; j; j-=lowbit(j))  ans^=p[x&1][y&1][i][j];  return ans;  } |

## R主席树

|  |
| --- |
| int T, n, m, a[maxn], tot, id[maxn];  struct node  {  int ch[2], val;  }tr[maxn\*50];  map<int, int> mmp;  void Build(int &k, int l=1, int r=n)  {  k=++tot;  tr[k].ch[0]=tr[k].ch[1]=tr[k].val=0;  if(l==r) return ;  Build(tr[k].ch[0], l, mid);  Build(tr[k].ch[1], mid+1, r);  return ;  }  void Insert(int &k, int p, int x, int v, int l=1, int r=n)  {  tr[k=++tot]=tr[p], tr[k].val+=v;  if(l==r) return ;  if(x<=mid) Insert(tr[k].ch[0], tr[p].ch[0], x, v, l, mid);  else Insert(tr[k].ch[1], tr[p].ch[1], x, v, mid+1, r);  return ;  }  int Query1(int k, int x, int l=1, int r=n)  {  if(l==r) return tr[k].val;  if(x<=mid) return Query1(tr[k].ch[0], x, l, mid);  return tr[tr[k].ch[0]].val+Query1(tr[k].ch[1], x, mid+1, r);  }  int Query2(int k, int cnt, int l=1, int r=n)  {  if(l==r) return l;  if(cnt<=tr[tr[k].ch[0]].val) return Query2(tr[k].ch[0], cnt, l, mid);  return Query2(tr[k].ch[1], cnt-tr[tr[k].ch[0]].val, mid+1, r);  } |

## R平衡树

|  |
| --- |
| int rt, cnt;  struct node  {  int ch[2], val, idx, rval;  node(int v=0, int i=0, int r=0){ val=v, idx=i, rval=r; ch[0]=ch[1]=0; }  }tr[maxn];  void Rotate(int &k, int f)  {  int p=tr[k].ch[f];  tr[k].ch[f]=tr[p].ch[!f];  tr[p].ch[!f]=k;  k=p;  return ;  }  void Insert(int &k, int val, int idx)  {  if(!k) tr[k=++cnt]=node(val, idx, rand());  else  {  int f=(val>tr[k].val);  Insert(tr[k].ch[f], val, idx);  if(tr[k].rval<tr[tr[k].ch[f]].rval) Rotate(k, f);  }  return ;  }  void Delete(int &k, int val)  {  if(tr[k].val==val)  {  if(tr[k].ch[0]&&tr[k].ch[1])  {  int f=tr[tr[k].ch[1]].rval>tr[tr[k].ch[0]].rval;  Rotate(k, f);  Delete(tr[k].ch[f], val);  }  else k=tr[k].ch[!tr[k].ch[0]];  }  else Delete(tr[k].ch[val>tr[k].val], val);  return ;  }  int Query(int k, int f)  {  while(tr[k].ch[f]) k=tr[k].ch[f];  return k;  } |

## R树链剖分

|  |
| --- |
| int T, n;  int cur, fir[maxn], ver[maxn<<1], nxt[maxn<<1], cst[maxn<<1], eid[maxn<<1];  int tot, siz[maxn], son[maxn], dep[maxn], fa[maxn], fid[maxn], top[maxn], fw[maxn], idx[maxn], from[maxn];  struct node  {  int mx, mn;  bool f;  }tr[maxn<<2];  void Add(int u, int v, int c, int i)  {  ver[++cur]=v, nxt[cur]=fir[u], fir[u]=cur, cst[cur]=c, eid[cur]=i;  ver[++cur]=u, nxt[cur]=fir[v], fir[v]=cur, cst[cur]=c, eid[cur]=i;  return ;  }  void Read()  {  cur=0;  memset(fir, 0, sizeof fir);  scanf("%d", &n);  for(int i=1, u, v, c; i<n; i++)  {  scanf("%d%d%d", &u, &v, &c);  Add(u, v, c, i);  }  return ;  }  void Dfs1(int u, int f, int d)  {  fa[u]=f, dep[u]=d, siz[u]=1;  for(int i=fir[u], v, tmp=0; i; i=nxt[i]) if((v=ver[i])!=f)  {  fw[v]=cst[i], from[v]=eid[i];  Dfs1(v, u, d+1);  siz[u]+=siz[v];  if(!son[u] || siz[v]>tmp) son[u]=v, tmp=siz[v];  }  return ;  }  void Dfs2(int u, int tp)  {  fid[u]=++tot, top[u]=tp;  if(!son[u]) return ;  Dfs2(son[u], tp);  for(int i=fir[u], v; i; i=nxt[i]) if((v=ver[i])!=fa[u] && v!=son[u]) Dfs2(v, v);  return ;  }  void Build(int k=1, int l=1, int r=n)  {  tr[k].mx=-INF, tr[k].mn=INF, tr[k].f=false;  if(l==r) return ;  Build(kl, l, mid);  Build(kr, mid+1, r);  return ;  }  void Init()  {  memset(son, 0, sizeof son);  Dfs1(1, 0, 1);  tot=0;  Dfs2(1, 1);  return ;  }  inline void Ne(int k)  {  tr[k].mx=-tr[k].mx, tr[k].mn=-tr[k].mn, tr[k].f^=1;  swap(tr[k].mx, tr[k].mn);  return ;  }  void Push\_down(int k)  {  if(tr[k].f)  {  Ne(kl);  Ne(kr);  tr[k].f=false;  }  return ;  }  void Push\_up(int k)  {  tr[k].mx=max(tr[kl].mx, tr[kr].mx);  tr[k].mn=min(tr[kl].mn, tr[kr].mn);  return ;  }  void Update(int x, int v, int k=1, int l=1, int r=n)  {  if(l==r)  {  tr[k].mx=tr[k].mn=v, tr[k].f=false;  return ;  }  Push\_down(k);  if(x<=mid) Update(x, v, kl, l, mid);  else Update(x, v, kr, mid+1, r);  Push\_up(k);  return ;  }  int Query(int ll, int rr, int k=1, int l=1, int r=n)  {  if(rr< l||r< ll) return -INF;  if(ll<=l&&r<=rr) return tr[k].mx;  Push\_down(k);  int tl=Query(ll, rr, kl, l, mid), tr=Query(ll, rr, kr, mid+1, r);  Push\_up(k);  return max(tl, tr);  }  void Negate(int ll, int rr, int k=1, int l=1, int r=n)  {  if(rr< l||r< ll) return ;  if(ll<=l&&r<=rr)  {  Ne(k);  return ;  }  Push\_down(k);  Negate(ll, rr, kl, l, mid);  Negate(ll, rr, kr, mid+1, r);  Push\_up(k);  return ;  }  int Find(int u, int v)  {  int ans=-INF, tu=top[u], tv=top[v], tmp;  while(tu!=tv)  {  if(dep[tu]<dep[tv]) swap(tu, tv), swap(u, v);  tmp=Query(fid[tu], fid[u]);  ans=max(ans, tmp);  u=fa[tu], tu=top[u];  }  if(u==v) return ans;  if(dep[u]>dep[v]) swap(u, v);  tmp=Query(fid[son[u]], fid[v]);  return max(ans, tmp);  }  void Change(int u, int v)  {  int tu=top[u], tv=top[v];  while(tu!=tv)  {  if(dep[tu]<dep[tv]) swap(tu, tv), swap(u, v);  Negate(fid[tu], fid[u]);  u=fa[tu], tu=top[u];  }  if(u==v) return ;  if(dep[u]>dep[v]) swap(u, v);  Negate(fid[son[u]], fid[v]);  return ;  }  void Work()  {  Build();  for(int i=2; i<=n; i++) Update(idx[from[i]]=fid[i], fw[i]);  char s[10];  while(scanf("%s", s)!=EOF&&s[0]!='D')  {  int a, b;  scanf("%d%d", &a, &b);  if(s[0]=='C') Update(idx[a], b);  else if(s[0]=='Q') printf("%d\n", Find(a, b));  else Change(a, b);  }  return ;  } |

# DP

## 背包多重

|  |
| --- |
| void Zero(int i){  for(int j=m; j>=v[i]; j--) f[j]=max(f[j], f[j-v[i]]+v[i]);  return ;  }  void Com(int i){  for(int j=v[i]; j<=m; j++) f[j]=max(f[j], f[j-v[i]]+v[i]);  return ;  }  void Multi(int i){  for(int j=0; j<v[i]; j++){  fir=tail=1;  for(int k=j, h=0; k<=m; k+=v[i], h++){  while(fir!=tail&&k-p[fir]>v[i]\*c[i]) ++fir;//p[]记录队列中元素在原数组中的下标 保证队列区间在范围内  int tmp=f[k]-h\*v[i]; //将f[i-1][k]放入队列  while(fir!=tail&&q[tail-1]<tmp) --tail;  q[tail++]=tmp, p[tail]=k;  f[k]=q[fir]+h\*v[i];  }  }  return ;  }  int main(){  while(scanf("%d%d", &n, &m)!=EOF){  memset(f, 0, sizeof f);  for(int i=1; i<=n; i++) scanf("%d", &v[i]);  for(int i=1; i<=n; i++) scanf("%d", &c[i]);  for(int i=1; i<=n; i++){  if(c[i]==1) Zero(i);  else if(c[i]\*v[i]>=m) Com(i);  else Multi(i);  }  int ans=0;  for(int i=1; i<=m; i++) ans+=(f[i]==i);  cout<<ans<<endl;  }  return 0;  } |

## **背包完全**

|  |
| --- |
| int n=5, v[10]={0, 50, 25, 10, 5, 1}, m, f[maxm];  int main(){  while(scanf("%d", &m)!=EOF) {  memset(f, 0, sizeof f);  f[0]=1;  for(int i=1; i<=n; i++)  for(int j=v[i]; j<=m; j++)//f[i][j]=f[i-1][j]+f[i][j-v[i]];  f[j]=f[j]+f[j-v[i]];  cout<<f[m]<<endl;  }  return 0;  } |

## **背包混合**

|  |
| --- |
| int main()  {  while(scanf("%d%d", &n, &m)!=EOF)  {  for(int i=1; i<=n; i++)  {  scanf("%d", &v[i]);  v1[i]=-v[i];  }  for(int i=1; i<=n; i++) scanf("%d", &c[i]);  N=0;  for(int i=1; i<=n; i++)  for(int sum=0, tmp=1; sum<=c[i]; tmp<<=1)//二进制拆分  if(sum+tmp<c[i]) v2[++N]=tmp\*v[i], w[N]=tmp, sum+=tmp;  else  {  v2[++N]=(c[i]-sum)\*v[i], w[N]=(c[i]-sum);  break;  }  memset(f, 0x7f, sizeof f);  f[0]=0;  for(int i=1; i<=N; i++)  for(int j=p; j>=v2[i]; j--)  if(f[j-v2[i]]!=INF) f[j]=min(f[j], f[j-v2[i]]+w[i]);  for(int i=1; i<=n; i++)  for(int j=p+v1[i]; j>=0; j--)  if(f[j-v1[i]]!=INF) f[j]=min(f[j], f[j-v1[i]]+1);  if(f[m]!=INF) cout<<f[m]<<endl;  else cout<<-1<<endl;  }  return 0;  } |

## **轮廓线DP**

|  |
| --- |
| #include<iostream>  #include<cstring>  #include<cstdlib>  #include<cstdio>  #include<cmath>  #include<algorithm>  using namespace std;  const int N=12+5, \_hash=30007, maxn=1000000+10;  typedef long long lint;  int n, m, x, y, code[N], ch[N];  char mmp[N][N];  struct hashmap{  int cur, fir[\_hash], nxt[maxn];  lint st[maxn], f[maxn];  void clear(){  cur=0;  memset(fir, 0, sizeof fir);  return ;  }  void push(lint s, lint ans) {  int u=s%\_hash;//取余构造哈希函数  for(int i=fir[u]; i; i=nxt[i]) if(st[i]==s){  f[i]+=ans;  return ;  }  nxt[++cur]=fir[u], fir[u]=cur, st[cur]=s, f[cur]=ans;  return ;  }  }p[2];//滚动  int Read(int cnt=0){  for(int i=1; i<=n; i++){  scanf("%s", mmp[i]+1);  for(int j=1; j<=m; j++) if(mmp[i][j]=='.') x=i, y=j, ++cnt;//(x, y) 终点坐标  }  return cnt;  }  void Decode(lint st) {//解密  for(int i=m; i>=0; i--){  code[i]=st&7;//n=12 两两配对最多6条不相交线段  st>>=3;  }  return ;  }  lint Encode(){//加密  int cnt=0;  lint st=0;  memset(ch, -1, sizeof ch);  ch[0]=0;  for(int i=0; i<=m; i++){  if(ch[code[i]]==-1) ch[code[i]]=++cnt;  code[i]=ch[code[i]];//最小表示法 回路不交叉  st<<=3;  st|=code[i];  }  return st;  }  void Shift(){  for(int i=m; i; i--) code[i]=code[i-1];  code[0]=0;  return ;  }  void DP\_blank(int i, int j, int u){  for(int k=1, t; k<=p[u].cur; k++){  Decode(p[u].st[k]);  int left=code[j-1], up=code[j];  if(left&&up){  if(left==up){  if(i==x&&j==y) {//终点  code[j-1]=code[j]=0;  if(j==m) Shift();//转移到新一行  p[u^1].push(Encode(), p[u].f[k]);  }  }  else {  code[j-1]=code[j]=0;  for(int h=0; h<=m; h++) if(code[h]==up) code[h]=left;//左线段右插头和右线段左插头合并  if(j==m) Shift();  p[u^1].push(Encode(), p[u].f[k]);  }  }  else if((left&&(!up)) || ((!left)&&up)){  t=(left ? left : up);  if(mmp[i][j+1]=='.') {//插头向右转移  code[j-1]=0, code[j]=t;  p[u^1].push(Encode(), p[u].f[k]);  }  if(mmp[i+1][j]=='.') {//插头向下转移  code[j-1]=t, code[j]=0;  if(j==m) Shift();  p[u^1].push(Encode(), p[u].f[k]);  }  }  else {  if(mmp[i][j+1]=='.'&&mmp[i+1][j]=='.') {//构建新的联通块  code[j-1]=code[j]=6;//旧联通块最多5种  p[u^1].push(Encode(), p[u].f[k]);  }  }  }  return ;  }  void DP\_block(int i, int j, int u){  for(int k=1; k<=p[u].cur; k++) {  Decode(p[u].st[k]);  code[j-1]=code[j]=0;  if(j==m) Shift();  p[u^1].push(Encode(), p[u].f[k]);  }  return ;  }  lint Work(){  int u=0;  lint ans=0;  p[u].clear();  p[u].push(0, 1);  for(int i=1; i<=n; i++)  for(int j=1; j<=m; j++){  p[u^1].clear();  if(mmp[i][j]=='.') DP\_blank(i, j, u);  else DP\_block(i, j, u);  u^=1;  }  for(int i=1; i<=p[u].cur; i++) ans+=p[u].f[i];  return ans;  }  int main(){  while(scanf("%d%d", &n, &m)!=EOF){  if(!Read()) cout<<0<<endl;  else cout<<Work()<<endl;  }  return 0;  } |

# 字符串

## Istringstream

|  |
| --- |
| #include <iostream>  #include <sstream>  using namespace std;  int main(){  string line, str;  while(getline(cin, line)){  istringstream sm(line);  while(sm >> str)  cout << str << endl;  }  return 0;  } |

## T-KMP

|  |
| --- |
| #define MAXN 1000010  int next[MAXN];  // 传入的字符串下标需要以1开头  void getNext(int m, char \*str) {  next[1]=0; //枚举模式串的每个位置，判断以当前字符结尾能够匹配到的最大前缀  for(int j=0,i=2;i<=m;i++) {  while(j>0&& str[i]!=str[j+1])  j=next[j];// 在str[i-j i-1]和str[1j] 完全匹配的前提下判断str[i]和str[j+1]是否相等,如果不相等，则减小j的值，直到匹配到完全相等位置  if(str[i]==str[j+1])  j++;// 如果能够找到以i结尾的后缀和以j+1结尾的前缀完全匹配，j自增1。  // 这里j有两种情况：  // j = 0 以i结尾的后缀找不到一个前缀和它完全匹配  // j > 0 以i结尾的后缀和以j结尾的前缀完全匹配，更新Next函数的值  next[i]=s;  }  }  // S[1n] 目标串  // T[1m] 匹配串  int KMP(int n, char \*S, int m, char \*T) {  int cnt=0;  for(int j=0,i=1;i<=n;i++) {  while(j>0&&S[i]!=T[j+1])j=next[j];  if(S[i]==T[j+1])j++;  if(j==m) {  cnt++;  j=next[j];  }  }  return cnt;  } |

## DKMP

|  |
| --- |
| #define M 100000  int pre[M], n, m;  void set(string p)  {  memset(pre, 0, sizeof(pre));  pre[0] = -1;  int m = p.length();  for(int i = 1;i < m;i++)  {  int j = pre[i-1];  while(j >= 0 && p[j+1] != p[i])  j = pre[j];  pre[i] = p[j+1] == p[i] ? j+1:-1;  }  }  int KMP(string s, string p)  {  set(p);  int j = -1, r = 0;  int n = s.length(), m = p.length();  for(int i = 0;i < n;i++)  {  while(j >= 0 && s[i] != p[j+1])  j = pre[j];  if(s[i] == p[j+1])  j++;  if(j == m-1)  {  r++;  j = pre[j];  }  }  return r;  } |

## R字符串KMP

|  |
| --- |
| int T, n, m, a[maxn], b[maxn];  int nx[maxn], ex[maxn];  int Kmp()  {  nx[0]=0;  for(int i=1, j=0; i<m; i++)  {  while(j&&b[j]!=b[i]) j=nx[j-1];  if(b[j]==b[i]) ++j;  nx[i]=j;  }    for(int i=0, j=0; i<n; i++)  {  while(j&&b[j]!=a[i]) j=nx[j-1];  if(b[j]==a[i]) ++j;  if(j==m) return i-m+2;  }  return -1;  } |

## R字符串EXKMP

|  |
| --- |
| /\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*  模版：EXKMP  题目：HDU4333 Revolving Digits  \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/  #include<iostream>  #include<cstring>  #include<cstdio>  using namespace std;  const int maxn=200000+10;  #define Max(a, b) ((a)>(b)?(a):(b))  int T, n, m, nx[maxn], ex[maxn];  char t[maxn], s[maxn];  void Read()  {  scanf("%s", t);  n=strlen(t);  for(int i=0; i<n; i++) s[i]=s[n+i]=t[i];  m=n+n;    memset(nx, 0, sizeof nx);  memset(ex, 0, sizeof ex);  return ;  }  void Exkmp()  {  nx[0]=n;  for(int i=1; i<n; i++)  {  if(t[i]!=t[i-1]) break;  nx[1]=i;  }  for(int i=2, j, k=1, p, w; i<n; i++)  {  p=k+nx[k]-1, w=nx[i-k];  if(i+w<p+1) nx[i]=w;  else  {  j=Max(p-i+1, 0);  while(i+j<n && t[i+j]==t[j]) ++j;  nx[i]=j, k=i;  }  }  for(int i=0; i<n&&i<m; i++)  {  if(s[i]!=t[i]) break;  ex[0]=i+1;  }  for(int i=1, j, k=0, p, w; i<m; i++)  {  p=k+ex[k]-1, w=nx[i-k];  if(i+w<p+1) ex[i]=w;  else  {  j=Max(p-i+1, 0);  while(i+j<m && j<n && s[i+j]==t[j]) ++j;  ex[i]=j, k=i;  }  }  return ;  }  int Kmp()  {  nx[0]=0;  for(int j=0, i=1; i<n; i++)  {  while(j && t[j]!=t[i]) j=nx[j-1];  if(t[j]==t[i]) ++j;  nx[i]=j;  }  return nx[n-1];  }  void Work()  {  int le=0, eq=0, gr=0;  Exkmp();  for(int i=0; i<n; i++)  {  if(ex[i]==n) ++eq;  else  {  if(s[i+ex[i]]>t[ex[i]]) ++gr;  else ++le;  }  }  int tmp=n-Kmp();  int cnt=(n%tmp)?(1):(n/tmp);  printf(" %d %d %d\n", le/cnt, eq/cnt, gr/cnt);  return ;  }  int main()  {  scanf("%d", &T);  for(int i=1; i<=T; i++)  {  printf("Case %d:", i);  Read(), Work();  }  return 0;  } |

## R字符串Manacher

|  |
| --- |
| int main()  {  int T=0;  string t;  while(cin>>t)  {  if(t[0]=='E') break;  string s="!\*";  for(int i=0, j=t.size(); i<j; i++) s+=t[i], s+='\*';    int f[maxn]={0}, n=s.size();  int id=0, mx=0, ans=0;  for(int i=1; i<n; i++)  {  f[i]= (mx>i)? Min(f[id\*2-i], mx-i): 1;  while(s[i-f[i]]==s[i+f[i]]) ++f[i];  ans=Max(ans, f[i]);  if(i+f[i]>mx) mx=i+f[i], id=i;  }  printf("Case %d: %d\n", ++T, ans-1);  }  return 0;  } |

## Dmanacher

|  |
| --- |
| int id, m, ans;  id = m = ans = 0;  for(int i = 1;i < len;i++){  if(i < id) p[i] = 1;  else p[i] = min(p[2\*id-i], m-i);  while(a[i+p[i]] == a[i-p[i]])  p[i]++;  ans = max(ans, p[i]);  if(i > id){  id = i;  m = p[i] + i;  }  } |

## D最小表示法

|  |
| --- |
| char str[N];  int solve()  {  int len = strlen(str), i, j, k;  for(int i = len;i < len\*2;i++)  str[i] = str[i-len];  for(i = 0, j = 1;j < len;)  {  for(k = 0;k < len;k++)  if(str[i+k] != str[j+k])  break;  if(k >= len)  return i+1;  if(str[i+k] < str[j+k])  j += k+1;  else if(str[i+k] > str[j+k])  {  int t = j;  j = max(i+k, j)+1;  i = t;  }  }  return i+1;  } |

## T最大最小表示法

|  |
| --- |
| int find\_min\_max(bool ifmin){//1：min 0：max s开始下标=1 返回字符串下标  int i,j,k;  i=1;j=2;k=0;  while (j<=l&&i<=l&&k<l){  if (s[i+k]==s[j+k]){ // 注意这里可以自身扩展，或者用mod  k++;  if (k==l)break;  }  else if (s[i+k]<s[j+k]){  if (ifmin)  j+=k+1;  else i+=k+1;  k=0;  }  else {  if (ifmin)  i+=k+1;  else j+=k+1;  k=0;  }  if (i==j){  j++;  }  }  return min (i,j);  } |

## T后缀数组

|  |
| --- |
| //倍增 O(nlgn)  int wa[maxn],wb[maxn],wv[maxn],ws[maxn];  int cmp(int \*r,int a,int b,int l){  return r[a]==r[b]&&r[a+l]==r[b+l];  }  void da(int \*r,int \*sa,int n,int m){  int i,j,p,\*x=wa,\*y=wb,\*t;  for(i=0;i<m;i++) ws[i]=0;  for(i=0;i<n;i++) ws[x[i]=r[i]]++;  for(i=1;i<m;i++) ws[i]+=ws[i-1];  for(i=n-1;i>=0;i--) sa[--ws[x[i]]]=i;  for(j=1,p=1;p<n;j\*=2,m=p){  for(p=0,i=n-j;i<n;i++) y[p++]=i;  for(i=0;i<n;i++) if(sa[i]>=j) y[p++]=sa[i]-j;  for(i=0;i<n;i++) wv[i]=x[y[i]];  for(i=0;i<m;i++) ws[i]=0;  for(i=0;i<n;i++) ws[wv[i]]++;  for(i=1;i<m;i++) ws[i]+=ws[i-1];  for(i=n-1;i>=0;i--) sa[--ws[wv[i]]]=y[i];  for(t=x,x=y,y=t,p=1,x[sa[0]]=0,i=1;i<n;i++)  x[sa[i]]=cmp(y,sa[i-1],sa[i],j)?p-1:p++;  }  return;  }  //DC3 O(n)  #define F(x) ((x)/3+((x)%3==1?0:tb))  #define G(x) ((x)<tb?(x)\*3+1:((x)-tb)\*3+2)  int wa[maxn],wb[maxn],wv[maxn],ws[maxn];  int c0(int \*r,int a,int b){  return r[a]==r[b]&&r[a+1]==r[b+1]&&r[a+2]==r[b+2];  }  int c12(int k,int \*r,int a,int b){  if(k==2) return r[a]<r[b]||r[a]==r[b]&&c12(1,r,a+1,b+1);  else return r[a]<r[b]||r[a]==r[b]&&wv[a+1]<wv[b+1];}  void sort(int \*r,int \*a,int \*b,int n,int m){  int i;  for(i=0;i<n;i++) wv[i]=r[a[i]];  for(i=0;i<m;i++) ws[i]=0;  for(i=0;i<n;i++) ws[wv[i]]++;  for(i=1;i<m;i++) ws[i]+=ws[i-1];  for(i=n-1;i>=0;i--) b[--ws[wv[i]]]=a[i];  return;  }  void dc3(int \*r,int \*sa,int n,int m){  int i,j,\*rn=r+n,\*san=sa+n,ta=0,tb=(n+1)/3,tbc=0,p;  r[n]=r[n+1]=0;  for(i=0;i<n;i++) if(i%3!=0) wa[tbc++]=i;  sort(r+2,wa,wb,tbc,m);  sort(r+1,wb,wa,tbc,m);  sort(r,wa,wb,tbc,m);  for(p=1,rn[F(wb[0])]=0,i=1;i<tbc;i++)  rn[F(wb[i])]=c0(r,wb[i-1],wb[i])?p-1:p++;  if(p<tbc) dc3(rn,san,tbc,p);  else for(i=0;i<tbc;i++) san[rn[i]]=i;  for(i=0;i<tbc;i++) if(san[i]<tb) wb[ta++]=san[i]\*3;  if(n%3==1) wb[ta++]=n-1;  sort(r,wb,wa,ta,m);  for(i=0;i<tbc;i++) wv[wb[i]=G(san[i])]=i;  for(i=0,j=0,p=0;i<ta && j<tbc;p++)  sa[p]=c12(wb[j]%3,r,wa[i],wb[j])?wa[i++]:wb[j++];  for(;i<ta;p++) sa[p]=wa[i++];  for(;j<tbc;p++) sa[p]=wb[j++];  return;  } |

## AC自动机

|  |
| --- |
| struct Trie  {  int next[WN][AL], fail[WN], end[WN];  int root, L;  int newnode()  {  for(int i = 0;i < AL;i++)  next[L][i] = -1;  end[L++] = 0;  return L-1;  }  void init()  {  L = 0;  root = newnode();  }  void insert(char buf[], int x)  {  int len = strlen(buf);  int now = root;  for(int i = 0;i < len;i++)  {  if(next[now][buf[i]-'A'] == -1)  next[now][buf[i]-'A'] = newnode();  now = next[now][buf[i]-'A'];  }  end[now] = x;  }  void build()  {  queue<int> Q;  fail[root] = root;  for(int i = 0;i < AL;i++)  if(next[root][i] == -1)  next[root][i] = root;  else  {  fail[next[root][i]] = root;  Q.push(next[root][i]);  }  while(!Q.empty())  {  int now = Q.front();  Q.pop();  for(int i = 0;i < AL;i++)  if(next[now][i] == -1)  next[now][i] = next[fail[now]][i];  else  {  fail[next[now][i]] = next[fail[now]][i];  Q.push(next[now][i]);  }  }  }  int query(char buf[])  {  int len = strlen(buf);  int now = root;  int res = 0;  for(int i = 0;i < len;i++)  {  now = next[now][buf[i]-'A'];  int temp = now;  while( temp != root )  {  res += end[temp];  end[temp] = 0;  temp = fail[temp];  }  }  return res;  }  }ac; |

# 计算几何

## 求线段交点

|  |
| --- |
| int delta(double x){  return fabs(x) < eps ? 0 : (x > 0 ? 1 : -1);  }  struct pt  {  double x, y;  pt(){}  pt(double x, double y): x(x), y(y){}  bool eq(pt a){  return !delta(x-a.x) && !delta(y-a.y);  }  double operator \* (const pt &b){  return x\*b.y-y\*b.x;  }  pt operator - (const pt &b){  return pt(x-b.x, y-b.y);  }  }p[N], q[N\*N];  struct seg  {  pt a, b;  seg(){}  seg(pt a, pt b) : a(a), b(b){}  int jo(seg C, pt &ans){  pt c = C.a, d = C.b;  if(max(a.x,b.x) < min(c.x,d.x)||  max(a.y,b.y) < min(c.y,d.y)||  max(c.x,d.x) < min(a.x,b.x)||  max(c.y,d.y) < min(a.y,b.y))  return 0;  int x = delta((b-a)\*(c-a)), y = delta((b-a)\*(d-a));  if(x == 0 && y == 0) return -1;  if(x == 0) ans = c;  else if(y == 0) ans = d;  else{  ans.x =-(c\*d\*(a.x-b.x)-a\*b\*(c.x-d.x))/((a-b)\*(c-d));  ans.y =(a\*b\*(c.y-d.y)-c\*d\*(a.y-b.y))/((a-b)\*(c-d));  }  if(delta(ans.x-max(a.x,b.x)) > 0 || delta(ans.x-min(a.x,b.x))<0)  return 0;  return 1;  }  }s[N]; |

## 判断直线与直线的位置关系

![](data:image/png;base64,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)

1. 容易理解的是利用性质2，得到直线方程*a*1*x*+*b*1*y*+*c*1=0与*a*2*x*+*b*2*y*+*c*2=0 。当*a*1*b*2=*a*2*b*1时 ，直线平行（特判重合的情况）；否则两直线相交，直接解得![](data:image/png;base64,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)
2. 分别在直线上取两点，类似于应用2，将其中一条作为基准直线，得到两个叉积结果。若都为0，则两直线重合。若两者不为0且值相等，则两直线平行。否则相交。   
   用叉积，而不是求出斜率，这样能避免斜率不存在的情况。

## T三维凸包

|  |
| --- |
| #include<iostream>  #include<cmath>  #include<cstring>  #include<cstdio>  using namespace std;  const int N=505;  const double eps=0.000001;  struct Point  {  double x,y,z;  Point(){}  Point(double \_x,double \_y,double \_z)  {  x=\_x; y=\_y; z=\_z;  }  Point operator-(Point t1)//向量减法  {  return Point(x-t1.x,y-t1.y,z-t1.z);  }  Point operator\*(Point t2)//叉积  {  return Point(y\*t2.z-t2.y\*z,z\*t2.x-x\*t2.z,x\*t2.y-y\*t2.x);  }  double operator^(Point t3)//点积  {  return x\*t3.x+y\*t3.y+z\*t3.z;  }  }point[N];  struct Plane  {  int a,b,c;//a,b,c为三个点的编号，a,b,c要满足从凸包外面看成右手系  bool in;//表示该平面是否在凸包内  }plane[N\*10];  void Swap(Point &a,Point &b)  {  Point c;  c=a; a=b; b=c;  }  int n,plen;//计算过的面的个数  int edge[N][N];  void dfs(int p,int t);  double vol(Point p,Plane f)//p与平面abc组成的四面体的有向体积的6倍  {  Point a=point[f.a]-p,b=point[f.b]-p,c=point[f.c]-p;  return (a\*b)^c;  }  double vlen(Point a)//求向量a的模  {  return sqrt(a.x\*a.x+a.y\*a.y+a.z\*a.z);  }  void deal(int p,int t1,int t2)  {  int t=edge[t1][t2];//搜索与该边相邻的另外一个平面  if(plane[t].in)  if(vol(point[p],plane[t])>eps) dfs(p,t);  else  {  Plane add;  add.a=t2,add.b=t1,add.c=p,add.in=true;//这里注意顺序,就可以不用Swap了,add.a,add.b,add.c要成右手系  edge[add.a][add.b]=edge[add.b][add.c]=edge[add.c][add.a]=plen;  plane[plen++]=add;  }  }  void dfs(int p,int t)//递归搜索所有应该从凸包内删除的面  {  plane[t].in=false;  deal(p,plane[t].b,plane[t].a);//注意:a和b的顺序刚好跟下面的相反,为的就是搜索与边(point[plane[t].a],point[plane[t].b])相邻的另外一个平面  deal(p,plane[t].c,plane[t].b);  deal(p,plane[t].a,plane[t].c);  }  int solve(int n)//增量法,有n个点,返回计算过的平面个数,若无法构成凸包,则返回-1  {  if(n<4)//如果点数小于,则无法构成凸包,若已保证点数大于或等于4,可略去  return -1;  plen=0;//计算过的面的个数  Plane add;  for(int i=0;i<4;i++)  {  add.a=(i+1)%4,add.b=(i+2)%4,add.c=(i+3)%4,add.in=true;  if(vol(point[i],add)>0) swap(add.a,add.b);  edge[add.a][add.b]=edge[add.b][add.c]=edge[add.c][add.a]=plen;//记录与该边相邻的其中一个面,并且该顺序在该面内成右手系  plane[plen++]=add;  }  for(int i=4;i<n;i++)  for(int j=0;j<plen;j++)  if(plane[j].in && vol(point[i],plane[j])>eps)  {  dfs(i,j);  break;  }  return plen;  }  double area(Plane a)//求平面三角形的面积  {  return vlen((point[a.b]-point[a.a])\*(point[a.c]-point[a.a]))/2.0;  }  int main()  {  cin>>n;  for(int i=0;i<n;i++) cin>>point[i].x>>point[i].y>>point[i].z;  int m=solve(n);  if(m==-1) printf("0.000\n");  else  {  double ans=0.0;  for(int i=0;i<m;i++) if(plane[i].in) ans+=area(plane[i]);  printf("%.3lf\n",ans);  }  return 0;  } |

# 数学

## 公式
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3. 若素数p满足，则
4. 若素数p满足
5. 当*n*>1 时， 1到n中与n互质的整数和为*nϕ*(*n*)/2   
   与n不互质的整数成对出现，平均值为*n/*2 ，可证。
6. 当(*n*,*m*)=1时,*ϕ*(*nm*)=*ϕ*(*n*)*ϕ*(*m*)

| **莫比乌斯** | **容斥** |
| --- | --- |
| d是x的约数 | y是x的倍数 |
| *μ*(*x/d*) 自变量是跳跃的 | *μ*(*y/x*) 自变量是连续的 |
| *f*(*d*) 为有限项 | *f*(*y*) 为无限项（除非规定了一个范围） |

1. 推导
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## O(2√N+2√M)优化

|  |
| --- |
| /\*∑ϕ(x)(N/x)(M/x)对欧拉函数求前缀和，使查询更快。\*/  LL gao(int n, int m){  LL re = 0;  if(n > m) swap(n, m);  int last;  for(int i = 1;i <= n;i = last+1){  last = min(n/(n/i), m/(m/i));  re += 1LL\*(n/i)\*(m/i)\*(sum[last]-sum[i-1]);  }  return re;  } |

## 线性筛打表

|  |
| --- |
| #define N 100100  #define LL long long  int num[N], prim[N], phi[N] = {1,1}, mob[N]={1,1};  int pn = 0;  void table(){  memset(num, -1, sizeof(num));  for(int i = 2;i < N;i++){  if(num[i]) {  prim[pn++] = i;  phi[i] = i-1;  mob[i] = -1;  }  for(int j = 0;j < pn && 1LL\*i\*prim[j] < N;j++){  if(i % prim[j] == 0){  phi[i\*prim[j]] = phi[i] \* prim[j];  num[i\*prim[j]] = 0;  mob[i\*prim[j]] = 0;  break;  }  phi[i\*prim[j]] = phi[i] \* (prim[j]-1);  num[i\*prim[j]] = 0;  mob[i\*prim[j]] = -mob[i];  }  }  } |

## 根号N求欧拉函数

|  |
| --- |
| int phi(int n)  {  int ans = n;  for(int i = 2;i\*i <= n;i++)if(n % i == 0)  {  ans -= ans/i;  while(n % i == 0)  n /= i;  }  if(n != 1)  ans -= ans/n;  return ans;  } |

## 求逆元

|  |
| --- |
| /\*1. 扩展欧几里得\*/  LL extend\_Euclid(LL a, LL b, LL &x, LL &y){  if(b == 0){  x = 1; y = 0;  return a;  }  LL r = extend\_Euclid(b, a%b, y, x);  y -= a/b\*x;  return r;  }  /\*2. 费马小定理\*/  #define LL long long  LL poo(LL a, int k, int m){  LL res = 1;  while(k){  if(k & 1LL)  res = res \* a % m;  k >>= 1;  a = a\*a%m;  }  return res;  }  /\*3. 打表\*/  int rev[N];  void get\_rev(){  rev[1] = 1;  for(int n = 2;n < N;n++){  int k = P % n, t = P / n;  rev[n] = 1LL\*(P-t)\*rev[k]%P;  }  } |

## Matrix

|  |
| --- |
| #define M 10  struct Matrix{  int n, m;  int a[M][M];  Matrix(){}  Matrix(int p[M][M], int x, int y) {  memcpy(a, p, sizeof(a));  n = x, m = y;  }  void clear(){  n = m = 0;  memset(a, 0, sizeof(a));  }  void pr() {  for(int i = 0;i < n;i++)  for(int j = 0;j < m;j++)  printf("%d%c", a[i][j], " \n"[j==m-1]);  printf("\n");  }  void set(int p[M][M], int x, int y) {  n = x, m = y;  memcpy(a, p, sizeof(a));  }  Matrix operator + (const Matrix &b) const{  Matrix tmp;  tmp.n = n; tmp.m = m;  for(int i = 0;i < n;i++)  for(int j = 0;j < m;j++)  tmp.a[i][j] = a[i][j] + b.a[i][j];  return tmp;  }  Matrix operator - (const Matrix &b) const{  Matrix tmp;  tmp.n = n; tmp.m = m;  for(int i = 0;i < n;i++)  for(int j = 0;j < m;j++)  tmp.a[i][j] = a[i][j] - b.a[i][j];  return tmp;  }  Matrix operator \* (const Matrix &b) const{  Matrix tmp;  tmp.clear();  tmp.n = n; tmp.m = b.m;  for(int i = 0;i < n;i++)  for(int j = 0;j < b.m;j++)  for(int k = 0;k < m;k++) if(a[i][k] && b.a[k][j]) //avoid TLE  tmp.a[i][j] += a[i][k] \* b.a[k][j];  return tmp;  }  }; |

## Gauss

|  |
| --- |
| int gauss() {  int i, j, k, id;  for(i = 0, j = 0; i < m,j < n;) {  id = i;  for(k = i+1; k < m; k++)  if(abs(a[k][j]) > abs(a[id][j]))  id = k;  if(id != i) {  for(k = j; k < n; k++)  swap(a[i][k],a[id][k]);  }//使a[id][k](i<=k<=n)是最 大的,并把这行移到第i行  if(a[i][j] == 0) { j++; continue; }//最大的a[id][k]=0  for(k = i+1; k < m; k++) {//线性变换化0  if(a[k][j] == 0) continue;  for(int l = j; l < n; l++)  a[k][l] = a[k][l] ^ a[i][l];  }  i++,j++;  }  for(int k = i; k < m; k++) if(a[k][n] != 0) {  return -1; //根据前面说的，无解  }  return n-i;  } |

## 扩展欧几里得二元一次最小整数解

|  |
| --- |
| LL extend\_Euclid(LL a, LL b, LL &x, LL &y){  if(b==0){  x = 1; y = 0;  return a;  }  LL r = extend\_Euclid(b, a%b, y, x);  y -= a/b\*x;  return r;  }  LL equation(LL a, LL b, LL c, LL &x, LL &y)  {  LL g = extend\_Euclid(a, b, x, y);  if(c % g) return -1;  LL ran = b / g;  x \*= c/g;  if(ran < 0) ran = -ran;  x = (x%ran + ran) % ran;  return 0;  } |

## 中国剩余定理

|  |
| --- |
| /\*令Ni=M/mi,则(Ni,mi)=1,故存在xi,满足Nixi+miyi=1,  即Nixi≡1(mod mi) 则sum(aiNixi) ≡ai(mod mi)  \*/  //解方程组x=ai(mod mi) mi之间两两互质  int China(int r)  {  int M = 1, ans = 0;  for (int i = 0; i < r; ++i)  M \*= m[i];  for(int i = 0;i < r;i++)  {  int N = M/m[i];  int x, y;  extend\_Euclid(N, m[i], x, y);  ans = (ans+a[i]\*N\*x)%M;  }  ans = (ans - a[r])%M;  return (ans+M)%M;  } |

## BSGS

|  |
| --- |
| /\*--------------------------------------------  \* File Name: POJ 3696  \* Author: Danliwoo  \* Mail: Danliwoo@outlook.com  \* Created Time: 2015-10-02 22:16:59  --------------------------------------------\*/  #include <cstdio>  #include <iostream>  #include <cstring>  #include <queue>  #include <algorithm>  #include <cmath>  using namespace std;  #define N 44725  #define LL long long  #define MOD 150000 //是sqrt(1999999999\*9)要求那么大的  LL gcd(LL a, LL b)  {  return b == 0?a:gcd(b, a%b);  }  LL hs[MOD],head[MOD],next[MOD],id[MOD],top;  void insert(LL x, LL y)  {  LL k = x%MOD;  hs[top] = x, id[top] = y, next[top] = head[k], head[k] = top++;  }  LL find(LL x)  {  LL k = x%MOD;  for(LL i = head[k]; i != -1; i = next[i])  if(hs[i] == x)  return id[i];  return -1;  }  LL mult(LL a, LL b, LL c)  {  a %= c; b %= c;  LL ret = 0, tmp = a;  while(b)  {  if(b & 1LL)  {  ret += tmp;  if(ret > c) ret -= c;  }  tmp <<= 1;  if(tmp > c) tmp -= c;  b >>= 1;  }  return ret%c;  }  LL BSGS(LL a,LL b,LL c) //a^x = b(mod c)  {  memset(head, -1, sizeof(head));  top = 1;  LL m = sqrt(c\*1.0), j;  long long x = 1, p = 1;  for(LL i = 0; i < m; ++i, p = p\*a%c)  insert(p\*b%c, i);//存的是(a^j\*b, j)  for(long long i = m; ;i += m)  {  if( (j = find(x = mult(x,p,c))) != -1 )//注意x要用mult()函数否则超LL  return i-j; //a^(ms-j)=b(mod c)  if(i > c)  break;  }  return 0;  }  int main()  {  LL o = 0;  LL n;  while(scanf("%lld", &n), n)  {  printf("Case %d: ", ++o);  LL m = n/gcd(n, 8)\*9;  if(gcd(m,10) != 1)  {  printf("0\n");  continue;  }  printf("%lld\n", BSGS(10,1,m));  }  return 0;  } |
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|  |
| --- |
| LL xiao(LL &a, LL &b, LL &c)  {  LL r = 0, d, x, y, a1 = 1;  while((d = extend\_Euclid(a, c, x, y)) != 1)  {  if(b % d)  return -1;  c /= d;  b /= d;  a1 = a1\*(a/d)%c;  r++;  }  if(r == 0)  return 0;  extend\_Euclid(a1, c, x, y);  b = (b\*x%c+c)%c;  return r;  }  LL extend\_BSGS(LL a,LL b,LL c)  {  a %= c; //简化运算  LL r = 1;  for(int i = 0;i < 50;i++)  {  if((r-b) % c == 0)  return i;  r \*= a; r %= c;  }  memset(head, -1, sizeof(head));  LL cnt = xiao(a, b, c);  if(cnt == -1)  return -1;  top = 1;  if(b == 1)  return cnt;  LL m = ceil(sqrt(c\*1.0)), j;  LL x = 1, p = 1;  for(LL i = 0; i < m; ++i, p = p\*a%c)  insert(p\*b%c, i);  for(LL i = m; ;i += m)  {  if( (j = find(x = x\*p%c)) != -1 )  return i-j+cnt;  if(i > c)  break;  }  return -1;  } |

## Miller-Robin测试

判断n是否为素数

* + 由[费马小定理](http://blog.csdn.net/danliwoo/article/details/48827813#fermat)，取与n互质的a作为底数，验证*an*−1≡1(mod*n*)是否成立。
  + 当上式成立时，n是基于a的伪素数。
  + 多取几个小于n的不同的a，反复验证，若都成立，则认为n是素数。取5次即可保证比较高的正确率。
  + 不适用范围：卡麦克尔数。
* 二次探测   
  对卡麦尔数（伪素数）进行测试

二次探测定理：对素数*p*,满足*x^*2≡1(mod*p*)的小于p的正整数解*x*只有1或*p*−1

|  |
| --- |
| //从n-1的最大奇因子为指数开始判定  bool recheck(LL a, LL n, LL m, LL j)  {  LL d = po(a, m, n);//对大数运算时里面的乘法要另外算mult\_mod  if(d == 1 || d == n-1)  return true;  for(int i = 0;i < j;i++)  {  d = d\*d % n;  if(d == 1 || d == n-1)  return true;  }  return false;  }  bool Miller\_Rabin(LL n)  {  if( n < 2)return false;  if( n == 2)return true;  if( (n&1LL) == 0)return false;//偶数  srand((unsigned) time (NULL));  LL m = n-1, j = 0;  while( !(m & 1LL) )  {  m >>= 1;  j++;  }  for(int i = 0;i < 5;i++)  {  LL a = rand()%(n-2) + 2;  if( !recheck(a,n,m,j) )  return false;  }  return true;  } |

## Pollard *ρ*整数分解法

|  |
| --- |
| /\* 1. 生成两个整数a、b，计算p=(a-b,n)，直到p不为1或a,b出现循环为止。  2. 若p=n，则n为质数；否则为n的一个约数。  分解n的具体步骤如下：  1. 选取一个小的随机数x1 ，迭代生成xi=xi−1^2+k ，取k=1，若序列出现循环则退出。  2. 计算p=gcd(xi−1−xi,n) 直到p>1,否则返回上一步。  3. 若p=n,则n为素数。否则p为n的约数，继续分解p和n/p \*/  //找出一个因子  LL pollard\_rho(LL x,LL c)  {  LL i = 1, k = 2;  srand(time(NULL));  LL x0 = rand()%(x-1) + 1;  LL y = x0;  while(1)  {  i++;  x0 = (mult\_mod(x0,x0,x) + c)%x;//迭代公式为(x0\*x0+c)%x  LL d = gcd(y - x0,x);//gcd返回一个绝对值  if( d != 1 && d != x)  return d;  if(y == x0)  return x;  if(i == k)  {  y = x0;  k += k;  }  }  }  //对n进行素因子分解，存入factor. k设置为107左右即可  void findfac(LL n,int k)  {  if(n == 1)  return;  if(Miller\_Rabin(n))  {  factor[tol++] = n;  return;  }  LL p = n;  int c = k;  while( p >= n)  p = pollard\_rho(p,c--);//c即k表示最大搜索次数？  //值变化，防止死循环k  findfac(p,k);  findfac(n/p,k);  } |

## n!中因子m的个数

|  |
| --- |
| for (s=0;n;s+=n/=m);  //→\_→ |

## T-polya

|  |
| --- |
| int ksm(int x,int y)  {  int i,j=x,k=1;  while(y)  {  if(y%2) k=k\*j;  j=j\*j;  y/=2;  }  return k;  }  void work(void)  {  int i;  ans=0;  for(i=1;i<=m;i++) ans+=ksm(n,gcd(i,m));  if(m%2==0)  {  ans+=m/2\*ksm(n,(m+1)/2);  ans+=m/2\*ksm(n,m/2+1);  ans/=m\*2;  }  else  {  ans+=m\*ksm(n,(m+1)/2);  ans/=m\*2;  }  cout<<ans<<endl;  } |

# 博弈

能够经过一步操作**存在**必败态的状态，就一定是**必胜态**。

经过一步操作**全是**必胜态的状态，一定是**必败态**。

*a*1⨁*a*2⨁...⨁*an*=1 为必胜态   
*a*1⨁*a*2⨁...⨁*an*=0 为必败态

MEX的运算对象为一个集合S，MEX(S)即最小的不属于S的非负整数。

对于一个给定的有向无环图，图上每个点表示一种局面或状态。   
定义关于图的每个顶点的SG函数如下

*SG*(*x*)=*MEX*{*SG*(*y*)|*x*→*y*}

当∃*y*,*SG*(*y*)=0,则*SG*(*x*)≠0   
当∀*y*,*SG*(*y*)≠0,则*SG*(*x*)=0

这个描述和上面的必胜必败态完全一致，可见当*SG*(*x*)=0 时，x即为一个必败态。

若有若干个平行局面共同组成了一个游戏，则这个父局面的状态由子局面的SG值决定

*SG*(*a*1)⨁*SG*(*a*2)⨁...⨁*SG*(*an*)=0为必败态

# 网络流

## R二分图最大匹配

|  |
| --- |
| /\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*  模版：二分图最大匹配  题目：POJ1274 The Perfect Stall    \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/  #include<iostream>  #include<cstring>  #include<cstdlib>  #include<cstdio>  #include<cmath>  #include<algorithm>  using namespace std;  const int maxn=200+10;  int n, m, ans, from[maxn];  int cur, fir[maxn], ver[maxn\*maxn], nxt[maxn\*maxn];  bool vis[maxn];  void Add(int u, int v)  {  ver[++cur]=v, nxt[cur]=fir[u], fir[u]=cur;  return ;  }  bool Dfs(int u)  {  for(int i=fir[u], v; i; i=nxt[i])  {  if(vis[v=ver[i]]) continue;  vis[v]=true;//保证y部每个结点不被重复访问  if((!from[v])||Dfs(from[v]))//找到新结点 或从已匹配结点出发原路返回能找到新结点 则原路径反向 长度一定增加  {  from[v]=u;//记录y部每个结点与x部结点配对情况  return true;  }  }  return false;  }  int main()  {  while(scanf("%d%d", &n, &m)!=EOF)  {  cur=0, ans=0;  memset(fir, 0, sizeof fir);  memset(from, 0, sizeof from);  for(int u=1, v, k; u<=n; u++)  {  scanf("%d", &k);  for(int i=1; i<=k; i++)  {  scanf("%d", &v);  Add(u, v);  }  }  for(int i=1; i<=n; i++)  {  memset(vis, 0, sizeof vis);  ans+=Dfs(i);//寻找增广路，保证每次增广成功时路径长度加一  }  cout<<ans<<endl;  }  return 0;  } |

## R二分图最佳匹配

|  |
| --- |
| /\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*  模版：二分图最佳匹配  题目：POJ2195 Going Home    \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/  #include<iostream>  #include<cstring>  #include<cstdlib>  #include<cstdio>  #include<cmath>  #include<algorithm>  using namespace std;  const int maxn=100+10;  const int INF=0x7f7f7f7f;  int n, m, ch, cm;  int lx[maxn\*maxn], ly[maxn], w[maxn\*maxn][maxn], from[maxn], del;  bool vx[maxn\*maxn], vy[maxn];  struct node  {  int x, y;  node(int a=0, int b=0){ x=a, y=b; }  }ph[maxn], pm[maxn\*maxn];  int Dis(int a, int b)  {  return abs(pm[a].x-ph[b].x)+abs(pm[a].y-ph[b].y);  }  bool Dfs(int x)  {  vx[x]=true;  for(int y=1; y<=ch; y++)  {  if(vy[y]) continue;  int t=lx[x]+ly[y]-w[x][y];//对于每一条匹配中的边(u, v)，满足lx[u]+ly[v]>=w[u][v]  if(!t)  {  vy[y]=true;  if((!from[y])||Dfs(from[y]))  {  from[y]=x;  return true;  }  }  else if(del>t) del=t;  }  return false;  }  int KM()  {  for(int i=1; i<=cm; i++)//x部  {  while(true)  {  memset(vx, 0, sizeof vx);  memset(vy, 0, sizeof vy);  del=INF;  if(Dfs(i)) break;  for(int j=1; j<=cm; j++) if(vx[j]) lx[j]-=del;  for(int j=1; j<=ch; j++) if(vy[j]) ly[j]+=del;//每一次修改lx[]、ly[]时  //端点均在/不在现有子图中的边不受影响  //x端在子图中的边，lx[u]'+ly[v]<lx[u]+ly[v]<w[u][v]，仍然不进入子图  //y端在子图中的边，lx[u]+ly[v]'>lx[u]+ly[v]，有可能进入子图  }  }  int ans=0;  for(int i=1; i<=ch; i++) if(from[i]) ans+=w[from[i]][i];  return ans;  }  int main()  {  int T=0;  while(scanf("%d%d", &n, &m)!=EOF&&n+m)  {  ch=cm=0;  memset(ly, 0, sizeof ly);  memset(from, 0, sizeof from);  char s[maxn];  for(int i=1; i<=n; i++)  {  scanf("%s", s+1);  for(int j=1; j<=m; j++)  {  if(s[j]=='H') ph[++ch]=node(i, j);  else if(s[j]=='m') pm[++cm]=node(i, j);  }  }  for(int i=1; i<=cm; i++)  {  lx[i]=-INF;  for(int j=1; j<=ch; j++)  {  w[i][j]=-Dis(i, j);  lx[i]=max(lx[i], w[i][j]);//lx[i]：i结点相连边的最大权值  }  }  cout<<-KM()<<endl;  }  return 0;  } |

## R最大流sap

|  |
| --- |
| /\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*  模版：最大流SAP  题目：HDU3549 Flow Problem    \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/  #include<iostream>  #include<cstring>  #include<cstdio>  #define Min(a, b) ((a)<(b)?(a):(b))  using namespace std;  const int maxn=15+5, maxm=1000+10, INF=0x7fffffff;  int T, n, m, st, des, ans, d[maxn], vd[maxn];  int cur, fir[maxn], ver[maxm<<1], nxt[maxm<<1], cap[maxm<<1];  void Add(int u, int v, int c)  {  ver[++cur]=v, nxt[cur]=fir[u], fir[u]=cur, cap[cur]=c;  ver[++cur]=u, nxt[cur]=fir[v], fir[v]=cur, cap[cur]=0;  return ;  }  void Init()  {  cur=1;  memset(d, 0, sizeof d);  memset(vd, 0, sizeof vd);  memset(fir, 0, sizeof fir);  return ;  }  void Read()  {  scanf("%d%d", &n, &m);  for(int i=1, u, v, c; i<=m; i++)  {  scanf("%d%d%d", &u, &v, &c);  Add(u, v, c);  }  st=1, des=n;  return ;  }  int Aug(int u, int flow)  {  if(u==des) return flow;  int rest=flow, mind=n-1, del;  for(int i=fir[u], v; i; i=nxt[i])  if(cap[i]>0)  {  if(d[u]==d[v=ver[i]]+1)  {  del=Aug(v, Min(rest, cap[i]));  cap[i]-=del, cap[i^1]+=del, rest-=del;  if(d[st]>=n) return flow-rest;  if(!rest) break;  }  mind=Min(mind, d[v]);  }  if(rest==flow)  {  if(!--vd[d[u]]) d[st]=n;  ++vd[d[u]=mind+1];  }  return flow-rest;  }  int Sap()  {  ans=0, vd[0]=n;  while(d[st]<n) ans+=Aug(st, INF);  return ans;  }  int main()  {  scanf("%d", &T);  for(int i=1; i<=T; i++)  {  Init(), Read();  printf("Case %d: %d\n", i, Sap());  }  return 0;  } |

## R最大流EK

|  |
| --- |
| /\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*  模版：最大流EK  题目：HDU3549 Flow Problem    \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/  #include<iostream>  #include<cstring>  #include<cstdio>  #include<queue>  #define Min(a, b) ((a)<(b)?(a):(b))  using namespace std;  const int maxn=15+5, maxm=1000+10, INF=0x7fffffff;  int T, n, m, st, des;  int cur, fir[maxn], ver[maxm<<1], nxt[maxm<<1], cap[maxm<<1];  int pre[maxn], rec[maxn], flow[maxn];  queue<int> q;  void Add(int u, int v, int c)  {  ver[++cur]=v, nxt[cur]=fir[u], fir[u]=cur, cap[cur]=c;  ver[++cur]=u, nxt[cur]=fir[v], fir[v]=cur, cap[cur]=0;  return ;  }  void Init()  {  cur=1;  memset(fir, 0, sizeof fir);  return ;  }  void Read()  {  scanf("%d%d", &n, &m);  for(int i=1, u, v, c; i<=m; i++)  {  scanf("%d%d%d", &u, &v, &c);  Add(u, v, c);  }  st=1, des=n;  return ;  }  int Bfs()  {  while(!q.empty()) q.pop();  memset(pre, -1, sizeof pre);  pre[st]=0, flow[st]=INF;  q.push(st);  while(!q.empty())  {  int u=q.front();  q.pop();  if(u==des) break;    for(int i=fir[u], v; i; i=nxt[i])  if(pre[v=ver[i]]==-1&&cap[i]>0)  {  pre[v]=u;  rec[v]=i;  flow[v]=Min(flow[u], cap[i]);  q.push(v);  }  }  return (pre[des]==-1)?(pre[des]):(flow[des]);  }  int Work()  {  int ans=0, del=0;  while((del=Bfs())!=-1)  {  for(int i=des; i!=st; i=pre[i]) cap[rec[i]]-=del, cap[rec[i]^1]+=del;  ans+=del;  }  return ans;  }  int main()  {  scanf("%d", &T);  for(int i=1; i<=T; i++)  {  Init(), Read();  printf("Case %d: %d\n", i, Work());  }  return 0;  } |

## R最大流Dinic

|  |
| --- |
| /\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*  模版：最大流Dinic  题目：HDU3549 Flow Problem    \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/  #include<iostream>  #include<cstring>  #include<cstdio>  #include<queue>  #define Min(a, b) ((a)<(b)?(a):(b))  using namespace std;  const int maxn=15+5, maxm=1000+10, INF=0x7fffffff;  int T, n, m, st, des, rec[maxn], dis[maxn];  int cur, fir[maxn], ver[maxm<<1], nxt[maxm<<1], cap[maxm<<1];  bool vis[maxn];  void Add(int u, int v, int c)  {  ver[++cur]=v, nxt[cur]=fir[u], fir[u]=cur, cap[cur]=c;  ver[++cur]=u, nxt[cur]=fir[v], fir[v]=cur, cap[cur]=0;  return ;  }  void Init()  {  cur=1;  memset(fir, 0, sizeof fir);  return ;  }  void Read()  {  scanf("%d%d", &n, &m);  for(int i=1, u, v, c; i<=m; i++)  {  scanf("%d%d%d", &u, &v, &c);  Add(u, v, c);  }  st=1, des=n;  return ;  }  bool Bfs()  {  queue<int> q;  memset(dis, 0, sizeof dis);  memset(vis, false, sizeof vis);  dis[st]=0, vis[st]=true;  q.push(st);  while(!q.empty())  {  int u=q.front();  q.pop();    for(int i=fir[u], v; i; i=nxt[i])  if(cap[i]>0&&!vis[v=ver[i]])  {  dis[v]=dis[u]+1, vis[v]=true;  q.push(v);  if(v==des) return true;  }  }  return false;  }  int Dfs(int u, int flow)  {  if(u==des||!flow) return flow;  int rest=flow, del;  for(int i=rec[u], v; i; i=nxt[i])  if(dis[u]+1==dis[v=ver[i]]&&(del=Dfs(v, Min(rest, cap[i])))>0)  {  cap[i]-=del, cap[i^1]+=del, rest-=del;  if(!rest) break;  }    return flow-rest;  }  int Dinic()  {  int ans=0;  while(Bfs())  {  memcpy(rec, fir, sizeof fir);  ans+=Dfs(st, INF);  }  return ans;  }  int main()  {  scanf("%d", &T);  for(int i=1; i<=T; i++)  {  Init(), Read();  printf("Case %d: %d\n", i, Dinic());  }  return 0;  } |

## R费用流Spfa

|  |
| --- |
| /\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*  模版：费用流Spfa  题目：POJ2195 Going Home    \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/  #include<iostream>  #include<cstring>  #include<cstdlib>  #include<cstdio>  #include<cmath>  #include<queue>  #include<algorithm>  using namespace std;  const int maxn=100+10, maxm=20000+10, INF=0x7f7f7f7f;  int n, m, S, T, dis[maxn<<1], pre[maxn<<1], fro[maxn<<1];  int h, hx[maxn], hy[maxn], pp, px[maxn], py[maxn];  int cur, fir[maxn<<1], ver[maxm<<1], nxt[maxm<<1], cap[maxm<<1], prc[maxm<<1];  bool vis[maxn<<1];  char s[maxn][maxn];  int Dis(int u, int v)  {  return abs(hx[u]-px[v])+abs(hy[u]-py[v]);  }  void Add(int u, int v, int c, int p)  {  ver[++cur]=v, nxt[cur]=fir[u], fir[u]=cur, cap[cur]=c, prc[cur]=p;  ver[++cur]=u, nxt[cur]=fir[v], fir[v]=cur, cap[cur]=0, prc[cur]=-p;  return ;  }  void Init()  {  h=pp=0, cur=1;  memset(fir, 0, sizeof fir);  memset(pre, 0, sizeof pre);  memset(fro, 0, sizeof fro);  return ;  }  void Read()  {  for(int i=1; i<=n; i++) scanf("%s", s[i]+1);  for(int i=1; i<=n; i++)  for(int j=1; j<=m; j++)  {  if(s[i][j]=='H') hx[++h]=i, hy[h]=j;  else if(s[i][j]=='m') px[++pp]=i, py[pp]=j;  }    S=0, T=h+pp+1;  for(int i=1; i<=h; i++) Add(S, i, 1, 0);  for(int i=1; i<=h; i++)  for(int j=1; j<=pp; j++)  Add(i, j+h, 1, Dis(i, j));  for(int i=1; i<=pp; i++) Add(i+h, T, 1, 0);  return ;  }  bool Spfa()  {  queue<int> q;  memset(vis, false, sizeof vis);  memset(dis, 0x7f, sizeof dis);  dis[S]=0;  q.push(S);  vis[S]=true;  while(!q.empty())  {  int u=q.front();  q.pop();  vis[u]=false;  for(int i=fir[u], v; i; i=nxt[i])  if(cap[i]>0&&dis[v=ver[i]]>dis[u]+prc[i])  {  dis[v]=dis[u]+prc[i];  pre[v]=u, fro[v]=i;  if(!vis[v])  {  vis[v]=true;  q.push(v);  }  }  }  return dis[T]!=INF;  }  void Work()  {  int ans=0, delta=0;  while(Spfa())  {  delta=INF;  for(int u=T; u!=S; u=pre[u]) delta=min(delta, cap[fro[u]]);  for(int u=T; u!=S; u=pre[u]) cap[fro[u]]-=delta, cap[fro[u]^1]+=delta;  ans+=dis[T]\*delta;  }  cout<<ans<<endl;  return ;  }  int main()  {  while(scanf("%d%d", &n, &m)!=EOF&&n+m) Init(), Read(), Work();  return 0;  } |

## R费用流Zkw

|  |
| --- |
| /\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*  模版：费用流Zkw  题目：POJ2195 Going Home    \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/  #include<iostream>  #include<cstring>  #include<cstdlib>  #include<cstdio>  #include<cmath>  #include<queue>  #include<algorithm>  using namespace std;  const int maxn=100+10, maxm=20000+10, INF=0x7f7f7f7f;  int n, m, S, T, ans, dis[maxn<<1], pre[maxn<<1], fro[maxn<<1];  int h, hx[maxn], hy[maxn], pp, px[maxn], py[maxn];  int cur, fir[maxn<<1], ver[maxm<<1], nxt[maxm<<1], cap[maxm<<1], prc[maxm<<1];  bool vis[maxn<<1];  char s[maxn][maxn];  int Dis(int u, int v)  {  return abs(hx[u]-px[v])+abs(hy[u]-py[v]);  }  void Add(int u, int v, int c, int p)  {  ver[++cur]=v, nxt[cur]=fir[u], fir[u]=cur, cap[cur]=c, prc[cur]=p;  ver[++cur]=u, nxt[cur]=fir[v], fir[v]=cur, cap[cur]=0, prc[cur]=-p;  return ;  }  void Init()  {  ans=h=pp=0, cur=1;  memset(fir, 0, sizeof fir);  memset(pre, 0, sizeof pre);  memset(fro, 0, sizeof fro);  memset(dis, 0, sizeof dis);  return ;  }  void Read()  {  for(int i=1; i<=n; i++) scanf("%s", s[i]+1);  for(int i=1; i<=n; i++)  for(int j=1; j<=m; j++)  {  if(s[i][j]=='H') hx[++h]=i, hy[h]=j;  else if(s[i][j]=='m') px[++pp]=i, py[pp]=j;  }  S=0, T=h+pp+1;  for(int i=1; i<=h; i++) Add(S, i, 1, 0);  for(int i=1; i<=h; i++)  for(int j=1; j<=pp; j++)  Add(i, j+h, 1, Dis(i, j));  for(int i=1; i<=pp; i++) Add(i+h, T, 1, 0);  return ;  }  int Aug(int u, int flow)  {  if(u==T)  {  ans+=flow\*dis[S];  return flow;  }  vis[u]=true;  int rest=flow, delta=0;  for(int i=fir[u], v; i; i=nxt[i])  if(!vis[v=ver[i]]&&cap[i]>0&&dis[u]==dis[v]+prc[i])  {  delta=Aug(v, min(cap[i], rest));  cap[i]-=delta, cap[i^1]+=delta, rest-=delta;  if(!rest) break;  }  return flow-rest;  }  bool Update()  {  int delta=INF;  for(int u=S; u<=T; u++) if(vis[u])  for(int i=fir[u], v; i; i=nxt[i])  if(cap[i]>0&&!vis[v=ver[i]])  delta=min(delta, dis[v]-dis[u]+prc[i]);  if(delta==INF) return false;  for(int u=S; u<=T; u++) if(vis[u]) dis[u]+=delta;  return true;  }  void Zkw()  {  do  {  do{ memset(vis, false, sizeof vis); }while(Aug(S, INF));  }while(Update());  cout<<ans<<endl;  return ;  }  int main()  {  while(scanf("%d%d", &n, &m)!=EOF&&n+m) Init(), Read(), Zkw();  return 0;  } |

## T无源汇有上下界最大流

|  |
| --- |
| #include <iostream>  #include <cstdio>  #include <cmath>  #include <algorithm>  #include <cstring>  using namespace std;  const int mn=22222;  const int mm=1000000;  const int oo=0x3fffffff;  int node, st, sd, edge, Edge;  int reach[mm], flow[mm], next[mm];  int head[mn], work[mn], dis[mn], que[mn];  int du[mm], ans[mm], id[mm], dn[mm];  inline void init(int \_node, int \_st, int \_sd)  {  node=\_node, st=\_st, sd=\_sd;  for(int i=0; i<node; i++)  head[i]=-1;  edge=0;  }  inline void addedge(int u, int v, int c1, int c2, int ID)  {  id[edge]=ID, reach[edge]=v, flow[edge]=c1, next[edge]=head[u],head[u]=edge++;  id[edge]=0, reach[edge]=u, flow[edge]=c2, next[edge]=head[v],head[v]=edge++;  }  bool bfs()  {  int u, v, l=0, h=0;  for(int i=0; i<node; i++) dis[i]=-1;  que[l++]=st;  dis[st]=0;  while(l!=h)  {  u=que[h++];  if(h==mn) h=0;  for(int i=head[u]; i>=0; i=next[i])  {  v=reach[i];  if(flow[i]&&dis[v]<0)  {  dis[v]=dis[u]+1;  que[l++]=v;  if(l==mn) l=0;  if(v==sd) return true;  }  }  }  return false;  }  int dfs(int u, int exp)  {  if(u==sd) return exp;  for(int &i=work[u]; i>=0; i=next[i])  {  int v=reach[i], tp;  if(flow[i]&&dis[v]==dis[u]+1&&(tp=dfs(v,min(flow[i],exp)))>0)  {  flow[i]-=tp;  flow[i^1]+=tp;  return tp;  }  }  return 0;  }  void Dinic()  {  while(bfs())  {  for(int i=0; i<node; i++) work[i]=head[i];  while(dfs(st,oo));  }  }  int main()  {  int n,m;  while(~scanf("%d%d",&n,&m))  {  init(n+2,0,n+1);  for(int i=1; i<=m; i++)  {  int u, v, down, up;  scanf("%d%d%d%d",&u,&v,&down,&up);  addedge(u,v,up-down,0,i);  du[u]-=down;  du[v]+=down;  dn[i]=down;  }  Edge=edge;  for(int i=1; i<=n; i++)  {  if(du[i]>0) addedge(st,i,du[i],0,0);  if(du[i]<0) addedge(i,sd,-du[i],0,0);  }  Dinic();  bool flag=true;  for(int i=head[st]; i>=0; i=next[i])  if(flow[i]>0)  {  flag=false;  break;  }  if(!flag) puts("NO");  else  {  puts("YES");  for(int i=0; i<Edge; i++) ans[id[i]]=flow[i^1];  for(int i=1; i<=m; i++)  printf("%d\n",ans[i]+dn[i]);  }  }  return 0;  } |

## T有源汇有上下界最大流

|  |
| --- |
| #include <iostream>  #include <cstdio>  #include <cstring>  #include <queue>  #include <algorithm>  using namespace std;  const int mn=2222;  const int mm=1000000;  const int oo=100000000;  int node, st, sd, edge;  int reach[mm], flow[mm], next[mm];  int head[mn], work[mn], dis[mn], que[mn];  int du[mn], dn[444][1111], id[444][1111];  inline void init(int \_node, int \_st, int \_sd)  {  node=\_node, st=\_st, sd=\_sd;  for(int i=0; i<node; i++)  head[i]=-1, du[i]=0;  edge=0;  }  inline void addedge(int u, int v, int c1, int c2)  {  reach[edge]=v, flow[edge]=c1, next[edge]=head[u],head[u]=edge++;  reach[edge]=u, flow[edge]=c2, next[edge]=head[v],head[v]=edge++;  }  bool bfs()  {  int u, v, l=0, h=0;  for(int i=0; i<node; i++) dis[i]=-1;  que[l++]=st;  dis[st]=0;  while(l!=h)  {  u=que[h++];  if(h==mn) h=0;  for(int i=head[u]; i>=0; i=next[i])  {  v=reach[i];  if(flow[i]&&dis[v]<0)  {  dis[v]=dis[u]+1;  que[l++]=v;  if(l==mn) l=0;  if(v==sd) return true;  }  }  }  return false;  }  int dfs(int u, int exp)  {  if(u==sd) return exp;  for(int &i=work[u]; i>=0; i=next[i])  {  int v=reach[i], tp;  if(flow[i]&&dis[v]==dis[u]+1&&(tp=dfs(v,min(flow[i],exp)))>0)  {  flow[i]-=tp;  flow[i^1]+=tp;  return tp;  }  }  return 0;  }  int Dinic()  {  int max\_flow=0, flow;  while(bfs())  {  for(int i=0; i<node; i++) work[i]=head[i];  while(flow=dfs(st,oo)) max\_flow+=flow;  }  return max\_flow;  }  int main()  {  int n, m, g, l, r, c, d;  while(scanf("%d%d",&n,&m)!=EOF)  {  init(n+m+2,n+m,n+m+1);  for(int i=0; i<m; i++)  {  scanf("%d",&g);  du[sd]+=g;  du[i+n]-=g;  addedge(i+n,sd,oo-g,0);  }  memset(id,0,sizeof(id));  for(int i=0; i<n; i++)  {  scanf("%d%d",&c,&d);  addedge(st,i,d,0);  for(int j=0; j<c; j++)  {  scanf("%d%d%d",&g,&l,&r);  du[i]-=l;  du[g+n]+=l;  dn[i][g]=l;  addedge(i,g+n,r-l,0);  id[i][g]=edge-1;  }  }  addedge(sd,st,oo,0);  st=node, sd=node+1, node+=2;  head[st]=head[sd]=-1; ///!!  int sum=0;  for(int i=0; i<node-2; i++)  {  if(du[i]>0) sum+=du[i], addedge(st,i,du[i],0);  else addedge(i,sd,-du[i],0);  }  int maxflow=Dinic();  if(maxflow!=sum) puts("-1");  else  {  head[st]=head[sd]=-1, node-=2;  st=node-2, sd=node-1;  maxflow=Dinic();  printf("%d\n",maxflow);  for(int i=0; i<n; i++)  {  for(int j=0; j<m; j++)  if(id[i][j])  printf("%d\n",flow[id[i][j]]+dn[i][j]);  }  }  puts("");  }  return 0;  } |

## T有源汇有上下节最小流

|  |
| --- |
| #include <iostream>  #include <cstdio>  #include <cmath>  #include <algorithm>  #include <cstring>  using namespace std;  const int mn=111;  const int mm=11111;  const int oo=0x3fffffff;  int node, st, sd, edge, St, Sd, Edge;  int reach[mm], flow[mm], next[mm];  int head[mn], work[mn], dis[mn], que[mn];  int du[mm], ans[mm], id[mm], dn[mm];  inline void init(int \_node, int \_st, int \_sd)  {  node=\_node, st=\_st, sd=\_sd;  for(int i=0; i<node; i++)  head[i]=-1, du[i]=0;  edge=0;  }  inline void addedge(int u, int v, int c1, int c2, int ID)  {  id[edge]=ID, reach[edge]=v, flow[edge]=c1, next[edge]=head[u],head[u]=edge++;  id[edge]=0, reach[edge]=u, flow[edge]=c2, next[edge]=head[v],head[v]=edge++;  }  bool bfs()  {  int u, v, l=0, h=0;  for(int i=0; i<node; i++) dis[i]=-1;  que[l++]=st;  dis[st]=0;  while(l!=h)  {  u=que[h++];  if(h==mn) h=0;  for(int i=head[u]; i>=0; i=next[i])  {  v=reach[i];  if(flow[i]&&dis[v]<0)  {  dis[v]=dis[u]+1;  que[l++]=v;  if(l==mn) l=0;  if(v==sd) return true;  }  }  }  return false;  }  int dfs(int u, int exp)  {  if(u==sd) return exp;  for(int &i=work[u]; i>=0; i=next[i])  {  int v=reach[i], tp;  if(flow[i]&&dis[v]==dis[u]+1&&(tp=dfs(v,min(flow[i],exp)))>0)  {  flow[i]-=tp;  flow[i^1]+=tp;  return tp;  }  }  return 0;  }  void Dinic()  {  int max\_flow=0, flow;  while(bfs())  {  for(int i=0; i<node; i++) work[i]=head[i];  while(flow=dfs(st,oo)) max\_flow+=flow;  }  }  int main()  {  int n, m;  while(~scanf("%d%d",&n,&m))  {  init(n+1,1,n);  for(int i=1; i<=m; i++)  {  int u, v, c, k;  scanf("%d%d%d%d",&u,&v,&c,&k);  if(k) du[u]-=c, du[v]+=c, ans[i]=c;  else addedge(u,v,c,0,i);  }  St=st, Sd=sd, Edge=edge;  st=node, sd=node+1, node+=2; ///增设超级源点和超级汇点，因为网络中规定不能有弧指向st，也不能有流量流出sd  head[st]=head[sd]=-1;  for(int i=1; i<=n; i++)  {  if(du[i]>0) addedge(st,i,du[i],0,0);  if(du[i]<0) addedge(i,sd,-du[i],0,0);  }  Dinic();  addedge(Sd,St,oo,0,0);  Dinic();  bool flag=true;  for(int i=head[st]; i>=0; i=next[i])  if(flow[i]>0) ///当且仅当附加弧达到满负载有可行流  {  flag=false;  break;  }  if(!flag)  puts("Impossible");  else  {  int res=0, i;  for(i=head[Sd]; i>=0; i=next[i])  if(reach[i]==St) break;  res=flow[i^1];  printf("%d\n",res);  for(i=0; i<Edge; i++) ans[id[i]]=flow[i^1];  for(i=1; i<=m; i++)  {  if(i!=m) printf("%d ",ans[i]);  else printf("%d\n",ans[i]);  }  }  }  return 0;  } |

# Java

## Java包

|  |
| --- |
| import java.math.BigInteger;  import java.math.BigDecimal  import java.util.Scanner;  import java.util.\*;  [java.util.ArrayList](http://www.programcreek.com/java-api-examples/index.php?api=java.util.ArrayList)(6958)  [java.io.IOException](http://www.programcreek.com/java-api-examples/index.php?api=java.io.IOException)(6866)  [java.util.List](http://www.programcreek.com/java-api-examples/index.php?api=java.util.List)(6784)  [java.util.HashMap](http://www.programcreek.com/java-api-examples/index.php?api=java.util.HashMap)(5590)  [java.util.Map](http://www.programcreek.com/java-api-examples/index.php?api=java.util.Map)(5413)  [java.io.File](http://www.programcreek.com/java-api-examples/index.php?api=java.io.File)(5097)  [java.io.InputStream](http://www.programcreek.com/java-api-examples/index.php?api=java.io.InputStream)(4234)  [java.util.Set](http://www.programcreek.com/java-api-examples/index.php?api=java.util.Set)(3915)  [java.util.Arrays](http://www.programcreek.com/java-api-examples/index.php?api=java.util.Arrays)(3884)  [java.util.Iterator](http://www.programcreek.com/java-api-examples/index.php?api=java.util.Iterator)(3856)  [java.util.Collections](http://www.programcreek.com/java-api-examples/index.php?api=java.util.Collections)(3643)  [java.util.Date](http://www.programcreek.com/java-api-examples/index.php?api=java.util.Date)(3461)  [java.util.HashSet](http://www.programcreek.com/java-api-examples/index.php?api=java.util.HashSet)(3278)  [java.io.BufferedReader](http://www.programcreek.com/java-api-examples/index.php?api=java.io.BufferedReader)(3257)  [java.util.Collection](http://www.programcreek.com/java-api-examples/index.php?api=java.util.Collection)(3192)  [java.net.URL](http://www.programcreek.com/java-api-examples/index.php?api=java.net.URL)(3168)  [java.io.FileInputStream](http://www.programcreek.com/java-api-examples/index.php?api=java.io.FileInputStream)(3044)  [java.io.InputStreamReader](http://www.programcreek.com/java-api-examples/index.php?api=java.io.InputStreamReader)(3023)  [org.junit.Test](http://www.programcreek.com/java-api-examples/index.php?api=org.junit.Test)(3008)  [java.io.FileOutputStream](http://www.programcreek.com/java-api-examples/index.php?api=java.io.FileOutputStream)(2843)  [java.io.FileNotFoundException](http://www.programcreek.com/java-api-examples/index.php?api=java.io.FileNotFoundException)(2669)  [java.io.OutputStream](http://www.programcreek.com/java-api-examples/index.php?api=java.io.OutputStream)(2563)  [java.util.regex.Pattern](http://www.programcreek.com/java-api-examples/index.php?api=java.util.regex.Pattern)(2469)  [java.io.Serializable](http://www.programcreek.com/java-api-examples/index.php?api=java.io.Serializable)(2437)  [java.util.LinkedList](http://www.programcreek.com/java-api-examples/index.php?api=java.util.LinkedList)(2372)  [java.text.SimpleDateFormat](http://www.programcreek.com/java-api-examples/index.php?api=java.text.SimpleDateFormat)(2245)  [java.util.Properties](http://www.programcreek.com/java-api-examples/index.php?api=java.util.Properties)(2190)  [java.util.Random](http://www.programcreek.com/java-api-examples/index.php?api=java.util.Random)(2171)  [java.lang.reflect.Method](http://www.programcreek.com/java-api-examples/index.php?api=java.lang.reflect.Method)(2141)  [java.io.ByteArrayOutputStream](http://www.programcreek.com/java-api-examples/index.php?api=java.io.ByteArrayOutputStream)(2112)  [java.util.regex.Matcher](http://www.programcreek.com/java-api-examples/index.php?api=java.util.regex.Matcher)(2012)  [android.os.Bundle](http://www.programcreek.com/java-api-examples/index.php?api=android.os.Bundle)(2007)  [java.util.logging.Logger](http://www.programcreek.com/java-api-examples/index.php?api=java.util.logging.Logger)(1999)  [java.io.UnsupportedEncodingException](http://www.programcreek.com/java-api-examples/index.php?api=java.io.UnsupportedEncodingException)(1968)  [org.junit.Before](http://www.programcreek.com/java-api-examples/index.php?api=org.junit.Before)(1920)  [java.util.Comparator](http://www.programcreek.com/java-api-examples/index.php?api=java.util.Comparator)(1896)  [java.io.ByteArrayInputStream](http://www.programcreek.com/java-api-examples/index.php?api=java.io.ByteArrayInputStream)(1868)  [java.io.PrintWriter](http://www.programcreek.com/java-api-examples/index.php?api=java.io.PrintWriter)(1862)  [java.util.Calendar](http://www.programcreek.com/java-api-examples/index.php?api=java.util.Calendar)(1854)  [android.app.Activity](http://www.programcreek.com/java-api-examples/index.php?api=android.app.Activity)(1843)  [java.net.MalformedURLException](http://www.programcreek.com/java-api-examples/index.php?api=java.net.MalformedURLException)(1828)  [android.content.Context](http://www.programcreek.com/java-api-examples/index.php?api=android.content.Context)(1780)  [android.view.View](http://www.programcreek.com/java-api-examples/index.php?api=android.view.View)(1731)  [java.util.Locale](http://www.programcreek.com/java-api-examples/index.php?api=java.util.Locale)(1719)  [java.util.Enumeration](http://www.programcreek.com/java-api-examples/index.php?api=java.util.Enumeration)(1709)  [java.util.Map.Entry](http://www.programcreek.com/java-api-examples/index.php?api=java.util.Map.Entry)(1705)  [java.io.FileWriter](http://www.programcreek.com/java-api-examples/index.php?api=java.io.FileWriter)(1677)  [java.io.FileReader](http://www.programcreek.com/java-api-examples/index.php?api=java.io.FileReader)(1651)  [android.util.Log](http://www.programcreek.com/java-api-examples/index.php?api=android.util.Log)(1614)  [android.content.Intent](http://www.programcreek.com/java-api-examples/index.php?api=android.content.Intent)(1601)  [java.lang.reflect.InvocationTargetException](http://www.programcreek.com/java-api-examples/index.php?api=java.lang.reflect.InvocationTargetException)(1594)  [java.util.logging.Level](http://www.programcreek.com/java-api-examples/index.php?api=java.util.logging.Level)(1557)  [java.lang.reflect.Field](http://www.programcreek.com/java-api-examples/index.php?api=java.lang.reflect.Field)(1499)  [java.io.StringWriter](http://www.programcreek.com/java-api-examples/index.php?api=java.io.StringWriter)(1499)  [android.widget.TextView](http://www.programcreek.com/java-api-examples/index.php?api=android.widget.TextView)(1442)  [java.util.LinkedHashMap](http://www.programcreek.com/java-api-examples/index.php?api=java.util.LinkedHashMap)(1409)  [java.io.Reader](http://www.programcreek.com/java-api-examples/index.php?api=java.io.Reader)(1390)  [java.net.URI](http://www.programcreek.com/java-api-examples/index.php?api=java.net.URI)(1377)  [java.io.Writer](http://www.programcreek.com/java-api-examples/index.php?api=java.io.Writer)(1339)  [java.text.ParseException](http://www.programcreek.com/java-api-examples/index.php?api=java.text.ParseException)(1318)  [junit.framework.TestCase](http://www.programcreek.com/java-api-examples/index.php?api=junit.framework.TestCase)(1318)  [java.io.OutputStreamWriter](http://www.programcreek.com/java-api-examples/index.php?api=java.io.OutputStreamWriter)(1295)  [java.io.StringReader](http://www.programcreek.com/java-api-examples/index.php?api=java.io.StringReader)(1279)  [java.io.BufferedWriter](http://www.programcreek.com/java-api-examples/index.php?api=java.io.BufferedWriter)(1265)  [java.util.Vector](http://www.programcreek.com/java-api-examples/index.php?api=java.util.Vector)(1254)  [java.util.StringTokenizer](http://www.programcreek.com/java-api-examples/index.php?api=java.util.StringTokenizer)(1251)  [java.text.DateFormat](http://www.programcreek.com/java-api-examples/index.php?api=java.text.DateFormat)(1246)  [java.util.concurrent.TimeUnit](http://www.programcreek.com/java-api-examples/index.php?api=java.util.concurrent.TimeUnit)(1237)  [java.io.BufferedInputStream](http://www.programcreek.com/java-api-examples/index.php?api=java.io.BufferedInputStream)(1235)  [java.util.TreeMap](http://www.programcreek.com/java-api-examples/index.php?api=java.util.TreeMap)(1227)  [org.xml.sax.SAXException](http://www.programcreek.com/java-api-examples/index.php?api=org.xml.sax.SAXException)(1218)  [javax.servlet.http.HttpServletRequest](http://www.programcreek.com/java-api-examples/index.php?api=javax.servlet.http.HttpServletRequest)(1175)  [java.io.PrintStream](http://www.programcreek.com/java-api-examples/index.php?api=java.io.PrintStream)(1168)  [java.util.TreeSet](http://www.programcreek.com/java-api-examples/index.php?api=java.util.TreeSet)(1160)  [android.widget.Toast](http://www.programcreek.com/java-api-examples/index.php?api=android.widget.Toast)(1157)  [java.util.Hashtable](http://www.programcreek.com/java-api-examples/index.php?api=java.util.Hashtable)(1154)  [java.lang.reflect.Constructor](http://www.programcreek.com/java-api-examples/index.php?api=java.lang.reflect.Constructor)(1139)  [java.net.URLEncoder](http://www.programcreek.com/java-api-examples/index.php?api=java.net.URLEncoder)(1134)  [java.security.NoSuchAlgorithmException](http://www.programcreek.com/java-api-examples/index.php?api=java.security.NoSuchAlgorithmException)(1134)  [org.w3c.dom.Document](http://www.programcreek.com/java-api-examples/index.php?api=org.w3c.dom.Document)(1130)  [android.widget.Button](http://www.programcreek.com/java-api-examples/index.php?api=android.widget.Button)(1129)  [org.junit.After](http://www.programcreek.com/java-api-examples/index.php?api=org.junit.After)(1128)  [javax.servlet.http.HttpServletResponse](http://www.programcreek.com/java-api-examples/index.php?api=javax.servlet.http.HttpServletResponse)(1109)  [java.awt.Color](http://www.programcreek.com/java-api-examples/index.php?api=java.awt.Color)(1099)  [java.net.URISyntaxException](http://www.programcreek.com/java-api-examples/index.php?api=java.net.URISyntaxException)(1085)  [javax.servlet.ServletException](http://www.programcreek.com/java-api-examples/index.php?api=javax.servlet.ServletException)(1081)  [javax.xml.parsers.DocumentBuilderFactory](http://www.programcreek.com/java-api-examples/index.php?api=javax.xml.parsers.DocumentBuilderFactory)(1076)  [java.lang.annotation.Retention](http://www.programcreek.com/java-api-examples/index.php?api=java.lang.annotation.Retention)(1075)  [java.security.MessageDigest](http://www.programcreek.com/java-api-examples/index.php?api=java.security.MessageDigest)(1072)  [java.util.concurrent.Executors](http://www.programcreek.com/java-api-examples/index.php?api=java.util.concurrent.Executors)(1062)  [java.net.UnknownHostException](http://www.programcreek.com/java-api-examples/index.php?api=java.net.UnknownHostException)(1057)  [org.slf4j.Logger](http://www.programcreek.com/java-api-examples/index.php?api=org.slf4j.Logger)(1054)  [java.sql.SQLException](http://www.programcreek.com/java-api-examples/index.php?api=java.sql.SQLException)(1043)  [org.slf4j.LoggerFactory](http://www.programcreek.com/java-api-examples/index.php?api=org.slf4j.LoggerFactory)(1042)  [java.util.UUID](http://www.programcreek.com/java-api-examples/index.php?api=java.util.UUID)(1040)  [java.net.InetAddress](http://www.programcreek.com/java-api-examples/index.php?api=java.net.InetAddress)(1026)  [junit.framework.Assert](http://www.programcreek.com/java-api-examples/index.php?api=junit.framework.Assert)(1011)  [android.view.ViewGroup](http://www.programcreek.com/java-api-examples/index.php?api=android.view.ViewGroup)(1005)  [java.util.concurrent.ConcurrentHashMap](http://www.programcreek.com/java-api-examples/index.php?api=java.util.concurrent.ConcurrentHashMap)(1001)  [java.awt.event.ActionEvent](http://www.programcreek.com/java-api-examples/index.php?api=java.awt.event.ActionEvent)(995) |

## 大数

|  |
| --- |
| 在用C或者C++处理大数时感觉非常麻烦，但是在JAVA中有两个类BigInteger和BigDecimal分别表示大整数类和大浮点数类，至于两个类的对象能表示最大范围不清楚，理论上能够表示无线大的数，只要计算机内存足够大。这两个类都在java.math.\*包中，因此每次必须在开头处引用该包。 |
| 基本函数  1.valueOf(parament); 将参数转换为制定的类型    比如 int a=3;    BigInteger b=BigInteger.valueOf(a);    则b=3;    String s=”12345”;    BigInteger c=BigInteger.valueOf(s);    则c=12345；  2.add(); 大整数相加  BigInteger a=new BigInteger(“23”);  BigInteger b=new BigInteger(“34”);  a. add(b);  3.subtract(); 相减  4.multiply(); 相乘  5.divide();    相除取整  6.remainder(); 取余  7.pow();   a.pow(b)=a^b  8.gcd();   最大公约数  9.abs(); 绝对值  10.negate(); 取反数  11.mod(); a.mod(b)=a%b=a.remainder(b);  12.max(); min();  13.public int comareTo();  14.boolean equals(); 是否相等  15.BigInteger构造函数：  一般用到以下两种：  BigInteger(String val);  将指定字符串转换为十进制表示形式；  BigInteger(String val,int radix);  将指定基数的 BigInteger 的字符串表示形式转换为 BigInteger |
| 基本常量  A=BigInteger.ONE    1  B=BigInteger.TEN    10  C=BigInteger.ZERO   0 |
| 基本操作  1.   读入：  用Scanner类定义对象进行控制台读入,Scanner类在java.util.\*包中  Scanner cin=new Scanner(System.in);// 读入  while(cin.hasNext())   //等同于!=EOF  {    int n;   BigInteger m;    n=cin.nextInt(); //读入一个int;    m=cin.BigInteger();//读入一个BigInteger;    System.out.print(m.toString());  }  Ⅳ.运用  四则预算：  import java.math.BigDecimal;  import java.math.BigInteger;  import java.text.DecimalFormat;  import java.util.Scanner;  public class Main5 {  public static void main(String args[]) {  Scanner cin = new Scanner(System.in);  BigInteger a, b;  int c;  char op;  String s;  while (cin.hasNext()) {  a = cin.nextBigInteger();  s = cin.next();  op = s.charAt(0);  if (op == '+') {  b = cin.nextBigInteger();  System.out.println(a.add(b));  } else if (op == '-') {  b = cin.nextBigInteger();  System.out.println(a.subtract(b));  } else if (op == '\*') {  b = cin.nextBigInteger();  System.out.println(a.multiply(b));  } else {  BigDecimal a1, b1, eps;  String s1, s2, temp;  s1 = a.toString();  a1 = new BigDecimal(s1);  b = cin.nextBigInteger();  s2 = b.toString();  b1 = new BigDecimal(s2);  c = cin.nextInt();  eps = a1.divide(b1, c, 4);  // System.out.println(a + " " + b + " " + c);  // System.out.println(a1.doubleValue() + " " + b1.doubleValue()  // + " " + c);  System.out.print(a.divide(b) + " " + a.mod(b) + " ");  if (c != 0) {  temp = "0.";  for (int i = 0; i < c; i++)  temp += "0";  DecimalFormat gd = new DecimalFormat(temp);  System.out.println(gd.format(eps));  } else  System.out.println(eps);  }  }  }  }  //==========================================================================  //PKU1311八进制浮点数化为十进制浮点数，高精度 import java.math.BigDecimal;  import java.util.Scanner;  public class Main5 {  public static void main(String[] args) {  Scanner cin = new Scanner(System.in);  BigDecimal temp, sum, ans, num; // java大数  String str;  int i, len;  while (cin.hasNext()) {  str = cin.next();  len = str.length();  temp = BigDecimal.valueOf(8.0);  sum = BigDecimal.ONE;  ans = BigDecimal.ZERO;  for (i = 2; i < len; i++) {  int val = str.charAt(i) - '0';  num = BigDecimal.valueOf(val);  sum = sum.multiply(temp); // 8的n次幂  ans = ans.add(num.divide(sum)); // 按权累加  }  System.out.printf("%s [8] = ", str);  System.out.println(ans + " [10]");  }  }  } |

## Java保留小数

|  |
| --- |
| public class PreciseCompute {  //默认除法运算精度  private static final int DEF\_DIV\_SCALE = 10;    /\*\*  \* 提供精确的加法运算。  \* @param v1 被加数  \* @param v2 加数  \* @return 两个参数的和  \*/    public static double add(double v1, double v2) {  BigDecimal b1 = new BigDecimal(Double.toString(v1));  BigDecimal b2 = new BigDecimal(Double.toString(v2));  return b1.add(b2).doubleValue();  }    /\*\*  \* 提供精确的减法运算。  \* @param v1 被减数  \* @param v2 减数  \* @return 两个参数的差  \*/    public static double sub(double v1, double v2) {  BigDecimal b1 = new BigDecimal(Double.toString(v1));  BigDecimal b2 = new BigDecimal(Double.toString(v2));  return b1.subtract(b2).doubleValue();  }    /\*\*  \* 提供精确的乘法运算。  \* @param v1 被乘数  \* @param v2 乘数  \* @return 两个参数的积  \*/  public static double mul(double v1, double v2) {  BigDecimal b1 = new BigDecimal(Double.toString(v1));  BigDecimal b2 = new BigDecimal(Double.toString(v2));  return b1.multiply(b2).doubleValue();  }    /\*\*  \* 提供（相对）精确的除法运算，当发生除不尽的情况时，精确到  \* 小数点以后10位，以后的数字四舍五入。  \* @param v1 被除数  \* @param v2 除数  \* @return 两个参数的商  \*/    public static double div(double v1, double v2) {  return div(v1, v2, DEF\_DIV\_SCALE);  }    /\*\*  \* 提供（相对）精确的除法运算。当发生除不尽的情况时，由scale参数指  \* 定精度，以后的数字四舍五入。  \* @param v1 被除数  \* @param v2 除数  \* @param scale 表示表示需要精确到小数点以后几位。  \* @return 两个参数的商  \*/  public static double div(double v1, double v2, int scale) {  if (scale < 0) {  throw new IllegalArgumentException(  "The scale must be a positive integer or zero");  }  BigDecimal b1 = new BigDecimal(Double.toString(v1));  BigDecimal b2 = new BigDecimal(Double.toString(v2));  return b1.divide(b2, scale, BigDecimal.ROUND\_HALF\_UP).doubleValue();  }    /\*\*  \* 提供精确的小数位四舍五入处理。  \* @param v 需要四舍五入的数字  \* @param scale 小数点后保留几位  \* @return 四舍五入后的结果  \*/  public static double round(double v, int scale) {  if (scale < 0) {  throw new IllegalArgumentException(  "The scale must be a positive integer or zero");  }  BigDecimal b = new BigDecimal(Double.toString(v));  BigDecimal ne = new BigDecimal("1");  return b.divide(one, scale, BigDecimal.ROUND\_HALF\_UP).doubleValue();  }  } |

## Java有序map

|  |
| --- |
| public class TreeMapTest {     public static void main(String[] args) {         Map<String, String> map = new TreeMap<String, String>(                 new Comparator<String>() {                     public int compare(String obj1, String obj2) {                         // 降序排序                         return obj2.compareTo(obj1);                     }                 });         map.put("c", "ccccc");         map.put("a", "aaaaa");         map.put("b", "bbbbb");         map.put("d", "ddddd");          Set<String> keySet = map.keySet();         Iterator<String> iter = keySet.iterator();         while (iter.hasNext()) {             String key = iter.next();             System.out.println(key + ":" + map.get(key));         }     } } |

## Java无序map

|  |
| --- |
| public class HashMapTest {     public static void main(String[] args) {         Map<String, String> map = new HashMap<String, String>();         map.put("c", "ccccc");         map.put("a", "aaaaa");         map.put("b", "bbbbb");         map.put("d", "ddddd");        List<Map.Entry<String,String>> list = new ArrayList<Map.Entry<String,String>>(map.entrySet());         Collections.sort(list,new Comparator<Map.Entry<String,String>>() {             //升序排序             public int compare(Entry<String, String> o1,                     Entry<String, String> o2) {                 return o1.getValue().compareTo(o2.getValue());             }         });         for(Map.Entry<String,String> mapping:list){                 System.out.println(mapping.getKey()+":"+mapping.getValue());           }       } } |

## Set

|  |
| --- |
| HashSet:特点：无序的，长度可变的，不可重复的  // 创建一个容器对象  java.util.HashSet<String> sets = new java.util.HashSet<String>();    // 装入10个元素  for (int i = 0; i < 10; i++) {      String s = "元素a" + i;      sets.add(s);  }    //检验若输入加入重复的元素，在集合中的是原来的还是新加入的（结果表明是原来的）  boolean b = sets.add("新来的");  boolean b1 = sets.add("新来的");  System.out.println(b + "<>" + b1);  // 遍历1  // 得到迭代器对象  java.util.Iterator<String> iter = sets.iterator();  while (iter.hasNext()) {      String str = iter.next();      System.out.print(str + "\t");  }    System.out.println();    //遍历2  for(String str:sets){        System.out.print(str+"\t");  } |

## Java queue

|  |
| --- |
| import java.util.LinkedList;  import java.util.Queue;  public class QueueTest {  public static void main(String[] args) {  //add()和remove()方法在失败的时候会抛出异常(不推荐)  Queue<String> queue = new LinkedList<String>();  //添加元素  queue.offer("a");  queue.offer("b");  queue.offer("c");  queue.offer("d");  queue.offer("e");  for(String q : queue){  System.out.println(q);  }  System.out.println("===");  System.out.println("poll="+queue.poll()); //返回第一个元素，并在队列中删除  for(String q : queue){  System.out.println(q);  }  System.out.println("===");  System.out.println("element="+queue.element()); //返回第一个元素  for(String q : queue){  System.out.println(q);  }  System.out.println("===");  System.out.println("peek="+queue.peek()); //返回第一个元素  for(String q : queue){  System.out.println(q);  }  }  } |

## Java 排序

|  |
| --- |
| /\*\*    \* 冒泡法排序<br/>    \* <li>比较相邻的元素。如果第一个比第二个大，就交换他们两个。</li>    \* <li>对每一对相邻元素作同样的工作，从开始第一对到结尾的最后一对。在这一点，最后的元素应该会是最大的数。</li>    \* <li>针对所有的元素重复以上的步骤，除了最后一个。</li>    \* <li>持续每次对越来越少的元素重复上面的步骤，直到没有任何一对数字需要比较。</li>    \*     \* @param numbers    \*            需要排序的整型数组    \*/   public static void bubbleSort(int[] numbers) {        int temp; // 记录临时中间值        int size = numbers.length; // 数组大小        for (int i = 0; i < size - 1; i++) {            for (int j = i + 1; j < size; j++) {                if (numbers[i] < numbers[j]) { // 交换两数的位置                    temp = numbers[i];                    numbers[i] = numbers[j];                    numbers[j] = temp;                }            }        }    }   快速排序使用分治法策略来把一个序列分为两个子序列。  /\*\*    \* 快速排序<br/>    \* <ul>    \* <li>从数列中挑出一个元素，称为“基准”</li>    \* <li>重新排序数列，所有元素比基准值小的摆放在基准前面，所有元素比基准值大的摆在基准的后面（相同的数可以到任一边）。在这个分割之后，    \* 该基准是它的最后位置。这个称为分割（partition）操作。</li>    \* <li>递归地把小于基准值元素的子数列和大于基准值元素的子数列排序。</li>    \* </ul>    \*     \* @param numbers    \* @param start    \* @param end    \*/   public static void quickSort(int[] numbers, int start, int end) {        if (start < end) {            int base = numbers[start]; // 选定的基准值（第一个数值作为基准值）            int temp; // 记录临时中间值            int i = start, j = end;            do {                while ((numbers[i] < base) && (i < end))                    i++;                while ((numbers[j] > base) && (j > start))                    j--;                if (i <= j) {                    temp = numbers[i];                    numbers[i] = numbers[j];                    numbers[j] = temp;                    i++;                    j--;                }            } while (i <= j);            if (start < j)                quickSort(numbers, start, j);            if (end > i)                quickSort(numbers, i, end);        }    }   选择排序是一种简单直观的排序方法，每次寻找序列中的最小值，然后放在最末尾的位置。  /\*\*    \* 选择排序<br/>    \* <li>在未排序序列中找到最小元素，存放到排序序列的起始位置</li>    \* <li>再从剩余未排序元素中继续寻找最小元素，然后放到排序序列末尾。</li>    \* <li>以此类推，直到所有元素均排序完毕。</li>     \*     \* @param numbers    \*/   public static void selectSort(int[] numbers) {        int size = numbers.length, temp;        for (int i = 0; i < size; i++) {            int k = i;            for (int j = size - 1; j >i; j--)  {                if (numbers[j] < numbers[k])  k = j;            }            temp = numbers[i];            numbers[i] = numbers[k];            numbers[k] = temp;        }    }   插入排序的工作原理是通过构建有序序列，对于未排序数据，在已排序序列中从后向前扫描，找到相应位置并插入。其具体步骤参见代码及注释。  /\*\*    \* 插入排序<br/>    \* <ul>    \* <li>从第一个元素开始，该元素可以认为已经被排序</li>    \* <li>取出下一个元素，在已经排序的元素序列中从后向前扫描</li>    \* <li>如果该元素（已排序）大于新元素，将该元素移到下一位置</li>    \* <li>重复步骤3，直到找到已排序的元素小于或者等于新元素的位置</li>    \* <li>将新元素插入到该位置中</li>    \* <li>重复步骤2</li>    \* </ul>    \*     \* @param numbers    \*/   public static void insertSort(int[] numbers) {        int size = numbers.length, temp, j;        for(int i=1; i<size; i++) {            temp = numbers[i];            for(j = i; j > 0 && temp < numbers[j-1]; j--)                numbers[j] = numbers[j-1];            numbers[j] = temp;        }    }  归并排序是建立在归并操作上的一种有效的排序算法，归并是指将两个已经排序的序列合并成一个序列的操作。参考代码如下：  /\*\*    \* 归并排序<br/>    \* <ul>    \* <li>申请空间，使其大小为两个已经排序序列之和，该空间用来存放合并后的序列</li>    \* <li>设定两个指针，最初位置分别为两个已经排序序列的起始位置</li>    \* <li>比较两个指针所指向的元素，选择相对小的元素放入到合并空间，并移动指针到下一位置</li>    \* <li>重复步骤3直到某一指针达到序列尾</li>    \* <li>将另一序列剩下的所有元素直接复制到合并序列尾</li>    \* </ul>    \*     \* @param numbers    \*/   public static void mergeSort(int[] numbers, int left, int right) {        int t = 1;// 每组元素个数        int size = right - left + 1;        while (t < size) {            int s = t;// 本次循环每组元素个数            t = 2 \* s;            int i = left;            while (i + (t - 1) < size) {                merge(numbers, i, i + (s - 1), i + (t - 1));                i += t;            }            if (i + (s - 1) < right)                merge(numbers, i, i + (s - 1), right);        }    }    /\*\*    \* 归并算法实现    \*     \* @param data    \* @param p    \* @param q    \* @param r    \*/   private static void merge(int[] data, int p, int q, int r) {        int[] B = new int[data.length];        int s = p;        int t = q + 1;        int k = p;        while (s <= q && t <= r) {            if (data[s] <= data[t]) {                B[k] = data[s];                s++;            } else {                B[k] = data[t];                t++;            }            k++;        }        if (s == q + 1)            B[k++] = data[t++];        else           B[k++] = data[s++];        for (int i = p; i <= r; i++)            data[i] = B[i];    }    将之前介绍的所有排序算法整理成NumberSort类，代码  package test.sort;    import java.util.Random;    //Java实现的排序类   public class NumberSort {        //私有构造方法，禁止实例化       private NumberSort() {            super();        }         //冒泡法排序      public static void bubbleSort(int[] numbers) {            int temp; // 记录临时中间值            int size = numbers.length; // 数组大小            for (int i = 0; i < size - 1; i++) {                for (int j = i + 1; j < size; j++) {                    if (numbers[i] < numbers[j]) { // 交换两数的位置                        temp = numbers[i];                        numbers[i] = numbers[j];                        numbers[j] = temp;                    }                }            }        }        //快速排序     public static void quickSort(int[] numbers, int start, int end) {            if (start < end) {                int base = numbers[start]; // 选定的基准值（第一个数值作为基准值）                int temp; // 记录临时中间值                int i = start, j = end;                do {                    while ((numbers[i] < base) && (i < end))                        i++;                    while ((numbers[j] > base) && (j > start))                        j--;                    if (i <= j) {                        temp = numbers[i];                        numbers[i] = numbers[j];                        numbers[j] = temp;                        i++;                        j--;                    }                } while (i <= j);                if (start < j)                    quickSort(numbers, start, j);                if (end > i)                    quickSort(numbers, i, end);            }        }        //选择排序      public static void selectSort(int[] numbers) {            int size = numbers.length, temp;            for (int i = 0; i < size; i++) {                int k = i;                for (int j = size - 1; j > i; j--) {                    if (numbers[j] < numbers[k])                        k = j;                }                temp = numbers[i];                numbers[i] = numbers[k];                numbers[k] = temp;            }        }        //插入排序         // @param numbers       public static void insertSort(int[] numbers) {            int size = numbers.length, temp, j;            for (int i = 1; i < size; i++) {                temp = numbers[i];                for (j = i; j > 0 && temp < numbers[j - 1]; j--)                    numbers[j] = numbers[j - 1];                numbers[j] = temp;            }        }        //归并排序       public static void mergeSort(int[] numbers, int left, int right) {            int t = 1;// 每组元素个数            int size = right - left + 1;            while (t < size) {                int s = t;// 本次循环每组元素个数                t = 2 \* s;                int i = left;                while (i + (t - 1) < size) {                    merge(numbers, i, i + (s - 1), i + (t - 1));                    i += t;                }                if (i + (s - 1) < right)                    merge(numbers, i, i + (s - 1), right);            }        }         //归并算法实现       private static void merge(int[] data, int p, int q, int r) {            int[] B = new int[data.length];            int s = p;            int t = q + 1;            int k = p;            while (s <= q && t <= r) {                if (data[s] <= data[t]) {                    B[k] = data[s];                    s++;                } else {                    B[k] = data[t];                    t++;                }                k++;            }            if (s == q + 1)                B[k++] = data[t++];            else               B[k++] = data[s++];            for (int i = p; i <= r; i++)                data[i] = B[i];        }   } |

## Java BigInteger 开方

|  |
| --- |
| 合被开方数不超过1000位的。  import java.util.\*;  import java.math.\*;  public class Kf {  public static void main(String[] args) {  Scanner cin = new Scanner(System.in);  int t = cin.nextInt();  BigInteger remain = BigInteger.ZERO;  BigInteger odd = BigInteger.ZERO;  BigInteger ans = BigInteger.ZERO;  for (int i = 0; i < t; i++) {  String s = cin.next();  remain = BigInteger.ZERO;  odd = BigInteger.ZERO;  ans = BigInteger.ZERO;  int group = 0, k = 0;  if (s.length() % 2 == 1) {  group = s.charAt(0) - '0';  k = -1;  } else {  group = (s.charAt(0) - '0') \* 10 + s.charAt(1) - '0';  k = 0;  }  for (int j = 0; j < (s.length() + 1) / 2; j++) {  if (j != 0)  group = (s.charAt(j \* 2 + k) - '0') \* 10 + s.charAt(j \* 2 + k + 1) - '0';  odd = BigInteger.valueOf(20).multiply(ans).add(BigInteger.ONE);  remain = BigInteger.valueOf(100).multiply(remain).add(BigInteger.valueOf(group));  int count = 0;  while (remain.compareTo(odd) >= 0) {  count++;  remain = remain.subtract(odd);  odd = odd.add(BigInteger.valueOf(2));  }  ans = ans.multiply(BigInteger.TEN).add(BigInteger.valueOf(count));  }  System.out.println(ans);  if (i != t - 1)  System.out.println();  }  }  } |

## Java BigDecimal 开方

|  |
| --- |
| import java.math.BigDecimal;  import java.math.BigInteger;  public class BigSquareRoot {  final static BigInteger HUNDRED = BigInteger.valueOf(100);  public static BigDecimal sqrt(BigDecimal number, int scale, int roundingMode) {  if (number.compareTo(BigDecimal.ZERO) < 0)  throw new ArithmeticException("sqrt with negative");  BigInteger integer = number.toBigInteger();  StringBuffer sb = new StringBuffer();  String strInt = integer.toString();  int lenInt = strInt.length();  if (lenInt % 2 != 0) {  strInt = '0' + strInt;  lenInt++;  }  BigInteger res = BigInteger.ZERO;  BigInteger rem = BigInteger.ZERO;  for (int i = 0; i < lenInt / 2; i++) {  res = res.multiply(BigInteger.TEN);  rem = rem.multiply(HUNDRED);  BigInteger temp = new BigInteger(strInt.substring(i \* 2, i \* 2 + 2));  rem = rem.add(temp);  BigInteger j = BigInteger.TEN;  while (j.compareTo(BigInteger.ZERO) > 0) {  j = j.subtract(BigInteger.ONE);  if (((res.add(j)).multiply(j)).compareTo(rem) <= 0) {  break;  }  }  res = res.add(j);  rem = rem.subtract(res.multiply(j));  res = res.add(j);  sb.append(j);  }  sb.append('.');  BigDecimal fraction = number.subtract(number.setScale(0, BigDecimal.ROUND\_DOWN));  int fracLen = (fraction.scale() + 1) / 2;  fraction = fraction.movePointRight(fracLen \* 2);  String strFrac = fraction.toPlainString();  for (int i = 0; i <= scale; i++) {  res = res.multiply(BigInteger.TEN);  rem = rem.multiply(HUNDRED);  if (i < fracLen) {  BigInteger temp = new BigInteger(strFrac.substring(i \* 2, i \* 2 + 2));  rem = rem.add(temp);  }  BigInteger j = BigInteger.TEN;  while (j.compareTo(BigInteger.ZERO) > 0) {  j = j.subtract(BigInteger.ONE);  if (((res.add(j)).multiply(j)).compareTo(rem) <= 0) {  break;  }  }  res = res.add(j);  rem = rem.subtract(res.multiply(j));  res = res.add(j);  sb.append(j);  }  return new BigDecimal(sb.toString()).setScale(scale, roundingMode);  }  public static BigDecimal sqrt(BigDecimal number, int scale) {  return sqrt(number, scale, BigDecimal.ROUND\_HALF\_UP);  }  public static BigDecimal sqrt(BigDecimal number) {  int scale = number.scale() \* 2;  if (scale < 50)  scale = 50;  return sqrt(number, scale, BigDecimal.ROUND\_HALF\_UP);  }  public static void main(String args[]) {  // BigDecimal num = new BigDecimal("6510354513.6564897413514568413");  BigDecimal num = new BigDecimal("5");  long time = System.nanoTime();  BigDecimal root = sqrt(num, 1000);  time = System.nanoTime() - time;  System.out.println(root);  // System.out.println(root.pow(2));  System.out.println(time);  }  } |

## Java BigDecimal pow

|  |
| --- |
| import java.math.\*;  public class BigDecimalDemo {  public static void main(String[] args) {  // create 2 BigDecimal Objects  BigDecimal bg1, bg2;  MathContext mc = new MathContext(4); // 4 precision  bg1 = new BigDecimal("2.17");  // apply pow method on bg1 using mc  bg2 = bg1.pow(3, mc);  String str = "The value of " + bg1 + " to the power of 3, rounded  to " + bg2;  // print bg2 value  System.out.println( str );  }  } |

# 其他

## D莫队

|  |
| --- |
| #include <bits/stdc++.h>  using namespace std;  #define N 51000  #define K 1000100  int n, m, k;  int a[N], b[N], pos[N], c[2][K], ans[N], cnt;  struct node {  int l, r, id;  void sc(int i){  scanf("%d%d", &l, &r);  id = i;  }  }p[N];  bool cmp(node a, node b) {  if(pos[a.l] == pos[b.l]) return a.r < b.r;  return pos[a.l] < pos[b.l];  }  void update(int x, int y) {  if(a[x] != b[x]) cnt -= min(c[0][a[x]], c[1][a[x]]) + min(c[0][b[x]], c[1][b[x]]);  else cnt -= min(c[0][a[x]], c[1][a[x]]);  c[0][a[x]] += y;  c[1][b[x]] += y;  if(a[x] != b[x]) cnt += min(c[0][a[x]], c[1][a[x]]) + min(c[0][b[x]], c[1][b[x]]);  else cnt += min(c[0][a[x]], c[1][a[x]]);  }  void solve() {  memset(c, 0, sizeof(c));  int pl = 0, pr = 0;  cnt = a[0] == b[0] ? 1 : 0;  c[0][a[0]]++; c[1][b[0]]++;  for(int i = 0;i < m;i++) {  int id = p[i].id, l = p[i].l, r = p[i].r;  for(int j = pr + 1;j <= r;j++)  update(j, 1);  for(int j = pr;j > r;j--)  update(j, -1);  for(int j = pl;j < l;j++)  update(j, -1);  for(int j = pl-1; j >= l;j--)  update(j, 1);  pr = r; pl = l;  ans[id] = cnt;  }  for(int i = 0;i < m;i++)  printf("%d\n", ans[i]);  }  int main() {  while(~scanf("%d%d%d", &n, &m, &k)) {  for(int i = 0;i < n;i++)  scanf("%d", &a[i]);  for(int i = 0;i < n;i++)  scanf("%d", &b[i]);  int bk = sqrt(n + 1.0);  for(int i = 0;i < n;i++)  pos[i] = i / bk;  for(int i = 0;i < m;i++)  p[i].sc(i);  sort(p, p+m, cmp);  solve();  }  return 0;  } |

## R2-SAT

|  |
| --- |
| void Init()  {  cur=idx=tot=0;  memset(w, 0, sizeof w);  memset(fir, 0, sizeof fir);  memset(dfn, 0, sizeof dfn);  memset(low, 0, sizeof low);  memset(ins, false, sizeof ins);  while(!stk.empty()) stk.pop();  return ;  }  void Add(int u, int v)  {  ver[++cur]=v, nxt[cur]=fir[u], fir[u]=cur;  return ;  }  void Read()  {  n<<=1;  char s[10];  for(int i=1, u, v, t; i<=m; i++)  {  scanf("%d%d%d%s", &u, &v, &t, s);  u<<=1; v<<=1;  switch(s[0])  {  case 'A': if(t) Add(u^1, u), Add(v^1, v);  else Add(u, v^1), Add(v, u^1);  break;  case 'O': if(t) Add(u^1, v), Add(v^1, u);  else Add(u, u^1), Add(v, v^1);  break;  case 'X': if(t) Add(u, v^1), Add(v, u^1), Add(u^1, v), Add(v^1, u);  else Add(u, v), Add(v, u), Add(u^1, v^1), Add(v^1, u^1);  break;  }  }  return ;  }  void Tarjan(int u)  {  dfn[u]=low[u]=++idx;  ins[u]=true;  stk.push(u);  for(int i=fir[u], v; i; i=nxt[i])  {  if(!dfn[v=ver[i]])  {  Tarjan(v);  low[u]=min(low[u], low[v]);  }  else if(ins[v]) low[u]=min(low[u], low[v]);  }  if(dfn[u]==low[u])  {  int v=stk.top();  stk.pop();  w[v]=++tot, ins[v]=false;  while(v!=u)  {  v=stk.top();  stk.pop();  w[v]=tot, ins[v]=false;  }  }  return ;  }  bool Ok()  {  for(int i=0; i<n; i+=2) if(w[i]==w[i^1]) return false;  return true;  }  void Work()  {  for(int i=0; i<n; i++) if(!dfn[i]) Tarjan(i);  if(Ok()) printf("YES\n");  else printf("NO\n");  return ;  } |

## R高精度

|  |
| --- |
| struct node  {  lint s[MAXN], lim;  node(){ memset(s, 0, sizeof s); s[0]=1LL; lim=10000LL; } //lim压4位 1-s[0]低到高位  bool operator <(const node&t) const  {  if(s[0]!=t.s[0]) return s[0]<t.s[0];  for(int i=s[0]; i>=1; i--) if(s[i]!=t.s[i]) return s[i]<t.s[i];  return false;  }  bool operator >(const node&t) const  {  if(s[0]!=t.s[0]) return s[0]>t.s[0];  for(int i=s[0]; i>=1; i--) if(s[i]!=t.s[i]) return s[i]>t.s[i];  return false;  }  bool operator ==(const node&t) const  {  if(s[0]!=t.s[0]) return false;  for(int i=1; i<=s[0]; i++) if(s[i]!=t.s[i]) return false;  return true;  }  void operator +=(lint t) // 高精度数加单数 末位相加再进位  {  s[1]+=t;  for(int i=1; i<=s[0]; i++)  {  s[i+1]+=(s[i]/lim), s[i]%=lim;  if(i==s[0]&&s[i+1]) ++s[0];  }  return ;  }  node operator +(lint t)  {  node tp=\*this; tp+=t;  return tp;  }  void operator +=(node t) // 高精度数加高精度数 逐位相加再进位  {  s[0]=max(s[0], t.s[0]);  for(int i=1; i<=s[0]; i++) s[i]+=t.s[i];  for(int i=1; i<=s[0]; i++)  {  s[i+1]+=(s[i]/lim), s[i]%=lim;  if(i==s[0]&&s[i+1]) ++s[0];  }  return ;  }  node operator +(node t)  {  node tp=\*this; tp+=t;  return tp;  }  void operator -=(lint t) // 高精度数减单数 末位相减再借位 判断是否降位  {  s[1]-=t;  for(int i=1; s[i]<0&&i<s[0]; i++) if(s[i]<0) s[i]+=lim, s[i+1]-=1;  for(; !s[s[0]]&&s[0]>1; --s[0]); // 高位为0 降位  return ;  }  node operator -(lint t)  {  node tp=\*this; tp-=t;  return tp;  }  void operator -=(node t) // 高精度数减高精度数 逐位相减 同时借位  {  for(int i=1; i<=s[0]; i++)  {  if(s[i]<t.s[i]) s[i]+=lim, s[i+1]-=1;  s[i]-=t.s[i];  }  for(; !s[s[0]]&&s[0]>1; --s[0]);  return ;  }  node operator -(node t)  {  node tp=\*this; tp-=t;  return tp;  }  void operator \*=(lint t) // 高精度数乘单数 逐位相乘再进位  {  for(int i=1; i<=s[0]; i++) s[i]\*=t;  for(int i=1; i<=s[0]; i++)  {  s[i+1]+=(s[i]/lim), s[i]%=lim;  if(i==s[0]&&s[i+1]) ++s[0];  }  return ;  }  node operator \*(lint t)  {  node tp=\*this; tp\*=t;  return tp;  }  void operator \*=(node t) // 高精度数乘高精度数 逐位相乘再进位  {  node tp;  tp.s[0]=s[0]+t.s[0]-1;  for(int i=1; i<=s[0]; i++)  for(int j=1; j<=t.s[0]; j++)  tp.s[i+j-1]+=s[i]\*t.s[j]; // a[i]与b[j]相乘得到c[i+j-1]  for(int i=1; i<=tp.s[0]; i++)  {  tp.s[i+1]+=(tp.s[i]/lim), tp.s[i]%=lim;  if(i==tp.s[0]&&tp.s[i+1]) ++tp.s[0];  }  \*this=tp;  return ;  }  node operator \*(node t)  {  node tp=\*this; tp\*=t;  return tp;  }  void operator /=(lint t) // 高精度数除以单数 逐位相除 同时借位 判断是否降位  {  for(int i=s[0]; i>1; i--) s[i-1]+=(s[i]%t\*lim), s[i]/=t;  for(s[1]/=t; s[0]>1&&!s[s[0]]; --s[0]);  return ;  }  node operator /(lint t)  {  node tp=\*this; tp/=t;  return tp;  }  void operator /=(node t) // 高精度数除以高精度数 二分答案  {  node L, M, R=\*this;  while(L<R)  {  M=(L+R+1)/2;  if((t\*M)>\*this) R=M-1;  else L=M;  }  \*this=L;  return ;  }  node operator /(node t)  {  node tp=\*this; tp/=t;  return tp;  }  void read(string st="")  {  cin>>st; s[0]=st.size();  for(int i=0, j; j=(s[0]-i-1)/4+1, i<s[0]; i++) s[j]=s[j]\*10+st[i]-'0';  (s[0]%4)?(s[0]=s[0]/4+1):(s[0]/=4);  return ;  }  void put()  {  printf("%lld", s[s[0]]);  for(int i=s[0]-1; i; i--) printf("%04lld", s[i]);  return ;  }  }A, B, C, D;  node Gcd(node a,node b)  {  if(a.s[0]==1&&a.s[1]==0) return b;  if(b.s[0]==1&&b.s[1]==0) return a;  if((a.s[1]&1)&&(b.s[1]&1)) return (a>b) ? Gcd(a-b,b) : Gcd(b-a,a);  if(a.s[1]&1) return Gcd(a,b/2);  if(b.s[1]&1) return Gcd(a/2,b);  return Gcd(a/2,b/2)\*2;  } |

## R莫队分块

|  |
| --- |
| int n, m, unit, col[maxn], c[maxn];  struct node  {  int l, r, id;  lint ans;  bool operator <(const node&t)const  {  int al=l/unit, bl=t.l/unit;  return al==bl ? r<t.r : al<bl;  }  }p[maxn];  bool Cmp(node a, node b)  {  return a.id<b.id;  }  lint Gcd(lint a, lint b)  {  return b==0ll ? a : Gcd(b, a%b);  }  void Read()  {  for(int i=1; i<=n; i++) scanf("%d", &col[i]);  for(int i=1; i<=m; i++)  {  scanf("%d%d", &p[i].l, &p[i].r);  p[i].id=i;  }  unit=(int)sqrt(n);  sort(p+1, p+1+m);  return ;  }  void Work()  {  lint tmp=0;  memset(c, 0, sizeof c);  int l=1, r=0;  for(int i=1; i<=m; i++)  {  while(r<p[i].r)  {  r++;  tmp+=2ll\*(c[col[r]]++);  }  while(r>p[i].r)  {  tmp-=2ll\*(--c[col[r]]);  r--;  }  while(l<p[i].l)  {  tmp-=2ll\*(--c[col[l]]);  l++;  }  while(l>p[i].l)  {  l--;  tmp+=2ll\*(c[col[l]]++);  }  p[i].ans=tmp;  }  sort(p+1, p+1+m, Cmp);  for(int i=1; i<=m; i++)  {  if(p[i].ans==0ll || p[i].l==p[i].r) printf("0/1\n");  else  {  lint len=(p[i].r-p[i].l+1ll)\*(p[i].r-p[i].l);  lint tmp=Gcd(p[i].ans, len);  printf("%lld/%lld\n", p[i].ans/tmp, len/tmp);  }  }  return ;  } |

## R莫队曼哈顿

|  |
| --- |
| int n, m, col[maxn], tot, fa[maxn], c[maxn];  int val[maxn], pos[maxn];  int cur, fir[maxn], ver[maxn<<1], nxt[maxn<<1];  bool vis[maxn];  struct node  {  int l, r, id;  lint ans;  bool operator <(const node&t)const  {  return l==t.l ? r<t.r : l<t.l;  }  }p[maxn];  struct line  {  int u, v, d;  line(int \_u=0, int \_v=0, int \_d=0)  {  u=\_u, v=\_v, d=\_d;  }  bool operator <(const line&t)const  {  return d<t.d;  }  }s[maxn];  bool Cmp(node a, node b)  {  return a.id<b.id;  }  lint Gcd(lint a, lint b)  {  return b==0ll ? a : Gcd(b, a%b);  }  int Dist(node u, node v)  {  return abs(u.l-v.l)+abs(u.r-v.r);  }  void Line(int u, int v, int d)  {  s[++tot]=line(u, v, d);  return ;  }  int Rt(int x)  {  return x==fa[x] ? x : fa[x]=Rt(fa[x]);  }  void Add(int u, int v)  {  ver[++cur]=v, nxt[cur]=fir[u], fir[u]=cur;  ver[++cur]=u, nxt[cur]=fir[v], fir[v]=cur;  return ;  }  void Update(int x, int \_val, int \_pos)  {  for(int i=x; i; i-=lowbit(i)) if(\_val<val[i])  {  val[i]=\_val;  pos[i]=\_pos;  }  return ;  }  int Query(int x, int M, int \_val=INF, int \_pos=0)  {  for(int i=x; i<=M; i+=lowbit(i)) if(val[i]<\_val)  {  \_val=val[i];  \_pos=pos[i];  }  return \_pos;  }  void Manhattan()  {  tot=0;  int a[maxn], b[maxn];  for(int d=0; d<4; d++)  {  if(d==1 || d==3)  {  for(int i=1; i<=m; i++) swap(p[i].l, p[i].r);  }  else if(d==2)  {  for(int i=1; i<=m; i++) p[i].l=-p[i].l;  }  sort(p+1, p+1+m);  for(int i=1; i<=m; i++) a[i]=b[i]=p[i].r-p[i].l;  sort(b+1, b+1+m);  int M=unique(b+1, b+1+m)-(b+1);  for(int i=1; i<=M; i++) val[i]=INF, pos[i]=0;  for(int i=m; i; i--)  {  a[i]=lower\_bound(b+1, b+1+M, a[i])-b;  int ret=Query(a[i], M);  if(ret) Line(p[i].id, p[ret].id, Dist(p[i], p[ret]));  Update(a[i], p[i].l+p[i].r, i);  }  }  cur=0;  sort(s+1, s+1+tot);  for(int i=1; i<=m; i++) fa[i]=i;  int cnt=1, i=0, u, v, d;  while(cnt++<m)  {  while(++i<=tot)  {  u=Rt(s[i].u), v=Rt(s[i].v), d=s[i].d;  if(u!=v) break;  }  (u<v) ? fa[v]=u : fa[u]=v;  Add(s[i].u, s[i].v);  }  return ;  }  void Del(int l, int r, lint &tmp)  {  for(int i=l; i<=r; i++) tmp-=2ll\*(--c[col[i]]);  return ;  }  void Ins(int l, int r, lint &tmp)  {  for(int i=l; i<=r; i++) tmp+=2ll\*(c[col[i]]++);  return ;  }  void Dfs(int u, lint tmp)  {  vis[u]=true;  for(int i=fir[u], v; i; i=nxt[i])  {  if(vis[v=ver[i]]) continue;  if(p[u].l<p[v].l) Del(p[u].l, p[v].l-1, tmp);  if(p[u].l>p[v].l) Ins(p[v].l, p[u].l-1, tmp);  if(p[u].r>p[v].r) Del(p[v].r+1, p[u].r, tmp);  if(p[u].r<p[v].r) Ins(p[u].r+1, p[v].r, tmp);  p[v].ans=tmp;  Dfs(v, tmp);  if(p[u].l<p[v].l) Ins(p[u].l, p[v].l-1, tmp);  if(p[u].l>p[v].l) Del(p[v].l, p[u].l-1, tmp);  if(p[u].r>p[v].r) Ins(p[v].r+1, p[u].r, tmp);  if(p[u].r<p[v].r) Del(p[u].r+1, p[v].r, tmp);  }  return ;  }  void Work()  {  sort(p+1, p+1+m, Cmp);  memset(vis, false, sizeof vis);  memset(c, 0, sizeof c);  for(int i=1; i<=m; i++) p[i].r=-p[i].r;  p[1].ans=0ll;  Ins(p[1].l, p[1].r, p[1].ans);  Dfs(1, p[1].ans);  for(int i=1; i<=m; i++)  {  if(p[i].ans==0ll || p[i].l==p[i].r) printf("0/1\n");  else  {  lint len=(p[i].r-p[i].l+1ll)\*(p[i].r-p[i].l);  lint tmp=Gcd(p[i].ans, len);  printf("%lld/%lld\n", p[i].ans/tmp, len/tmp);  }  }  return ;  } |

## Java大数

|  |
| --- |
| import java.util.\*;  import java.io.\*;  import java.math.\*;  public class Main {  public static long long extend\_Euclid(long long a, long long b, long long &x, long long &y)  {  if(b==0)  {  x = 1;  y = 0;  return a;  }  long long r = extend\_Euclid(b, a%b, y, x);  y -= a/b\*x;  return r;  }  public static long long anti(long long b, long long mod, long long x, long long y)  {  long long r = extend\_Euclid(b, mod, x, y);  return (x%mod+mod)%mod;  }  public static BigInteger p = new BigInteger("33232930569601");  public static BigInteger two = new BigInteger("2");  public static void main(String[] args) {  Scanner cin = new Scanner(new BufferedInputStream(System.in));  while(cin.hasNext())  {  BigInteger n = cin.nextBigInteger();  BigInteger m = cin.nextBigInteger();  long long s = m.longValue();  long long q = p.longValue();  BigInteger ans = new BigInteger("1");  if(n.divide(two).compareTo(m) < 0)  m = m.subtract(n.divide(two));  for(int i = 0;i < m;i++)  {  BigInteger t = BigInteger.valueOf(i);  ans = ans.multiply(n.subtract(t)).mod(p);  long long a = anti(s-i, q, x, y);  t = BigInteger.valueOf(a);  ans = ans.multiply(t).mod(p);  }  System.println(ans);  }  }  } |

## Java decimal

|  |
| --- |
| import java.util.\*;  import java.io.\*;  import java.math.\*;  public class Main{  public static void main(String[] args) {  Scanner cin = new Scanner(new BufferedInputStream(System.in));  int T = cin.nextInt();  BigDecimal two = new BigDecimal("2.00000");  for(int o = 0;o < T;o++) {  int n = cin.nextInt();  BigDecimal A = new BigDecimal("1.00000");  BigDecimal B = new BigDecimal("0.00000");  BigDecimal t = new BigDecimal("1.00000");  BigDecimal a = new BigDecimal("1.00000");  for(int i = 0;i < n-1;i++) {  a = cin.nextBigDecimal();  t = a.divide(t, 8, BigDecimal.ROUND\_HALF\_UP);  if(i%2 == 0) B = B.add(t);  else A = A.add(t);  }  t = A.multiply(B);  MathContext mc = new MathContext(8, RoundingMode.HALF\_UP);  BigDecimal ans = new BigDecimal(Math.sqrt(t.doubleValue()), mc);  ans = ans.multiply(two);  ans = ans.setScale(5, RoundingMode.HALF\_UP);  System.out.println("Case #"+(o+1)+": "+ans);  }  }  } |

## STL

|  |
| --- |
| typedef map <int, LL> MAP;  typedef pair<int, int> PR;  typedef vector<PR> DV;  DV dv, tp;  MAP mp;  void makeTable{  dv.clear();  for(int i = 0;i < n;i++){  int g = -1;  tp.clear();  dv.push\_back(PR(a[i], i));  for(DV::iterator it = dv.begin();it != dv.end();it++){  if(\_\_gcd(it->first, a[i]) != g){  g = \_\_gcd(it->first, a[i]);  tp.push\_back(PR(g, it->second));  }  }  tp.push\_back(PR(0, i+1));  for(DV::iterator it = tp.begin();it+1 != tp.end();it++)  mp[it->first] += (it+1)->second-it->second;  swap(dv, tp);  }  }  //sort默认按照first、second为第一、二关键字排序输出。如果加个greater<type>()则逆序输出。  bool cmp(const pair<int, string> &lhs, const pair<int, string> &rhs)  {  if(rhs.first == lhs.first) return lhs.second < rhs.second;  return lhs.first > rhs.first;  }  vector< pair <int, string> >ans;  sort(ans.begin(), ans.end(), cmp);  sort(ans.begin(), ans.end(), greater<pair <int, string> >());  //定义优先队列优先级  priority\_queue <node> q;  bool operator < (node a, node b){  return a.v > b.v;  }  struct cmp  {  bool operator ()(const int&a, const int&b)const  { return dis[a]<dis[b];//小根堆 }  }  priority\_queue<int, vector<int>, cmp>; |