Министерство образования и науки РФ

Федеральное государственное автономное образовательное учреждение высшего образования

«Омский государственный технический университет»

|  |  |
| --- | --- |
| Факультет (институт) | *Информационных технологий и компьютерных систем* |
|  |  |
| Кафедра | *Прикладная математика и фундаментальная информатика* |
|  |  |

**Расчетно–графическая работа**

|  |  |
| --- | --- |
| по дисциплине | ***Алгоритмизация и программирование*** |
|  |  |
| на тему | Программная реализация задач |

Пояснительная записка

|  |  |
| --- | --- |
| **Шифр проекта** | 020–РГР–02.03.02–№ 02 – ПЗ |

|  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  |  |  | **Студента** | | Бакланова Даниил Леонидовича | | | | | |
|  |  |  |  | | фамилия, имя, отчество полностью | | | | | |
|  |  |  | Курс | 1 |  | Группа | | МО–241 | | |
|  |  |  |  |  |  | |  |  | |  |
|  | | | **Направление (специальность)** | | | | | ***02.03.03*** | | |
|  | | | Математическое обеспечение и администрирование информационных систем | | | | | | | |
|  |  |  | код, наименование | | | | | | | |
|  |  |  | Руководитель | | ***ст. преподаватель*** | | | | | |
|  |  |  | ученая степень, звание | | | | | |
|  |  |  | ***Федотова И.В.*** | | | | | | | |
|  |  |  | фамилия, инициалы | | | | | | | |
|  |  |  | Выполнил | |  | | | | | |
|  |  |  | дата, подпись студента | | | | | |
|  |  |  |  | | | | | | | |
|  |  |  | **Работа защищена с количеством баллов** | | | | | |  | |

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
|  |  | дата, подпись руководителя |  |  |  |

Омск 2025

**Содержание**

[Введение 4](#_Toc199281490)

[Постановка задачи «Города» 5](#_Toc199281491)

[Ход решения задачи «Города» 6](#_Toc199281492)

[Постановка задачи «Минное поле» 10](#_Toc199281493)

[Ход решения задачи «Минное поле» 11](#_Toc199281494)

[Постановка задачи «Расстояние между городами» 15](#_Toc199281495)

[Решение задачи «Расстояние между городами» 16](#_Toc199281496)

[Постановка задачи «из дискретной математики» 19](#_Toc199281497)

[Ход решения задачи «из дискретной математики» 20](#_Toc199281498)

[Заключение 22](#_Toc199281499)

[Список литературы 23](#_Toc199281500)

# Введение

Наша жизнь всё сильнее связывается с вычислительной техникой, которая автоматизируют различные процессы и упрощают работу, а потому важно быстро и правильно доносить свои мысли до неё. Компьютеры понимают только последовательность из нулей и единиц, а не привычный нам язык, и любая команда, поданная человеком, должна принимать именно такую форму. Для этого придумали языки программирования, которые способны наладить диалог между человеком и машиной. Человек по определенным правилам пишет команды, которые автоматически переводятся в машинный код. Но спектр задач у компьютера огромный, а потому невозможно придумать идеальный язык программирования, который подойдет под все ситуации и будет максимально эффективным. Поэтому появилось множество языков, которые эффективны в своей области. Они постепенно совершенствовались и упрощались, повышая уровень абстракции, чтобы было легче писать программы. Так мы прошли путь от Fortran к C#, JavaScript, Python и другим.

С# является высокоуровневым объектно-ориентированным языком программирования, что делает его относительно простым в изучении и использовании. Он унаследовал лучшие черты от своих предшественников: с и с++ – что делает его эффективным в работе с аппаратной частью устройства, но при этом был модифицирован: в него добавили автоматическую сборку мусора – контроль памяти и её освобождение от неиспользуемых объектов, что значительно упрощает жизнь программисту.

Целью данной расчётно-графической работы является закрепление основ C#, а также применение его для решения практических задач. В ходе работы будут изучены функции, методы работ с ними, чтение и запись файлов. А также будут задействованы основные алгоритмические структуры, и будет уделено внимание тестированию и отладке кода.

# Постановка задачи «Города»

В некоторой стране население живет в городах. Города соединены дорогами. Каждая дорога начинается в одном городе и заканчивается в другом. Длины всех дорог известны. Из любого города через систему дорог можно добраться до любого другого города.

Будем называть **расстоянием** между двумя городами длину кратчайшего пути между ними.

Требуется найти наибольшее расстояние между городами в стране.

**Входной файл**

Первая строка содержит два целых числа **N** и **M**, разделенных пробелом - количество городов и дорог (2  **N**  400, 1  **M**  100000).

Следующие **M** строк содержат по три целых числа **I**, **J, L** - номера городов, соединенных дорогой (1  **I**, **J**  **N**) и длина дороги (1  **L**  1000).

**Выходной файл**

Содержит единственное целое число - наибольшее расстояние между городами в стране.

# Ход решения задачи «Города»

Решение задачи сводится к нахождению самого длинного пути из кратчайших. Самым простым и эффективным способом будет обработка матрицы смежности с помощью алгоритма Флойда.

Сперва необходимо прочитать данные из файла. За это отвечает функция GetData, которая принимает в качестве аргумента путь к текстовому файлу (рисунок 1). На выходе формируется матрица смежности графа.

Следующим этапом будет, непосредственно, обработка матрицы с помощью алгоритма Флойда (рисунок 2). На выходе получается изменённая матрица смежности.

Окончательным этапом станет поиск наибольшего значения в матрице. Это делается с помощью функции GetMax, которая принимает матрицу и выдает число (рисунок 3).

Эти 3 этапа обработки образуют функцию ProcessTest, которая и является решением алгоритмом решения задачи (рисунок 4). На вход подается путь к файлу.

Помимо реализации решения, так же была сделана система автоматического тестирования (рисунок 5). Каждая задача представляет собой отдельную папку, а там лежит программа, файлы окружения, и папка с данными, в которой лежат еще 3 папки: test input, test output, my answer. В них лежат исходные тестовые данные, правильные ответы, и мом ответы, которая программа генерирует и записывает в файлы. Остается только последовательно считать данные, обработать их, записать в файл, и сравнить 2 файла: мой ответ и правильный. Если файлы полностью совпали, то выдается сообщение об прохождении теста, иначе сообщение об ошибке.

static int[,] GetData(string filePath)

        {

            string[] lines = File.ReadAllLines(filePath);

            string[] firstLine = lines[0].Split();

            int vertexCount = int.Parse(firstLine[0]);

            int edgeCount = int.Parse(firstLine[1]);

            int[,] data = new int[vertexCount, vertexCount];

            for (int i = 0; i < vertexCount; i++)

            {

                for (int j = 0; j < vertexCount; j++)

                {

                    data[i, j] = (i == j) ? 0 : int.MaxValue;

                }

            }

            for (int line = 1; line <= edgeCount; line++)

            {

                string[] parts = lines[line].Split();

                int vertex1 = int.Parse(parts[0]) - 1;

                int vertex2 = int.Parse(parts[1]) - 1;

                int weight = int.Parse(parts[2]);

                if (weight < data[vertex1, vertex2])

                {

                    data[vertex1, vertex2] = weight;

                    data[vertex2, vertex1] = weight;

                }

            }

            return data;

        }

Рисунок 1– код функции считывания данных

static int[,] AlgorithmFloida(int[,] data)

        {

            int n = data.GetLength(0);

            for (int baseVertex = 0; baseVertex < n; baseVertex++)

            {

                for (int firstVertex = 0; firstVertex < n; firstVertex++)

                {

                    for (int secondVertex = 0; secondVertex < n; secondVertex++)

                    {

                        if (data[firstVertex, baseVertex] != int.MaxValue && data[baseVertex, secondVertex] != int.MaxValue)

                        {

                            int newDistance = data[firstVertex, baseVertex] + data[baseVertex, secondVertex];

                            if (data[firstVertex, secondVertex] > newDistance)

                            {

                                data[firstVertex, secondVertex] = newDistance;

                            }

                        }

                    }

                }

            }

            return data;

        }

Рисунок 2– код функции агоритма флойда

static int GetMax(int[,] data)

        {

            int mx = 0;

            for (int firstVertex=0; firstVertex < data.GetLength(0); firstVertex++)

            {

                for (int secondVertex=0; secondVertex < data.GetLength(0); secondVertex++)

                {

                    if (data[firstVertex,secondVertex]>mx) mx = data[firstVertex, secondVertex];

                }

            }

            return mx;

        }

Рисунок 3 – код функции поиска наибольшего значения в матрице

static string[] ProcessTest(string path)

        {

            int[,] data = GetData(path);

            data = AlgorithmFloida(data);

            int mx = GetMax(data);

            string[] answer = { Convert.ToString(mx) };

            return answer;

        }

Рисунок 4 – код функции решения задачи

static bool RunTests(string inputDir, string correctDir, string myDir)

        {

            bool allCorrect = true;

            foreach (var inputFile in Directory.GetFiles(inputDir).OrderBy(f => f))

            {

                string fileName = Path.GetFileName(inputFile);

                string correctFile = Path.Combine(correctDir, fileName.Replace("input", "output"));

                string myFile = Path.Combine(myDir, fileName);

                string[] myAnswer = ProcessTest(inputFile);

                File.WriteAllLines(myFile, myAnswer);

                string[] correctAnswer = File.ReadAllLines(correctFile);

                if (!myAnswer.SequenceEqual(correctAnswer))

                {

                    Console.WriteLine($"тест {fileName} не пройден");

                    allCorrect = false;

                }

                else

                {

                    Console.WriteLine($"тест {fileName} пройден");

                }

            }

            return allCorrect;

        }

static void Main(string[] args)

        {

            bool allTestsPassed = RunTests("test/test input", "test/test output", "test/my answer");

            Console.WriteLine(allTestsPassed ? "Все тесты пройдены" : "Обнаружены несоответствия");

        }

Рисунок 5 – код функции автоматического тестирования

# Постановка задачи «Минное поле»

Минное поле представляет собой прямоугольник, разделенный на квадратные зоны одинакового размера. С помощью средств современной разведки было выяснено, сколько мин заложено в каждой зоне. Для разминирования каждой мины требуется одинаковое время. Для прохода по зоне, необходимо разминировать все мины на ней.

Проход между зонами возможен в следующих направлениях:

![Минное поле](data:image/png;base64,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),

т.е. в следующий ряд прямо и по диагоналям.

Требуется найти один из вариантов прохода в минном поле, требующий минимального времени для разминирования.

**Примечания:**

* размер поля **N**\***M**, 0 < **N** ≤ 200, 0 < **M** ≤ 400;
* количество мин в каждой зоне от 0 до 100.

**Входной файл** содержит:

* в первой строке числа **N** и **M**, разделенные пробелом (количество рядов на минном поле и зон в ряде соответственно);
* в следующих **N** строках содержится по **M** целых чисел разделенных пробелом – количество мин в зонах **i**-го ряда (1 ≤ **i** ≤ **N**).

**Выходной файл** должен содержать **N** строк. В каждой строке указывается номер зоны в **i**-м ряду (1 ≤ **i** ≤ **N**), через которую лежит найденный проход.

# Ход решения задачи «Минное поле»

Решение этой задачи делится на 3 этапов: 1 – считывание данных, 2 – проход по полю и нахождение кратчайших путей для каждой клетки 3 – восстановление маршрута.

Для начал считаем данные с помощью функции GetData, которая принимает путь к файлу, и выдает двумерный целочисленный массив – исходные данные, где индекс в 1 измерении является номером строки, а индекс во 2 измерении – номером столбца (рисунок 6).

В первом этапе мы идем «снизу-вверх». Возьмем для примера i-ую строку в j-ом ряду. Минимальное значение клетки строится по правилу: значение в клетке + минимальное значение «соседей». Соседи ищутся по следующему правилу: в строке i-1 всегда есть сосет над клеткой (j ряд) и, если клетка не является крайней, то рассматриваются j-1 и j+1. В противном случае одного из «соседа» не будет. Таким образом происходит 1 итерация алгоритма – построение минимальных значений в каждой клетке (рисунок 7).

На втором этапе мы идем с конца массива. Мы ищем клетку с минимальным номером и заносим её индекс в наш путь. Теперь мы идем в обратную строну по тому же принципу выбора «соседей», (рисунок 8). На выходе получаем массив из индексов клеток, где индекс в массиве – номер строки, а значение по индексу – номер ряда.

Эти 3 этапа обработки образуют функцию ProcessTest, которая и является решением алгоритмом решения задачи (рисунок 9). На вход подается путь к файлу.

Помимо реализации решения, так же была сделана система автоматического тестирования (рисунок 10). Каждая задача представляет собой отдельную папку, а там лежит программа, файлы окружения, и папка с данными, в которой лежат еще 3 папки: test input, test output, my answer. В них лежат исходные тестовые данные, правильные ответы, и мом ответы, которая программа генерирует и записывает в файлы. Остается только последовательно считать данные, обработать их, записать в файл, и сравнить 2 файла: мой ответ и правильный. Если файлы полностью совпали, то выдается сообщение об прохождении теста, иначе сообщение об ошибке.

static int[,] GetData(string filePath)

        {

            string[] lines = File.ReadAllLines(filePath);

            string[] firstLine = lines[0].Split();

            int linesCount = int.Parse(firstLine[0]);

            int fieldsCount = int.Parse(firstLine[1]);

            int[,] data = new int[linesCount, fieldsCount];

            for (int line = 1; line < 1 + linesCount; line++)

            {

                string[] lineData = lines[line].Split(' ');

                for (int i = 0; i < fieldsCount; i++)

                {

                    if (i < lineData.Length && !string.IsNullOrEmpty(lineData[i]))

                    {

                        data[line - 1, i] = int.Parse(lineData[i]);

                    }

                    else

                    {

                        data[line - 1, i] = int.MaxValue;

                    }

                }

            }

            return data;

        }

Рисунок 6 – код функции считывания данных

static int[,] GetPathData(int[,] data)

        {

            int linesCount = data.GetLength(0);

            int fieldsCount = data.GetLength(1);

            int[,] pathData = new int[data.GetLength(0), data.GetLength(1)];

            for (int field = 0; field < fieldsCount; field++)

            {

                pathData[0, field] = data[0, field];

            }

            for (int line = 1; line < linesCount; line++)

            {

                for (int field = 0; field < fieldsCount; field++)

                {

                    List<int> fieldsBefore = new List<int>();

                    fieldsBefore.Add(pathData[line - 1, field]);

                    if (field > 0)

                    {

                        fieldsBefore.Add(pathData[line - 1, field - 1]);

                    }

                    if (field < fieldsCount - 1)

                    {

                        fieldsBefore.Add(pathData[line - 1, field + 1]);

                    }

                    pathData[line, field] = data[line, field] + fieldsBefore.Min();

                }

            }

            return pathData;

        }

Рисунок 7 – код функции поиска минимального значения в каждой клетке

static int[] FindMinPath(int[,] pathData)

        {

            int linesCount = pathData.GetLength(0);

            int fieldsCount = pathData.GetLength(1);

            int[] answer = new int[pathData.GetLength(0)];

            List<int> currentLine = new List<int>();

            for (int field = 0; field < fieldsCount; field++)

            {

                currentLine.Add(pathData[linesCount - 1, field]);

            }

            answer[linesCount - 1] = currentLine.FindIndex(x => x == currentLine.Min());

            for (int line = linesCount - 2; line >= 0; line--)

            {

                int current\_field = answer[line + 1];

                int minValue = int.MaxValue;

                int bestField = current\_field;

                for (int field = Math.Max(0, current\_field - 1); field <= Math.Min(fieldsCount - 1, current\_field + 1); field++)

                {

                    if (pathData[line, field] < minValue)

                    {

                        minValue = pathData[line, field];

                        bestField = field;

                    }

                }

                answer[line] = bestField;

            }

            return answer;

        }

Рисунок 8 – код функции восстановления пути

static string[] ProcessTest(string filePath)

        {

            int[,] data = GetData(filePath);

            int[,] pathData = GetPathData(data);

            int[] answer = FindMinPath(pathData);

            string[] stringAnswer = Array.ConvertAll(answer, x => (x+1).ToString());

            return stringAnswer;

        }

Рисунок 9 – код функции решения задачи

static bool RunTests(string inputDir, string correctDir, string myDir)

        {

            bool allCorrect = true;

            foreach (var inputFile in Directory.GetFiles(inputDir).OrderBy(f => f))

            {

                string fileName = Path.GetFileName(inputFile);

                string correctFile = Path.Combine(correctDir, fileName.Replace("input", "output"));

                string myFile = Path.Combine(myDir, fileName);

                try

                {

                    string[] myAnswer = ProcessTest(inputFile);

                    File.WriteAllLines(myFile, myAnswer);

                    string[] correctAnswer = File.ReadAllLines(correctFile);

                    if (!myAnswer.SequenceEqual(correctAnswer))

                    {

                        Console.WriteLine($"тест {fileName} не пройден");

                        allCorrect = false;

                    }

                    else

                    {

                        Console.WriteLine($"тест {fileName} пройден");

                    }

                }

                catch (Exception ex)

                {

                    Console.WriteLine(ex);

                }

            }

            return allCorrect;

        }

static void Main()

        {

            bool allTestsPassed = RunTests("test/test input", "test/test output", "test/my answer");

            Console.WriteLine(allTestsPassed ? "Все тесты пройдены" : "Обнаружены несоответствия");

        }

Рисунок 10 – код функции автоматического тестирования

# Постановка задачи «Расстояние между городами»

*Максимальное время: 0,2 с.*

*Максимальная память: 16 MB*

На поверхности некоторой планеты, представляющей собой идеальный шар радиуса **R**, заданы координаты двух городов в виде двух чисел - широты и долготы.

Требуется определить минимальное расстояние по поверхности планеты между этими городами.

**Примечание**

Пары (широта, долгота) уникальны.

**Входной файл**

Первая строка содержит два целых числа **S1** и **D1** - широту и долготу первого города в градусах (-90 **S1**  90; 0  **D1**  359).

Вторая строка содержит два целых числа **S2** и **D2** - широту и долготу второго города в градусах -90  **S2**  90; 0  **D2**  359).

Третья строка содержит целое число **R** - радиус планеты (1  **R**  30000).

**Выходной файл**

Должен содержать одно вещественное число - минимальное расстояние между городами по поверхности планеты, выведенное с тремя знаками после запятой.

# Решение задачи «Расстояние между городами»

Первым этапом происходит считывание данных из файла в массив чисел (рисунок 11).

Затем происходит сам процесс вычисления: форматирование данных (приведение в радианы) и применение формулы гаверсинусов, для вычисления расстояние между 2 точками на сфере (рисунок 12). Для этого необходимо знать:

* радиус сферы R
* ­– широты двух точек (в радианах)
* и – долготы двух точек (в радианах)

Теперь можно воспользоваться формулой гаверсинусов:

Эти 2 этапа обработки образуют функцию ProcessTest, которая и является решением алгоритмом решения задачи (рисунок 13). На вход подается путь к файлу.

Помимо реализации решения, так же была сделана система автоматического тестирования (рисунок 14). Каждая задача представляет собой отдельную папку, а там лежит программа, файлы окружения, и папка с данными, в которой лежат еще 3 папки: test input, test output, my answer. В них лежат исходные тестовые данные, правильные ответы, и мом ответы, которая программа генерирует и записывает в файлы. Остается только последовательно считать данные, обработать их, записать в файл, и сравнить 2 файла: мой ответ и правильный. Если файлы полностью совпали, то выдается сообщение об прохождении теста, иначе сообщение об ошибке.

static int[] GetData(string filePath)

        {

            string[] lines = File.ReadAllLines(filePath);

            string[] city1 = lines[0].Split();

            string[] city2 = lines[1].Split();

            int[] data = { int.Parse(city1[0]), int.Parse(city1[1]), int.Parse(city2[0]), int.Parse(city2[1]), int.Parse(lines[2]) };

            return data;

        }

Рисунок 11 – код функции считывания данных

static string[] ProcessTest(string filePath)

        {

            int[] data = GetData(filePath);

            double lat1 = data[0] \* Math.PI / 180;

            double lon1 = data[1] \* Math.PI / 180;

            double lat2 = data[2] \* Math.PI / 180;

            double lon2 = data[3] \* Math.PI / 180;

            double R = data[4];

            double dLat = lat2 - lat1;

            double dLon = lon2 - lon1;

            double underRoot = Math.Sin(dLat / 2) \* Math.Sin(dLat / 2) +

                                Math.Cos(lat1) \* Math.Cos(lat2) \*

                                Math.Sin(dLon / 2) \* Math.Sin(dLon / 2);

            double angle = 2 \* Math.Asin(Math.Sqrt(underRoot));

            double distance = R \* angle;

            string[] answer = { distance.ToString("F3").Replace(",", ".") };

            return answer;

        }

Рисунок 12 – код функции, вычисляющее расстояние

static bool RunTests(string inputDir, string correctDir, string myDir)

        {

            bool allCorrect = true;

            foreach (var inputFile in Directory.GetFiles(inputDir).OrderBy(f => f))

            {

                string fileName = Path.GetFileName(inputFile);

                string correctFile = Path.Combine(correctDir, fileName.Replace("input", "output"));

                string myFile = Path.Combine(myDir, fileName);

                try

                {

                    string[] myAnswer = ProcessTest(inputFile);

                    File.WriteAllLines(myFile, myAnswer);

                    string[] correctAnswer = File.ReadAllLines(correctFile);

                    if (!myAnswer.SequenceEqual(correctAnswer))

                    {

                        Console.WriteLine($"тест {fileName} не пройден");

                        allCorrect = false;

                    }

                    else

                    {

                        Console.WriteLine($"тест {fileName} пройден");

                    }

                }

                catch (Exception ex)

                {

                    Console.WriteLine(ex);

                }

            }

            return allCorrect;

        }

static void Main(string[] args)

        {

            bool allTestsPassed = RunTests("test/test input", "test/test output", "test/my answer");

            Console.WriteLine(allTestsPassed ? "Все тесты пройдены" : "Обнаружены несоответствия");

        }

Рисунок 13 – код функции автоматического тестирования

# Постановка задачи «из дискретной математики»

Предположим, что вы хотите проехать из Новосибирска в Волгоград, используя магистральные шоссейные дороги, соединяющие различные города.

В построенном графе определить кратчайший путь между городами.

**Формат входных данных**

Во входном файле записано сначала число N (1<=N<=100), определявшее количество рассматриваемых городов. Затем идет число M - количество дорог в стране, далее идет описание самих дорог. Каждая дорога задается тремя числами - номерами городов, которые она соединяет и расстоянием. Все дороги двухсторонние (то есть по ним можно ездить как в одну, так и в другую сторону); между двумя городами всегда существует не более одной дороги; не существует дорог, ведущих из города в себя.

**Формат выходных данных**

На экран выведите одно число - суммарную длина маршрута или -1, если добраться невозможно.

# Ход решения задачи «из дискретной математики»

Решение данной задачи является задача поиска кратчайшего расстояния между городами. Для этой задачи я выберу алгоритм Дейкстры.

Первым этапом будет считывание данных из текстового файла. Задача представляет собой сеть из дорог, а потому её удобно решать в терминологии теории графов. Входные данные – это список дорог, по которым необходимо составить матрицу смежности. Негде не сказано, что они направленные, то мы будем их считать ребрами, поэтому матрица симметричная (рисунок 1).

Следующим этапом является реализация алгоритма Крускала (рисунок 2), а потом необходимо определить, нашелся ли путь (сравнить с изначальным значением int.MaxValue). Если да, до вывести значение, иначе вывести -1.

Выбор вершин от которой ведётся поиск пути до которой осуществляется путём указания значений переменных start и end соответственно. Итогом работы получилось число 18.

static int[,] GetData(string filePath)

        {

            string[] lines = File.ReadAllLines(filePath);

            int vertexCount = int.Parse(lines[0]);

            int edge\_count = int.Parse(lines[1]);

            int[,] data = new int[vertexCount, vertexCount];

            for (int line = 2; line < 2 + edge\_count; line++)

            {

                string[] parts = lines[line].Split(' ');

                int vertex1 = int.Parse(parts[0]) - 1;

                int vertex2 = int.Parse(parts[1]) - 1;

                int weight = int.Parse(parts[2]);

                data[vertex1, vertex2] = weight;

                data[vertex2, vertex1] = weight;

            }

            return data;

        }

Рисунок 14 – код функции считывания данных

static void Main(string[] args)

        {

            int[,] data = GetData("data.txt");

            int start = 1;

            int end = 7;

            int vertexCount = data.GetLength(0);

            int[] distances = new int[vertexCount];

            int[] vertexBefore = new int[vertexCount];

            bool[] visited\_vertex = new bool[vertexCount];

            for (int vertex = 0; vertex<vertexCount; vertex++) vertexBefore[vertex] = -1;

            for (int vertex = 0; vertex<vertexCount; vertex++) distances[vertex] = (vertex == start-1) ? 0 : int.MaxValue;

            for (int step = 0; step<vertexCount-1; step++)

            {

                int closedVertex = -1;

                int min\_distance = int.MaxValue;

                for (int vertex = 0; vertex<vertexCount; vertex++)

                {

                    if (!visited\_vertex[vertex] && distances[vertex]<min\_distance)

                    {

                        min\_distance = distances[vertex];

                        closedVertex = vertex;

                    }

                }

                if (closedVertex == -1) break;

                visited\_vertex[closedVertex] = true;

                for (int neighborVertex =  0; neighborVertex<vertexCount; neighborVertex++)

                {

                    int edge\_weight = data[closedVertex, neighborVertex];

                    if (edge\_weight == 0 || visited\_vertex[neighborVertex]) continue;

                    if (distances[closedVertex] != int.MaxValue &&

                        distances[closedVertex]+edge\_weight<distances[neighborVertex])

                        {

                            distances[neighborVertex] = distances[closedVertex]+edge\_weight;

                            vertexBefore[neighborVertex] = closedVertex;

                        }

                }

            }

            if (distances[end-1] == int.MaxValue)

            {

                Console.WriteLine(-1);

            }

            else

            {

                Console.WriteLine(distances[end-1]);

            }

        }

Рисунок 15 – код основной программы

# Заключение

В ходе выполнения работы были отработаны основы языка C# и применены знания для решения практических задач. Были изучены основные алгоритмические конструкции, методы работы с функциями и написание собственных, а также библиотека System в области работы с файлами.

В процессе выполнения работы были созданы четыре программы, показывающие особенности и возможности применения языка С#. Был получен навык тестирования и отладки кода, структурирования файловой системы и написания универсальных функций, для выполнения в разных программах.

В результате выполнения работы я получил ценные знания и навыки программирования на языке C#. Но помимо этого я так же получил знания об алгоритмах, работе с данными, функциями и файлами, что так же полезно при использовании в других языках, поскольку включает общие фундаментальные принципы. Язык С# стал хорошей точкой входа в программирование. И теперь, с полученным опытом, я дальше смогу развиваться в этом направлении.
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