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library(tidyverse)

## -- Attaching packages --------------------------------------- tidyverse 1.3.0 --

## v ggplot2 3.3.0 v purrr 0.3.3  
## v tibble 2.1.3 v dplyr 0.8.5  
## v tidyr 1.0.2 v stringr 1.4.0  
## v readr 1.3.1 v forcats 0.5.0

## -- Conflicts ------------------------------------------ tidyverse\_conflicts() --  
## x dplyr::filter() masks stats::filter()  
## x dplyr::lag() masks stats::lag()

library(ggplot2)  
library(gains)  
library(rpart)  
library(rpart.plot)  
library(caret)

## Loading required package: lattice

##   
## Attaching package: 'caret'

## The following object is masked from 'package:purrr':  
##   
## lift

library(glmulti)

## Loading required package: rJava

eBayAuctions.df <- read.csv("C:\\Users\\kkbal\\OneDrive\\Desktop\\Neu\\data mining\\Assignment-4\\eBayAuctions.csv")  
# Converting "Duration" into categorical variable  
eBayAuctions.df$Duration <- as.factor(eBayAuctions.df$Duration)  
  
# Splitting the data into training(60%) and validation(40%) sets  
set.seed(100)  
train.index <- sample(c(1:dim(eBayAuctions.df)[1]),   
 dim(eBayAuctions.df)[1] \* 0.6)  
train.df <- eBayAuctions.df[train.index,]  
validation.df <- eBayAuctions.df[-train.index,]

Problem 9.1. A

#classification tree  
class.tree <- rpart(formula = Competitive. ~.,  
 data = train.df,  
 control = rpart.control(maxdepth = 7, minbucket = 30),  
 method = "class")

prp(class.tree, type =1, extra = 1, under = TRUE, split.font =1, varlen = -10)
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# argument xval refers to the number of folds to use in rpart's built-in  
# cross-validation procedure  
# argument cp sets the smallest value for the complexity parameter.  
cv.ct <- rpart(Competitive. ~ .,   
 data = train.df,   
 control = rpart.control(maxdepth = 7, minbucket = 50),  
 method = "class",  
 cp = 0.00001, minsplit = 5, xval = 5)  
# use printcp() to print the table.  
printcp(cv.ct)

##   
## Classification tree:  
## rpart(formula = Competitive. ~ ., data = train.df, method = "class",   
## control = rpart.control(maxdepth = 7, minbucket = 50), cp = 1e-05,   
## minsplit = 5, xval = 5)  
##   
## Variables actually used in tree construction:  
## [1] ClosePrice OpenPrice sellerRating  
##   
## Root node error: 559/1183 = 0.47253  
##   
## n= 1183   
##   
## CP nsplit rel error xerror xstd  
## 1 0.279070 0 1.00000 1.00000 0.030718  
## 2 0.088551 1 0.72093 0.74061 0.029347  
## 3 0.084079 3 0.54383 0.62075 0.028013  
## 4 0.048301 4 0.45975 0.52594 0.026590  
## 5 0.010000 7 0.31485 0.42039 0.024549

Since the xerror is continuously declining, we do not need to prune the tree.  It is already a pruned tree.

RULES:

IF (OpenPrice < 1.8) AND (ClosePrice >= 1.8)  
THEN CLASS = 1  
IF (OpenPrice < 1.8) AND (ClosePrice < 1.8)  
THEN CLASS = 0  
IF (ClosePrice < 10) AND (OpenPrice >= 4.9)  
THEN CLASS = 0  
IF (OpenPrice >= 1.8) AND (ClosePrice < 10) AND (OpenPrice < 4.9)  
THEN CLASS = 0  
IF (OpenPrice >= 1.8) AND (ClosePrice < 10) AND (OpenPrice < 4.9) AND (ClosePrice >= 4)  
THEN CLASS = 1  
IF (ClosePrice >= 10) AND (OpenPrice >= 10) AND (sellerRating >= 670)  
THEN CLASS = 0  
IF (ClosePrice >= 10) AND (OpenPrice >= 10) AND (sellerRating < 670)  
THEN CLASS = 1  
IF (OpenPrice >= 1.8) AND (ClosePrice >= 10) AND (OpenPrice < 10)  
THEN CLASS = 1

Since the predictors OpenPrice, ClosePrice and SellerRating are significant, as we can see in the decision tree, we can remove Currency, and Duration

Problem 9.1 B IS this model practical for predicting the outcome of a new auction?

According to us, this is not a practical model to predict the outcome of new auction, because it is based on ClosePrice, and the closePrice for a new auction is never known before the auction starts.

Problem 9.1 C Describe the interesting and uninteresting information that these rules provide.

Interesting –> Auctions with low sellerRating are competitive compared to those with high sellerRating  
Uninteresting –> Auctions with low close prices, compared to their open prices are not competitive. It is obvious, because it might not be bidded for, or bidded only once.

Problem 9.1 D Use only the predictors that can be used to predict the outcome of a new auction – Since we want to predict the outcome of the new auction, we won’t have the closePrice prior hand. So we will try to prepare a model without closePrice

#classification tree  
class.tree.forPrediction <- rpart(formula = Competitive. ~.-ClosePrice,  
 data = train.df,  
 control = rpart.control(maxdepth = 7, minbucket = 30),  
 method = "class")

prp(class.tree.forPrediction, type =1, extra = 1, under = TRUE,   
 split.font =1, varlen = -10)
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pruned.ct <- prune(class.tree.forPrediction,  
 cp = class.tree.forPrediction$cptable[  
 which.min(class.tree.forPrediction$cptable[,"xerror"]),"CP"])  
prp(pruned.ct, type = 1, extra = 1, split.font = 1, varlen = -10)
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RULES IF (OpenPrice < 1.8) THEN CLASS = 1  
IF (OpenPrice >= 1.8) AND (SellerRating < 571) AND (Category != Atm,H/B,Jwl,M/M,P/G)  
THEN CLASS = 1  
IF (OpenPrice >= 1.8) AND (SellerRating < 571) AND (Category = Atm,H/B,Jwl,M/M,P/G)  
THEN CLASS = 0  
IF (SellerRating >= 571) AND (OpenPrice >= 3.7)  
THEN CLASS = 0  
IF (OpenPrice >= 1.8) AND (OpenPrice < 3.7) AND (SellerRating >= 2483)  
THEN CLASS = 0  
IF (OpenPrice >= 1.8) AND (SellerRating >= 571) AND (OpenPrice < 3.7) AND (SellerRating < 2483)  
THEN CLASS = 1

Problem 9.1 E

# Two best predictors: SellerRating and OpenPrice  
# Scatter Plot  
ggplot(eBayAuctions.df,  
 aes(x = log(OpenPrice), y = log(sellerRating))) +  
 geom\_point(aes(color = factor(Competitive.))) +  
 geom\_line(aes(x = log(2.6)))
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This splitting seems to do a pretty good job of separating the two classes.

Problem 9.1. F

predictions\_class <- predict(pruned.ct,   
 validation.df,   
 type = 'class')  
# Confusion Matrix  
cm = table(validation.df$Competitive., predictions\_class)  
confusionMatrix(cm)

## Confusion Matrix and Statistics  
##   
## predictions\_class  
## 0 1  
## 0 243 104  
## 1 124 318  
##   
## Accuracy : 0.711   
## 95% CI : (0.678, 0.7425)  
## No Information Rate : 0.5349   
## P-Value [Acc > NIR] : <2e-16   
##   
## Kappa : 0.4172   
##   
## Mcnemar's Test P-Value : 0.2083   
##   
## Sensitivity : 0.6621   
## Specificity : 0.7536   
## Pos Pred Value : 0.7003   
## Neg Pred Value : 0.7195   
## Prevalence : 0.4651   
## Detection Rate : 0.3080   
## Detection Prevalence : 0.4398   
## Balanced Accuracy : 0.7078   
##   
## 'Positive' Class : 0   
##

predictions\_prob <- predict(pruned.ct,  
 validation.df,  
 type = 'prob')  
validation.gain.df <- data.frame(actual = validation.df$Competitive.,   
 prob = predictions\_prob[,2])

# Lift Chart  
# And then a lift chart  
# install.packages("gains")  
validation.gain.df$actual <- as.numeric(validation.gain.df$actual)  
gain <- suppressWarnings(gains(validation.gain.df$actual,  
 validation.gain.df$prob,  
 groups = dim(validation.gain.df)[1]))  
plot(c(0, gain$cume.pct.of.total \* sum(validation.gain.df$actual)) ~   
 c(0, gain$cume.obs),  
 xlab = "No. of cases",  
 ylab = "Cumulative Competitives",  
 main = "Lift Chart",  
 type = "l")  
lines(c(0, sum(validation.gain.df$actual)) ~ c(0, dim(validation.gain.df)[1]),   
 col = "green")
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The accuracy of the model is only 70%. It does not fit very well.

Problem 9.1 G From th last tree, it is clear that the lower Open Price can attract more bidders. So the competitiveness of the auction basically depends on the seller.  
The first rule, the start node of the decision tree says that if the OpenPrice < 1.8, then it will lead to competitive auction. So to gain more bids, an OpenPrice of less than 1.8 is recommended.

Problem 9.2

flights\_delay.df <- read.csv("C:\\Users\\kkbal\\OneDrive\\Desktop\\Neu\\data mining\\Assignment-4\\FlightDelays.csv")

head(flights\_delay.df)

## CRS\_DEP\_TIME CARRIER DEP\_TIME DEST DISTANCE FL\_DATE FL\_NUM ORIGIN  
## 1 1455 OH 1455 JFK 184 1/1/2004 5935 BWI  
## 2 1640 DH 1640 JFK 213 1/1/2004 6155 DCA  
## 3 1245 DH 1245 LGA 229 1/1/2004 7208 IAD  
## 4 1715 DH 1709 LGA 229 1/1/2004 7215 IAD  
## 5 1039 DH 1035 LGA 229 1/1/2004 7792 IAD  
## 6 840 DH 839 JFK 228 1/1/2004 7800 IAD  
## Weather DAY\_WEEK DAY\_OF\_MONTH TAIL\_NUM Flight.Status  
## 1 0 4 1 N940CA ontime  
## 2 0 4 1 N405FJ ontime  
## 3 0 4 1 N695BR ontime  
## 4 0 4 1 N662BR ontime  
## 5 0 4 1 N698BR ontime  
## 6 0 4 1 N687BR ontime

# Converting DAY\_WEEK into a categorical variable  
flights\_delay.df$DAY\_WEEK <- as.factor(flights\_delay.df$DAY\_WEEK)

# Binning the scheduled DEPT\_TIME into 8 bins  
flights\_delay.df$DEP\_TIME <- cut(flights\_delay.df$DEP\_TIME, breaks = seq(600, 2200, by = 200), labels = 0:7)  
  
flights\_delay.df <- flights\_delay.df[, -11]  
# Split data  
set.seed(92)  
train.index <- sample(c(1:dim(flights\_delay.df)[1]), dim(flights\_delay.df)[1]\*0.6)  
train <- flights\_delay.df[train.index, ]  
valid <- flights\_delay.df[-train.index, ]

train <- train[, -c(3,6,7,11)]  
class.tree <- rpart(Flight.Status ~ ., data = train, method = "class")  
pruned.ct <- prune(class.tree, maxdepth = 8, cp = 0.001)  
prp(pruned.ct, type = 1, extra = 1, under = TRUE, split.font = 1, varlen = -10)
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If (Weather >= 0.5) then class=delayed. If (Weather < 0.5) and (CRS\_DEP\_TIME = {4,6,7}) and (DAY\_WEEK = 7) and (CARRIER = {CO,DH,MQ,RU}) then class=delayed. If (Weather < 0.5) and (CRS\_DEP\_TIME = {4,6,7}) and (DAY\_WEEK = 7) and (CARRIER != {CO,DH,MQ,RU}) then class=ontime. If (Weather < 0.5) and (CRS\_DEP\_TIME = {4,6,7}) and (DAY\_WEEK != 7) then class=ontime. If (Weather < 0.5) and (CRS\_DEP\_TIME != {4,6,7}) and (ORIGIN = BWI) and (DAY\_WEEK = {2,7}) then class=delayed. If (Weather < 0.5) and (CRS\_DEP\_TIME != {4,6,7}) and (ORIGIN = BWI) and (DAY\_WEEK != {2,7}) then class=ontime. If (Weather < 0.5) and (CRS\_DEP\_TIME != {4,6,7}) and (ORIGIN != BWI) then class=ontime.

1. We cannot use this tree, because we do not have weather and carrier.

# Delete Weather  
train <- train[,-6]  
class\_tree2 <- rpart(Flight.Status ~ ., data = train, method = "class", maxdepth = 8, cp = 0.001)  
pruned\_ct2 <- prune(class\_tree2, cp = class\_tree2$cptable[which.min(class\_tree2$cptable[,"xerror"]),"CP"])  
prp(class\_tree2, type = 1, extra = 1, under = TRUE, split.font = 1, varlen = -10)
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prp(pruned\_ct2, type = 1, extra = 1, under = TRUE, split.font = 1, varlen = -10)
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i. The new observations will be classified as ontime.

Naive Rule.

print(class\_tree2$variable.importance)

## DAY\_WEEK CARRIER DISTANCE CRS\_DEP\_TIME DEST   
## 15.651391 15.501562 14.544986 14.477638 12.932566   
## ORIGIN   
## 6.320693

CRS\_DEP\_TIME, DISTANCE, CARRIER.

1. The pruned tree results in a single node as even if we add splits, it does not reduce the classification error in validation set.
2. The unpruned tree will cause overfitting But as the pruned tree has a lower error rate, which will avoid overfitting.
3. In our classification tree, there are only a few predictors considered in the tree. And all the splits are based on single predictor rather than combination of predictors, which might ignore the relationship between predictors. In addition, the different pre-processing of data in logistic regression might lead to the improvement. The departure time in the logistic regression is broken down into 16 bins, whereas in the classification tree it uses 8 bins Finally, this dataset is not very large, so a model-based method like logistic regression is likely to have more accuracy than a data-driven method like classification tree.

Problem 9.3

Corolla.df <- read.csv("C:\\Users\\kkbal\\OneDrive\\Desktop\\Neu\\data mining\\Assignment-4\\ToyotaCorolla.csv")  
set.seed(93)  
train.index <- sample(c(1:dim(Corolla.df)[1]), dim(Corolla.df)[1]\*0.6)  
training <- Corolla.df[train.index, ]  
validation <- Corolla.df[-train.index, ]

a

RT <- rpart(Price ~ Age\_08\_04 + KM + Fuel\_Type + HP + Automatic + Doors + Quarterly\_Tax + Mfr\_Guarantee + Guarantee\_Period + Airco + Automatic\_airco + CD\_Player + Powered\_Windows + Sport\_Model + Tow\_Bar,   
 method="anova", data = training,  
 minbucket = 1, maxdepth = 30, cp = 0.001, xval = 5)  
prp(RT)
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print(RT$variable.importance)

## Age\_08\_04 KM Automatic\_airco HP   
## 9373061176 2863993167 2803395513 1225187858   
## Quarterly\_Tax Guarantee\_Period CD\_Player Fuel\_Type   
## 1206952131 381096442 299141754 84936083   
## Doors Airco Powered\_Windows Mfr\_Guarantee   
## 81993486 67787321 29972951 24366499   
## Sport\_Model Automatic   
## 20128494 2230532

Age\_08\_04, KM, Automatic\_airco, Quarterly\_Tax.

t <- predict(RT, training[,c(4,7,8,9,12,14,17,19,21,25,26,28,30,34,39)])  
v <- predict(RT, validation[,c(4,7,8,9,12,14,17,19,21,25,26,28,30,34,39)])  
t\_R <- sqrt(sum((training[, 3] - as.array(t))^2)/nrow(as.array(t)))  
v\_R <- sqrt(sum((validation[, 3] - as.array(v))^2)/nrow(as.array(v)))  
t\_R

## [1] 972.677

v\_R

## [1] 1292.571

par(mfrow = c(1, 2))  
boxplot(t, main = "training prediction")  
boxplot(v, main = "validation prediction")
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par(mfrow = c(1, 1))

Training set has RMSE score of 972.677 while Validation set has a RMSE score of 1292.571 which is 32.89% higher than that of training set This might be a result of overfitting

1. The Regression tree that we created only contains a few rules to generate prediction for new data where the prediction is just a mean of all prices , which will be same as the corresponding actual price in training data.

prune\_rt <- prune(RT,  
 cp = RT$cptable[which.min(RT$cptable[,"xerror"]),"CP"])  
prp(prune\_rt)
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validation\_P <- predict(prune\_rt, validation[,c(4,7,8,9,12,14,17,19,21,25,26,28,30,34,39)])  
valid\_R <- sqrt(sum((validation[, 3] - as.array(validation\_P))^2)/nrow(as.array(validation\_P)))  
valid\_R

## [1] 1286.394

After Pruning, validation set has 1302.968 of RMSE, which is smaller than before.

summary(Corolla.df$Price)

## Min. 1st Qu. Median Mean 3rd Qu. Max.   
## 4350 8450 9900 10731 11950 32500

Corolla.df$Binned\_Price <- cut(Corolla.df$Price, breaks = seq(4300, 32500, by = 1410))  
set.seed(931)  
train.index <- sample(c(1:dim(Corolla.df)[1]), dim(Corolla.df)[1]\*0.6)  
training2 <- Corolla.df[train.index, ]  
validation2 <- Corolla.df[-train.index, ]  
ctree <- rpart(Binned\_Price ~ Age\_08\_04 + KM + Fuel\_Type + HP + Automatic + Doors + Quarterly\_Tax + Mfr\_Guarantee + Guarantee\_Period + Airco + Automatic\_airco + CD\_Player + Powered\_Windows + Sport\_Model + Tow\_Bar,   
 method="anova", data = training2, minbucket = 1)  
prp(ctree, type = 1, extra = 1, under = TRUE, split.font = 1, varlen = -10)

![](data:image/png;base64,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)

1. The two trees are different as the choice of a split depends on the ordering of observation values and not on these values they are sensitive to changes in data causing huge splits

new.data <- data.frame(Age\_08\_04 = 77,  
 KM = 117000,  
 Fuel\_Type = "Petrol",  
 HP = 110,  
 Automatic = 0,  
 Doors = 5,  
 Quarterly\_Tax = 100,  
 Mfr\_Guarantee = 0,  
 Guarantee\_Period = 3,  
 Airco = 1,  
 Automatic\_airco = 0,  
 CD\_Player = 0,  
 Powered\_Windows = 0,  
 Sport\_Model = 0,  
 Tow\_Bar = 1)  
R.pred <- predict(RT, new.data)  
Class.pred <- predict(ctree, new.data)  
R.pred

## 1   
## 7596.209

Class.pred \* 1410 + 4300

## 1   
## 8617.759

validation\_p2 <- predict(ctree, validation2[,c(4,7,8,9,12,14,17,19,21,25,26,28,30,34,39)])  
validation\_p2 <- validation\_p2 \* 1410 + 4300  
validation2\_R <- sqrt(sum((validation2[, 3] - as.array(validation\_p2))^2)/nrow(as.array(validation\_p2)))  
validation2\_R

## [1] 1508.533

The prediction from Regression Tree is 7596.209 and Class Tree is 8617.759 and have a difference of 1000+. The accuracy of Regression Tree is higher than Class Tree, because Class Tree has 20 bins but the Regression Tree provides accurate actual numbers.

Problem 10.1 [15 points] Financial Condition of Banks. The file Banks.csv includes data on a sample of 20 banks. The “Financial Condition” column records the judgment of an expert on the financial condition of each bank. This outcome variable takes one of two possible values—weak or strong—according to the financial condition of the bank. The predictors are two ratios used in the financial analysis of banks: TotLns&Lses/Assets is the ratio of total loans and leases to total assets and TotExp/Assets is the ratio of total expenses to total assets. The target is to use the two ratios for classifying the financial condition of a new bank. Run a logistic regression model (on the entire dataset) that models the status of a bank as a function of the two financial measures provided. Specify the success class as weak (this is similar to creating a dummy that is 1 for financially weak banks and 0 otherwise), and use the default cutoff value of 0.5.

financial<-read\_csv('C:\\Users\\kkbal\\OneDrive\\Desktop\\Neu\\data mining\\Assignment-4\\Banks.csv')

## Parsed with column specification:  
## cols(  
## Obs = col\_double(),  
## `Financial Condition` = col\_double(),  
## `TotCap/Assets` = col\_double(),  
## `TotExp/Assets` = col\_double(),  
## `TotLns&Lses/Assets` = col\_double()  
## )

head(financial)

## # A tibble: 6 x 5  
## Obs `Financial Condit~ `TotCap/Assets` `TotExp/Assets` `TotLns&Lses/As~  
## <dbl> <dbl> <dbl> <dbl> <dbl>  
## 1 1 1 9.7 0.12 0.65  
## 2 2 1 1 0.11 0.62  
## 3 3 1 6.9 0.09 1.02  
## 4 4 1 5.8 0.1 0.67  
## 5 5 1 4.3 0.11 0.69  
## 6 6 1 9.1 0.13 0.74

Run a logistic regression model (on the entire dataset) that models the status of a bank as a function of the two financial measures provided. Specify the success class as weak (this is similar to creating a dummy that is 1 for financially weak banks and 0 otherwise), and use the defaultcutoff value of 0.5.

colnames(financial)

## [1] "Obs" "Financial Condition" "TotCap/Assets"   
## [4] "TotExp/Assets" "TotLns&Lses/Assets"

financial.log<-glm(`Financial Condition`~ `TotExp/Assets`+`TotLns&Lses/Assets`, data=financial,family = 'binomial')  
financial.log

##   
## Call: glm(formula = `Financial Condition` ~ `TotExp/Assets` + `TotLns&Lses/Assets`,   
## family = "binomial", data = financial)  
##   
## Coefficients:  
## (Intercept) `TotExp/Assets` `TotLns&Lses/Assets`   
## -14.721 89.834 8.371   
##   
## Degrees of Freedom: 19 Total (i.e. Null); 17 Residual  
## Null Deviance: 27.73   
## Residual Deviance: 13.15 AIC: 19.15

1. Write the estimated equation that associates the financial condition of a bank with its two predictors in three formats:
2. The logit as a function of the predictors

The logit function of financial.condition=weak

logit<- -14.721+ 89.834\* (TotExp/Assets)+ 8.371\*(TotLns&Lses/Assets) logit

1. The odds as a function of the predictors

The odds function of financial.condition=weak

odds<- e^(-14.721+ 89.834\* (TotExp/Assets)+ 8.371\*(TotLns&Lses/Assets))

odds

1. The probability as a function of the predictors

The Probability of financial.condition=weak

probability<-1/(1+e^(-14.721+ 89.834\* (TotExp/Assets)+ 8.371\*(TotLns&Lses/Assets)) probability

1. Consider a new bank whose total loans and leases/assets ratio = 0.6 and total expenses/assets ratio = 0.11. From your logistic regression model, estimate the following four quantities for this bank (use R to do all the intermediate calculations; show your final answers to four decimal places): the logit, the odds, the probability of being financially weak, and the classification of the bank (use cutoff = 0.5).

new.bank<-data.frame('TotLns&Lses/Assets'=0.6,'TotExp/Assets'=0.11)  
new.bank

## TotLns.Lses.Assets TotExp.Assets  
## 1 0.6 0.11

### the logit function  
  
logit<- round(-14.721+ 89.834\* (new.bank$TotExp.Assets)+ 8.371\*(new.bank$TotLns.Lses.Assets),4)  
logit

## [1] 0.1833

### the odds function  
  
odds<-round(exp(logit),4)  
odds

## [1] 1.2012

### the probability of being financially weak  
  
probability<-round(1/(1+exp(logit)),4)  
probability

## [1] 0.4543

### the classification of the new bank  
  
classfication<- ifelse(probability>0.5,1,0)  
classfication

## [1] 0

1. The cutoff value of 0.5 is used in conjunction with the probability of being financially weak. Compute the threshold that should be used if we want to make a classification based on the odds of being financially weak, and the threshold for the corresponding logit.

solution

If the cut off value is 0.5 based on odds then the threshold of odds is equal to 1 and the corresponding logit is equal to 0.

1. Interpret the estimated coefficient for the total loans & leases to total assets ratio (TotLns&Lses/Assets) in terms of the odds of being financially weak.

Solution

The co-efficient of total loans & leases to total assets ratio has postive value so the odds of bank to be financial weak will also have postive effect. If this increases there is more chance for bank to be classified as financially weak.(if co-efficient is multiplied with a postive observation and taking in account of logit function the resultant value indicates how much impact that this observation affects the classification of bank being financially weak).

1. When a bank that is in poor financial condition is misclassified as financially strong, the misclassification cost is much higher than when a financially strong bank is misclassified as weak. To minimize the expected cost of misclassification, should the cutoff value for classification (which is currently at 0.5) be increased or decreased?

solution

In this scenario to minimize the cost misclassification we should decrease the cut off value.

Problem 10.2 [15 points] Identifying Good System Administrators. A management consultant is studying the roles played by experience and training in a system administrator’s ability to complete a set of tasks in a specified amount of time. In particular, she is interested in discriminating between administrators who are able to complete given tasks within a specified time and those who are not. Data are collected on the performance of 75 randomly selected administrators. They are stored in the file SystemAdministrators.csv.

The variable Experience measures months of full-time system administrator experience, while Training measures the number of relevant training credits. The outcome variable Completed is either Yes or No, according to whether or not the administrator completed the tasks.

system<-read\_csv('C:\\Users\\kkbal\\OneDrive\\Desktop\\Neu\\data mining\\Assignment-4\\SystemAdministrators.csv')

## Parsed with column specification:  
## cols(  
## Experience = col\_double(),  
## Training = col\_double(),  
## `Completed task` = col\_character()  
## )

system$`Completed task`<-as.factor(system$`Completed task`)  
head(system)

## # A tibble: 6 x 3  
## Experience Training `Completed task`  
## <dbl> <dbl> <fct>   
## 1 10.9 4 Yes   
## 2 9.9 4 Yes   
## 3 10.4 6 Yes   
## 4 13.7 6 Yes   
## 5 9.4 8 Yes   
## 6 12.4 4 Yes

1. Create a scatter plot of Experience vs. Training using color or symbol to distinguish programmers who completed the task from those who did not complete it. Which predictor(s) appear(s) potentially useful for classifying task completion?

ggplot(system,aes(Experience,Training,color=`Completed task`))+geom\_point()+ggtitle('Experince vs Training')+theme(plot.title = element\_text(hjust= 0.5))
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1. Run a logistic regression model with both predictors using the entire dataset as training data. Among those who completed the task, what is the percentage of programmers incorrectly classified as failing to complete the task?

log.system<-glm(`Completed task`~.,data=system,family='binomial')  
log.pred<-predict(log.system,system)  
summary(log.system)

##   
## Call:  
## glm(formula = `Completed task` ~ ., family = "binomial", data = system)  
##   
## Deviance Residuals:   
## Min 1Q Median 3Q Max   
## -2.65306 -0.34959 -0.17479 -0.08196 2.21813   
##   
## Coefficients:  
## Estimate Std. Error z value Pr(>|z|)   
## (Intercept) -10.9813 2.8919 -3.797 0.000146 \*\*\*  
## Experience 1.1269 0.2909 3.874 0.000107 \*\*\*  
## Training 0.1805 0.3386 0.533 0.593970   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## (Dispersion parameter for binomial family taken to be 1)  
##   
## Null deviance: 75.060 on 74 degrees of freedom  
## Residual deviance: 35.713 on 72 degrees of freedom  
## AIC: 41.713  
##   
## Number of Fisher Scoring iterations: 6

confusionMatrix(factor(ifelse(log.pred>0.5,'Yes','No')) ,factor(system$`Completed task`))

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction No Yes  
## No 59 6  
## Yes 1 9  
##   
## Accuracy : 0.9067   
## 95% CI : (0.8171, 0.9616)  
## No Information Rate : 0.8   
## P-Value [Acc > NIR] : 0.01041   
##   
## Kappa : 0.6667   
##   
## Mcnemar's Test P-Value : 0.13057   
##   
## Sensitivity : 0.9833   
## Specificity : 0.6000   
## Pos Pred Value : 0.9077   
## Neg Pred Value : 0.9000   
## Prevalence : 0.8000   
## Detection Rate : 0.7867   
## Detection Prevalence : 0.8667   
## Balanced Accuracy : 0.7917   
##   
## 'Positive' Class : No   
##

Among programmers completed the task and incorrectly classified as failing to complete the task = (6/15\*100=40 percent)

1. To decrease the percentage in part (b), should the cutoff probability be increased or decreased?

Solution

To decrease the percentage, We have to decrease the threshold of the cut off probability.

1. How much experience must be accumulated by a programmer with 4 years of training before his or her estimated probability of completing the task exceeds 0.5?

solution

prob<- -10.9813 + 1.1269*(Experince)+ 0.1805*(Training)

0.5<- -10.9813+1.1269*(Experience)+ 0.1805*(4)

Experience<- (0.5+10.9813-0.722)/1.1269  
  
Experience

## [1] 9.547697

So the Experience should be greater than 9.547697 to make the probability of completing task to exceed 0.5

Competitive Auctions on eBay.com. The file eBayAuctions.csv contains information on 1972 auctions transacted on eBay.com during May–June 2004. The goal is to use these data to build a model that will distinguish competitive auctions from noncompetitive ones. A competitive auction is defined as an auction with at least two bids placed on the item being auctioned. The data include variables that describe the item (auction category), the seller (his or her eBay rating), and the auction terms that the seller selected (auction duration, opening price, currency, day of week of auction close). In addition, we have the price at which the auction closed. The goal is to predict whether or not an auction of interest will be competitive.

ebay\_auction\_data<-read.csv('C:\\Users\\kkbal\\OneDrive\\Desktop\\Neu\\data mining\\Assignment-4\\eBayAuctions.csv')  
ebay\_auction\_data$Duration <- factor(ebay\_auction\_data$Duration, levels = c(1,3,5,7,10),   
 labels = c("1", "3", "5", "7", "10"))  
ebay\_auction\_data$currency <- factor(ebay\_auction\_data$currency)  
ebay\_auction\_data$Category <- factor(ebay\_auction\_data$Category)  
ebay\_auction\_data$endDay <- factor(ebay\_auction\_data$endDay)  
ebay\_auction\_data$Category <- relevel(ebay\_auction\_data$Category, ref = "Toys/Hobbies")  
ebay\_auction\_data$currency <- relevel(ebay\_auction\_data$currency, ref = "US")  
ebay\_auction\_data$endDay <- relevel(ebay\_auction\_data$endDay, ref = "Wed")  
ebay\_auction\_data$Duration <- relevel(ebay\_auction\_data$Duration, ref = "7")  
head(ebay\_auction\_data)

## Category currency sellerRating Duration endDay ClosePrice  
## 1 Music/Movie/Game US 3249 5 Mon 0.01  
## 2 Music/Movie/Game US 3249 5 Mon 0.01  
## 3 Music/Movie/Game US 3249 5 Mon 0.01  
## 4 Music/Movie/Game US 3249 5 Mon 0.01  
## 5 Music/Movie/Game US 3249 5 Mon 0.01  
## 6 Music/Movie/Game US 3249 5 Mon 0.01  
## OpenPrice Competitive.  
## 1 0.01 0  
## 2 0.01 0  
## 3 0.01 0  
## 4 0.01 0  
## 5 0.01 0  
## 6 0.01 0

Data preprocessing. Create dummy variables for the categorical predictors. These include Category (18 categories), Currency (USD, GBP, Euro), EndDay (Monday–Sunday), and Duration (1, 3, 5, 7, or 10 days).

a

barplot(  
 aggregate(  
 ebay\_auction\_data$`Competitive.` == 1,  
 by = list(ebay\_auction\_data$Category),  
 mean,  
 rm.na = T  
 )[, 2],  
 xlab = "Category",  
 ylab = "Average Competitive",  
 names.arg = c(  
 "T/H",  
 "A/A/C",  
 "Auto",  
 "Book",  
 "B/I",  
 "C/A",  
 "C/S",  
 "Col",  
 "Com",  
 "Ele",  
 "Eve",  
 "H/B",  
 "H/G",  
 "Jew",  
 "M/M/G",  
 "Pho",  
 "P/G",  
 "SG"  
 )  
)
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barplot(  
 aggregate(  
 ebay\_auction\_data$`Competitive.` == 1,  
 by = list(ebay\_auction\_data$currency),  
 mean,  
 rm.na = T  
 )[, 2],  
 xlab = "currency",  
 ylab = "Average Competitive",  
 names.arg = c("US", "EUR", "GBP")  
)
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barplot(  
 aggregate(  
 ebay\_auction\_data$`Competitive.` == 1,  
 by = list(ebay\_auction\_data$endDay),  
 mean,  
 rm.na = T  
 )[, 2],  
 xlab = "endDay",  
 ylab = "Average Competitive",  
 names.arg = c("Wed", "Fri", "Mon", "Sat", "Sun", "Thu", "Tue")  
)
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barplot(  
 aggregate(  
 ebay\_auction\_data$`Competitive.` == 1,  
 by = list(ebay\_auction\_data$Duration),  
 mean,  
 rm.na = T  
 )[, 2],  
 xlab = "Duration",  
 ylab = "Average Competitive",  
 names.arg = c("7", "1", "3", "5", "10")  
)
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summarise(group\_by(ebay\_auction\_data, Category),  
 "Competitive." = mean(`Competitive.`))

## # A tibble: 18 x 2  
## Category Competitive.  
## <fct> <dbl>  
## 1 Toys/Hobbies 0.530  
## 2 Antique/Art/Craft 0.565  
## 3 Automotive 0.354  
## 4 Books 0.5   
## 5 Business/Industrial 0.667  
## 6 Clothing/Accessories 0.504  
## 7 Coins/Stamps 0.297  
## 8 Collectibles 0.577  
## 9 Computer 0.667  
## 10 Electronics 0.8   
## 11 EverythingElse 0.235  
## 12 Health/Beauty 0.172  
## 13 Home/Garden 0.657  
## 14 Jewelry 0.366  
## 15 Music/Movie/Game 0.603  
## 16 Photography 0.846  
## 17 Pottery/Glass 0.35   
## 18 SportingGoods 0.726

summarise(group\_by(ebay\_auction\_data, currency),  
 "Competitive." = mean(`Competitive.`))

## # A tibble: 3 x 2  
## currency Competitive.  
## <fct> <dbl>  
## 1 US 0.519  
## 2 EUR 0.552  
## 3 GBP 0.687

summarise(group\_by(ebay\_auction\_data, endDay),  
 "Competitive." = mean(`Competitive.`))

## # A tibble: 7 x 2  
## endDay Competitive.  
## <fct> <dbl>  
## 1 Wed 0.48   
## 2 Fri 0.467  
## 3 Mon 0.673  
## 4 Sat 0.427  
## 5 Sun 0.485  
## 6 Thu 0.604  
## 7 Tue 0.532

summarise(group\_by(ebay\_auction\_data, Duration),  
 "Competitive." = mean(`Competitive.`))

## # A tibble: 5 x 2  
## Duration Competitive.  
## <fct> <dbl>  
## 1 7 0.489  
## 2 1 0.522  
## 3 3 0.451  
## 4 5 0.687  
## 5 10 0.545

we can put bin into different categories into three buckets 0~0.4, 0.4~0.6, 0.6~0.8 as theres no difference in currencies we dont combine them. For endDay Monday, Tuesday and Thursday have similar compititiveness so we combine them for duration we combine competitiveness with more than average of 5.

Combining data and removing columns

ebay\_auction\_data$Category\_low <-  
 ebay\_auction\_data$Category %in% c(  
 "Automotive",  
 "Coins/Stamps",  
 "default",  
 "Health/Beauty",  
 "Jewelry",  
 "Pottery/Glass"  
 )  
ebay\_auction\_data$Category\_mid <-  
 ebay\_auction\_data$Category %in% c(  
 "Toys/Hobbies",  
 "Antique/Art/Craft",  
 "Books",  
 "Clothing/Accessories",  
 "Collectibles"  
 )  
ebay\_auction\_data$endDay\_Mon\_Tue\_Thu <-  
 ebay\_auction\_data$endDay %in% c("Mon", "Tue", "Thu")  
ebay\_auction\_data$Duration\_5 <- ebay\_auction\_data$Duration %in% "5"  
ebay\_auction\_data <- ebay\_auction\_data[, c(2, 3, 6, 7, 9, 10, 11, 12, 8)]

b

partitioning data with training and validation

set.seed(0)  
train.index <-  
 sample(c(1:dim(ebay\_auction\_data)[1]), dim(ebay\_auction\_data)[1] \* 0.6)  
train <- ebay\_auction\_data[train.index,]  
valid <- ebay\_auction\_data[-train.index,]

logistic regression and displaying coefficients

lm.fit <- glm(`Competitive.` ~ ., data = train, family = "binomial")

## Warning: glm.fit: fitted probabilities numerically 0 or 1 occurred

data.frame(summary(lm.fit)$coefficients, odds = exp(coef(lm.fit)))

## Estimate Std..Error z.value Pr...z..  
## (Intercept) -1.439054e-01 1.743291e-01 -0.8254814 4.090983e-01  
## currencyEUR -5.931289e-01 1.834553e-01 -3.2330976 1.224557e-03  
## currencyGBP 4.545776e-01 3.078941e-01 1.4764091 1.398341e-01  
## sellerRating -3.640814e-05 1.563849e-05 -2.3281103 1.990625e-02  
## ClosePrice 1.365526e-01 1.408456e-02 9.6952004 3.160165e-22  
## OpenPrice -1.534199e-01 1.546315e-02 -9.9216425 3.351943e-23  
## Category\_lowTRUE -1.114796e+00 2.252968e-01 -4.9481218 7.493301e-07  
## Category\_midTRUE -1.507573e-01 1.640926e-01 -0.9187330 3.582353e-01  
## endDay\_Mon\_Tue\_ThuTRUE 3.546795e-01 1.696413e-01 2.0907620 3.654940e-02  
## Duration\_5TRUE 4.916009e-01 2.127452e-01 2.3107492 2.084671e-02  
## odds  
## (Intercept) 0.8659696  
## currencyEUR 0.5525956  
## currencyGBP 1.5755078  
## sellerRating 0.9999636  
## ClosePrice 1.1463152  
## OpenPrice 0.8577695  
## Category\_lowTRUE 0.3279822  
## Category\_midTRUE 0.8600564  
## endDay\_Mon\_Tue\_ThuTRUE 1.4257236  
## Duration\_5TRUE 1.6349315

round(data.frame(summary(lm.fit)$coefficients, odds = exp(coef(lm.fit))), 5)

## Estimate Std..Error z.value Pr...z.. odds  
## (Intercept) -0.14391 0.17433 -0.82548 0.40910 0.86597  
## currencyEUR -0.59313 0.18346 -3.23310 0.00122 0.55260  
## currencyGBP 0.45458 0.30789 1.47641 0.13983 1.57551  
## sellerRating -0.00004 0.00002 -2.32811 0.01991 0.99996  
## ClosePrice 0.13655 0.01408 9.69520 0.00000 1.14632  
## OpenPrice -0.15342 0.01546 -9.92164 0.00000 0.85777  
## Category\_lowTRUE -1.11480 0.22530 -4.94812 0.00000 0.32798  
## Category\_midTRUE -0.15076 0.16409 -0.91873 0.35824 0.86006  
## endDay\_Mon\_Tue\_ThuTRUE 0.35468 0.16964 2.09076 0.03655 1.42572  
## Duration\_5TRUE 0.49160 0.21275 2.31075 0.02085 1.63493

pred1 <- predict(lm.fit, valid, type = "response")  
confusionMatrix(as.factor(ifelse(pred1 > 0.5, 1, 0)), as.factor(valid$`Competitive.`))

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction 0 1  
## 0 314 92  
## 1 62 321  
##   
## Accuracy : 0.8048   
## 95% CI : (0.7754, 0.8319)  
## No Information Rate : 0.5234   
## P-Value [Acc > NIR] : < 2e-16   
##   
## Kappa : 0.6102   
##   
## Mcnemar's Test P-Value : 0.01945   
##   
## Sensitivity : 0.8351   
## Specificity : 0.7772   
## Pos Pred Value : 0.7734   
## Neg Pred Value : 0.8381   
## Prevalence : 0.4766   
## Detection Rate : 0.3980   
## Detection Prevalence : 0.5146   
## Balanced Accuracy : 0.8062   
##   
## 'Positive' Class : 0   
##

summary(lm.fit)

##   
## Call:  
## glm(formula = Competitive. ~ ., family = "binomial", data = train)  
##   
## Deviance Residuals:   
## Min 1Q Median 3Q Max   
## -4.4835 -0.9109 0.0007 0.8438 2.4293   
##   
## Coefficients:  
## Estimate Std. Error z value Pr(>|z|)   
## (Intercept) -1.439e-01 1.743e-01 -0.825 0.40910   
## currencyEUR -5.931e-01 1.835e-01 -3.233 0.00122 \*\*   
## currencyGBP 4.546e-01 3.079e-01 1.476 0.13983   
## sellerRating -3.641e-05 1.564e-05 -2.328 0.01991 \*   
## ClosePrice 1.366e-01 1.408e-02 9.695 < 2e-16 \*\*\*  
## OpenPrice -1.534e-01 1.546e-02 -9.922 < 2e-16 \*\*\*  
## Category\_lowTRUE -1.115e+00 2.253e-01 -4.948 7.49e-07 \*\*\*  
## Category\_midTRUE -1.508e-01 1.641e-01 -0.919 0.35824   
## endDay\_Mon\_Tue\_ThuTRUE 3.547e-01 1.696e-01 2.091 0.03655 \*   
## Duration\_5TRUE 4.916e-01 2.127e-01 2.311 0.02085 \*   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## (Dispersion parameter for binomial family taken to be 1)  
##   
## Null deviance: 1627.2 on 1182 degrees of freedom  
## Residual deviance: 1160.5 on 1173 degrees of freedom  
## AIC: 1180.5  
##   
## Number of Fisher Scoring iterations: 8

c Removing closing price

lm.fit2 <-  
 glm(`Competitive.` ~ . - ClosePrice,  
 data = train,  
 family = "binomial")  
data.frame(summary(lm.fit2)$coefficients, odds = exp(coef(lm.fit2)))

## Estimate Std..Error z.value Pr...z..  
## (Intercept) 3.234748e-01 1.478393e-01 2.1880161 2.866843e-02  
## currencyEUR -6.818093e-02 1.508840e-01 -0.4518765 6.513580e-01  
## currencyGBP 4.207008e-01 2.822627e-01 1.4904585 1.361037e-01  
## sellerRating -3.510814e-05 1.141944e-05 -3.0744179 2.109138e-03  
## OpenPrice -6.295569e-03 3.151851e-03 -1.9974198 4.577960e-02  
## Category\_lowTRUE -1.275153e+00 1.898966e-01 -6.7149861 1.880842e-11  
## Category\_midTRUE -1.818441e-01 1.423994e-01 -1.2770007 2.016020e-01  
## endDay\_Mon\_Tue\_ThuTRUE 4.800924e-01 1.456843e-01 3.2954308 9.827092e-04  
## Duration\_5TRUE 7.266363e-01 1.825475e-01 3.9805336 6.876073e-05  
## odds  
## (Intercept) 1.3819213  
## currencyEUR 0.9340915  
## currencyGBP 1.5230286  
## sellerRating 0.9999649  
## OpenPrice 0.9937242  
## Category\_lowTRUE 0.2793881  
## Category\_midTRUE 0.8337313  
## endDay\_Mon\_Tue\_ThuTRUE 1.6162238  
## Duration\_5TRUE 2.0681123

round(data.frame(summary(lm.fit2)$coefficients, odds = exp(coef(lm.fit2))), 5)

## Estimate Std..Error z.value Pr...z.. odds  
## (Intercept) 0.32347 0.14784 2.18802 0.02867 1.38192  
## currencyEUR -0.06818 0.15088 -0.45188 0.65136 0.93409  
## currencyGBP 0.42070 0.28226 1.49046 0.13610 1.52303  
## sellerRating -0.00004 0.00001 -3.07442 0.00211 0.99996  
## OpenPrice -0.00630 0.00315 -1.99742 0.04578 0.99372  
## Category\_lowTRUE -1.27515 0.18990 -6.71499 0.00000 0.27939  
## Category\_midTRUE -0.18184 0.14240 -1.27700 0.20160 0.83373  
## endDay\_Mon\_Tue\_ThuTRUE 0.48009 0.14568 3.29543 0.00098 1.61622  
## Duration\_5TRUE 0.72664 0.18255 3.98053 0.00007 2.06811

pred2 <- predict(lm.fit2, valid, type = "response")  
confusionMatrix(as.factor(ifelse(pred2 > 0.5,1,0)),as.factor(valid$`Competitive.`))

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction 0 1  
## 0 165 84  
## 1 211 329  
##   
## Accuracy : 0.6261   
## 95% CI : (0.5913, 0.66)  
## No Information Rate : 0.5234   
## P-Value [Acc > NIR] : 3.824e-09   
##   
## Kappa : 0.2391   
##   
## Mcnemar's Test P-Value : 2.201e-13   
##   
## Sensitivity : 0.4388   
## Specificity : 0.7966   
## Pos Pred Value : 0.6627   
## Neg Pred Value : 0.6093   
## Prevalence : 0.4766   
## Detection Rate : 0.2091   
## Detection Prevalence : 0.3156   
## Balanced Accuracy : 0.6177   
##   
## 'Positive' Class : 0   
##

summary(lm.fit2)

##   
## Call:  
## glm(formula = Competitive. ~ . - ClosePrice, family = "binomial",   
## data = train)  
##   
## Deviance Residuals:   
## Min 1Q Median 3Q Max   
## -1.8454 -1.1764 0.6592 1.0693 1.9789   
##   
## Coefficients:  
## Estimate Std. Error z value Pr(>|z|)   
## (Intercept) 3.235e-01 1.478e-01 2.188 0.028668 \*   
## currencyEUR -6.818e-02 1.509e-01 -0.452 0.651358   
## currencyGBP 4.207e-01 2.823e-01 1.490 0.136104   
## sellerRating -3.511e-05 1.142e-05 -3.074 0.002109 \*\*   
## OpenPrice -6.296e-03 3.152e-03 -1.997 0.045780 \*   
## Category\_lowTRUE -1.275e+00 1.899e-01 -6.715 1.88e-11 \*\*\*  
## Category\_midTRUE -1.818e-01 1.424e-01 -1.277 0.201602   
## endDay\_Mon\_Tue\_ThuTRUE 4.801e-01 1.457e-01 3.295 0.000983 \*\*\*  
## Duration\_5TRUE 7.266e-01 1.825e-01 3.981 6.88e-05 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## (Dispersion parameter for binomial family taken to be 1)  
##   
## Null deviance: 1627.2 on 1182 degrees of freedom  
## Residual deviance: 1486.2 on 1174 degrees of freedom  
## AIC: 1504.2  
##   
## Number of Fisher Scoring iterations: 4

The orignal model with all the variables yielded higher accuracy than the model with reduced variables

d  
The coef of Closing price is 0.1366 i.e 1.14637 times auction with higher Closing price has more odds of being competitive than auction with lower Closing price keeping rest of variables same.  
The closing price doesn’t have any real significance as its impossilbe to know closing price before auction.  
Statistically, it is significant since it explains the competitiveness of auction with high accuracy.

e

if(!require(glmulti)){  
 install.packages("glmulti")  
}  
if(!require(MASS)){  
 install.packages("MASS")  
}

## Loading required package: MASS

##   
## Attaching package: 'MASS'

## The following object is masked from 'package:dplyr':  
##   
## select

lm.step <- stepAIC(lm.fit2, trace = TRUE)

## Start: AIC=1504.23  
## Competitive. ~ (currency + sellerRating + ClosePrice + OpenPrice +   
## Category\_low + Category\_mid + endDay\_Mon\_Tue\_Thu + Duration\_5) -   
## ClosePrice  
##   
## Df Deviance AIC  
## - currency 2 1489.4 1503.4  
## - Category\_mid 1 1487.9 1503.9  
## <none> 1486.2 1504.2  
## - OpenPrice 1 1491.2 1507.2  
## - sellerRating 1 1495.8 1511.8  
## - endDay\_Mon\_Tue\_Thu 1 1497.1 1513.1  
## - Duration\_5 1 1502.5 1518.5  
## - Category\_low 1 1533.5 1549.5  
##   
## Step: AIC=1503.39  
## Competitive. ~ sellerRating + OpenPrice + Category\_low + Category\_mid +   
## endDay\_Mon\_Tue\_Thu + Duration\_5  
##   
## Df Deviance AIC  
## <none> 1489.4 1503.4  
## - Category\_mid 1 1491.7 1503.7  
## - OpenPrice 1 1494.3 1506.3  
## - sellerRating 1 1500.2 1512.2  
## - Duration\_5 1 1504.9 1516.9  
## - endDay\_Mon\_Tue\_Thu 1 1507.0 1519.0  
## - Category\_low 1 1537.7 1549.7

it takes long time so cant perform exhaustive search because of lack of resources.

#glmulti(lm.fit2)

From the best fit model from stepwise selection, we can see these predictors are used: Category\_mid, sellerRating, endDay\_Mon\_Tue\_Thu, Duration\_5, Category\_low.

f

lm.fit.step <-  
 glm(  
 `Competitive.` ~ Category\_mid + sellerRating + endDay\_Mon\_Tue\_Thu + Duration\_5 + Category\_low,  
 data = train,  
 family = "binomial"  
 )  
pred.valid <- predict(lm.fit.step, valid)  
confusionMatrix(as.factor(ifelse(pred.valid > 0.5, 1, 0)), as.factor(valid$`Competitive.`))

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction 0 1  
## 0 267 210  
## 1 109 203  
##   
## Accuracy : 0.5957   
## 95% CI : (0.5605, 0.6302)  
## No Information Rate : 0.5234   
## P-Value [Acc > NIR] : 2.644e-05   
##   
## Kappa : 0.1992   
##   
## Mcnemar's Test P-Value : 2.157e-08   
##   
## Sensitivity : 0.7101   
## Specificity : 0.4915   
## Pos Pred Value : 0.5597   
## Neg Pred Value : 0.6506   
## Prevalence : 0.4766   
## Detection Rate : 0.3384   
## Detection Prevalence : 0.6046   
## Balanced Accuracy : 0.6008   
##   
## 'Positive' Class : 0   
##

Predictive accuracy for Stepwise Selecion model is 0.5957 We are unable to do exhaustive search thus, we dont know accuracy for exhaustive search

g

# Overfit

h

hey are different because best-fitting model tries to get statitically significant variables as predictors, and the model will fit training data very well, but it might not work well on new data. However, best predictive model tries to lower the error rate on new data by evaluating the performance of the model on new data, not only just consider the predictor significance.

i

if(! require(ROCR)){  
 install.packages("ROCR")  
}

## Loading required package: ROCR

## Loading required package: gplots

##   
## Attaching package: 'gplots'

## The following object is masked from 'package:stats':  
##   
## lowess

library(ROCR)  
pred <- prediction(pred.valid, valid$`Competitive.`)  
roc.perf <- performance(pred, measure = "tpr", x.measure = "fpr")  
plot(roc.perf)  
abline(a = 0, b = 1)

![](data:image/png;base64,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)

opt.cut = function(perf, pred) {  
 cut.ind = mapply(  
 FUN = function(x, y, p) {  
 d = (x - 0) ^ 2 + (y - 1) ^ 2  
 ind = which(d == min(d))  
 c(  
 sensitivity = y[[ind]],  
 specificity = 1 - x[[ind]],  
 cutoff = p[[ind]]  
 )  
 },  
 perf@x.values,  
 perf@y.values,  
 pred@cutoffs  
 )  
}  
print(opt.cut(roc.perf, pred))

## [,1]  
## sensitivity 0.5738499  
## specificity 0.6356383  
## cutoff 0.2519452

confusionMatrix(as.factor(ifelse(pred.valid > 0.2182772, 1, 0)), as.factor(valid$`Competitive.`))

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction 0 1  
## 0 221 165  
## 1 155 248  
##   
## Accuracy : 0.5944   
## 95% CI : (0.5592, 0.6289)  
## No Information Rate : 0.5234   
## P-Value [Acc > NIR] : 3.586e-05   
##   
## Kappa : 0.188   
##   
## Mcnemar's Test P-Value : 0.6149   
##   
## Sensitivity : 0.5878   
## Specificity : 0.6005   
## Pos Pred Value : 0.5725   
## Neg Pred Value : 0.6154   
## Prevalence : 0.4766   
## Detection Rate : 0.2801   
## Detection Prevalence : 0.4892   
## Balanced Accuracy : 0.5941   
##   
## 'Positive' Class : 0   
##

The accuracy increased from 0.5957 to 0.5944

j  
The parameters :currency, sellerRating, ClosePrice, OpenPrice, Category\_low, Category\_mid, endDay\_Mon\_Tue\_Thu, Duration\_5, Competitive. will lead to highest Competitiveness in auction setting. as we saw in b that when you fit model against all variables it gives highest competitiveness.