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**1.**Введение  
 Под графической информацией мы понимаем всю совокупность информации, которая нанесена на самые различные носители – бумагу, пленку, кальку, картон. Для изобразительной деятельности не существует строгого перечня элементов, а, следовательно, их список невозможен. В связи с такой ситуацией возникает глобальная задача – выяснить, каким образом можно превратить любые изображения в цифровые коды, с которыми только и могут работать компьютерные устройства и как хранить полученную информацию. Следует обратить внимание на различие подходов человека и электронного устройства к изображению. Компьютерная графика появилась достаточно давно – уже в 1960-ых годах существовали полноценные графические системы, которые могут создавать различные объекты любого размера, формы и цвета.

Одной из важных задач в создании динамических структур и представлении на ЭВМ сложных математических моделей является разработка структуры хранения геометрических объектов. Данная структура должна хранить информационное описание объекта (координаты, радиус, размер) и содержать операции для динамической обработки (визуализация, скрытие, перемещение). Задача реализации такой структуры нетрудно решается для базовых геометрических объектов – точки, окружности или прямоугольника. Трудности возникают для более сложных объектов. Одним из первых и наиболее простых и естественных подходов к решению проблемы удобного и эффективного конструирования сложных объектов является метод, опирающийся на то, что сложные фигуры строятся, как правило, из базовых примитивов. В данной работе будет рассмотрена одна из структур хранения реализующая данную идею – сплетения.

Сплетение - связь элементов, основанная на сплетении указателей. Каждый элемент сплетения может содержать информацию о количестве полей с указателями и формате поля данных. Плексы (сплетения) используются для представления различных семейств связей между индивидуумами и владельцами, отражают производственные, отраслевые связи и т.п.

Плекс(многосвязный список) - это нелинейная структура данных, объединяющая такие понятия, дерево, граф и списковые структуры. У каждого элемента имеется несколько полей с указателями на другие элементы того же сплетения. В зависимости от характера взаимного расположения элементов в памяти линейные структуры можно разделить на структуры с последовательным распределением элементов в памяти (векторы, строки, массивы, стеки, очереди) и структуры с произвольным связным распределением элементов в памяти (односвязные, двусвязные списки). Пример нелинейных структур - многосвязные списки, деревья, графы.

Типичными графами являются схемы авиалиний и схемы метро, а на географических картах - изображение железных или автомобильных дорог. Выбранные точки графа называются его вершинами, а соединяющие их линии - ребрами.
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Принцип плекса – это хранение сложной фигуры, которую можно нарисовать “не отрывая карандаша”. Повторяющаяся точка на чертеже должна быть представлена одним и тем же объектом (не следует допускать множественности представления одного и того же значения). В плексе повторение происходит максимум у одной точки и не является серьезным недостатком.

Многосвязная структура обладает следующими свойствами:

1) на каждый элемент (узел, вершину) может быть произвольное количество ссылок;

2) каждый элемент может иметь связь с любым количеством других элементов;

3) каждая связка (ребро, дуга) может иметь направление и вес.

**2.** Постановка задачи

В рамках лабораторной работы ставится задача создания программы, которая будет рисовать геометрические объекты с помощью элемента линия, скрывать их, а также перемещать. Для удобства будем использовать графический редактор Windows. Нам потребуется структура хранения геометрических объектов – плекс. Для этого требуется реализовать абстрактный базовый класс TBase, а также наследуемые от него TPoint, TLine, TPlex представляющий точку, линию и плекс соответственно Классы должны содержать основные методы обработки геометрических объектов: отображение фигуры, скрытие, перемещение и выделение.

**3.** Структура проекта

При использовании данной структуры данных нам потребуется следующий алгоритм обхода фигуры:

1. Линия первый раз

- Запись в стек Cur

- Уход влево

1. Линия второй раз

- Запись в стек Cur

- Уход вправо

1. Линия третий раз

- Left из стека точек с изъятием

- Right из стека точек без изъятия

- Рисование линии(Left, Right)

- Cur из стека линий

1. Точка

- Запись Cur в стек точек

- Cur из стека линий

**Class TBase** (абстрактный) - для представления свойств, являющихся общими для всех графических объектов

**Поля:**

TypeFigure Type - Тип фигуры;

string Name – Имя;

bool Visible – Видимость;

int Сolor – Цвет;

int Width – Толщина (линии, точки);

int Region – Облась попадания;

int Rate – Рейтинг (в плексе)

**Методы:**

GetType(),GetVisability(), GetWidth(), GetRate() – для получения соответствующих значений полей класса;

SetColor(int \_col),SetWidth(int \_width), SetVisability() – для установки значений соответствующих полей класса.

**Виртуальные методы:**

Void IncRate() – инкрементирует рейтинг (до 3);

Void Draw(Graphics ^g) – отрисовывает объект на форме;

Bool IsInArea(int \_x, int \_y) – проверяет, попали ли координаты в какую-либо фигуру.

**Class TPoint** (наследник от TBase) - для представления свойств для геометрического объекта точка

**Поля:**

int x,y – координаты;

**Методы:**

Get\_x(),Get\_y() - получение значений координат;

MovePoint(int dx = 0, int dy = 0) - двигает точку на заданные промежутки;

Draw(Graphics ^g) - нарисовать точку;

DecRate() – уменьшает рейтинг на 1 (если rate > 0);

IsInArea(int \_x, int \_y) – попали ли координаты в точку;

Pack() - запаковать параметры точки в строку.

**Class TLine** (наследник от TBase) - для представления свойств для геометрического объекта линия

**Поля:**

TBase \*left,\*right – левая и правая точки.

**Методы:**

Inverse() – переварачивает линию(меняет местами крайние точки);

Draw(Graphics ^g) – нарисовать;

IncRate();

bool IsInArea(int \_x, int \_y) – см. Класс TPoint;

SetLeft(),SetRight() – задает левую и правую точки соответственно;

\*TBase GetLeft(),\*TBase GetRight() – получение левой и правой точки линии соответственно;

Pack() - запаковать параметры точки в строку.

**Class Plex - для создания самого плекса**

**Поля:**

\*TBase start - Начальный элемент плекса.

**Методы:**

TPoint\* SearchPoint(const string name) – поиск точки в плексе по имени;

TLine\* SearchLineContainingPoint(const string name) – поиск линии, содержащей данную точку;

void InsertLine(TLine \*temp, TLine \*res) – добавить линию temp к концу существующей res;

bool AddLine(TLine \*temp) – добавить линию к плексу;

TPoint\* CheckPoint(const int \_x, const int \_y) – поиск точки по координатам (если нет - нулевой указатель);

TLine\* CheckLine(const int \_x, const int \_y) – поиск линии, близкой к заданной точке;

void Draw(Graphics ^g) Нарисовать плекс;

void Move(const int dx, const int dy) Передвинуть плекс;

TBase\* getStart()Получить начало плекса;

void MovePoint(const string name, const int dx, const int dy) Передвинуть одну точку;

void Save(const string filename) Сохранить плекс в файл;

void Load(const string filename) Загрузить плекс из файла;

bool isNotEmpty()Существует ли уже плекс;

string getLastPoint()Получить последнее имя точки

**Class TStack - написанный ранее класс, реализующий стек**

**4.** Руководство пользователя  
Для демонстрации работы с плексами над полиномами была создана форма. Приведем инструкцию по работе с ней:

1. ![](data:image/png;base64,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)Запустить программу. Появится главное окно.
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3. При нажатии кнопки “Нарисовать линию”, появляется возможность рисования линий на форме. Для этого нужно нажать левой кнопкой мыши в первой точке линии, провести по экрану и отпустить во второй точке линии. Между точками появится линия.

Замечание 1! При работе с чертежом, нельзя заходить за границы белого прямоугольника.
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1. При нажатии кнопки “Передвинуть точку”, появляется возможность перемещать точки. Для этого нужно левой кнопкой мыши нажать на точку, которую вы собираетесь передвинуть, перевести курсор в точку, в которую будет перемещена выбранная вами точка, и отпустить кнопку мыши. Аналогично, при нажатии кнопки “Передвинуть Плекс”, можно ![](data:image/png;base64,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)перемещать весь рисунок.
2. ![](data:image/png;base64,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)При нажатии кнопок “Закрасить точку” и “Закрасить линию”, можно соответственно изменить цвет точки и линии. Предварительно нужно выбрать цвет в специальном окне, а затем нажать на точку или линию, которую вы хотите закрасить.
3. Для открытия ранее созданного рисунка нужно нажать на кнопку “Открыть”. Для Сохранения текущего рисунка необходимо нажать на кнопку “Сохранить”.

**4.** Заключение

В данной работе была изучена и реализована на примере простейшего графического редактора структура хранения геометрических объектов - плекс. Было рассмотрено два алгоритма обхода плекса: простой в реализации и понимании, но не производительный рекурсивный алгоритм, и труднопонимаемый, но быстродейственный итеративный алгоритм. При решении поставленных задач был изучен и использован механизм динамической идентификации типа данных, опыт работы с которым будет полезен в дальнейшем.

**5.** Приложение

*Код класса Stack:*

#pragma once

#include <iostream>

#include <stdio.h>

using namespace std;

template <class T>

class TStack

{

private:

T\* mas;

int MaxSize;//

int pos

public:

TStack(int \_MaxSize=100)

{

MaxSize=\_MaxSize;

mas=new T [MaxSize];

pos=-1;

};

void SetPos(int \_pos){pos=\_pos;};

~TStack();

int Full();

int Empty();

void Push(T el);

T Pop();

T Top();

void Clear();

};

template <class T>

TStack<T>::~TStack()

{

delete[] mas;

mas=NULL;

}

template <class T>

int TStack<T>::Full()

{

return (pos==MaxSize-1);

}

template <class T>

int TStack<T>::Empty()

{

return (pos==-1);

}

template <class T>

void TStack<T>::Push(T el)

{

mas[pos+1]=el; pos++;

}

template <class T>

T TStack<T>::Pop()

{

return mas[pos--];

}

template <class T>

T TStack<T>::Top()

{

return mas[pos];

}

template <class T>

void TStack<T>::Clear()

{

pos=-1;

}

#pragma once

#include <string>

using namespace System;

using namespace System::Drawing;

using namespace std;

enum TypeFigure { \_Point, \_Line, \_Rectangle, \_Circle };

class TBase

{

protected:

TypeFigure type;

string name;

bool visible;

int color;

int width;

int region;

int rate;

public:

TBase(string \_name, TypeFigure \_type, bool \_visible = true,

Color \_color = Color::Black, int \_width = 5, int \_rate = 1)

{

name = \_name;

type = \_type;

visible = \_visible;

color = \_color.ToArgb();

width = \_width;

region = 2 \* width;

rate = \_rate;

}

virtual ~TBase()

{

}

string getName() { return name; }

TypeFigure getType() { return type; }

bool getVisibility() { return visible; }

void setVisibility() { visible = !visible; }

Color getColor() { return Color::FromArgb(color); }

void setColor(Color \_color) { color = \_color.ToArgb(); }

int getWidth() { return width; }

void setWidth(const int \_width) { width = \_width; region = 2 \* width; }

int getRate() { return rate; }

virtual void incRate() = 0;

virtual void Draw(Graphics^ g) = 0;

virtual bool isInArea(const int \_x, const int \_y) = 0;

};

void StrToArray(string Pst, string PW[], int &Pk)

{

string t;

int l;

t = Pst + "|";

Pk = 0;

while (t.length()>0)

{

l = t.find("|");

if (l>0)

PW[Pk++] = t.substr(0, l);

t.erase(0, l + 1);

}

}

#pragma once

#include <string>

#include "TBase.h"

#include "TPoint.h"

using namespace System;

using namespace System::Drawing;

using namespace std;

class TLine : public TBase

{

private:

TBase \*left;

TBase \*right;

public:

TLine(TBase \*\_left, TBase \*\_right) : TBase(\_left->getName() + "," + \_right->getName(),

TypeFigure::\_Line)

{

left = \_left;

right = \_right;

width = 2;

}

TLine(const TLine &temp) : TBase(temp.name, temp.type, temp.visible,

Color::FromArgb(temp.color), temp.width, temp.rate)

{

region = temp.region;

left = temp.left;

right = temp.right;

}

TLine(const string temp, TBase \*\_left, TBase \*\_right) : TBase("", TypeFigure::\_Line)

{

string W[7];

int k = 0;

StrToArray(temp, W, k);

name = W[1];

visible = (bool)atoi(W[2].c\_str());

color = atoi(W[3].c\_str());

width = atoi(W[4].c\_str());

left = \_left;

right = \_right;

}

~TLine()

{

if (left != nullptr)

if (left->getType() == TypeFigure::\_Point)

if (left->getRate() == 1)

delete left;

else

((TPoint\*)left)->decRate();

if (right != nullptr)

if (right->getType() == TypeFigure::\_Point)

if (right->getRate() == 1)

delete right;

else

((TPoint\*)right)->decRate();

}

TLine &operator=(const TLine &temp)

{

left = temp.left;

right = temp.right;

name = temp.name;

visible = temp.visible;

color = temp.color;

width = temp.width;

region = temp.region;

rate = temp.rate;

return \*this;

}

TBase\* getLeft()

{

return left;

}

TBase\* getRight()

{

return right;

}

void setLeft(TBase\* temp)

{

left = temp;

}

void setRight(TBase\* temp)

{

right = temp;

}

void Inverse()

{

TBase \*temp = left;

left = right;

right = temp;

name = left->getName() + "," + right->getName();

}

void incRate()

{

if (rate < 3)

rate++;

else

rate = 1;

}

void Draw(Graphics^ g)

{

if ((left->getType() == TypeFigure::\_Point) && (right->getType() == TypeFigure::\_Point))

{

g->DrawLine(%Pen(Color::FromArgb(color), (float)width), ((TPoint\*)left)->getX(),

((TPoint\*)left)->getY(), ((TPoint\*)right)->getX(), ((TPoint\*)right)->getY());

left->Draw(g);

right->Draw(g);

}

}

bool isInArea(const int \_x, const int \_y)

{

float abs1 = (float)Math::Abs((((TPoint\*)left)->getX() - \_x) \* (((TPoint\*)right)->getY() - \_y)

- (((TPoint\*)right)->getX() - \_x) \* (((TPoint\*)left)->getY() - \_y));

float length = (float)Math::Sqrt((((TPoint\*)right)->getX() - ((TPoint\*)left)->getX()) \* (((TPoint\*)right)->getX() - ((TPoint\*)left)->getX())

+ (((TPoint\*)right)->getY() - ((TPoint\*)left)->getY()) \* (((TPoint\*)right)->getY() - ((TPoint\*)left)->getY()));

float OH = abs1 / length;

int AOAB = ((\_x - ((TPoint\*)left)->getX()) \* (((TPoint\*)right)->getX() - ((TPoint\*)left)->getX())

+ (\_y - ((TPoint\*)left)->getY()) \* (((TPoint\*)right)->getY() - ((TPoint\*)left)->getY()));

int BOBA = ((\_x - ((TPoint\*)right)->getX()) \* (((TPoint\*)left)->getX() - ((TPoint\*)right)->getX())

+ (\_y - ((TPoint\*)right)->getY()) \* (((TPoint\*)left)->getY() - ((TPoint\*)right)->getY()));

if ((OH <= (float)region) && (AOAB \* BOBA >= 0))

return true;

else

return false;

}

string Pack()

{

string res = "\_Line";

res += "|" + name + "|" +

to\_string(visible) + "|" +

to\_string(color) + "|" +

to\_string(width) + "|" +

to\_string(rate);

return res;

}

};

#pragma once

#include <string>

#include <fstream>

#include "TBase.h"

#include "TPoint.h"

#include "TLine.h"

#include "TStack.h"

using namespace System;

using namespace System::Drawing;

using namespace std;

class TPlex

{

private:

TBase \*start;

public:

TPlex(TBase\* \_start = nullptr)

{

start = \_start;

}

TPlex(const TPlex &temp)

{

}

~TPlex()

{

TStack<TBase\*> LineStack;

LineStack.Put(nullptr);

TBase \*current = start;

while (current != nullptr)

{

if (current->getType() == TypeFigure::\_Point)

{

current = LineStack.Get();

current->incRate();

}

else

{

switch (current->getRate())

{

case 1:

LineStack.Put(current);

current = ((TLine\*)current)->getLeft();

break;

case 2:

LineStack.Put(current);

current = ((TLine\*)current)->getRight();

break;

case 3:

delete current;

current = LineStack.Get();

if (current != nullptr)

current->incRate();

break;

}

}

}

}

TPlex &operator=(const TPlex temp)

{

if (start != nullptr)

delete start;

TPlex \*tmp = new TPlex(temp);

start = tmp->start;

}

private:

TPoint\* SearchPoint(const string name)

{

TPoint\* result = 0;

TBase\* current = start;

TStack<TBase\*> LineStack;

LineStack.Put(nullptr);

while ((current != nullptr) && (result == 0))

if (current->getType() == TypeFigure::\_Point)

{

if (current->getName() == name)

result = (TPoint\*)current;

else

{

current = LineStack.Get();

current->incRate();

}

}

else

switch (current->getRate())

{

case 1:

LineStack.Put(current);

current = ((TLine\*)current)->getLeft();

break;

case 2:

LineStack.Put(current);

current = ((TLine\*)current)->getRight();

break;

case 3:

current->incRate();

current = LineStack.Get();

current->incRate();

break;

}

while (LineStack.Show() != nullptr)

{

current = LineStack.Get();

while (current->getRate() != 1)

current->incRate();

}

return result;

}

TLine\* SearchLineContainingPoint(const string name)

{

TLine\* result = 0;

TBase\* current = start;

TStack<TBase\*> LineStack;

LineStack.Put(nullptr);

while ((current != nullptr) && (result == nullptr))

if (current->getType() == TypeFigure::\_Point)

{

if (current->getName() == name)

result = (TLine\*)LineStack.Show();

else

{

current = LineStack.Get();

current->incRate();

}

}

else

switch (current->getRate())

{

case 1:

LineStack.Put(current);

current = ((TLine\*)current)->getLeft();

break;

case 2:

LineStack.Put(current);

current = ((TLine\*)current)->getRight();

break;

case 3:

current->incRate();

current = LineStack.Get();

if (current != nullptr)

current->incRate();

break;

}

while (LineStack.Show() != nullptr)

{

current = LineStack.Get();

while (current->getRate() != 1)

current->incRate();

}

return result;

}

void InsertLine(TLine \*temp, TLine \*res)

{

if (res->getName().find(temp->getLeft()->getName()) == 0)

{

temp->setLeft(res->getLeft());

res->setLeft(temp);

}

else

{

temp->setLeft(res->getRight());

res->setRight(temp);

}

}

public:

TPoint\* CheckPoint(const int \_x, const int \_y)

{

TPoint \*result = nullptr;

TStack<TBase\*> LineStack;

LineStack.Put(nullptr);

TBase \*current = start;

while (current != nullptr)

if (current->getType() == TypeFigure::\_Point)

{

if (current->isInArea(\_x, \_y))

result = (TPoint\*)current;

current = LineStack.Get();

current->incRate();

}

else

switch (current->getRate())

{

case 1:

LineStack.Put(current);

current = ((TLine\*)current)->getLeft();

break;

case 2:

LineStack.Put(current);

current = ((TLine\*)current)->getRight();

break;

case 3:

current->incRate();

current = LineStack.Get();

if (current != nullptr)

current->incRate();

break;

}

return result;

}

TLine\* CheckLine(const int \_x, const int \_y)

{

TStack<TBase\*> LineStack;

LineStack.Put(nullptr);

TStack<TBase\*> PointStack;

TLine \*result = nullptr;

TBase \*current = start;

while (current != nullptr)

if (current->getType() == TypeFigure::\_Point)

{

PointStack.Put(current);

current = LineStack.Get();

current->incRate();

}

else

switch (current->getRate())

{

case 1:

LineStack.Put(current);

current = ((TLine\*)current)->getLeft();

break;

case 2:

LineStack.Put(current);

current = ((TLine\*)current)->getRight();

break;

case 3:

TLine \*temp = new TLine(\*((TLine\*)current));

temp->setRight(PointStack.Get());

temp->setLeft(PointStack.Show());

if (temp->isInArea(\_x, \_y))

result = (TLine\*)current;

temp->setLeft(nullptr);

temp->setRight(nullptr);

delete temp;

current->incRate();

current = LineStack.Get();

if (current != nullptr)

current->incRate();

break;

}

return result;

}

bool AddLine(TLine \*temp)

{

if (start == nullptr)

{

start = temp;

return true;

}

TLine \*Left = SearchLineContainingPoint(temp->getLeft()->getName()),

\*Right = SearchLineContainingPoint(temp->getRight()->getName());

if (Left == Right)

return false;

if (Left != nullptr)

{

InsertLine(temp, Left);

if (Right != nullptr)

{

if (Right->getName().find(temp->getRight()->getName()) == 0)

{

temp->setRight(Right->getLeft());

Right->getLeft()->incRate();

}

else

{

temp->setRight(Right->getRight());

Right->getRight()->incRate();

}

}

}

else

if (Right != nullptr)

{

temp->Inverse();

InsertLine(temp, Right);

}

return true;

}

void Draw(Graphics ^g)

{

TStack<TBase\*> LineStack;

LineStack.Put(nullptr);

TStack<TBase\*> PointStack;

TBase \*current = start;

while (current != nullptr)

if (current->getType() == TypeFigure::\_Point)

{

PointStack.Put(current);

current = LineStack.Get();

current->incRate();

}

else

switch (current->getRate())

{

case 1:

LineStack.Put(current);

current = ((TLine\*)current)->getLeft();

break;

case 2:

LineStack.Put(current);

current = ((TLine\*)current)->getRight();

break;

case 3:

TLine \*temp = new TLine(\*((TLine\*)current));

temp->setRight(PointStack.Get());

temp->setLeft(PointStack.Show());

temp->Draw(g);

temp->setLeft(nullptr);

temp->setRight(nullptr);

delete temp;

current->incRate();

current = LineStack.Get();

if (current != nullptr)

current->incRate();

break;

}

}

void Move(const int dx, const int dy)

{

TStack<TBase\*> LineStack;

LineStack.Put(nullptr);

TBase \*current = start;

while (current != nullptr)

if (current->getType() == TypeFigure::\_Point)

{

((TPoint\*)current)->Move(dx / current->getRate(), dy / current->getRate());

current = LineStack.Get();

current->incRate();

}

else

switch (current->getRate())

{

case 1:

LineStack.Put(current);

current = ((TLine\*)current)->getLeft();

break;

case 2:

LineStack.Put(current);

current = ((TLine\*)current)->getRight();

break;

case 3:

current->incRate();

current = LineStack.Get();

if (current != nullptr)

current->incRate();

break;

}

}

void Move(TBase \*temp, const int dx, const int dy)

{

if (temp->getType() != TypeFigure::\_Point)

Move(((TLine\*)temp)->getLeft(), dx, dy);

else

{

((TPoint\*)temp)->Move(dx / temp->getRate(), dy / temp->getRate());

return;

}

Move(((TLine\*)temp)->getRight(), dx, dy);

}

TBase\* getStart()

{

return start;

}

void MovePoint(const string name, const int dx, const int dy)

{

TPoint \*tmp = SearchPoint(name);

if (tmp != nullptr)

tmp->Move(dx, dy);

}

void Save(const string filename)

{

ofstream fout(filename);

TStack<TBase\*> LineStack;

LineStack.Put(nullptr);

TBase \*current = start;

while (current != nullptr)

if (current->getType() == TypeFigure::\_Point)

{

fout << ((TPoint\*)current)->Pack() << endl;

current = LineStack.Get();

current->incRate();

}

else

switch (current->getRate())

{

case 1:

LineStack.Put(current);

current = ((TLine\*)current)->getLeft();

break;

case 2:

LineStack.Put(current);

current = ((TLine\*)current)->getRight();

break;

case 3:

current->incRate();

fout << ((TLine\*)current)->Pack() << endl;

current = LineStack.Get();

if (current != nullptr)

current->incRate();

break;

}

fout.close();

}

void Load(const string filename)

{

if (start != nullptr)

this->~TPlex();

ifstream fin(filename);

string str;

TStack<TBase\*> stack;

TPoint \*point;

TLine \*line;

getline(fin, str);

while (str != "")

{

if (str.find("\_Point") == 0)

{

point = new TPoint(str);

stack.Put(point);

}

else

{

line = new TLine(str, nullptr, nullptr);

line->setRight(stack.Get());

line->setLeft(stack.Get());

stack.Put(line);

}

getline(fin, str);

}

start = stack.Get();

fin.close();

}

bool isNotEmpty()

{

return (start == nullptr) ? false : true;

}

string getLastPoint()

{

TStack<TBase\*> LineStack;

LineStack.Put(nullptr);

string result = "";

TBase \*current = start;

while (current != nullptr)

if (current->getType() == TypeFigure::\_Point)

{

if (current->getName() > result)

result = current->getName();

current = LineStack.Get();

current->incRate();

}

else

switch (current->getRate())

{

case 1:

LineStack.Put(current);

current = ((TLine\*)current)->getLeft();

break;

case 2:

LineStack.Put(current);

current = ((TLine\*)current)->getRight();

break;

case 3:

current->incRate();

current = LineStack.Get();

if (current != nullptr)

current->incRate();

break;

}

return result;

}

};

#pragma once

#include <string>

#include "TBase.h"

using namespace System;

using namespace System::Drawing;

using namespace std;

class TPoint : public TBase

{

private:

int x;

int y;

public:

TPoint(string \_name, int \_x, int \_y) : TBase(\_name, TypeFigure::\_Point)

{

x = \_x;

y = \_y;

}

TPoint(const TPoint &temp) : TBase(temp.name, temp.type, temp.visible,

Color::FromArgb(temp.color), temp.width, temp.rate)

{

region = temp.region;

x = temp.x;

y = temp.y;

}

TPoint(const string temp) : TBase("", TypeFigure::\_Point)

{

string W[9];

int k = 0;

StrToArray(temp, W, k);

name = W[1];

visible = (bool)atoi(W[2].c\_str());

color = atoi(W[3].c\_str());

width = atoi(W[4].c\_str());

rate = atoi(W[5].c\_str());

x = atoi(W[6].c\_str());

y = atoi(W[7].c\_str());

}

~TPoint()

{

}

TPoint &operator=(const TPoint %temp)

{

x = temp.x;

y = temp.y;

name = temp.name;

visible = temp.visible;

color = temp.color;

width = temp.width;

region = temp.region;

rate = temp.rate;

return \*this;

}

int getX() { return x; }

int getY() { return y; }

void Move(int dx, int dy)

{

x += dx;

y += dy;

}

void incRate()

{

rate++;

}

bool isInArea(const int \_x, const int \_y)

{

return ((x - \_x) \* (x - \_x) + (y - \_y) \* (y - \_y) <= region \* region);

}

void Draw(Graphics^ g)

{

g->FillEllipse(%SolidBrush(Color::FromArgb(color)), (float)x - (float)width / 2.0f,

(float)y - (float)width / 2.0f, (float)width, (float)width);

g->DrawString(%String(name.c\_str()), %Font("Arial", 10, FontStyle::Bold), %SolidBrush(Color::Black), (float)x, (float)y);

}

void decRate()

{

if (rate > 1)

rate--;

}

string Pack()

{

string res = "\_Point";

res += "|" + name + "|" +

to\_string(visible) + "|" +

to\_string(color) + "|" +

to\_string(width) + "|" +

to\_string(rate) + "|" +

to\_string(x) + "|" +

to\_string(y);

return res;

}

};

class PointName

{

private:

string lastname;

public:

PointName()

{

lastname = "A0";

}

string Get()

{

string temp = lastname;

int i;

for (i = lastname.length() - 1; (i >= 0) && (lastname[i] == 'Z'); i--);

if (i < 0)

{

lastname.insert(0, "A");

i = 1;

}

else

lastname[i++]++;

while (i < lastname.length())

lastname[i++] = 'A';

return temp;

}

void SetLastName(const string temp)

{

lastname = temp;

}

};

#pragma once

#include <string>

#include <msclr/marshal\_cppstd.h>

#include "TPlex.h"

namespace Ai\_Plex {

using namespace System;

using namespace System::ComponentModel;

using namespace System::Collections;

using namespace System::Windows::Forms;

using namespace System::Data;

using namespace System::Drawing;

/// <summary>

/// Сводка для MyForm

/// </summary>

public ref class MyForm : public System::Windows::Forms::Form

{

public:

MyForm(void)

{

InitializeComponent();

//

//TODO: добавьте код конструктора

//

}

protected:

/// <summary>

/// Освободить все используемые ресурсы.

/// </summary>

~MyForm()

{

if (components)

{

delete components;

}

}

public: System::Windows::Forms::PictureBox^ pictureBox1;

protected:

protected:

private: System::Windows::Forms::Button^ button1;

private: System::Windows::Forms::Button^ button2;

private: System::Windows::Forms::Button^ button3;

private: System::Windows::Forms::Label^ label1;

private: System::Windows::Forms::Label^ label2;

private: System::Windows::Forms::Button^ button4;

private: System::Windows::Forms::Button^ button5;

private: System::Windows::Forms::Button^ button6;

private: System::Windows::Forms::Button^ button7;

private: System::Windows::Forms::ColorDialog^ colorDialog1;

private: System::Windows::Forms::OpenFileDialog^ openFileDialog1;

private: System::Windows::Forms::SaveFileDialog^ saveFileDialog1;

private: System::Windows::Forms::Label^ label3;

private: System::Windows::Forms::Button^ button8;

private:

/// <summary>

/// Обязательная переменная конструктора.

/// </summary>

System::ComponentModel::Container ^components;

#pragma region Windows Form Designer generated code

/// <summary>

/// Требуемый метод для поддержки конструктора — не изменяйте

/// содержимое этого метода с помощью редактора кода.

/// </summary>

void InitializeComponent(void)

{

this->pictureBox1 = (gcnew System::Windows::Forms::PictureBox());

this->button1 = (gcnew System::Windows::Forms::Button());

this->button2 = (gcnew System::Windows::Forms::Button());

this->button3 = (gcnew System::Windows::Forms::Button());

this->label1 = (gcnew System::Windows::Forms::Label());

this->label2 = (gcnew System::Windows::Forms::Label());

this->button4 = (gcnew System::Windows::Forms::Button());

this->button5 = (gcnew System::Windows::Forms::Button());

this->button6 = (gcnew System::Windows::Forms::Button());

this->button7 = (gcnew System::Windows::Forms::Button());

this->colorDialog1 = (gcnew System::Windows::Forms::ColorDialog());

this->openFileDialog1 = (gcnew System::Windows::Forms::OpenFileDialog());

this->saveFileDialog1 = (gcnew System::Windows::Forms::SaveFileDialog());

this->label3 = (gcnew System::Windows::Forms::Label());

this->button8 = (gcnew System::Windows::Forms::Button());

(cli::safe\_cast<System::ComponentModel::ISupportInitialize^>(this->pictureBox1))->BeginInit();

this->SuspendLayout();

//

// pictureBox1

//

this->pictureBox1->Anchor = static\_cast<System::Windows::Forms::AnchorStyles>((((System::Windows::Forms::AnchorStyles::Top | System::Windows::Forms::AnchorStyles::Bottom)

| System::Windows::Forms::AnchorStyles::Left)

| System::Windows::Forms::AnchorStyles::Right));

this->pictureBox1->BackColor = System::Drawing::SystemColors::ButtonHighlight;

this->pictureBox1->Location = System::Drawing::Point(12, 124);

this->pictureBox1->Name = L"pictureBox1";

this->pictureBox1->Size = System::Drawing::Size(544, 188);

this->pictureBox1->TabIndex = 0;

this->pictureBox1->TabStop = false;

this->pictureBox1->SizeChanged += gcnew System::EventHandler(this, &MyForm::pictureBox1\_SizeChanged);

this->pictureBox1->MouseDown += gcnew System::Windows::Forms::MouseEventHandler(this, &MyForm::pictureBox1\_MouseDown);

this->pictureBox1->MouseUp += gcnew System::Windows::Forms::MouseEventHandler(this, &MyForm::pictureBox1\_MouseUp);

//

// button1

//

this->button1->Location = System::Drawing::Point(421, 78);

this->button1->Name = L"button1";

this->button1->Size = System::Drawing::Size(75, 23);

this->button1->TabIndex = 1;

this->button1->UseVisualStyleBackColor = true;

this->button1->Click += gcnew System::EventHandler(this, &MyForm::button1\_Click);

//

// button2

//

this->button2->Location = System::Drawing::Point(54, 8);

this->button2->Name = L"button2";

this->button2->Size = System::Drawing::Size(75, 23);

this->button2->TabIndex = 2;

this->button2->Text = L"Открыть";

this->button2->UseVisualStyleBackColor = true;

this->button2->Click += gcnew System::EventHandler(this, &MyForm::button2\_Click);

//

// button3

//

this->button3->Location = System::Drawing::Point(94, 39);

this->button3->Name = L"button3";

this->button3->Size = System::Drawing::Size(116, 23);

this->button3->TabIndex = 3;

this->button3->Text = L"Нарисовать линию";

this->button3->UseVisualStyleBackColor = true;

this->button3->Click += gcnew System::EventHandler(this, &MyForm::button3\_Click);

//

// label1

//

this->label1->AutoSize = true;

this->label1->Location = System::Drawing::Point(12, 13);

this->label1->Name = L"label1";

this->label1->Size = System::Drawing::Size(39, 13);

this->label1->TabIndex = 4;

this->label1->Text = L"Файл:";

//

// label2

//

this->label2->AutoSize = true;

this->label2->Location = System::Drawing::Point(13, 44);

this->label2->Name = L"label2";

this->label2->Size = System::Drawing::Size(60, 13);

this->label2->TabIndex = 5;

this->label2->Text = L"Действия:";

//

// button4

//

this->button4->Location = System::Drawing::Point(94, 78);

this->button4->Name = L"button4";

this->button4->Size = System::Drawing::Size(116, 23);

this->button4->TabIndex = 6;

this->button4->Text = L"Передвинуть точку";

this->button4->UseVisualStyleBackColor = true;

this->button4->Click += gcnew System::EventHandler(this, &MyForm::button4\_Click);

//

// button5

//

this->button5->Location = System::Drawing::Point(240, 39);

this->button5->Name = L"button5";

this->button5->Size = System::Drawing::Size(118, 23);

this->button5->TabIndex = 7;

this->button5->Text = L"Передвинуть плекс";

this->button5->UseVisualStyleBackColor = true;

this->button5->Click += gcnew System::EventHandler(this, &MyForm::button5\_Click);

//

// button6

//

this->button6->Location = System::Drawing::Point(240, 78);

this->button6->Name = L"button6";

this->button6->Size = System::Drawing::Size(118, 23);

this->button6->TabIndex = 8;

this->button6->Text = L"Закрасить точку";

this->button6->UseVisualStyleBackColor = true;

this->button6->Click += gcnew System::EventHandler(this, &MyForm::button6\_Click);

//

// button7

//

this->button7->Location = System::Drawing::Point(384, 39);

this->button7->Name = L"button7";

this->button7->Size = System::Drawing::Size(112, 23);

this->button7->TabIndex = 9;

this->button7->Text = L"Закрасить линию";

this->button7->UseVisualStyleBackColor = true;

this->button7->Click += gcnew System::EventHandler(this, &MyForm::button7\_Click);

//

// openFileDialog1

//

this->openFileDialog1->DefaultExt = L"plex";

this->openFileDialog1->FileName = L"openFileDialog1";

this->openFileDialog1->Filter = L"Plex files|\*.plex";

this->openFileDialog1->Title = L"Открыть плекс";

//

// saveFileDialog1

//

this->saveFileDialog1->DefaultExt = L"plex";

this->saveFileDialog1->FileName = L"Plex1";

this->saveFileDialog1->Filter = L"Plex files|\*.plex";

this->saveFileDialog1->Title = L"Сохранить плекс";

this->saveFileDialog1->FileOk += gcnew System::ComponentModel::CancelEventHandler(this, &MyForm::saveFileDialog1\_FileOk);

//

// label3

//

this->label3->AutoSize = true;

this->label3->Location = System::Drawing::Point(381, 83);

this->label3->Name = L"label3";

this->label3->Size = System::Drawing::Size(35, 13);

this->label3->TabIndex = 10;

this->label3->Text = L"Цвет:";

//

// button8

//

this->button8->Location = System::Drawing::Point(151, 8);

this->button8->Name = L"button8";

this->button8->Size = System::Drawing::Size(75, 23);

this->button8->TabIndex = 11;

this->button8->Text = L"Сохранить";

this->button8->UseVisualStyleBackColor = true;

this->button8->Click += gcnew System::EventHandler(this, &MyForm::button8\_Click);

//

// MyForm

//

this->AutoScaleDimensions = System::Drawing::SizeF(6, 13);

this->AutoScaleMode = System::Windows::Forms::AutoScaleMode::Font;

this->ClientSize = System::Drawing::Size(680, 324);

this->Controls->Add(this->button8);

this->Controls->Add(this->label3);

this->Controls->Add(this->button7);

this->Controls->Add(this->button6);

this->Controls->Add(this->button5);

this->Controls->Add(this->button4);

this->Controls->Add(this->label2);

this->Controls->Add(this->label1);

this->Controls->Add(this->button3);

this->Controls->Add(this->button2);

this->Controls->Add(this->button1);

this->Controls->Add(this->pictureBox1);

this->Name = L"MyForm";

this->Text = L"MyForm";

this->FormClosing += gcnew System::Windows::Forms::FormClosingEventHandler(this, &MyForm::MyForm\_FormClosing);

this->Load += gcnew System::EventHandler(this, &MyForm::MyForm\_Load);

(cli::safe\_cast<System::ComponentModel::ISupportInitialize^>(this->pictureBox1))->EndInit();

this->ResumeLayout(false);

this->PerformLayout();

}

#pragma endregion

int flag;

TPlex \*plex;

PointName \*pointname;

Graphics^ g;

TPoint\* Left;

TPoint\* Right;

private: System::Void button5\_Click(System::Object^ sender, System::EventArgs^ e) {

flag = 2;

}

private: System::Void pictureBox1\_MouseDown(System::Object^ sender, System::Windows::Forms::MouseEventArgs^ e) {

Left = nullptr;

Right = nullptr;

int x = e->X;

int y = e->Y;

if (flag == 0) {

if (plex->isNotEmpty())

Left = plex->CheckPoint(x, y);

if (Left == nullptr)

Left = new TPoint(pointname->Get(), x, y);

}

if (flag == 1) {

if (plex->isNotEmpty())

Left = plex->CheckPoint(x, y);

}

if (flag == 2) {

Left = new TPoint("temp", x, y);

}

if (flag == 3) {

if (plex->isNotEmpty())

Left = plex->CheckPoint(x, y);

}

}

private: System::Void pictureBox1\_MouseUp(System::Object^ sender, System::Windows::Forms::MouseEventArgs^ e) {

int x = e->X;

int y = e->Y;

TLine \*line;

if (flag == 0) {

if (plex->isNotEmpty())

Right = plex->CheckPoint(x, y);

if (Left != nullptr)

if (Left->isInArea(x, y))

Right = Left;

if (Left != Right)

{

if (Right == nullptr)

Right = new TPoint(pointname->Get(), x, y);

line = new TLine(Left, Right);

if (!plex->AddLine(line))

{

MessageBox::Show("Невозможно нарисовать линию");

delete line;

}

}

}

if (flag == 1) {

if (Left != nullptr)

if (!Left->isInArea(x, y))

Left->Move(x - Left->getX(), y - Left->getY());

}

if (flag == 2) {

if (plex->isNotEmpty())

plex->Move(x - Left->getX(), y - Left->getY());

delete Left;

}

if (flag == 3) {

if (Left != nullptr)

if (Left->isInArea(x, y))

Left->setColor(button1->BackColor);

}

if (flag == 4) {

TLine \*line = nullptr;

if (plex->isNotEmpty())

line = plex->CheckLine(x, y);

if (line != nullptr)

line->setColor(button1->BackColor);

}

g->Clear(Color::White);

if (plex->isNotEmpty())

plex->Draw(g);

}

private: System::Void button3\_Click(System::Object^ sender, System::EventArgs^ e) {

flag = 0;

}

private: System::Void pictureBox1\_SizeChanged(System::Object^ sender, System::EventArgs^ e) {

g = pictureBox1->CreateGraphics();

g->Clear(Color::White);

if (plex->isNotEmpty())

plex->Draw(g);

}

private: System::Void button4\_Click(System::Object^ sender, System::EventArgs^ e) {

flag = 1;

}

private: System::Void MyForm\_Load(System::Object^ sender, System::EventArgs^ e) {

plex = new TPlex();

flag = 0;

button1->BackColor = colorDialog1->Color;

pointname = new PointName();

g = pictureBox1->CreateGraphics();

}

private: System::Void MyForm\_FormClosing(System::Object^ sender, System::Windows::Forms::FormClosingEventArgs^ e) {

delete plex;

}

private: System::Void saveFileDialog1\_FileOk(System::Object^ sender, System::ComponentModel::CancelEventArgs^ e) {

}

private: System::Void button6\_Click(System::Object^ sender, System::EventArgs^ e) {

flag = 3;

}

private: System::Void button1\_Click(System::Object^ sender, System::EventArgs^ e) {

if (colorDialog1->ShowDialog() == System::Windows::Forms::DialogResult::OK)

{

button1->BackColor = colorDialog1->Color;

}

}

private: System::Void button7\_Click(System::Object^ sender, System::EventArgs^ e) {

flag = 4;

}

private: System::Void button2\_Click(System::Object^ sender, System::EventArgs^ e) {

if (openFileDialog1->ShowDialog() == System::Windows::Forms::DialogResult::OK)

{

String^ filename = openFileDialog1->FileName;

plex->Load(msclr::interop::marshal\_as<std::string>(filename));

g->Clear(Color::White);

plex->Draw(g);

pointname->SetLastName(plex->getLastPoint());

pointname->Get();

}

}

private: System::Void button8\_Click(System::Object^ sender, System::EventArgs^ e) {

if (saveFileDialog1->ShowDialog() == System::Windows::Forms::DialogResult::OK)

{

String^ filename = saveFileDialog1->FileName;

plex->Save(msclr::interop::marshal\_as<std::string>(filename));

}

}

};

}