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# Predstavljanje table
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Tabla je zapamćena kao lisp matrica, tako da su validna polja strukture tipa „cell“, koje imaju vrednost „X“, „O“ ili „-“ a nevalidna polja „0“. Izgled ćelije:

![https://scontent-sof1-1.xx.fbcdn.net/v/t1.15752-9/49662976_758968171129357_7705642108979249152_n.png?_nc_cat=107&_nc_ht=scontent-sof1-1.xx&oh=361679b2c59fd9dc1debecb33d67804c&oe=5CC6928A](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAw0AAAATCAYAAADS1eGWAAAEeklEQVR4Xu3d0W7kIAwFULLa///l7BMjFmFfg22GZO6RVmpLIGBjOum02uu+77sQEREREREJ/qALiIiIiIjot/GhgYiIiIiIVHxoICIiIiIi1d/2k+u6Siml3Pf938d9eyX9OcSobwH9+7b+GmnMCrV79eOjNVq/LrVLn/ey1jtrNL/R3FB8Wt79MdrPUn8raw2smK0PFEMpFtrnUv/RNTPtKP6ofcZsraGvR9kZP632Rteg8WdocbTMYeWeFihGme2ovrznFxp/BsrDN+rHsj5L/LWvWfqP2kbt/XVo/tb+0udWaB2rLPNB90btRbmP9/674l9AX8scZ+symvmdhnZCWiFYkooKqf33JO16pE3odXp8tPxa4pO1P/rrZ/uXiT28wjq21G7tj3jG7+Pbt1nyZr1Ogg5OLSaeuFlo8bHEtxjiI/WNGh/R4o/mcHL8ve0VakdQfrzjn1w/xXH+IDP5k9pK0382P/31Un8P6xozoHujdun6Gdr+2BH/knw+ovYon3capIRc1yVu/jcaJcmi3wzXdYmxe7LT45Mx5shqYa7G7zRPm/tqvmZF5dfbN6u+omTl44T4e5yas6x89aLyJ4mI7xPqC1nNZ3Z+JLteP5xiNT87fN5paIM/+tjyFNMnVnMnPckRnVxwVqfVh6X+rWbOiRnauDWe6J6R65yx+76WWMyKyOvuOFSz982IX2WdQ7Qn188My9wsa6U8b4z/jvMRtUf4728akHvDE/a3nmSrb9xzxmp80CazQtevzq9C/VF7u0cz3crvGWtWYtJC6/fSxo+of3RwZq8vm2fOlvhmxyd7/Gq1fhDPnC3x90LxRecX6o/aT4fm7F0fiq8Xmh9qR6LmvVp/K3N+g9G+yYzFan52mHpoKBsO1owxd8pO9Gp8VvvNQvdB8UHFgsYvhjG8svZ+pR1M2WtD6/LUf5231m92zLdB8Y2ID9pf2Vb2zi4o/l6W+tWuQXOyjP9kEetDY3heGKLrUTtS+3tikLW3d/Cs26vdN5nxOz0/n19PapMhfVxFbVxP/1PdL3xbLZIlPhH7C93jZGjuEfHxWLn/jsP2LVbiO4M50Fni7/n+ZRnfkyPL+E8WsT4tvp7YUwypviyvHyjX552G/imq/yb/K9/0pZ8y1Jh4fgrxBr++/uJc91Pj9yv177Wa38j4Ro6VIXNeJ8Sf1q3mb6en7xXPvJ+Qn6c7Pa7mX0+yvGhur9HapP5l8NOD/hpvu8foYWqWNL+o+LzdN9dvzdGK0dgz0NxQO2Lp37aNzoD+mhJcv9r5Y+Wtb40WH0t8+zFG10jzt+4vNL4Gxd+yxlPj722P4skPgvJnkZk/RMsvMlsf0tiZ+fHasUel9aN7o3YrLf6e/REB1ZclBtb9l7m26w4efcekiYhGvOePt/+v88bP2598vPH39id6M299oP6oPYL5P3ezqpNFT+xERNE858+OA/ftGP9nY/6I8mTWF2qPEv5OAxERERERvUv4Ow1ERERERPQufGggIiIiIiIVHxqIiIiIiEj1D3BLrnYgPtsDAAAAAElFTkSuQmCC)

Izgled table dimenzije 2:

![https://scontent-sof1-1.xx.fbcdn.net/v/t1.15752-9/49603487_2393771754026859_2584420506497187840_n.png?_nc_cat=109&_nc_ht=scontent-sof1-1.xx&oh=b26851ea8f9119f7cdfb5562779be18d&oe=5CC211E5](data:image/png;base64,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)

# Ispitivanje ciljnog stanja

Igra Havannah se može završiti nerešenim stanjem ili pobedom jednog od igrača (jedan od igrača napravi strukturu “fork”, “bridge” ili “ring”). Fork predstavlja vezu izmedju tri „edge-a“, bridge vezu izmedju dva “corner-a”.

Korišćen je algoritam “union-rank” radi efikasne provere stanja “bridge” i “fork”. Pri svakom odigranom potezu, polje koje je poslednje dodato se grupiše sa ostalim poljima istog igrača, tako da se pamti veličina grupe, “roditelj” grupe i broj “corner-a” i “edge-va” u grupi. Zbog ovakve strukture grupe se lako može utvrditi da li neka grupa sadrži dva “corner-a” ili tri “edge-a”.

Kada broj poteza bude veći od 11, proverava se da li je napravljena struktura tipa ring. Za proveru “ring-a” se koristi niz \*neighbours\*, pomoću koga se mogu izračunati indeksi komšija jednog polja. Pretražuju se komšije poslednjeg zadatog polja se u četri smera. Pretraga se završava ako se ponovo detektuje isto polje.

# Algoritmi za igranje poteza

Algoritam koji se koristi za igranje poteza je negamax. Algoritam ne kopira tablu svaki put, već stavlja potez na tablu i kasnije ga sklanja sa table. Da bi bilo moguće skidanje poteza, algoritam interno koristi drugačiju verziju algoritma koji grupiše polja (“union-find”). Sve strukture u okviru ćelije koje se menjaju pri dodavanju novog poteza su implementirane kao liste. Nova vrednost se dodaje na vrh liste, a zatim sklanja sa liste.

# Heuristička provera stanja

U programu je implementirana jedna heuristika koja koristi mašinu zaključivanja i jedna bez nje. Zbog zahteva zadatka, u finalnoj verziji programa se koristi heuristika koja koristi mašinu zaključivanja.

Prva heuristika vrši evaluaciju stanja table na osnovu sledećih vrednosti:

* Broj edge-va i corner-a u grupi u kojoj je odigran poslednji potez – Skor se dobija množenjem empirijske konstante zbirom edge –va i corner-a u grupi.
* Veličina grupe kojoj je dodat poslednji potez
* Lokalnost – Blizina odigranog poteza poljima iste boje. Pri svakom odigranom potezu se setuje “lokalni” skor komšija poteza. Neposrednim komšijama se dodeljuje lokalni skor 3, komšijama sa kojima polje ima vezu preko dva polja se daje vrednost 2, a komšijama sa kojima polje ima vezu preko jednog polja se daje lokalni skor 1. Lokalni skor se računa na osnovu svih okolnih polja ali maksimalno može biti 3.

Vrednost poteza se računa kao zbir gorenavedenih vrednosti.

Druga heuristika koristi mašinu zaključivanja. Dinamički se generiše skup činjenica koji predstavlja koji igrač okupira koje polje, kao i to koji je potez poslednji odigran.

Koristi se sledeće stavke u pravilima zaključivanja:

* Broj “corner-a” koje okupira trenutni igrač
* Broj “corner-a” koje okupira protivnik
* Broj “edge-va” koje okupira trenutni igrač
* Broj “edge-va” koje okupira protivnik
* Lokalni skor polja na kom je odigran poslednji potez
* Da li poslednji odigran potez pripada grupi ili ne

Vrednost table se računa kao težinski zbir i razlika ovih vrednosti.

Dokumentacija

# Pokretanje programa

**Fajl: main.cl**

Program se pokreće učitavanjem svih potrebnih fajlova, i zatim pozivanjem funkcije (havannah).

# Globalne promenljive I konstante

**File : globalvariables.lisp**

**emptyField** –konstanta koja definiše prazno polje u matrici kao znak “-”

**invalidField** – konstanta koja definiše nevalidno polje u matrici kao broj “0”

**n** – dimenzija table, koju unosi korisnik

**matrixDim** – dimenzija matrice u matričnoj reprezantaciji table (dim = 2n - 1)

**board** – globalna promenljiva koja čuva tablu u matričnom obliku

**firstPlayer** - konstanta koja definiše simbol prvog igrača kao znak “X”

**secondPlayer** – konstanta koja definiše simbol drugog igrača kao znak “O”

**edgeConnectivity** – konstanta koja se koristi pri računanju heurističke vrednosti table

**currentPlayer** – globalna promenljiva koja čuva igrača koji je trenutno na potezu

**human** –globalna promenljiva koja definiše igrača koji je čovek

**computer** - globalna promenljiva koja definiše igrača koji je računar

**numMoves** – broj do sada odigranih poteza

**maxNumMoves** –broj polja na tabli ( (2n-1)2 – n(n-1))

**gameState** – globalna promenljiva koja čuva stanje u kom se nalazi igra – “0” (igra traje), “1” (igra je završena), “2” (igra je završena i ishod je nerešeno)

**ringSize** – minimalna veličina prstena, koristi se za ispitivanje ring ciljnog stanja

**bitCount** –niz čiji element predstavlja broj jedinica u binarnoj reprezentaciji odgovarajućeg indexa, niz ima 64 elementa

**neighbours** – niz od 18 elemenata koji služi za računanje indeksa suseda jednog polja (prvi i drugi krug suseda) i sadrži vrednost koja se koristi pri računanju heurističke vrednosti table

**cell** – struktura koja predstavlja jedno polje matrice. Value je vrednost polja u matrici (“X”, “O”, “0”, “-“). Polja parent, groupSize, isEdge, isCorner su ubačena zbog algoritma union rank. Polje ringDepth dodato je zbog provere ring ciljnog stanja. Polje locality je dodato zbog računanja heurističke vrednosti table.

**move** – struktura koja čuva jedan odiran potez i njegovu vrednost

**T1-RULES** – pravila zaključivanja, dodata zbog računanja heurističke vrednosti table pomoću mašine zaključivanja

**T1-FACTS** – činjenice, dodate zbog računanja heurističke vrednosti table pomoću mašine zaključivanja

# Generisanje matrične reprezentacije table

**File: game.cl**

(generateValidRow rowIndex colIndex member count)

*Ulaz*:

rowIndex – Indeks reda koji se generiše

colIndex - Kolona od koje počinje generisanje elemenata

member – Element koji se umeće u red

count – Koliko puta se ponavlja element

*Izlaz:* Red matrice

*Opis:*

Generiše red matrice. Za validna polja generiše stukturu tipa cell, a nevalidna polja postavlja na \*invalidField\*.

(generateRow rowIndex firstMember firstCount secondMember secondCount)

*Ulaz:*

firstMember – Prvi element

firstCount – Broj ponavljanja prvog elementa

secondMember – Drugi element

secondCount – Broj ponavljanja drugog elementa

*Opis:*

Dvaput poziva funkciju generateValidRow, jednom za validna polja, jednom za nevalidna polja.

(generateMatrix rowIndex firstMember firstCount secondMember secondCount)

*Ulaz:*

rowIndex – Indeks reda koji se trenutno generiše

firstMember – Vrednost prvog elementa

firstCount – Broj ponavljanja prvog elementa

secondMember – Vrednost drugog element

secondCount – Broj ponavljanja drugog elementa

*Izlaz:*

Generisana matrica koja predstavlja tablu opisana u delu *Predstavljanje table*

*Opis:*

Generiše matricu opisanu u delu Predstavljanje table. Validna polja su strukture tipa cell, a nevalidna polja imaju vrednost \*invalidField\*.

(initMatrix )

*Ulaz:*

/

*Izlaz:*

Generisana matrica koja predstavlja tablu opisana u delu *Predstavljanje table*

*Opis:*

Funkcija koja poziva funkciju generate matrix.

# Učitavanje dimenzija table I postavljanje table

**File: game.cl**

(setDimension )

*Ulaz:*

/

*Izlaz:*

Učitanje dimenzije table I generisana matrična reprezentacija table.

*Opis:*

Sa standardnog izlaze se učitava dimenzija table, a zatim se setuje globalna promenljiva koja predstavlja dimenziju matrice (2\*dimenzija\_table - 1) I generiše se tabla korišćenjem funkcije *initMatrix*.

# Igranje poteza

**File: game.cl**

(setElement el i j matrix)

*Ulaz*:

el – element koji se ubacuje u matricu

i – indeks reda matrice

j – indeks kolone matrice

matrix – matrica u koju se element unosi

*Izlaz:*

Matrica sa unetim elementom na [i, j] poziciji

*Opis*:

Funkcija služi za ubacivanje prosleđenog elementa na poziciju [i, j] u prosleđenoj matrici i kao rezultat vraća izmenjenu matricu.

(validateMove i j boardState)

*Ulaz:*

i – index vrste

j – index kolone

boardState – trenutno stanje table

*Izlaz:*

True ili false u zavisnosti od toga da li je potez validan.

*Opis:*

Funkcija validira igranje poteza na datoj poziciji u matrici. Index vrste i index kolone j su validni ukoliko su pozitivni brojevi, dok je potez validan ukoliko se na poziciji [I,j] nalazi \**emptyField*\*.

(playMove player)

*Ulaz:*

player – oznaka igrača koji igra potez

*Izlaz:*

Globalna promenljiva \*board\* dobija vrednost matrice sa odigranim potezom.

*Opis:*

Funkcija zahteva od korisnika da unese koordinate polja (slovo za red, broj za kolonu). Ako su uneti podaci validni, matrica table se ažurira tako da sadrži potez koji je odigran i ta vrednost se upisuje u globalnu promenljivu koja čuva matricu table.

(playMoveComputer)

*Ulaz:*

/

*Izlaz:*

Ubacuje potez koji igra kompjuter na globalnu promenljivu \*board\*

*Opis:*

Funkcija poziva algoritam *negamax* da bi odabrala najbolji potez za računar i inkrementira globalnu promenjlivu \*numMoves\*. U slučaju da je došlo do krajnjeg stanja, postavlja globalnu promenljivu \*gameState\*.

# Odabir igrača

**File: game.cl**

(choosePlayer)

*Ulaz:*

/

*Izlaz:*

Postavljaju se globalne promenljive koje određuju da li je prvi igrač računar ili čovek.

*Opis:*

Funkcija zahteva od korisnika da unese da li će prvi igrač biti čovek ili računar (korisnik unosi “h” ili “c”). Postavljaju se globalne promenljive \*human\* i \*computer\* vrednostima \*firstPlayer\* (‘X) i \*secondPlayer\* (‘O), u zavisnosti od izbora korisnika.

(switchCurrentPlayer)

*Opis:*

Funkcija postavlja \*currentPlayer\* na suprotnog igraca u odnosu na prethodnog.

# Igra

**File: game.cl**

(isEndGame )

Ulaz:

/

*Izlaz:*

t – ukoliko je došlo do kraja igre; nil – ukoliko igra idalje traje

*Opis:*

Funkcija proverava da li je došlo do kraja igre, ispitivanjem \**gameState*\* promenljive i štampa odgovarajuću poruku ukoliko je došlo do kraja igre.

(playGameHumans )

Ulaz:

/

Izlaz:

/

*Opis:*

Funkcija štampa tablu i omogućava igranje partije između dva čoveka. Ispituje da li je došlo do ciljnog stanja pozivanjem funkcije *isEndGame*, ukoliko igra i dalje traje menja igrača koji je trenutno na potezu i ponavlja ceo proces.

(playGameComputer)

Ulaz:

/

Izlaz:

/

*Opis:*

Funkcija štampa tablu i omogućava igranje partije između čoveka i kompjutera. Ispituje da li je došlo do ciljnog stanja pozivanjem funkcije *isEndGame*, ukoliko igra i dalje traje menja igrača koji je trenutno na potezu i ponavlja ceo proces.

(havannah)

Ulaz:

/

Izlaz:

/

*Opis:*

Funkcija inicijalizuje gameState, currentPlayer i dimenzije. Omogućava odabir partije sa čovekom ili kompjuterom i poziva funkcije playGameHuman ili playGameComputer prvi put. Kad se igra završi, nudi igraču da restartuje igru. Ova funkcija je glavna funkcija koja pokreće celu igru.

# Štampanje table

**File: print-board.cl**

(printFirstRow count)

*Ulaz:*

count – Redni broj elementa u redu koji se štampa. Uvek se prosledjuje -1.

*Izlaz:*

Funkcija vraća null i štampa na standardni izlaz.

*Opis:*

Funkcija štampa novi red (~%) i prvi red matrice. Prvi red se sastoji od n+1 blanko znakova i brojeva od 0 do n-1. Koristi globalnu promenljivu \*n\*.

(printBoard)

*Ulaz*:

board

*Izlaz:*

Null

*Opis:*

Funkcija štampa tablu sa indeksima kolone i slovima koja označavaju redove na standardni izlaz.

# 

# Pomoćne funkcije

**File: helpers.cl**

(isCorner i j)

*Ulaz:*

I – index vrste

J – index kolone

*Izlaz:*

0 ili 1

*Opis:*

Funkcija proverava da li je polje zadato sa *[i,j]* polje u uglu table, ukoliko jeste vraća 1 u suprotnom 0.

(isEdge i j)

*Ulaz:*

I – index vrste

J – index kolone

*Izlaz:*

Broj koji je stepen dvojke, od 0 - 32

*Opis:*

Funkcija proverava da li je polje zadato sa *[i,j]* polje na stranici table, ukoliko jeste vraća 2x, pri čemu je x odgovarajuća stranica table (od 0 – 5), u suprotnom vraća 0.

(parentIndex i j dim)

*Ulaz:*

I – index vrste

J – index kolone

Dim – dimenzija table

*Izlaz:*

I\*dim + j

*Opis:*

Funkcija vraća index niza ekvivalentan indexiranju matrice. (index niza = *i*\**dim* + *j*)

(getColumnFromIndex index dim)

*Ulaz*:

Index – index, indexiranje niza

Dim – dimenzija table

*Izlaz:*

Index mod dim

*Opis:*

Funkcija vraća index kolone matrice iz indexa niza. (kolona matrice = *index* mod *j*)

(getRowFromIndex index column dim)

*Ulaz:*

Index – index, indexiranje niza

Column – index kolone

Dim – dimenzija table

*Izlaz*:

(Index – column)/ dim

*Opis*:

Funkcija vraća index vrste matrice iz indexa niza.

(vrsta matrice =(*Index* – *column*)/ *dim* )

(findNeighboursNew board row col currentPlayer)

*Ulaz*:

board – tabla

row – index vrste

col – index kolone

currentPlayer – igrač čiji se susedi traže

*Izlaz*:

Primer: (0 2)

*Opis*:

Funkcija vraća listu suseda datog elementa na kojima se nalaze žetoni datog *currentPlayer*-a. Elementi liste su u formatu indexiranja niza (koristi se funkcija *parentIndex*)

(validateNeighbourIndex row col indexNb currentPlayer board)

*Ulaz:*

board – tabla

row – index vrste

col – index kolone

currentPlayer – igrač čiji se susedi traže

indexNb – index suseda

*Izlaz:*

Primer: (0 2)

*Opis:*

Funkcija vraća index vrste i kolone odgovarajućeg suseda datog elementa ukoliko se na njemu nalazi žeton datog *currentPlayer*-a. Sused koji se traži dat je promenljivom *indexNb*.

# Pomoćne funkcije vezane za heuristiku

**File: helpers.cl**

(validateNeighbourSecond row col indexNb board)

*Ulaz:*

row – index vrste

col – index kolone

indexNb – index suseda

board – tabla

*Izlaz:*

Lista u obliku (row col score)

*Opis:*

Funkcija validira indeks komšije i vraća listu koja opisuje red, kolonu i skor komšije.

(findNeighboursSecond board row col)

*Ulaz:*

board – tabla

row – index vrste

col – index kolone

*Izlaz*:

Lista svih komšija

*Opis*:

Funkcija vraća listu svih komšija jednog polja (prvi i drugi prsten).

(setLocality board row col currentPlayer)

*Ulaz:*

board – tabla

row – index vrste

col – index kolone

currentPlayer – igrač koji je trenutno na potezu

*Izlaz:*

/

*Opis:*

Funkcija postavlja lokalni skor svih komšija datog polja.

(setLocalityComputer board row col currentPlayer)

*Ulaz:*

board – tabla

row – index vrste

col – index kolone

currentPlayer – igrač koji je trenutno na potezu

*Izlaz:*

/

*Opis:*

Funkcija dodaje novi lokalni skor svih komšija datog polja na listu skorova polja.

(unsetLocalityComputer board row col currentPlayer)

*Ulaz*:

board – tabla

row – index vrste

col – index kolone

*Izlaz*:

/

*Opis*:

Funkcija skida poslednji dodati lokalni sa liste lokalnih skorova.

# Fukcije za grupisanje elemenata

**File: union-rank.cl**

(root index dim boardState)

*Ulaz:*

Index – index elementa čiji root element se traži

BoardState – Tabla

Dim – Dimenzija table

*Izlaz:*

Root datog elementa

*Opis:*

Funkcija vraća root element datog elementa, koristeći union-rank (disjoint set) sa path compression algoritmom.

(isInUnion firstNodeIndex secondNodeIndex board dim)

*Ulaz*:

FirstNodeIndex – Indeks prvog elementa

SecondNodeIndex – Ideks drugog elementa

Board – Trenutno stanje table

Dim – Dimenzija table

*Izlaz*:

True ili False

*Opis*:

Funkcija proverava da li su elementi sa indeksima fistNodeIndex i secondNodeIndex u uniji.

(union-rank firstNodeIndex secondNodeIndex dim boardState)

*Ulaz:*

firstNodeIndex, secondNodeIndex – indexi elemenata koje treba spojiti

BoardState – Tabla

Dim – Dimenzija table

*Izlaz:*

Root unije nastale spajanjem datih elemenata

*Opis*:

Funkcija spaja data dva elementa u jedan skup (uniju) koristeći disjoint set algoritam. Manji skup pridružuje većem i setuje novi broj corner-a i edge-eva koji se sada nalaze u novonastaloj uniji. Povratna vrednost je root novonastale unije.

(uniteNeighboursWithList neighbourList row col board dim currentPlayer)

*Ulaz:*

neighbourList – lista suseda datog elementa

row, col – index reda i kolone

board – Tabla

dim – Dimenzija table

currentPlayer – igrač koji je na potezu

*Izlaz:*

/

*Opis*:

Nakon što se odigra potez funkcija pravi uniju datog novog elementa i njegovih suseda. Funkcija takođe proverava da li je došlo do nekog od ciljnih stanja i ukoliko jeste setuje promenljivu \**gameState*\* na 1.

(uniteNeighbours row col board dim currentPlayer)

*Ulaz*:

row, col – index reda i kolone

board – Tabla

dim – Dimenzija table

currentPlayer – igrač koji je na potezu

*Izlaz*:

/

*Opis*:

Funckija poziva funkciju *uniteNeighboursWithList* i prosleđuje joj listu suseda koristeći funkciju *findNeighbours*.

(rootComputer index dim boardState)

*Ulaz:*

Index – index elementa čiji root element se traži

BoardState – Tabla

Dim – Dimenzija table

*Izlaz:*

Root datog elementa

*Opis:*

Funkcija vraća root element datog elementa, koristeći union-rank (disjoint set) bez path compression algoritam. Path compression se ne koristi radi vraćanja odigranog poteza.

(union-find-computer firstNodeIndex secondNodeIndex board dim)

*Ulaz*:

firstNodeIndex, secondNodeIndex – indexi elemenata koje treba spojiti

board – Trenutno stanje table

dim – Dimenzija table

*Izlaz*:

/

*Opis*:

Funkcija spaja data dva elementa u jedan skup (uniju) koristeći disjoint set algoritam. Uvek pridružuje drugi element prvom (drugi ukazuje na prvi) i algoritam ne vrši path compression.

(uniteNeighboursWithListComputer neighbourList rowIndex colIndex board dim currentPlayer)

*Ulaz:*

neighbourList – Lista suseda datog elementa

rowIndex, colIndex – Index reda i kolone u matrici

board – Trenutno stanje table

dim – Dimenzija table

currentPlayer – igrač koji je na potezu

*Izlaz:*

/

*Opis:*

Nakon što se odigra potez, funkcija pravi uniju datog novog elementa i njegovih suseda. Funkcija je predviđena za korišćenje u okviru algoritma koji računa najbolji potez za kompjuter.

(uniteNeighboursComputer row col board dim currentPlayer)

*Ulaz:*

row, col – Index reda i kolone u matrici

board – Trenutno stanje table

dim – Dimenzija table

currentPlayer – igrač koji je na potezu

*Izlaz:*

/

*Opis:*

Funkcija poziva funkciju *uniteNeighboursWithListComputer* i prosleđuje joj listu suseda koristeći funkciju *findNeighboursNew.*

(find-parents isFirst index dim boardState)

*Ulaz:*

isFirst – Pomoćna promenljiva kojom se preskače element za koji tražimo roditelje

index – Indeks elementa za koje tražimo roditelje

dim – Dimenzija table

boardState – Trenutno stanje table

*Izlaz*:

Lista roditelja prosleđenog elementa

*Opis*:

Funkcija vraća listu svih elemenata na putu od prosleđenog elementa do root-a.

(un-union row col dim boardState)

*Ulaz*:

row, col – Indeksi reda i kolone odigranog poteza.

dim – Dimenzija table

boardState – Trenutno stanje table

*Izlaz*:

/

*Opis*:

Funkcija raskida vezu između prosleđenog elementa i unije kojoj pripada. Koristi se za vraćanje poteza.

(remove-move row col boardState dim)

*Ulaz:*

row, col – Indeksi reda i kolone odigranog poteza.

boardState – Trenutno stanje table

dim – Dimenzija table

*Izlaz:*

/

*Opis:*

Funkcija vraća odigran potez. Poziva funkciju „un-union“ kako bi se raskinule veze sa unijama koje su nastale pri odigravanju tog poteza.

Funkcije za ispitivanje ciljnog stanja - Prsten

(checkRing row col currentPlayer ringSize board)

*Ulaz:*

row – Red u kom je poslednji odigran potez

col – Kolona u kojoj je poslednji odigran potez

currentPlayer – Igrač koji je poslednji igrao potez

ringSize – Minimalna veličina prstena (Podrazumevano 6)

board – Tabla na kojoj se igra

*Izlaz:*

True ako postoji ring na tabli a false ako ne postoji.

*Opis:*

Funkcija traži prsten na tabli, na osnovu poslednje dodatog poteza. U odnosu na poslednji potez, pretražuje komšije polja u četri smera (gore-levo, levo, dole-levo, dole-desno), i za svakg komšiju koji je validan i pripada istom igraču poziva funkciju followRing.

(followRing row col dir currentPlayer depth ringSize board)

*Ulaz:*

row – Red u kom se nalazi komšija za kog je pozvana funkcija

col – Kolona u kojoj se nalazi komšija za kog je pozvana funkcija

dir – Indeks komšije za kog je pozvana fukncija

currentPlayer – Igrač koji je poslednji igrao potez

depth – Trenutna dubina detektovanog prstena

ringSize – Minimalna veličina prstena (Podrazumevano 6)

board – Tabla na kojoj se igra

*Izlaz:*

True ako postoji ring a false ako ne postoji.

*Opis:*

Funkcija traži u tri smera u onosu na prosledjeno polje (smerovi se odredjuju na osnovu indeksa dir). Funkcija se rekurzivno poziva se dok se ne stigne do polja koje je već obrađeno ili se ne obrade sva validna polja.

Operatori stanja

**File: operatori-stanja.cl**

(copyMatrix boardState dim)

*Ulaz:*

BoardState – Tabla koja se kopira

Dim – Dimenzija table koja se kopira

*Izlaz:*

Kopija table

*Opis:*

Funkcija pravi kopiju table koja joj se prosledi.

(getNewState player i j boardState)

*Ulaz:*

Player – Igrač za kog se igra potez

i – Red u kome se igra potez

j – Kolona u kojoj se igra potez

BoardState – Tabla na kojoj se igra potez

*Izlaz:*

Tabla sa odigranim potezom

*Opis:*

Funkcija igra potez na kopiji table, bez menjanja \*board\* promenljive.

(getPossibleStates boardState player dim)

*Ulaz:*

BoardState – Trenutno stanje table za koje se generišu sva moguća sledeća stanja.

Player – Igrač koji je na potezu

Dim – Dimenzija table

*Izlaz:*

Sva moguća sledeća stanja za datu tablu.

*Opis:*

Funkcija generiše sva moguća sledeća stanja na osnovu trenutnog stanja table i trenutnog igrača.

# Algoritmi za igranje poteza

**File: alpha-beta.cl**

(playerToCurrent player)

*Ulaz:*

Player – Igrac koji je trenutno na potezu. [ 1 – computer, -1 čovek]

*Izlaz:*

Simbol odgovarajućeg igrača [‘X’ ili ‘O’]

*Opis:*

Funkcija pretvara kod igrača u simbol koji se vidi na tabli.

(checkWin board lastMove numMoves maxPlayer)

*Ulaz:*

Board - Trenutno stanje table

LastMove – Poslednji odigran potez

NumMoves – Ukupno odigranih poteza

MaxPlayer - Igrač za kog se proverava pobeda

*Izlaz*:

True ili False

*Opis:*

Funkcija proverava da li je došlo do pobede za prosleđenog igrača (ring, fork i bridge). Poziva funkciju *checkRing* i proverava broj “corner-a” i “edge-eva”.

(checkWinRetMove board lastMove numMoves maxPlayer)

*Ulaz:*

Board - Trenutno stanje table

LastMove – Poslednji odigran potez

NumMoves – Ukupno odigranih poteza

MaxPlayer - Igrač za kog se proverava pobeda

*Izlaz*:

True ili False

*Opis*:

Funkcija proverava da li je došlo do pobede za prosleđenog igrača (ring, fork i bridge). Poziva funkciju *checkRing* i proverava broj “corner-a” i “edge-eva”. Za razliku od funkcije “checkWin”, ova funkcija se poziva tokom izvršavanja algoritma negamax i ne vrši se path compression.

(alpha-beta depth board lastMove alpha beta maxPlayer numMoves)

*Ulaz:*

Depth – Trenutna dubina algoritma

Board – Trenutno stanje table

LastMove – Poslednji odigran potez

Alpha, Beta – Vrednosti potrebne za alfa beta odsecanje

maxPlayer – Igrač trenutno na potezu

numMoves - Broj odigranih poteza

*Izlaz:*

Najbolji potez

*Opis:*

Funkcija računa najboji mogući potez koji kompjuter može da odigra, koristeći algoritam minmaks sa alfa beta odsecanjem. Funkcija proverava da li je došlo do pobede korišćenjem funkcije *checkWin*. Pri dostizanju dubine depth, funkcija poziva funkciju *evaluate.* Ovaj algoritam se trenutno ne koristi.

(negamax depth board lastMove alpha beta maxPlayer numMoves)

*Ulaz:*

Depth – Trenutna dubina algoritma

Board – Trenutno stanje table

LastMove – Poslednji odigran potez

Alpha, Beta – Vrednosti potrebne za alfa beta odsecanje

maxPlayer – Igrač trenutno na potezu

numMoves - Broj odigranih poteza

*Izlaz*:

Najbolji potez

*Opis*:

Funkcija računa najboji mogući potez koji kompjuter može da odigra, koristeći algoritam negamax (varijanta minmaksa) i alfa beta odsecanje. Funkcija proverava da li je došlo do pobede korišćenjem funkcije *checkWin*. Pri dostizanju dubine depth, funkcija poziva funkciju *evaluate.*

(negamaxRetMove depth board lastMove alpha beta maxPlayer numMoves)

*Ulaz:*

Depth – Trenutna dubina algoritma

Board – Trenutno stanje table

LastMove – Poslednji odigran potez

Alpha, Beta – Vrednosti potrebne za alfa beta odsecanje

maxPlayer – Igrač trenutno na potezu

numMoves - Broj odigranih poteza

*Izlaz:*

Najbolji potez

*Opis:*

Funkcija računa najboji mogući potez koji kompjuter može da odigra, koristeći algoritam negamax (varijanta minmaksa) i alfa beta odsecanje. Funkcija proverava da li je došlo do pobede korišćenjem funkcije *checkWinRetMove*. Pri dostizanju dubine depth, funkcija poziva funkciju *INFERENCE MACHINE.* Algoritam ne generiše nove table za različita stanja koja evaluira, već se svi mogući potezi igraju na jednoj tabli, evaluiraju i tabla se vraća u pređašnje stanje „vraćanjem“ poteza. Ovaj algoritam se trenutno koristi u igri.

# Heuristika

**File: heuristika.cl**

(evaluate board lastMove numMoves player)

*Ulaz:*

board – tabla

lastMove – poslednji odigran potez

numMoves – broj odigranih poteza

player – igrač trenutno na potezu

*Izlaz:*

/

*Opis:*

Funkcija koja evaluira tablu. Poziva pojedinačne komponente evaluacije i pravi kumulativni skor.

(edgeConnectivity rootEl)

*Ulaz:*

rootEl – koren grupe za koji se traži skor

*Izlaz:*

Skor grupe koja se ispituje

*Opis:*

Funkcija računa skor na osnovu broja “edge-va” i “corner-a”, koristeći konstantu \*edgeConnectivity\*.

(groupSize rootEl)

*Ulaz*:

rootEl – koren grupe za koji se traži skor

*Izlaz*:

Veličina grupe

*Opis*:

Funkcija vraća veličinu grupe čiji je roditelj rootEl.

(localityScore board lastMove player)

Ulaz:

board– tabla na kojoj se igra

lastMove – poslednji odigran potez

player – trenutni igrač

Izlaz:

Lokalni skor poteza

Opis:

Funkcija vraća lokalni skor poteza. Lokalni skor svakog polja se računa svaki put kad se odigra potez i prikazuje blizinu odigranog poteza postojećim poljima iste boje. Neposredne komšije polja dobijaju skor 3, komšije koje imaju dve konekcije s poljem skor 2, i komšije koje imaju jednu konekciju sa poljem skor 1. Maksimalni lokalni skor je 3.

Mašina zaključivanja

**File: masina-zakljucivanja.cl**

(!eq a b)

*Ulaz:*

a, b – elementi čija se jednakost proverava

*Izlaz:*

True ili false

*Opis:*

Predikat proverava jednakost elemenata a i b.

(!ne a b)

*Ulaz:*

a, b – elementi čija se nejednakost proverava

*Izlaz:*

True ili false

*Opis:*

Predikat proverava nejednakost elemenata a i b.

(!isEdge row col)

*Ulaz:*

row – red

col - kolona

*Izlaz:*

True ili false

*Opis:*

Predikat proverava da li je element sa indeksima row i col „edge“.

(!isCorner row col)

*Ulaz:*

row – red

col - kolona

*Izlaz:*

True ili false

*Opis:*

Predikat proverava da li je element sa indeksima row i col „corner“.

(!locality1 row col board)

*Ulaz:*

row – red

col – kolona

board – trenutno stanje table

*Izlaz:*

True ili false

*Opis:*

Predikat proverava da li element sa datim indeksima ima lokalni skor 1.

(!locality2 row col board)

*Ulaz:*

row – red

col – kolona

board – trenutno stanje table

*Izlaz:*

True ili false

*Opis:*

Predikat proverava da li element sa datim indeksima ima lokalni skor 2.

(!locality3 row col board)

*Ulaz:*

row – red

col – kolona

board – trenutno stanje table

*Izlaz:*

True ili false

*Opis:*

Predikat proverava da li element sa datim indeksima ima lokalni skor 3.

(!edgeConnectivity1 row col board)

*Ulaz:*

row – red

col – kolona

board – trenutno stanje table

*Izlaz:*

True ili false

*Opis:*

Predikat proverava da li grupa koja sadrži element sa indeksima row i col ima jedan “edge” ili „corner“.

(!edgeConnectivit2 row col board)

*Ulaz:*

row – red

col – kolona

board – trenutno stanje table

*Izlaz:*

True ili false

*Opis:*

Predikat proverava da li grupa koja sadrži element sa indeksima row i col ima dva “edge-a” ili „corner“.

(!edgeConnectivit3 row col board)

*Ulaz:*

row – red

col – kolona

board – trenutno stanje table

*Izlaz:*

True ili false

*Opis:*

Predikat proverava da li grupa koja sadrži element sa indeksima row i col ima tri “edge-a” ili „corner“.

(!groupSize row col board)

*Ulaz:*

row – red

col – kolona

board – trenutno stanje table

*Izlaz:*

True ili false

*Opis:*

Predikat proverava da li element sa indeksima row i col pripada grupi većoj od jedan.

(get-cell-state i j player board)

*Ulaz:*

i – red

j – kolona

player – igrač trenutno na potezu

tabla - trenutno stanje table

*Izlaz:*

Jedna činjenica

*Opis:*

Funkcija generiše jednu činjenicu u obliku (move i j) ako polje pripada trenutnom igraču ili (move-opponent i j) ako polje pripada protivniku.

(get-states board index matrixDim states cp)

*Ulaz:*

board – trenutno stanje table

index – indeks trenutnog elementa koji se obradjuje

matrixDim – dimenzija matrice

states – lista činjenica koja se generiše

cp – igrač koji je trenutno na potezu

*Izlaz:*

Lista činjenica

*Opis:*

Funkcija generiše listu činjenica koje se odnose na to koji igrač okupira koje polje na tabli.

(generate-facts board matrixDim lastMove)

*Ulaz:*

board – trenutno stanje table

matrixDim – dimenzija matrice

lastMove – poslednji odigran potez

*Izlaz:*

/

*Opis:*

Funkcija postavlja listu činjenica \*T1-FACTS\* pozivanjem funkcije get-states i dodaje činjenicu koja se odnosi na poslednji odigran potez.

(set-rules)

*Ulaz:*

/

*Izlaz:*

/

*Opis:*

Funkcija postavlja listu pravila \*T1-RULES\*.

(get-locality-score row col board)

*Ulaz:*

row – red

col – kolona

board – trenutno stanje table

*Izlaz:*

Lokalni skor

*Opis:*

Funkcija vraća lokalni skor elementa sa indeksima row i col.

(heuristika-inference-engine board matrixDim lastMove)

*Ulaz:*

/

*Izlaz:*

board – trenutno stanje table

matrixDim – dimenzija matrice

lastMove – poslednji odigran potez

*Opis:*

Funkcija koja evaluira trenutno stanje table korišćenjem mašine zaključivanja. Ovo je heuristika koja se koristi u finalnoj vrednosti algoritma.

# Reference:

<http://havannah.ewalds.ca/static/thesis.pdf>