zdefiniuj funkcja string\_to\_int (przekaż do funkcji ciąg znaków str)

{

numer <- 0

zainicjuj liczbę symb\_to\_int

i <- 0

dla i mniejszego od długości str, wykonuj i zwiększ i o 1

{

symb\_to\_int <- str[i]

jeśli symb\_to\_int jest pomiędzy większy od 47 i mniejszy od 58 to

{

zwiększ numer o (symb\_to\_int - 48) \*10^ (długości str - i -1)

}

}

jeśli pierwszy znak str to '-', to

{

pomniejsz numer o jego dwukrotność

}

zwróć numer

}

zdefiniuj funkcje rozwiaz\_problem (przekaż do funkcji ciągi znaków path\_in, path\_out)

{

zainicjuj ciągi znaków line, ten\_numer

otwórz path\_in do odczytu jako in

otwórz path\_out do zapisu jako out

przejdź do nowej linii w konsoli

zainicjuj liczbę symb\_to\_int

n <- 0

m <- 0

dopóki nie dojdzie do ostatniej linii w in

{

zwiększ m o 1

}

wróć wskaźnik w in na jego początek

started <- fałsz

dopóki nie dojdzie do końca in

{

inicjuj ciąg znaków x

wczytaj znak z in do x

jeśli x to "|" i status started to fałsz to

{

started <- prawda

kontynuuj pętle

}

jeśli x to "|" i status started to prawda to

{

wyjdź z pętli

}

zwiększ n o jeden

}

napisz "m: /wartość m/"

napisz "n: /wartość n/"

ustaw kursor w in na jego początek

i <- 0

j <- 0

utwórz tabele o nazwie macierz o rozmiarach m x n

dopóki nie dojdzie do ostatniej linii w in

{

line <- kolejna linia w in

a <- 0

dla a mniejsze niż długość line wykonuj i zwiększ a o 1

{

symb\_to\_int <- line[a]

jeśli symb\_to\_int jest większy niż 47 i mniejszy niż 58, albo równy 45

{

dodaj line[a] na koniec ten\_numer

}

w innym razie

{

jeśli ten\_numer różni się od ""

{

macierz[i][j] <- wynik funkcji string\_to\_int(ten\_numer)

}

jeśli

{

symb\_to\_int jest równy 10 to

{

zwiększ i o 1

}

}

}

}

}

przejdź 2 linie niżej w konsoli

i <- 0

dla i mniejszego od m wykonaj i zwiększ i o 1

{

j <- 0

dla j mniejszego od n wykonaj i zwiększ j o 1

{

przesuń kursor w konsoli o 3 w prawo

wypisz macierz[i][j]

}

przejdź linie niżej w konsoli

}

i <- 0

j <- 0

alfa <- 0

k <- 0

zainicjuj ciąg znaków output

wszystkie\_kierunki [][2] <- {{0,1}, {1,0}, {0,-1}, {-1,0}}

zainicjuj liczbę obecny\_kierunek

dopóki alfa jest większe od a i alfa jest mniejsza od n

{

zwiększ alfa o resztę z dzielenia k przez 2

obecny\_kierunek <- reszta z dzielenie k przez 4

tabela długość [2] <- {0,0}

dopóki długość [0] jest mniejsza od różnicy m i alfa oraz długość [1] jest mniejsza od różnicy n i alfa to

{

zwiększ i o wszystkie\_kierunki [obecny\_kierunek [0]]

zwiększ j o wszystkie\_kierunki [obecny\_kierunek [1]]

zwiększ długość [0] o wartość bezwzględną wszystkie\_kierunki [obecny\_kierunek [0]]

zwiększ długość [1] o wartość bezwzględną wszystkie\_kierunki [obecny\_kierunek [1]]

przesuń kursor w konsoli o 3 w prawo

wypisz macierz[i][j]

dodaj na koniec output to\_string(macierz[i][j]) + " "

}

zwiększ k o 1

}

jeśli m jest większe od n oraz n i alfa są sobie równe

{

tabela długość [2] = {0,0}

dopóki długość [0] jest mniejsza od różnicy m i alfa to

{

zwiększ i o wszystkie\_kierunki [obecny\_kierunek [0]]

zwiększ j o wszystkie\_kierunki [obecny\_kierunek [1]]

zwiększ długość [0] o wartość bezwzględną wszystkie\_kierunki [obecny\_kierunek [0]]

zwiększ długość [1] o wartość bezwzględną wszystkie\_kierunki [obecny\_kierunek [1]]

przesuń kursor w konsoli o 3 w prawo

wypisz macierz[i][j]

dodaj na koniec output to\_string(macierz[i][j]) + " "

}

}

zapisz do out

}

główna część programu

{

wywołaj funkcję rozwiaz\_problem ("input.txt", "output.txt")

zakończ program

}