特征处理

问题描述

**我们提供了在双11促销期间一组商人他们相应增长的买家。你的任务是预测未来这些新买家是否会成为这些商家的忠诚客户。换句话说，您需要预测这些新购买者在6个月内再次从同一商家购买商品的可能性。**

特征处理包括数据预处理和特征工程。

数据处理含了数据清洗和数据采样。

数据清洗：1.检测异常样本2.缺省值处理：①缺省值极多②非连续特征缺省值适中③连续特征缺省值适中④缺省较少

数据采样：1. 从负样本中抽取部分样本出来和正样本结合

（欠采样，容易造成信息损失）

2 . 正样本重复若干次

（上采样，保留的数据信息但是有可能放大其噪声数据）。

3. 代价敏感学习Cost Sensitive Learning

4. SMOTE即合成少数类过采样技术

代码:

**import** numpy **as** np  
**import** xlrd  
**import** xlwt  
*# from sklearn import preprocessing # 进行标准化数据时，需要引入这个包***from** sklearn.model\_selection **import** train\_test\_split  
  
**def** open\_excel(file):  
 **try**:  
 data = xlrd.open\_workbook(file)  
 **return** data  
 **except** Exception **as** e:  
 print(str(e))  
  
**def** split\_age\_range(age):  
 *"""  
 将特征值年龄进行离散化为8个特征值* **:param** *age: 年龄区间值* **:return***: 离散化后的特征  
 """* **if** age == 0:  
 **return** [1,0,0,0,0,0,0,0,0]  
 **elif** age == 1:  
 **return** [0,1,0,0,0,0,0,0,0]  
 **elif** age == 2:  
 **return** [0,0,1,0,0,0,0,0,0]  
 **elif** age == 3:  
 **return** [0,0,0,1,0,0,0,0,0]  
 **elif** age == 4:  
 **return** [0,0,0,0,1,0,0,0,0]  
 **elif** age == 5:  
 **return** [0,0,0,0,0,1,0,0,0]  
 **elif** age == 6:  
 **return** [0,0,0,0,0,0,1,0,0]  
 **elif** age == 7 **or** age == 8:  
 **return** [0,0,0,0,0,0,0,1,0]  
 *# elif age == 8:  
 # return [0,0,0,0,0,0,0,0,1]***def** split\_gender(gender):  
 *"""  
 将特征值性别进行离散化* **:param** *gender:* **:return***: 返回离散化的特征  
 """* **if** gender == 0:  
 **return** [1,0,0]  
 **elif** gender == 1:  
 **return** [0,1,0]  
*# elif gender == 2:  
# return [0,0,1]***def** split\_log(Log):  
 *"""  
 分割数据文件中的Log数据* **:param** *Log: Log数据* **:return***: 处理后的特征值  
 """* items = Log.strip().split(**'#'**)  
 purchase = 0;total = 0  
 click = 0;add\_to\_card = 0;add\_to\_favourite = 0  
 **for** i **in** range(len(items)):  
 total += 1  
 item = items[i].strip().split(**':'**)  
 **if** item[4] == **'2'**:  
 purchase += 1  
 **if** item[4] == **'1'**:  
 add\_to\_card += 1  
 **if** item[4] == **'3'**:  
 add\_to\_favourite += 1  
 **return** [float(total),float(round(purchase/total,3)),float(add\_to\_card),float(add\_to\_favourite)]  
  
**def** loadDataSet(path, training\_sample,colnameindex=0,by\_name=**u'Sheet1'**):  
 *"""  
 加载数据* **:param** *path: 数据文件存放路径* **:param** *training\_sample: 数据文件名* **:param** *colnameindex: 文件列名下标* **:param** *by\_name: 表名* **:return***: 数据集和类别标签  
 """* dataMat = [];  
 labelMat = [] *# 定义列表* filename = path + training\_sample  
 data = open\_excel(filename)  
 table = data.sheet\_by\_name(by\_name) *# 获得表格* nrows = table.nrows *# 拿到总共行数* colnames = table.row\_values(colnameindex) *# 某一行数据 ['user\_id', 'age\_range', 'gender', 'merchant\_id','label']* **for** rownum **in** range(1, nrows): *# 也就是从Excel第二行开始，第一行表头不算* row = table.row\_values(rownum)  
 **if** row[1] == **'' or** row[2] == **'' or** row[5] == **''**:  
 **continue  
 if** row:  
 app = []  
 app = split\_age\_range(row[1])+split\_gender(row[2]) + split\_log(row[5]) *# 将Log转化为特征值* dataMat.append(app)  
 labelMat.append(float(row[4])) *# 获取类别标签* **return** dataMat, labelMat  
  
**def** main():  
 *"""  
 主函数* **:return***: null  
 """* wb = xlwt.Workbook()  
 ws = wb.add\_sheet(**'Sheet1'**,cell\_overwrite\_ok=**True**)  
 path = **"D:\\AI\\"** training\_sample = **'新建 Microsoft Excel 工作表.xlsx'** *# 训练数据文件* trainingSet, trainingLabels = loadDataSet(path, training\_sample) *# 取训练数据  
 # print(len(trainingSet))* num = len(trainingSet)  
 **for** i **in** range(num):  
 **for** j **in** range(16):  
 ws.write(i,j,trainingSet[i][j])  
 ws.write(i,j+1,trainingLabels[i])  
 wb.save(**'D:\\featuredata.xlsx'**)  
 print(**"处理完成"**)  
  
**if** \_\_name\_\_ == **'\_\_main\_\_'**:  
 **"""  
 程序入口  
 """** main()

**运行结果：**

![](data:image/png;base64,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)

1.该实验主要用到xlrd和xlwt两个库

其中xlrd是读excel，xlwt是写excel的库

2. data = xlrd.open\_workbook(filename)#文件名以及路径，如果路径或者文件名有中文给前面加一个r拜师原生字符。  
table = data.sheets()[0]          #通过索引顺序获取  
  
table = data.sheet\_by\_index(sheet\_indx)) #通过索引顺序获取  
  
table = data.sheet\_by\_name(sheet\_name)#通过名称获取  
  
以上三个函数都会返回一个xlrd.sheet.Sheet()对象

3. 获取整行和整列的值（数组）

table.row\_values(i)

table.col\_values(i)

获取行数和列数

nrows = table.nrows

ncols = table.ncols

循环行列表数据

for i in range(nrows ):

print table.row\_values(i)

单元格

cell\_A1 = table.cell(0,0).value

cell\_C4 = table.cell(2,3).value

使用行列索引

cell\_A1 = table.row(0)[0].value

cell\_A2 = table.col(1)[0].value

简单的写入

row = 0

col = 0

# 类型 0 empty,1 string, 2 number, 3 date, 4 boolean, 5 error

ctype = 1 value = '单元格的值'

xf = 0 # 扩展的格式化

table.put\_cell(row, col, ctype, value, xf)

table.cell(0,0) #单元格的值'

table.cell(0,0).value #单元格的值'

numpy提供了numpy.concatenate((a1,a2,...), axis=0)函数。能够一次完成多个数组的拼接。其中a1,a2,...是数组类型的参数

示例3：

>>> a=np.array([1,2,3])

>>> b=np.array([11,22,33])

>>> c=np.array([44,55,66])

>>> np.concatenate((a,b,c),axis=0) # 默认情况下，axis=0可以不写

array([ 1, 2, 3, 11, 22, 33, 44, 55, 66]) #对于一维数组拼接，axis的值不影响最后的结果

>>> a=np.array([[1,2,3],[4,5,6]])

>>> b=np.array([[11,21,31],[7,8,9]])

>>> np.concatenate((a,b),axis=0)

array([[ 1, 2, 3],

[ 4, 5, 6],

[11, 21, 31],

[ 7, 8, 9]])

>>> np.concatenate((a,b),axis=1) #axis=1表示对应行的数组进行拼接

array([[ 1, 2, 3, 11, 21, 31],

[ 4, 5, 6, 7, 8, 9]])

对numpy.append()和numpy.concatenate()两个函数的运行时间进行比较

示例4：

>>> from time import clock as now

>>> a=np.arange(9999)

>>> b=np.arange(9999)

>>> time1=now()

>>> c=np.append(a,b)

>>> time2=now()

>>> print time2-time1

28.2316728446

>>> a=np.arange(9999)

>>> b=np.arange(9999)

>>> time1=now()

>>> c=np.concatenate((a,b),axis=0)

>>> time2=now()

>>> print time2-time1

20.3934997107

可知，concatenate()效率更高，适合大规模的数据拼接