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**Цель работы**

Реализовать алгоритм обхода графа в глубину.

### **Лабораторное задание**

Создать алгоритм поиска в глубину по графу

**Листинг программы**

Matrix\_graph.h

#pragma once

#include "stdlib.h"

#include "stdio.h"

typedef struct Graph

{

int\*\* matrix;

int size;

}graph;

int\*\* matrix(int size);

void generate\_matrix(Graph\* graph, int ver);

Graph\* init\_graph(int size);

void free\_graph(Graph\* graph);

void print\_graph(Graph\* graph);

Matrix\_graph.cpp

#include "Matrix\_Graph.h"

int\*\* matrix(int size)

{

int\*\* matrix = (int\*\*)malloc(size \* sizeof(int\*));

for (int i = 0; i < size; i++)

{

matrix[i] = (int\*)malloc(size \* sizeof(int));

}

return matrix;

}

void generate\_matrix(Graph\* graph, int ver)

{

int tmp;

for (int i = 0; i < graph->size; i++) {

for (int j = 0; j < graph->size; j++) {

if (j != i) {

tmp = rand() % 100;

if (tmp < ver) {

graph->matrix[i][j] = 1;

}

else {

graph->matrix[i][j] = 0;

}

graph->matrix[j][i] = graph->matrix[i][j];

}

else if (i == j) graph->matrix[i][j] = 0;

}

}

}

Graph\* init\_graph(int size)

{

Graph\* graph = (Graph\*)malloc(sizeof(Graph));

graph->matrix = matrix(size);

graph->size = size;

return graph;

};

void free\_graph(Graph\* graph)

{

for (int i = 0; i < graph->size; i++)

{

free(graph->matrix[i]);

}

free(graph->matrix);

free(graph);

}

void print\_graph(Graph\* graph)

{

printf(" ");

for (int k = 1; k <= graph->size; k++) printf(" %d", k);

printf("\n -----------\n");

for (int i = 0; i < graph->size; i++) {

printf("%d |", i + 1);

for (int j = 0; j < graph->size; j++) {

printf("%d ", graph->matrix[i][j]);

}

printf("\n");

}

}

Source.cpp

#include "stdio.h"

#include "windows.h"

#include "time.h"

#include "conio.h"

#include "Matrix\_graph.h"

#pragma warning (disable : 4996)

int first\_false(bool\* arr, int size) {

for (size\_t i = 0; i < size; i++){

if (!arr[i]) { return i;};

}

return -1;

}

void DFS(graph\* g, int v, bool\* visited) {

printf("%d,", v + 1);

visited[v] = 1;

for (size\_t i = 0; i < g->size; i++){

if (g->matrix[v][i] == 1 && visited[i] == 0) {

DFS(g, i,visited);

}

}

}

void component(graph\* g) {

bool\* visited = (bool\*)calloc(g->size, 1);

int next\_vertex = 0;

while (next\_vertex != -1) {

DFS(g, next\_vertex,visited);

printf("\n");

next\_vertex = first\_false(visited, g->size);

}

free(visited);

}

void main()

{

int ver;

int size;

printf("\nEnter the probability from 0 to 100: ");

scanf\_s("%d", &ver);

printf("Eneter size of graph:");

scanf("%d", &size);

graph\* g = init\_graph(size);

srand(time(NULL));

generate\_matrix(g,ver);

print\_graph(g);

printf("\nComponents:\n");

component(g);

}

### **Результат работы программы:**
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**Вывод:** Реализовал алгоритм обхода в глубину графа, представленного матрицей смежности.