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# Introduction

FFMPEG plugins provide an efficient and fast way for media application development. Ittiam FFMPEG plugin benefit the developers for application development using the standard FFMPEG APIs.

This document describes steps for integration of MPEGH Encoder plugin code provided by Ittiam with FFMPEG – 5.1. The FFMPEG source code is available at <https://git.ffmpeg.org/ffmpeg.git>.

# Integration of Plugin for Linux or MAC OS

## Prerequisite

Git needs to be installed in host PC. It can be downloaded from the below link:

<https://git-scm.com/downloads>.

## Creating Library Shared Object

FFMPEG requires encoder library in shared object format (.so format). Shared object can be created using the below steps:

* Download libmpeghe source code from <https://github.com/ittiam-systems/libmpeghe>.
* Copy the patch file libmpeghe/ffmpeg\_plugin/linux\_mpegh\_enc\_lib.patch to libmpeghe directory.
* Run the below command in git bash from libmpeghe directory to apply patch:

git apply linux\_mpegh\_enc\_lib.patch

* With patch applied, libmpeghe/build/makefile/Makefile\_lib file gets updated to create encoder library as shared object.
* Build the library using the below command from libmpeghe/build/makefile/ directory:

make -f Makefile\_lib clean all

* The shared object libia\_mpeghe.so is generated in the libmpeghe/build/makefile/ directory.

## Plugin Integration to FFMPEG

The MPEG-H encoder plugin can be integrated into FFMPEG in two methods:

* Using the patch file
* Manual integration.

### Integration Using a Patch File

#### Applying the Patch

* Follow the steps mentioned in [section 2.2](#_Creating_Library_Shared) if not done yet.
* Download the FFMPEG source code version 5.1 from <https://git.ffmpeg.org/ffmpeg.git> using the below commands in Git bash.

git clone <https://git.ffmpeg.org/ffmpeg.git>

cd ffmpeg

git checkout release/5.1

* Copy the patch file libmpeghe/ffmpeg\_plugin/ffmpeg\_mpegh\_enc.patch to ffmpeg directory.
* To apply the patch ffmpeg\_mpegh\_enc, use the command given below:

git apply ffmpeg\_mpegh\_enc.patch

* As the shared object libia\_mpeghe.so is not part of the patch, it needs to be copied to ffmpeg folder manually.

Copy libia\_mpeghe.sofrom libmpeghe/build/makefile/directory toffmpeg/.

* Move to [Steps for Configure, Build and Execute](#_Steps_for_Configure,).

### Manual Integration

#### Steps for Integrating MPEGH Encoder Plugin into FFMPEG Framework Manually

1. Follow the steps mentioned in section 2.2 if not done yet.
2. Download the FFMPEG source code version 5.1 from <https://git.ffmpeg.org/ffmpeg.git> using the below commands in Git bash.

git clone <https://git.ffmpeg.org/ffmpeg.git>

cd ffmpeg

git checkout release/5.1

1. Copy *libia\_mpeghe.so* from libmpeghe/build/makefile/directory to *ffmpeg/*.
2. Copy all *C source* filesfrom libmpeghe*/*ffmpeg\_plugin*/ffmpeg/src/* to *ffmpeg/libavcodec* folder.
3. Copy all *header* files from libmpeghe*/*ffmpeg\_plugin*/ffmpeg/include/* to *ffmpeg/libavcodec* folder.
4. Search for EXTRALIBS tag in configuration file (File name: *configure*) and pass the argument ‘-lia\_mpeghe -L.’. The command should look like as below.

EXTRALIBS=$extralibs **–lia\_mpeghe –L.**

This is for linking Ittiam MPEGH Encoder library.

1. Add the below line in file *ffmpeg/libavcodec/Makefile* under section ‘# decoders/ encoders’:

**OBJS-$(CONFIG\_IA\_MPEGH\_ENCODER) += ia\_mpegh\_enc.o impeghe\_error.o**

1. Add the below line of code in the file *libavcodec/allcodecs.c* under section ‘*/\* external libraries \*/*’:

**extern const FFCodec ff\_ia\_mpegh\_encoder;**

Ittiam recommends referring https://trac.ffmpeg.org/wiki/CompilationGuide for further information on compilation and setup.

#### Steps for Adding MP4 Support

Below are the steps to add MPEGH format support to the existing FFMPEG’s MP4 multiplexer.

1. In *libavformat/movenc.c* file:

**Update #1**

**Line:1162 (**Add given function before static int mov\_write\_btrt\_tag(AVIOContext \*pb, MOVTrack \*track)**)**

**static int mov\_write\_mhac\_tag(AVIOContext \*pb, MOVTrack \*track)**

**{**

**// Size of mhaC**

**avio\_wb32(pb,track->par->extradata\_size + 8 -1);**

**ffio\_wfourcc(pb, "mhaC");**

**// Writing the buffer**

**avio\_write(pb,track->par->extradata,track->par->extradata\_size - 1);**

**return 1;**

**}**

**Update #2**

**Function:** static int mov\_write\_audio\_tag(AVFormatContext \*s, AVIOContext \*pb, MOVMuxContext \*mov, MOVTrack \*track)

**Line: 1293**

if (track->mode == MODE\_MOV &&

(track->par->codec\_id == AV\_CODEC\_ID\_AAC ||

track->par->codec\_id == AV\_CODEC\_ID\_AC3 ||

track->par->codec\_id == AV\_CODEC\_ID\_EAC3 ||

track->par->codec\_id == AV\_CODEC\_ID\_AMR\_NB ||

track->par->codec\_id == AV\_CODEC\_ID\_ALAC ||

track->par->codec\_id == AV\_CODEC\_ID\_ADPCM\_MS ||

track->par->codec\_id == AV\_CODEC\_ID\_ADPCM\_IMA\_WAV ||

track->par->codec\_id == AV\_CODEC\_ID\_QDM2 ||

(mov\_pcm\_le\_gt16(track->par->codec\_id) && version==1) ||

(mov\_pcm\_be\_gt16(track->par->codec\_id) && version==1)))

ret = mov\_write\_wave\_tag(s, pb, track);

else if (track->tag == MKTAG('m','p','4','a'))

ret = mov\_write\_esds\_tag(pb, track);

else if (track->par->codec\_id == AV\_CODEC\_ID\_AMR\_NB)

ret = mov\_write\_amr\_tag(pb, track);

else if (track->par->codec\_id == AV\_CODEC\_ID\_AC3)

ret = mov\_write\_ac3\_tag(s, pb, track);

else if (track->par->codec\_id == AV\_CODEC\_ID\_EAC3)

ret = mov\_write\_eac3\_tag(s, pb, track);

else if (track->par->codec\_id == AV\_CODEC\_ID\_ALAC)

ret = mov\_write\_extradata\_tag(pb, track);

else if (track->par->codec\_id == AV\_CODEC\_ID\_WMAPRO)

ret = mov\_write\_wfex\_tag(s, pb, track);

else if (track->par->codec\_id == AV\_CODEC\_ID\_FLAC)

ret = mov\_write\_dfla\_tag(pb, track);

else if (track->par->codec\_id == AV\_CODEC\_ID\_OPUS)

ret = mov\_write\_dops\_tag(s, pb, track);

else if (track->par->codec\_id == AV\_CODEC\_ID\_TRUEHD)

ret = mov\_write\_dmlp\_tag(s, pb, track);

else if (track->vos\_len > 0 **&& track->par->codec\_id != AV\_CODEC\_ID\_MPEGH\_3D\_AUDIO**)

ret = mov\_write\_glbl\_tag(pb, track);

**Update #3:**

**Function:** static int mov\_write\_audio\_tag(AVFormatContext \*s, AVIOContext \*pb, MOVMuxContext \*mov, MOVTrack \*track)

**Line: 1339**

if (mov->write\_btrt &&

((ret = mov\_write\_btrt\_tag(pb, track)) < 0))

return ret;

**// To write the mhaC tag data for mp4 in case of AV\_CODEC\_ID\_MPEGH\_3D\_AUDIO**

**if(track->par->codec\_id == AV\_CODEC\_ID\_MPEGH\_3D\_AUDIO) {**

**mov\_write\_mhac\_tag(pb,track);**

**}**

ret = update\_size(pb, pos);

return ret;

**Update #4:**

**Function:** static int mov\_init(AVFormatContext \*s)

**Line: 7049**

for (i = 0; i < s->nb\_streams; i++) {

AVStream \*st= s->streams[i];

MOVTrack \*track= &mov->tracks[i];

AVDictionaryEntry \*lang = av\_dict\_get(st->metadata, "language", NULL,0);

track->st = st;

track->par = st->codecpar;

track->language = ff\_mov\_iso639\_to\_lang(lang?lang->value:"und", mov->mode!=MODE\_MOV);

if (track->language < 0)

track->language = 32767; // Unspecified Macintosh language code

track->mode = mov->mode;

**if(track->par->codec\_id == AV\_CODEC\_ID\_MPEGH\_3D\_AUDIO)**

**{**

**// For MHA1**

**if((track->par->extradata)[track->par->extradata\_size - 1] == 2)**

**{**

**track->tag = MKTAG('m', 'h', 'a', '1');**

**}**

**// For MHM1**

**else**

**{**

**track->tag = MKTAG('m', 'h', 'm', '1');**

**}**

**}**

**else**

**{**

**track->tag = mov\_find\_codec\_tag(s, track);**

**}**

if (!track->tag) {

av\_log(s, AV\_LOG\_ERROR, "Could not find tag for codec %s in stream #%d, "

"codec not currently supported in container\n",

avcodec\_get\_name(st->codecpar->codec\_id), i);

return AVERROR(EINVAL);

}

**Update #5:**

**Function:** static const AVCodecTag codec\_mp4\_tags[]

**Line: 7751**

{ AV\_CODEC\_ID\_MPEGH\_3D\_AUDIO, MKTAG('m', 'h', 'm', '1') },

**{ AV\_CODEC\_ID\_MPEGH\_3D\_AUDIO, MKTAG('m', 'h', 'a', '1') },**

{ AV\_CODEC\_ID\_TTML, MOV\_MP4\_TTML\_TAG },

{ AV\_CODEC\_ID\_TTML, MOV\_ISMV\_TTML\_TAG },

{ AV\_CODEC\_ID\_NONE, 0 },

1. In *libavformat/isom\_tags.c* file:

**Update #6:**

**Function:** const AVCodecTag ff\_codec\_movaudio\_tags[]

**Line: 338**

{ AV\_CODEC\_ID\_OPUS, MKTAG('O', 'p', 'u', 's') }, /\* mp4ra.org \*/

{ AV\_CODEC\_ID\_MPEGH\_3D\_AUDIO, MKTAG('m', 'h', 'm', '1') }, /\* MPEG-H 3D Audio bitstream \*/

**{ AV\_CODEC\_ID\_MPEGH\_3D\_AUDIO, MKTAG('m', 'h', 'a', '1') },**

{ AV\_CODEC\_ID\_NONE, 0 },

## Steps for Configure, Build and Execute

1. Go to <ffmpeg> directory.
2. Configure ffmpeg using below command. No additional options are required for enabling Ittiam MPEGH Encoder.

./configure (and additional options…)

1. With successful execution of Step 2, <ffmpeg>/config\_components.h will be generated. Confirm CONFIG\_IA\_MPEGH\_ENCODER is set to 1 in <ffmpeg>/config\_components.h.
2. Build ffmpeg binaries using following command in <ffmpeg> folder:

make

After successful completion of make process, the *ffmpeg* executable with Ittiam MPEGH Encoder plugin will be ready to use.

For executing *ffmpeg* please take care of the following steps:

1. Ensure that shared object is present in the current directory (ffmpeg executable directory).
2. In case of production licenses, the license file to be present in the current directory (ffmpeg executable directory).
3. On Linux, before running *ffmpeg* plugin, path of the shared library should be set. <ffmpeg> path can be either absolute or relative.

Run the command export LD\_LIBRARY\_PATH=$LD\_LIBRARY\_PATH:<ffmpeg>

1. On MAC, the path of shared object is already included in the binary which would be <ffmpeg> directory. However, if user wants to run the *ffmpeg* binary from some other directory, then, path of the shared library should be set. <ffmpeg> path can be either absolute or relative.

Run the command export DYLD\_LIBRARY\_PATH=$DYLD\_LIBRARY\_PATH:<ffmpeg>

# Integration of Plugin for Windows

## Prerequisite

Git needs to be installed in host PC. It can be downloaded from the below link:

<https://git-scm.com/downloads>.

## Creating DLL

FFMPEG requires encoder library in DLL format (.dll format). DLL can be created using the below steps:

* Download libmpeghe source code from <https://github.com/ittiam-systems/libmpeghe>.
* Copy the patch file libmpeghe/ffmpeg\_plugin/windows\_mpegh\_enc\_lib.patch to libmpeghe directory.
* Run the below command in git bash from libmpeghe directory to apply patch:

git apply windows\_mpegh\_enc\_lib.patch

* With patch applied, the source code files and the MSVS project file gets updated.
* Build the library using the MSVS solution file libmpeghe/build/msvs/impeghe\_lib.sln. The DLL can be created for x86 or x64 platform in both release and debug modes. For 64-bit host PC, build x64 release mode DLL.
* The DLL libia\_mpeghe.dll is generated in the libmpeghe/build/msvs/x64/Release directory.

## Plugin Integration to FFMPEG

The MPEG-H encoder plugin can be integrated into FFMPEG in two methods:

* Using the patch file
* Manual integration.

### Integration Using a Patch File

#### Applying the Patch

* Follow the steps mentioned in [section 3.2](#_Creating_DLL) if not done yet.
* Download the FFMPEG source code version 5.1 from <https://git.ffmpeg.org/ffmpeg.git> using the below commands in Git bash.

git clone <https://git.ffmpeg.org/ffmpeg.git>

cd ffmpeg

git checkout release/5.1

* Copy the patch file libmpeghe/ffmpeg\_plugin/ffmpeg\_mpegh\_enc.patch to ffmpeg directory.
* To apply the patch ffmpeg\_mpegh\_enc, use the command given below:

git apply ffmpeg\_mpegh\_enc.patch

* As the shared object libia\_mpeghe.dll is not part of the patch, it needs to be copied to ffmpeg folder manually.

Copy libia\_mpeghe.dllfrom libmpeghe/build/msvs/x64/Release *directory* toffmpeg/.

* Ittiam recommends referring https://trac.ffmpeg.org/wiki/CompilationGuide for further information on compilation and setup.
* Move to [Steps for Configure, Build and Execute](#_Steps_for_Configure,_1).

### Manual Integration

#### Steps for Integrating MPEGH Encoder Plugin into FFMPEG Framework Manually

1. Follow the steps mentioned in section 3.2 if not done yet.
2. Download the FFMPEG source code version 5.1 from <https://git.ffmpeg.org/ffmpeg.git> using the below commands in Git bash.

git clone <https://git.ffmpeg.org/ffmpeg.git>

cd ffmpeg

git checkout release/5.1

1. Copy *libia\_mpeghe.dll* from libmpeghe/build/msvs/x64/Releasedirectory toffmpeg/.
2. Copy all *C source* filesfrom libmpeghe*/*ffmpeg\_plugin*/ffmpeg/src/ to ffmpeg/libavcodec* folder.
3. Copy all *header* files from libmpeghe*/*ffmpeg\_plugin*/ffmpeg/include/* to *ffmpeg/libavcodec* folder.
4. Search for EXTRALIBS tag in configuration file (File name: *configure*) and pass the argument ‘-lia\_mpeghe -L.’. The command should look like as below.

EXTRALIBS=$extralibs **–lia\_mpeghe –L.**

This is for linking Ittiam MPEGH Encoder library.

1. Add the below line in file *ffmpeg/libavcodec/Makefile* under section ‘# decoders / encoders’.

**OBJS-$(CONFIG\_IA\_MPEGH\_ENCODER) += ia\_mpegh\_enc.o impeghe\_error.o**

1. Add the below line of code in the file *libavcodec/allcodecs.c* under section ‘*/\* external libraries \*/*’.

**extern const FFCodec ff\_ia\_mpegh\_encoder;**

Ittiam recommends referring <https://trac>.ffmpeg.org/wiki/CompilationGuide for further information on compilation and setup.

#### Steps for Adding MP4 Support

Below are the steps to add MPEGH format support to the existing FFMPEG’s MP4 multiplexer.

1. In *libavformat/movenc.c* file:

**Update #1**

**Line:1162 (**Add given function before static int mov\_write\_btrt\_tag(AVIOContext \*pb, MOVTrack \*track)**)**

**static int mov\_write\_mhac\_tag(AVIOContext \*pb, MOVTrack \*track)**

**{**

**// Size of mhaC**

**avio\_wb32(pb,track->par->extradata\_size + 8 -1);**

**ffio\_wfourcc(pb, “mhaC”);**

**// Writing the buffer**

**avio\_write(pb,track->par->extradata,track->par->extradata\_size – 1);**

**return 1;**

**}**

**Update #2**

**Function:** static int mov\_write\_audio\_tag(AVFormatContext \*s, AVIOContext \*pb, MOVMuxContext \*mov, MOVTrack \*track)

**Line: 1293**

if (track->mode == MODE\_MOV &&

(track->par->codec\_id == AV\_CODEC\_ID\_AAC ||

track->par->codec\_id == AV\_CODEC\_ID\_AC3 ||

track->par->codec\_id == AV\_CODEC\_ID\_EAC3 ||

track->par->codec\_id == AV\_CODEC\_ID\_AMR\_NB ||

track->par->codec\_id == AV\_CODEC\_ID\_ALAC ||

track->par->codec\_id == AV\_CODEC\_ID\_ADPCM\_MS ||

track->par->codec\_id == AV\_CODEC\_ID\_ADPCM\_IMA\_WAV ||

track->par->codec\_id == AV\_CODEC\_ID\_QDM2 ||

(mov\_pcm\_le\_gt16(track->par->codec\_id) && version==1) ||

(mov\_pcm\_be\_gt16(track->par->codec\_id) && version==1)))

ret = mov\_write\_wave\_tag(s, pb, track);

else if (track->tag == MKTAG(‘m’,’p’,’4’,’a’))

ret = mov\_write\_esds\_tag(pb, track);

else if (track->par->codec\_id == AV\_CODEC\_ID\_AMR\_NB)

ret = mov\_write\_amr\_tag(pb, track);

else if (track->par->codec\_id == AV\_CODEC\_ID\_AC3)

ret = mov\_write\_ac3\_tag(s, pb, track);

else if (track->par->codec\_id == AV\_CODEC\_ID\_EAC3)

ret = mov\_write\_eac3\_tag(s, pb, track);

else if (track->par->codec\_id == AV\_CODEC\_ID\_ALAC)

ret = mov\_write\_extradata\_tag(pb, track);

else if (track->par->codec\_id == AV\_CODEC\_ID\_WMAPRO)

ret = mov\_write\_wfex\_tag(s, pb, track);

else if (track->par->codec\_id == AV\_CODEC\_ID\_FLAC)

ret = mov\_write\_dfla\_tag(pb, track);

else if (track->par->codec\_id == AV\_CODEC\_ID\_OPUS)

ret = mov\_write\_dops\_tag(s, pb, track);

else if (track->par->codec\_id == AV\_CODEC\_ID\_TRUEHD)

ret = mov\_write\_dmlp\_tag(s, pb, track);

else if (track->vos\_len > 0 **&& track->par->codec\_id != AV\_CODEC\_ID\_MPEGH\_3D\_AUDIO**)

ret = mov\_write\_glbl\_tag(pb, track);

**Update #3:**

**Function:** static int mov\_write\_audio\_tag(AVFormatContext \*s, AVIOContext \*pb, MOVMuxContext \*mov, MOVTrack \*track)

**Line: 1339**

if (mov->write\_btrt &&

((ret = mov\_write\_btrt\_tag(pb, track)) < 0))

return ret;

**// To write the mhaC tag data for mp4 in case of AV\_CODEC\_ID\_MPEGH\_3D\_AUDIO**

**if(track->par->codec\_id == AV\_CODEC\_ID\_MPEGH\_3D\_AUDIO) {**

**mov\_write\_mhac\_tag(pb,track);**

**}**

ret = update\_size(pb, pos);

return ret;

**Update #4:**

**Function:** static int mov\_init(AVFormatContext \*s)

**Line: 7049**

for (I = 0; I < s->nb\_streams; i++) {

AVStream \*st= s->streams[i];

MOVTrack \*track= &mov->tracks[i];

AVDictionaryEntry \*lang = av\_dict\_get(st->metadata, “language”, NULL,0);

track->st = st;

track->par = st->codecpar;

track->language = ff\_mov\_iso639\_to\_lang(lang?lang->value:”und”, mov->mode!=MODE\_MOV);

if (track->language < 0)

track->language = 32767; // Unspecified Macintosh language code

track->mode = mov->mode;

**if(track->par->codec\_id == AV\_CODEC\_ID\_MPEGH\_3D\_AUDIO)**

**{**

**// For MHA1**

**if((track->par->extradata)[track->par->extradata\_size – 1] == 2)**

**{**

**track->tag = MKTAG(‘m’, ‘h’, ‘a’, ‘1’);**

**}**

**// For MHM1**

**else**

**{**

**track->tag = MKTAG(‘m’, ‘h’, ‘m’, ‘1’);**

**}**

**}**

**else**

**{**

**track->tag = mov\_find\_codec\_tag(s, track);**

**}**

if (!track->tag) {

av\_log(s, AV\_LOG\_ERROR, “Could not find tag for codec %s in stream #%d, “

“codec not currently supported in container\n”,

avcodec\_get\_name(st->codecpar->codec\_id), i);

return AVERROR(EINVAL);

}

**Update #5:**

**Function:** static const AVCodecTag codec\_mp4\_tags[]

**Line: 7751**

{ AV\_CODEC\_ID\_MPEGH\_3D\_AUDIO, MKTAG(‘m’, ‘h’, ‘m’, ‘1’) },

**{ AV\_CODEC\_ID\_MPEGH\_3D\_AUDIO, MKTAG(‘m’, ‘h’, ‘a’, ‘1’) },**

{ AV\_CODEC\_ID\_TTML, MOV\_MP4\_TTML\_TAG },

{ AV\_CODEC\_ID\_TTML, MOV\_ISMV\_TTML\_TAG },

{ AV\_CODEC\_ID\_NONE, 0 },

1. In *libavformat/isom\_tags.c* file:

**Update #6:**

**Function:** const AVCodecTag ff\_codec\_movaudio\_tags[]

**Line: 338**

{ AV\_CODEC\_ID\_OPUS, MKTAG('O', 'p', 'u', 's') }, /\* mp4ra.org \*/

{ AV\_CODEC\_ID\_MPEGH\_3D\_AUDIO, MKTAG('m', 'h', 'm', '1') }, /\* MPEG-H 3D Audio bitstream \*/

**{ AV\_CODEC\_ID\_MPEGH\_3D\_AUDIO, MKTAG('m', 'h', 'a', '1') },**

{ AV\_CODEC\_ID\_NONE, 0 },

## Steps for Configure, Build and Execute

1. Open MSYS2 UCRT64 terminal. It is assumed that all dependencies are installed as per FFMPEG Compilation guide instructions.
2. Go to <ffmpeg> directory.
3. Configure ffmpeg using below command. No additional options are required for enabling Ittiam MPEGH Encoder.

./configure (and additional options…)

1. With successful execution of Step 3, <ffmpeg>/config\_components.h will be generated. Confirm CONFIG\_IA\_MPEGH\_ENCODER is set to 1 in <ffmpeg>/config\_components.h.
2. Build ffmpeg binaries using following command in <ffmpeg> folder.

make

After successful completion of make process, the *ffmpeg* executable with Ittiam MPEGH Encoder plugin will be ready to use.

For executing *ffmpeg* please take care of the following steps:

1. Ensure that DLL is present in the current directory (ffmpeg executable directory).
2. In case of production licenses, the license file to be present in the current directory (ffmpeg executable directory).

# Usage of Plugin

## Command Line Arguments

**-ia\_bit\_rate <bit\_rate>**: Bit Rate. Default Value: 64000, Range: 32000 to 512000.

**-ia\_op\_fmt <output\_format>**: Output Format. Default Value: 1 (RAW\_MHAS). Supported values: 1 (RAW\_MHAS), 2 (MP4\_MHA1) and 3 (MP4\_MHM1).

**-ia\_cicp <cicp\_index>**: Channel Configuration Index. Default Value: 1. Range: 1 to 20 except 8. Refer to [ISO - ISO/IEC 23091-3:2018 - Information technology — Coding-independent code points — Part 3: Audio](https://www.iso.org/standard/73413.html) for more information.

**-ia\_chans <no\_of\_channels>**: Number of Channels. Default Value: 1. Range: 1 to 24.

**-ia\_sample\_rate <sample\_rate>**: Sample Rate. Default Value: 48000. Range: 14700 to 48000.

**-ia\_pcm\_sz <pcm\_word\_size>:** PCM Word Size. Default Value: 16. Supported values: 16, 24 and 32.

**-ia\_oam\_file <oam\_file\_name>:** OAM File. Default Value: NULL.

**-ia\_hoa\_file <first hoa filename that ends with 00+.wav>:** First HOA Filename that ends with 00+.wav. Default Value: NULL.

Refer to <https://github.com/ittiam-systems/libmpeghe/blob/main/README.md> for more information about default values and range of various parameters.

## Command Usage

### For MHAS Output Format

In the git bash (for windows) or in the terminal (Linux/MAC), below commands can be run for encoding the file into MPEG-H stream.

* **Without OAM or HOA File**

./ffmpeg -i <input\_file\_name>.wav -f s16le -c:a ia\_mpeghe -ia\_bit\_rate <bit\_rate> -ia\_pcm\_sz <pcm\_word\_size> -ia\_sample\_rate <sample\_rate> -ia\_cicp <cicp\_index> -ia\_chans <no\_of\_channels> -ia\_op\_fmt 1 <output\_file\_name>.mhas

Example:

# 2 channel

./ffmpeg -i Test.wav -f s16le -c:a ia\_mpeghe -ia\_bit\_rate 64000 -ia\_op\_fmt 1 -ia\_chans 2 -ia\_cicp 2 -ia\_sample\_rate 48000 -ia\_pcm\_sz 16 Test\_enc.mhas

* **With OAM File**

./ffmpeg -i <path>/<input\_file\_name>.wav -f s16le -c:a ia\_mpeghe   
-ia\_bit\_rate <bit\_rate> -ia\_pcm\_sz <pcm\_word\_size> -ia\_sample\_rate <sample\_rate> -ia\_cicp <cicp\_index> -ia\_op\_fmt 1 -ia\_oam\_file <path>/<oam\_file\_name> <output\_file\_name>.mhas

Example:

./ffmpeg -i ./Test\_000.wav -f s16le -c:a ia\_mpeghe -ia\_op\_fmt 1 -ia\_cicp 6 -ia\_bit\_rate 256000 -ia\_sample\_rate 48000 -ia\_oam\_file ./Test.oam Test\_OAM\_enc.mhas

* **With HOA File**

./ffmpeg -i <first hoa filename that ends with 00+.wav>.wav -f s16le -c:a ia\_mpeghe -ia\_bit\_rate <bit\_rate> -ia\_pcm\_sz <pcm\_word\_size> -ia\_sample\_rate <sample\_rate> -ia\_cicp <cicp\_index> -ia\_op\_fmt 1 -ia\_hoa\_file <first hoa filename that ends with 00+.wav> <output\_file\_name>.mhas

Example:

# HOA - 3rd Order example

./ffmpeg -i Test3/test\_3\_00+.wav -f s16le -c:a ia\_mpeghe -ia\_op\_fmt 1   
-ia\_cicp 6 -ia\_bit\_rate 512000 -ia\_sample\_rate 48000 -ia\_pcm\_sz 32   
-ia\_hoa\_file Test3/test\_3\_00+.wav test\_3\_HOA\_enc.mhas

### For MP4 Output Format

FFMPEG, by default outputs MP4 header at the end of file. “–movflags faststart” forces FFMPEG to output MP4 header at the beginning of the file.

* **Without OAM or HOA File**

./ffmpeg -i <input\_file\_name>.wav -movflags faststart -c:a ia\_mpeghe   
-ia\_bit\_rate <bit\_rate> -ia\_pcm\_sz <pcm\_word\_size> -ia\_sample\_rate <sample\_rate> -ia\_cicp <cicp\_index> -ia\_chans <no\_of\_channels> -ia\_op\_fmt <output\_format> <output\_file\_name>.mp4

Example:

# 2 channel

./ffmpeg -i Test.wav -movflags faststart -c:a ia\_mpeghe -ia\_bit\_rate 64000 -ia\_op\_fmt 2 -ia\_chans 2 -ia\_cicp 2 -ia\_sample\_rate 48000 -ia\_pcm\_sz 16 Test\_enc.mp4

* **With OAM File**

./ffmpeg -i <path>/<input\_file\_name>.wav -movflags faststart -c:a ia\_mpeghe -ia\_bit\_rate <bit\_rate> -ia\_pcm\_sz <pcm\_word\_size> -ia\_sample\_rate <sample\_rate> -ia\_cicp <cicp\_index> -ia\_op\_fmt <output\_format> –ia\_oam\_file <path>/<oam\_file\_name> <output\_file\_name>.mp4

Example:

./ffmpeg -i ./Test\_000.wav -movflags faststart -c:a ia\_mpeghe -ia\_op\_fmt 2 -ia\_cicp 6 -ia\_bit\_rate 256000 -ia\_sample\_rate 48000 -ia\_oam\_file ./Test.oam Test\_OAM\_enc.mp4

* **With HOA File**

./ffmpeg -i <first hoa filename that ends with 00+.wav>.wav -movflags faststart -c:a ia\_mpeghe -ia\_bit\_rate <bit\_rate> -ia\_pcm\_sz <pcm\_word\_size> -ia\_sample\_rate <sample\_rate> -ia\_cicp <cicp\_index> -ia\_op\_fmt <output\_format> -ia\_hoa\_file <first hoa filename that ends with 00+.wav> <output\_file\_name>.mp4

Example:

# HOA - 3rd Order example

./ffmpeg -i Test3/test\_3\_00+.wav -movflags faststart -c:a ia\_mpeghe   
-ia\_op\_fmt 2 -ia\_cicp 6 -ia\_bit\_rate 512000 -ia\_sample\_rate 48000 -ia\_pcm\_sz 32 -ia\_hoa\_file Test3/test\_3\_00+.wav test\_3\_HOA\_enc.mp4

# Notes and Limitations

* For channels-only input case (where inputs involve individual MONO channel files), merge all the input files into a single multi-channel file using SOX utility. The convention for multi-channel files is based on CICP and further details can be found at [ISO - ISO/IEC 23091-3:2018 - Information technology — Coding-independent code points — Part 3: Audio](https://www.iso.org/standard/73413.html). This multi-channel file can be used as input for the encoder.

SoX utility in Linux can be installed using below command:

apt-get install sox

SoX utility in Windows can be installed using below link:

[SoX - Sound eXchange download | SourceForge.net](https://sourceforge.net/projects/sox/)

* If OAM file is given as input, then while giving the input flag (***-i***) with FFMPEG, all the object and channel files should be of same size. The naming convention for OAM use-case and OAM file format details can be found in [w13412 (3D\_EncoderInputFormat).docx](https://mpeg.chiariglione.org/standards/mpeg-h/3d-audio/encoder-input-format-mpeg-h-3d-audio).

For OAM file case,

Channel files should be named in the format *item\_name\_A<azimuth\_angle>\_E<elevation\_angle>.wav* and be placed in the same folder as the *.oam* file.

Example: *item\_name\_A+030\_E+00.wav*

Object files should be named as “*<item\_name>\_<object\_idx>.wav*” and be placed in the same folder as the *.oam* file. The *<object\_idx>* is a three-digit number counted from zero (padded from the left with zeros if needed).

Example: *item\_name\_000.wav*

Also, for multiple object files case, “***-i***” option requires only the first object file (with path) that ends with “*\_000.wav*”. The rest of the details will be fetched by the plugin from the *.oam* file. The object and channel files shall not be combined and be used as individual files only.

* If HOA file is given, then while giving the input flag (***-i***) with FFMPEG, all the input files need to be of same size. The naming convention of each HOA channel signal need to adhere to Section 4.1 of [w13412 (3D\_EncoderInputFormat).docx](https://mpeg.chiariglione.org/standards/mpeg-h/3d-audio/encoder-input-format-mpeg-h-3d-audio).

The “***-i***” option and “***-ia\_hoa\_file***” requires only the first HOA file name that ends with “*00+.wav”*. The plugin fetches the rest of the file names itself internally since the files are named as per convention. The individual HOA input files (ACN/SN3D input files) shall be used as-is and shall not be combined into a single file.

* For handling HOA case, the argument “***-ia\_hoa\_file***” has been added. However, FFMPEG mandatorily requires “***-i***” option and it will give input to the encoder module only upto the size of file mentioned along with “***-i***” option. Hence, for HOA case, there appears like two options need to be given for input files.
* For 24-bit input wave files, FFMPEG appends one byte of extra zeros. Hence, for 24-bit input files, when encoding the files in MHAS format, “***-ia\_pcm\_sz 32***” option needs to be used.
* In this document, the command line options are used along with a “minus (-)” sign. The document might show up as a different symbol, hence, it needs to be ensured that the (-) sign only is used with all options when trying the FFMPEG pipeline.
* Whenever the output is generated in mhas format, i.e. when the output file name is given the extension of *.mhas*, FFMPEG is expecting the option (***-f***) to be given without which an error “*unable to find a suitable output format*” is reported. The option ***-f*** does not have any impact on encoding. This option is not needed if the output format is MP4.
* On few Linux PCs, when patch was applied, “bad-interpreter” error was encountered due to (CTRL+M) character. If this issue is observed, edit “configure” file manually (one line change) as per the steps mentioned under [Manual Integration](#_Manual_Integration).
* The files generated using the plugin can be decoded using the decoder available at <https://github.com/ittiam-systems/libmpegh>. This decoder may throw error if the encoded stream is of unsupported profile.