# [pyqt4学习之一：搭建环境和入门](http://www.cnblogs.com/zouzf/p/4308912.html)

 还在继续写Python小工具，想起之前用Tkinter被坑得半死，决定换个框架写UI，又想顺便了解一下qt，就学习一下pyqt4

**搭建环境**

win：现在安装包 <http://www.riverbankcomputing.co.uk/software/pyqt/download> ，测试环境是win8 64位、Python2.7， 所以下载了 [PyQt4-4.11.3-gpl-Py2.7-Qt4.8.6-x64.exe](http://sourceforge.net/projects/pyqt/files/PyQt4/PyQt-4.11.3/PyQt4-4.11.3-gpl-Py2.7-Qt4.8.6-x64.exe) ，一路next就行了，很简单，需要注意的是，安装包会自动搜索Python的安装位置，然后安装到Python27\Lib\site-packages\PyQt4 目录下。 参考： <http://www.2cto.com/kf/201111/111625.html>

 mac：需要下载Qt、Sip、pyqt4，本地环境是 OS 10.9.2 64位， qt 5.3， qt自行下载自行安装即可

sip 下载地址：[http://www.riverbankcomputing.co.uk/software/sip/download](http://www.riverbankcomputing.co.uk/software/sip/download" \t "_blank)  我下载的是 Source Packages 里的 sip-4.16.6.tar.gz，安装：

[![复制代码](data:image/gif;base64,R0lGODlhFAAUANQHADJKYpKluc3P05qy4jJdta/M92KQ3vv8/nKi4rK/0rLC6mJ6mtHe7sHN4ZW19iJLmUp2wqKy0nKa8iJCgsLV9uLq8qKywnKa2oKy4lKC0qLC8qKqwnKS0oKn7cDI1AAAACH5BAEAAB8ALAAAAAAUABQAAAWE4CeOZGmeaKquLKkoSRwJrXLch7XQa4IfAc+ud6AUGIHCS+NwME6WX6Xw6xAaps2BiUFofpICwVMK3CoVxuDQZBgIhEf50EVc1rgKJSInmRkMDQ0dBx0IBhkZfGUAjY0cOAwUChZ9KQYHiIkZG5YoEAcRohYbAZ4nEHAPq6sTLa+wsSUhADs=)](javascript:void(0);)

1 cd sip-4.16.6

2

3 python configure.py -d /Library/Python/2.7/site-packages --arch=x86\_64

4

5 make

6

7 sudo make install

[![复制代码](data:image/gif;base64,R0lGODlhFAAUANQHADJKYpKluc3P05qy4jJdta/M92KQ3vv8/nKi4rK/0rLC6mJ6mtHe7sHN4ZW19iJLmUp2wqKy0nKa8iJCgsLV9uLq8qKywnKa2oKy4lKC0qLC8qKqwnKS0oKn7cDI1AAAACH5BAEAAB8ALAAAAAAUABQAAAWE4CeOZGmeaKquLKkoSRwJrXLch7XQa4IfAc+ud6AUGIHCS+NwME6WX6Xw6xAaps2BiUFofpICwVMK3CoVxuDQZBgIhEf50EVc1rgKJSInmRkMDQ0dBx0IBhkZfGUAjY0cOAwUChZ9KQYHiIkZG5YoEAcRohYbAZ4nEHAPq6sTLa+wsSUhADs=)](javascript:void(0);)

pyqt下载地址：[http://www.riverbankcomputing.com/software/pyqt/download](http://www.riverbankcomputing.com/software/pyqt/download" \t "_blank)    我下载的是 Development Snapshots 下的 PyQt-mac-gpl-4.11.4-snapshot-8313084030e1.tar.gz。  安装如下（pyqt的目录和qt的安装目录要改成你具体的目录）：

[![复制代码](data:image/gif;base64,R0lGODlhFAAUANQHADJKYpKluc3P05qy4jJdta/M92KQ3vv8/nKi4rK/0rLC6mJ6mtHe7sHN4ZW19iJLmUp2wqKy0nKa8iJCgsLV9uLq8qKywnKa2oKy4lKC0qLC8qKqwnKS0oKn7cDI1AAAACH5BAEAAB8ALAAAAAAUABQAAAWE4CeOZGmeaKquLKkoSRwJrXLch7XQa4IfAc+ud6AUGIHCS+NwME6WX6Xw6xAaps2BiUFofpICwVMK3CoVxuDQZBgIhEf50EVc1rgKJSInmRkMDQ0dBx0IBhkZfGUAjY0cOAwUChZ9KQYHiIkZG5YoEAcRohYbAZ4nEHAPq6sTLa+wsSUhADs=)](javascript:void(0);)

1 cd PyQt-mac-gpl-4.11.4-snapshot-8313084030e1

2

3 python configure-ng.py -q /Users/watsy/Qt5.3/5.3/clang\_64/bin/qmake -d /Library/Python/2.7/site-packages/ --sip /System/Library/Frameworks/Python.framework/Versions/2.7/bin/sip

4

5 make

6

7 sudo make install

[![复制代码](data:image/gif;base64,R0lGODlhFAAUANQHADJKYpKluc3P05qy4jJdta/M92KQ3vv8/nKi4rK/0rLC6mJ6mtHe7sHN4ZW19iJLmUp2wqKy0nKa8iJCgsLV9uLq8qKywnKa2oKy4lKC0qLC8qKqwnKS0oKn7cDI1AAAACH5BAEAAB8ALAAAAAAUABQAAAWE4CeOZGmeaKquLKkoSRwJrXLch7XQa4IfAc+ud6AUGIHCS+NwME6WX6Xw6xAaps2BiUFofpICwVMK3CoVxuDQZBgIhEf50EVc1rgKJSInmRkMDQ0dBx0IBhkZfGUAjY0cOAwUChZ9KQYHiIkZG5YoEAcRohYbAZ4nEHAPq6sTLa+wsSUhADs=)](javascript:void(0);)

mac环境搭建参考： <http://blog.csdn.net/watsy/article/details/8857252>

**Python使用Qt的UI文件**

搭建好环境后，就可以用 designer设计器 来便捷地创建UI界面了，windows下在 Python27\Lib\site-packages\PyQt4 目录下，mac下在qt的安装目录 Qt5.3.0/5.3/clang\_64/bin 下

 designer生成的UI文件的的后缀是 .ui  ，命令： pyuic4 -x aaaaaaa.ui -o bbbbbb.py  即可把.ui文件转成py文件了。（可以先cd到.ui文件所在的目录，也可以直接输入.ui 文件的绝对路径）

注意： windows下可以打开 cmd.exe 直接输入pyuic4命令，mac下要设置一下pyuic4环境变量，否则就只能带上路径了，如：

/Volumes/mac\_data/soft/PyQt-mac-gpl-4.11.4-snapshot-83d48b092f7c/pyuic4 -x aaaaaaa.ui -o bbbbbb.py

**Python pyqt connection 自定义参数**

在响应一些控件的信号时，如果想传一些自定义参数进去，需要对信号进行封装，如：

[![复制代码](data:image/gif;base64,R0lGODlhFAAUANQHADJKYpKluc3P05qy4jJdta/M92KQ3vv8/nKi4rK/0rLC6mJ6mtHe7sHN4ZW19iJLmUp2wqKy0nKa8iJCgsLV9uLq8qKywnKa2oKy4lKC0qLC8qKqwnKS0oKn7cDI1AAAACH5BAEAAB8ALAAAAAAUABQAAAWE4CeOZGmeaKquLKkoSRwJrXLch7XQa4IfAc+ud6AUGIHCS+NwME6WX6Xw6xAaps2BiUFofpICwVMK3CoVxuDQZBgIhEf50EVc1rgKJSInmRkMDQ0dBx0IBhkZfGUAjY0cOAwUChZ9KQYHiIkZG5YoEAcRohYbAZ4nEHAPq6sTLa+wsSUhADs=)](javascript:void(0);)

1 self.callback1 = partial(self.on\_click, u"走364351asdf")

2 #self.connect(ui.pushButton, SIGNAL("clicked()"), self.callback1)

3 ui.pushButton.clicked.connect(self.callback1)

4

5

6 def on\_click\_common1(self, str1):

7 print(str1)

[![复制代码](data:image/gif;base64,R0lGODlhFAAUANQHADJKYpKluc3P05qy4jJdta/M92KQ3vv8/nKi4rK/0rLC6mJ6mtHe7sHN4ZW19iJLmUp2wqKy0nKa8iJCgsLV9uLq8qKywnKa2oKy4lKC0qLC8qKqwnKS0oKn7cDI1AAAACH5BAEAAB8ALAAAAAAUABQAAAWE4CeOZGmeaKquLKkoSRwJrXLch7XQa4IfAc+ud6AUGIHCS+NwME6WX6Xw6xAaps2BiUFofpICwVMK3CoVxuDQZBgIhEf50EVc1rgKJSInmRkMDQ0dBx0IBhkZfGUAjY0cOAwUChZ9KQYHiIkZG5YoEAcRohYbAZ4nEHAPq6sTLa+wsSUhADs=)](javascript:void(0);)

详细可以参考：<http://askandstudy.blog.163.com/blog/static/1997520582012013195282/>

# [PyQt的学习（1） 入门](http://blog.csdn.net/vagrxie/article/details/4272009)

# 动机：

刚学习完Python,借鉴以前学习C++时的经验，当时用MFC巩固了C++的学习，并且可以做出实际的程序，给了我继续学习的动力，学习Qt也是出于类似的目的。

为什么我要写，为了学习。不仅仅为了将来有个可以用的，好用的跨平台GUI库，也为了用Python快速开发时也能有个GUI库，但是又不喜欢TK，那么，综合考虑，Qt也就是不错的考虑了。

# 综述

这些文章基本遵循《C++ GUI Qt 4编程》第2版（C++ GUI Programming with Qt4, Second Edition）的流程，文字可能会很少，除非自己想出的例子，不然例子就是书中C++例子的Python版本，**基本上，可以以此书为蓝本对照这些文章中的例子来看。**

虽然用途不算太大，但是考虑到PyQt的好教材是如此的稀少，这样也不算完全没有价值吧，毕竟还有只明白Python不懂C++的人。

这里有一本PyQt的书《[GUI Programming with Python: Qt Edition](http://www.commandprompt.com/community/pyqt/)》，但是老到基本上是属于Qt2时代的东西了。

至于PyQt 嘛，你不会不知道到google上搜索一下，取得其下载地址吧？安装方式如此简单，点击下一步以后，就可以在Python中通过import PyQt4来使用这个库了。

# HelloWorld

自从K&R后，好像所有的程序语言讲解都是以HelloWorld开始，我们也不免俗吧,我们从HelloQT开始。并且，这个例子也可以作为一个测试程序，测试一下看看安装PyQt是否成功。

HelloQt.pyw

1 import sys  
2 from PyQt4 import QtGui  
3   
4   
5 app = QtGui.QApplication(sys.argv)  
6 label = QtGui.QLabel("Hello Qt!")  
7 label.show()  
8   
9 sys.exit(app.exec\_())

这样，就是一个现实"Hello Qt"的窗口，利用了QLabel部件。--说明一下，Qt中将MFC中常常称作控件（control）的东西称作部件（Widget），其实一回事。

这里也可以看出Qt的足够简洁，我很欣赏，而其对象使用的风格和方式也是比较好的，不然，尝试用VS生成一个类似的MFC程序试试？^^

其实这里还不足以见证Qt的强大,看下面的例子，QLabel竟然至此HTML样式。。。。。-\_-!

MoreHelloQt.pyw

1 import sys  
2 from PyQt4 import QtGui  
3   
4   
5 app = QtGui.QApplication(sys.argv)  
6 label = QtGui.QLabel("

HelloQT!

") #这里我没有办法让CSDN不将其解释为HTML。。。所以，参考界面的源代码看看是什么吧  
7 label.show()  
8   
9 sys.exit(app.exec\_())

强大吧：）

# Qt(C++) VS PyQt

这里，顺面比较一下PyQt与普通Qt（C++）生成程序的区别。一般而言，两者速度没有可比性，但是，速度在这里不是主要问题，原因在于PyQt的核心也就是Qt库，那是用C++写的，这样，一般而言不会占用太多时间的逻辑代码速度慢点，不会成为瓶颈，使得PyQt的程序可以跑得足够的快。但是，使用方式上，却没有失去Python的优雅语法，快速开发的能力，也结合了Qt的强大，呵呵，广告用语。。。。。。。。。。。来点实在的。

左边的是用C++开发出来的Qt程序，右边是PyQt开发出来的程序，由于都是使用了同一个库，看不出两者的区别。基本上，多懂了一种语言，就多了一种选择。。。比如说这个时候的Python。

# 建立连接

quit.pyw

 1 import sys  
 2 from PyQt4 import QtCore, QtGui  
 3   
 4 app = QtGui.QApplication(sys.argv)  
 5   
 6 quit = QtGui.QPushButton("Quit")  
 7   
 8 QtCore.QObject.connect(quit, QtCore.SIGNAL("clicked()"),  
 9                        app, QtCore.SLOT("quit()"))  
10   
11 quit.show()  
12 sys.exit(app.exec\_())

这里展示了Qt的信槽模式，有点怪异的是，在Python中，信号，槽，都是用字符串来表示-\_-!这点似乎有点奇怪。

我还不懂Qt的原理，也没有看过Qt的源代码，但是总是感觉这里奇怪，于是我翻看了一下Qt的SIGNAL，SLOT宏，于是一切也就没有那么奇怪了。

# define SLOT(a) qFlagLocation("1"#a QLOCATION)

# define SIGNAL(a) qFlagLocation("2"#a QLOCATION)

本来，他们就是以字符串来表示的。。。。。。。。我原本还以为在Qt中这些都是通过回调函数的形式出现的呢。。。。。。。汗-\_-!真那样，与一般的WxWidget原理有啥不同啊。。。呵呵，看来，Qt的原理还得好好理解理解。其实就现在的信息看，无非也就是Observer模式的一种扩展，再难也难不到哪儿去。

在PyQt的安装包中，有个tutorial，展示了更复杂一点的button使用方法，可以参考参考

morequit.pyw

 1 import sys  
 2 from PyQt4 import QtCore, QtGui  
 3   
 4   
 5 app = QtGui.QApplication(sys.argv)  
 6   
 7 quit = QtGui.QPushButton("Quit")  
 8 quit.resize(75, 30)  
 9 quit.setFont(QtGui.QFont("Times", 18, QtGui.QFont.Bold))  
10   
11 QtCore.QObject.connect(quit, QtCore.SIGNAL("clicked()"),  
12                        app, QtCore.SLOT("quit()"))  
13   
14 quit.show()  
15 sys.exit(app.exec\_())

分别是设置Button的大小和按钮文字的字体和样式，这个阶段就不深抠细节了，了解概念和Qt大概的风格就好。

# 窗口部件的布局

用过MFC的人都知道在MFC中创建一个随窗口动态改变控件大小的程序的困难。。。。。。需要每次OnMove,OnSize的时候去重新计算控件的大小，为了保持布局合理，最好还得将所有控件的位置用百分比来计算，痛苦不言而喻，可以参考我写的正则表达式测试程序0.3版（要么就是更老的版本）。但是在Qt中好像就要简单的比较多。看看示例：

layout.pyw

 1 import sys  
 2 from PyQt4 import QtCore, QtGui  
 3   
 4 app = QtGui.QApplication(sys.argv)  
 5   
 6 window = QtGui.QWidget()  
 7   
 8 spinBox = QtGui.QSpinBox()  
 9 slider = QtGui.QSlider(QtCore.Qt.Horizontal)  
10 spinBox.setRange(0, 130)  
11 slider.setRange(0, 130)  
12   
13 QtCore.QObject.connect(spinBox, QtCore.SIGNAL("valueChanged(int)"),  
14                        slider, QtCore.SLOT("setValue(int)"))  
15 QtCore.QObject.connect(slider, QtCore.SIGNAL("valueChanged(int)"),  
16                        spinBox, QtCore.SLOT("setValue(int)"))  
17 spinBox.setValue(35)  
18   
19 layout = QtGui.QHBoxLayout()  
20 layout.addWidget(spinBox)  
21 layout.addWidget(slider)  
22 window.setLayout(layout)  
23   
24 window.show()  
25 sys.exit(app.exec\_())

行了，基本上PyQt的程序是怎么样子的，大概有个了解了：），下面就开始慢慢来了。我也需要睡觉去了。

# [PyQt(2) 对话框](http://blog.csdn.net/vagrxie/article/details/4281633)

# 综述

对话框是比较简单的一种GUI形式，说其简单，不仅仅是处于开发的角度，从用户使用的角度来说也是如此，对话框可以说是一般图形界面程序的基本元素，即便是复杂的应用程序，往往也需要对话框来完成一些与用户交互的工程，并且，往往来说，创建基于对话框的程序也是比较简单的。也因为这样，在公司开发的众多工具当中，除了数据校验工具使用了MFC的文档视图（属于密集信息输出型），其他工具清一色的都是对话框，只不过，加了比较多的tab页，同样的强大。

最最简单的Win32汇编程序是一个MessageBox，这是对话框的一种简单形式，Windows中很多好用的公用对话框，也是极大的简化了开发。RAD工具的出现也几乎是为了对话框而设置的，当拖放控件的潮流出现后，很多人就开始设想下一步不用敲代码完成程序的编写了：）

基本上，开发对话框程序的难易，在一定程度上决定着一个GUI库的使用难易程度。下面介绍手动创建一个简单的对话框PyQt程序。

# 最简单形式的对话框：

这里就像是PyQt(1)中的例子quit.pyw一样，那个例子是一个单纯的按钮。。。。。。。。实际上又没有办法突然显示个按钮，所以Qt自动为其加上了一个边框，真正的程序应该是这样的：

simplestdialog.pyw

 1 import sys  
 2 from PyQt4 import QtCore, QtGui  
 3   
 4   
 5 app = QtGui.QApplication(sys.argv)  
 6   
 7 dialog = QtGui.QDialog()  
 8 quit = QtGui.QPushButton("Quit",dialog)  
 9 QtCore.QObject.connect(quit, QtCore.SIGNAL("clicked()"),  
10                        app, QtCore.SLOT("quit()"))  
11   
12 dialog.show()  
13 sys.exit(app.exec\_())

这样两个程序其实差不多，但是仔细看还是有一定区别的。如图：

![http://p.blog.csdn.net/images/p_blog_csdn_net/vagrxie/555576/o_061809_1649_PyQt21.jpg](data:image/jpeg;base64,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)

默认的Qt对话框没有最大化和最小化按钮，而自动为button生成的有，然后button那里button占据了整个用户区域，而对话框这里由其自动生成的大小并没有。

# 从面向过程到面向对象

到目前为止，PyQt(1)中所有的程序都还是用面向过程的方式。大概如PyQt（1）layout.pyw例子中的形式。

在面向过程到面向对象的比较上原来奇趣的一个教程有很有示范性的对比。（reference 3）

比如，面向过程是这样的形式：

 1 #!/usr/bin/env python  
 2   
 3 # PyQt tutorial 3  
 4   
 5   
 6 import sys  
 7 from PyQt4 import QtCore, QtGui  
 8   
 9   
10 app = QtGui.QApplication(sys.argv)  
11   
12 window = QtGui.QWidget()  
13 window.resize(200, 120)  
14   
15 quit = QtGui.QPushButton("Quit", window)  
16 quit.setFont(QtGui.QFont("Times", 18, QtGui.QFont.Bold))  
17 quit.setGeometry(10, 40, 180, 40)  
18 QtCore.QObject.connect(quit, QtCore.SIGNAL("clicked()"),  
19                        app, QtCore.SLOT("quit()"))  
20   
21 window.show()  
22 sys.exit(app.exec\_())

这是同样程序的面向对象版本：

 1 #!/usr/bin/env python  
 2   
 3 # PyQt tutorial 4  
 4   
 5   
 6 import sys  
 7 from PyQt4 import QtCore, QtGui  
 8   
 9   
10 **class** MyWidget(QtGui.QWidget):  
11     **def** \_\_init\_\_(self, parent=None):  
12         QtGui.QWidget.\_\_init\_\_(self, parent)  
13   
14         self.setFixedSize(200, 120)  
15   
16         self.quit = QtGui.QPushButton("Quit", self)  
17         self.quit.setGeometry(62, 40, 75, 30)  
18         self.quit.setFont(QtGui.QFont("Times", 18, QtGui.QFont.Bold))  
19   
20         self.connect(self.quit, QtCore.SIGNAL("clicked()"),  
21                      QtGui.qApp, QtCore.SLOT("quit()"))  
22   
23   
24 app = QtGui.QApplication(sys.argv)  
25 widget = MyWidget()  
26 widget.show()  
27 sys.exit(app.exec\_())

以上是两个几乎完全一样的程序，除了实现方式上的不同。

在实现上：

面向过程的方式大概的思路就像是生成一个默认的widget，然后通过函数调用，通过子widget按钮的创建去修饰这个widget，然后显示。

面向对象的方式大概思路就像是先描述我们想要的widget是有一个子widget按钮的，大小是多少。。。。。然后直接创建一个我们描述过的想要的widget，将其显示。

有人说，编程的方式取决于你看世界的方式-\_-!其实这点用于对于面向过程和面向对象是比较合适的。

至于面向过程和面向对象的好处就不在这里费太多口舌了，也超出了本文的讨论范围。但是，即使是在这样简单的一个GUI程序中，不去讨论什么封装，数据隐藏等东西，也可以得出面向对象版本会更加容易复用一点。虽然N多书籍强调了使用面向对象技术最主要的原因不在于提高代码复用率，但是这一点确实是很有用并且最容易通过对比讲解的。比如，假如我们需要两个一样的这样的对话框显示不同标题，同时显示在不同位置的情况。

面向对象版本可以这样实现：

 1 #!/usr/bin/env python  
 2 # PyQt tutorial 4 ext objWindow  
 3   
 4 import sys  
 5 from PyQt4 import QtCore, QtGui  
 6   
 7   
 8 **class** MyWidget(QtGui.QWidget):  
 9     **def** \_\_init\_\_(self, parent=None):  
10         QtGui.QWidget.\_\_init\_\_(self, parent)  
11   
12         self.setFixedSize(200, 120)  
13   
14         self.quit = QtGui.QPushButton("Quit", self)  
15         self.quit.setGeometry(62, 40, 75, 30)  
16         self.quit.setFont(QtGui.QFont("Times", 18, QtGui.QFont.Bold))  
17   
18         self.connect(self.quit, QtCore.SIGNAL("clicked()"),  
19                      QtGui.qApp, QtCore.SLOT("quit()"))  
20   
21   
22 app = QtGui.QApplication(sys.argv)  
23 widget = MyWidget()  
24 widget.move(350,50)  
25 widget.setWindowTitle("A Widget")  
26 widget.show()  
27 anotherWidget = MyWidget()  
28 anotherWidget.move(50,50)  
29 anotherWidget.setWindowTitle("Another Widget")  
30 anotherWidget.show()  
31 sys.exit(app.exec\_())

尝试想象，面向过程的版本会怎么样？只能将所有的代码全部再复制一次，这面机械的操作我甚至都不想给出例子了。程序员的天性应该讨厌复制！

其实，这个面向对象版本的程序还有点问题，因为原来的程序中将对话框与应用程序混在一起了，所以连接按钮到qApp的退出槽上了，这样当你点击其中一个对话框的时候，两个对话框都关闭了。更加面向对象的做法是将其与对话框连接在一起。将那行代码改为：

self.connect(self.quit, QtCore.SIGNAL("clicked()"),

self, QtCore.SLOT("close()"))

这样就让两个对话框可以分开控制了，呵呵，关于类的职责问题一直是面向对象书籍讨论的重点，在这个简单的演示例子里面奇趣的教程也就没有考虑这么多了，所以才会出现这样的情况。

# 面向对象的对话框

前面的例子中，我们的widget是由QWidget继承而来，那么就是一个普通的widget,假如从dialog继承而来，那么就是一个dialog了，这样两者还是有一定区别的。

比如将上述的例子改成对话框。

 1 import sys  
 2 from PyQt4 import QtCore, QtGui  
 3   
 4   
 5 **class** MyDialog(QtGui.QDialog):  
 6     **def** \_\_init\_\_(self, parent=None):  
 7         QtGui.QDialog.\_\_init\_\_(self, parent)  
 8   
 9         self.setFixedSize(200, 120)  
10   
11         self.quit = QtGui.QPushButton("Quit", self)  
12         self.quit.setGeometry(62, 40, 75, 30)  
13         self.quit.setFont(QtGui.QFont("Times", 18, QtGui.QFont.Bold))  
14   
15         self.connect(self.quit, QtCore.SIGNAL("clicked()"),  
16                      self, QtCore.SLOT("close()"))  
17   
18   
19 app = QtGui.QApplication(sys.argv)  
20 dialog = MyDialog()  
21 dialog.show()  
22 sys.exit(app.exec\_())

显示的效果对比与前面的对比很相似：
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这里我没有说明哪个是对话框，那个是widget,不过看过前面的对比也很明显了吧。这里有点要说明的是，在Qt中对话框与普通widget的区别与MFC中对话框与文档视图的区别要小多了，在上面的例子中我们也基本可以确定，当我们仅仅是想要显示一个button的时候，实际上Qt是为我们默认生成的是一个widget。

# 更复杂的对话框

《C++ GUI Qt4编程（第二版）》中第2章实现了一个比较复杂的对话框程序，我用Qt Creater尝试了其C++版本，好多代码要敲啊，所以反而丧失了再次敲代码去实现PyQt版本的意思。。。。。。。呵呵，不过，其实知道了大概流程和含义，看到C++版本的Qt程序，再实现一个PyQt版本的程序是非常省事的事情，都差不多。

不过，作为学习，我还是实现一个简化版本的PyQt对话框程序吧，不然private slots，Q\_OBJECT，tr在PyQt中对应的东西我还真不知道。

complicateDialog.pyw

 1 import sys  
 2 from PyQt4 import QtCore, QtGui  
 3   
 4 **class** MyDialog(QtGui.QDialog):  
 5     **def** \_\_init\_\_(self, parent=None):  
 6         QtGui.QDialog.\_\_init\_\_(self, parent)  
 7       
 8         self.quit = QtGui.QPushButton("Quit")  
 9           
10         self.change = QtGui.QPushButton("Change")  
11         self.change.setEnabled(False)  
12   
13         # funny widget  
14         self.lcd = QtGui.QLCDNumber(2)  
15   
16         self.slider = QtGui.QSlider(QtCore.Qt.Horizontal)  
17         self.slider.setRange(0, 99)  
18         self.slider.setValue(0)  
19           
20         self.lineEdit = QtGui.QLineEdit()  
21           
22         self.connect(self.quit, QtCore.SIGNAL("clicked()"),  
23                      QtGui.qApp, QtCore.SLOT("quit()"))  
24         self.connect(self.lineEdit, QtCore.SIGNAL("textChanged(const QString&)"),  
25                      self.enableChangeButton)  
26         self.connect(self.slider, QtCore.SIGNAL("valueChanged(int)"),  
27                      self.SliderChange)  
28         self.connect(self.change, QtCore.SIGNAL("clicked()"),  
29                      self.Change)  
30           
31         self.rightLayout = QtGui.QVBoxLayout()  
32         self.rightLayout.addWidget(self.lineEdit)  
33         self.rightLayout.addWidget(self.change)  
34           
35         self.leftLayout = QtGui.QVBoxLayout()  
36         self.leftLayout.addWidget(self.lcd)  
37         self.leftLayout.addWidget(self.slider)  
38           
39         self.layout = QtGui.QHBoxLayout()  
40         self.layout.addWidget(self.quit)  
41         self.layout.addLayout(self.leftLayout)  
42         self.layout.addLayout(self.rightLayout)  
43           
44         self.setLayout(self.layout);  
45           
46     **def** enableChangeButton(self, text):  
47         self.change.setEnabled(text.isEmpty() == False)  
48   
49     **def** Change(self):  
50         value = int(self.lineEdit.text())  
51         self.lcd.display(value)  
52         self.slider.setValue(value)  
53   
54     **def** SliderChange(self):  
55         value = self.slider.value()  
56         self.lcd.display(value)  
57         self.lineEdit.setText(str(value))  
58   
59 app = QtGui.QApplication(sys.argv)  
60 dialog = MyDialog()  
61 dialog.show()  
62 sys.exit(app.exec\_())

我曾经怎么说来着？来个简化版？-\_-!最后写着写着，为了试验新特性，结果说是复杂版也不为过了。

效果如图：

![http://p.blog.csdn.net/images/p_blog_csdn_net/vagrxie/555576/o_061809_1649_PyQt23.jpg](data:image/jpeg;base64,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)

这个程序演示了几个Qt的特性:

1. 很有意思的lcd效果的数字，这种效果竟然原生在Qt的Widget中，很有意思。
2. 其中演示了4个widget的交互，分别是lcd,slider,change,lineEdit其中三个是可以控制的，lcd被动显示，每改动一个，都能在其他三个（两个）中反映出来。控制的方式是通过connect某个singal到对话框类的某个方法上。其中我发现PyQt的connect消息方式很搞笑，为什么这样说呢？因为在Python中，竟然出现了"textChanged(const QString&)"这样的字符串-\_-!再强大的东西，毕竟是通过C++来实现的。。。呵呵，估计非C++背景的PyQt使用者会感到这样的语法比较困惑吧。。。。。。我也比较奇怪，PyQt为啥不干脆一次性将这样的Singal的字符串也改成Python的语法呢？呵呵，也许工作量会更大吧。当然，slot响应的方式倒是简化了一些，当时我还在想，以什么形式将slot的参数用字符串表示出来呢。。。。结果发现，完全不用表示。。。。如源代码所示。这方面有个文章讲的比较详细：[Connecting with signals and slots](http://www.commandprompt.com/community/pyqt/x1408)

1. layout的嵌套，实现了比较复杂的dialog,并且，在代码中我没有实际的通过任何坐标来控制它们，它们是自动放在了我希望它们在的地方，在这一点上，Qt对手工编写代码的友好性胜过MFC又何止百倍啊。

但是，其实上述代码的问题还是有的，比如，lineEdit widget可以输入任何形式的字符，而不仅仅是数字，这在我们这个例子中应该是不允许的，在Qt中也提供了一种远胜MFC的限制方式，不用继承并实现一个自己的lineEdit widget就能实现非常 复杂的限制功能，这和STL中泛型的算法思维有点类似。这就是Qt 中的Validator，功能强大到你甚至可以很简单的就使用正则表达式去限制lineEdit。。。。呵呵，强大。。。这里我根据需要，使用QIntValidator就足够了。

在上例中加入如下代码：

intValidator = QtGui.QIntValidator(0,99, self)

self.lineEdit = QtGui.QLineEdit()

self.lineEdit.setValidator(intValidator)

加在那个位置就不用我教了吧，就是定义self.lineEdit的上下位置。再试试效果，除了0,99的整数，什么都输不进入了。

# 题外话：

在进入使用designer之前，我决定先看看一些关于PyQt的资料,(以前就是看 reference1那本书。单纯这样从C++转换到Python，光靠自己的理解还是难免会有些问题，虽然摸索着上面那样的程序也能写出来：)。但是，就我的经验来说，在使用图形化的设计工具前不将手工代码的原理都弄清楚，以后可能会不再想回过头来彻底弄清楚了，（因为图形化设计会简单的多），但是，碰到稍微有点例外的情况，却会手足无措（使用MFC的经验）。
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