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# Introduction

There are three stages to command line processing. They are the definition, parsing and interrogation stages. The following sections will discuss each of these stages in turn, and discuss how to implement them with CLI.

## Definition Stage

Each command line must define the set of options that will be used to define the interface to the application.

CLI uses the [Options](http://commons.apache.org/proper/commons-cli/api-release/org/apache/commons/cli/Options.html) class, as a container for [Option](http://commons.apache.org/proper/commons-cli/api-release/org/apache/commons/cli/Option.html) instances. There are two ways to create Options in CLI. One of them is via the constructors, the other way is via the factory methods defined in Options.

The [Usage Scenarios](http://commons.apache.org/proper/commons-cli/usage.html) document provides examples how to create an Options object and also provides some real world examples.

The result of the definition stage is an Options instance.

## Parsing Stage

The parsing stage is where the text passed into the application via the command line is processed. The text is processed according to the rules defined by the parser implementation.

The parse method defined on [CommandLineParser](http://commons.apache.org/proper/commons-cli/api-release/org/apache/commons/cli/CommandLineParser.html) takes an Options instance and a String[] of arguments and returns a [CommandLine](http://commons.apache.org/proper/commons-cli/api-release/org/apache/commons/cli/CommandLine.html).

The result of the parsing stage is a CommandLine instance.

## Interrogation Stage

The interrogation stage is where the application queries the CommandLine to decide what execution branch to take depending on boolean options and uses the option values to provide the application data.

This stage is implemented in the user code. The accessor methods on CommandLine provide the interrogation capability to the user code.

The result of the interrogation stage is that the user code is fully informed of all the text that was supplied on the command line and processed according to the parser and Options rules.

<http://commons.apache.org/proper/commons-cli/usage.html>

# Usage Scenarios

The following sections describe some example scenarios on how to use CLI in applications.

### Using a boolean option

A boolean option is represented on a command line by the presence of the option, i.e. if the option is found then the option value is true, otherwise the value is false.

The DateApp utility prints the current date to standard output. If the -t option is present the current time is also printed.

### Create the Options

An [Options](http://commons.apache.org/proper/commons-cli/api-release/org/apache/commons/cli/Options.html) object must be created and the Option must be added to it.

// create Options object  
Options options = new Options();  
  
// add t option  
options.addOption("t", false, "display current time");

The addOption method has three parameters. The first parameter is a java.lang.String that represents the option. The second parameter is a boolean that specifies whether the option requires an argument or not. In the case of a boolean option (sometimes referred to as a flag) an argument value is not present so false is passed. The third parameter is the description of the option. This description will be used in the usage text of the application.

### Parsing the command line arguments

The parse methods of CommandLineParser are used to parse the command line arguments. There may be several implementations of the CommandLineParser interface, the recommended one is the DefaultParser.

CommandLineParser parser = new DefaultParser();  
CommandLine cmd = parser.parse( options, args);

Now we need to check if the t option is present. To do this we will interrogate the [CommandLine](http://commons.apache.org/proper/commons-cli/api-release/org/apache/commons/cli/CommandLine.html) object. The hasOption method takes a java.lang.String parameter and returns true if the option represented by the java.lang.String is present, otherwise it returns false.

if(cmd.hasOption("t")) {  
    // print the date and time  
}  
else {  
    // print the date  
}

### International Time

The InternationalDateApp utility extends the DateApp utility by providing the ability to print the date and time in any country in the world. To facilitate this a new command line option, c, has been introduced.

// add c option  
options.addOption("c", true, "country code");

The second parameter is true this time. This specifies that the c option requires an argument value. If the required option argument value is specified on the command line it is returned, otherwise null is returned.

### Retrieving the argument value

The getOptionValue methods of CommandLine are used to retrieve the argument values of options.

// get c option value  
String countryCode = cmd.getOptionValue("c");  
  
if(countryCode == null) {  
    // print default date  
}  
else {  
    // print date for country specified by countryCode  
}

## Ant Example

One of the most ubiquitous Java applications [Ant](http://ant.apache.org/) will be used here to illustrate how to create the Options required. The following is the help output for Ant.

ant [options] [target [target2 [target3] ...]]  
  Options:   
  -help                  print this message  
  -projecthelp           print project help information  
  -version               print the version information and exit  
  -quiet                 be extra quiet  
  -verbose               be extra verbose  
  -debug                 print debugging information  
  -emacs                 produce logging information without adornments  
  -logfile <file>        use given file for log  
  -logger <classname>    the class which is to perform logging  
  -listener <classname>  add an instance of class as a project listener  
  -buildfile <file>      use given buildfile  
  -D<property>=<value>   use value for given property  
  -find <file>           search for buildfile towards the root of the  
                         filesystem and use it

### Boolean Options

Lets create the boolean options for the application as they are the easiest to create. For clarity the constructors for Option are used here.

Option help = new Option( "help", "print this message" );  
Option projecthelp = new Option( "projecthelp", "print project help information" );  
Option version = new Option( "version", "print the version information and exit" );  
Option quiet = new Option( "quiet", "be extra quiet" );  
Option verbose = new Option( "verbose", "be extra verbose" );  
Option debug = new Option( "debug", "print debugging information" );  
Option emacs = new Option( "emacs",  
                           "produce logging information without adornments" );

### Argument Options

The argument options are created using the OptionBuilder.

Option logfile   = OptionBuilder.withArgName( "file" )  
                                .hasArg()  
                                .withDescription(  "use given file for log" )  
                                .create( "logfile" );  
  
Option logger    = OptionBuilder.withArgName( "classname" )  
                                .hasArg()  
                                .withDescription( "the class which it to perform "  
                                                  + "logging" )  
                                .create( "logger" );  
  
Option listener  = OptionBuilder.withArgName( "classname" )  
                                .hasArg()  
                                .withDescription( "add an instance of class as "  
                                                  + "a project listener" )  
                                .create( "listener");   
  
Option buildfile = OptionBuilder.withArgName( "file" )  
                                .hasArg()  
                                .withDescription(  "use given buildfile" )  
                                .create( "buildfile");  
  
Option find      = OptionBuilder.withArgName( "file" )  
                                .hasArg()  
                                .withDescription( "search for buildfile towards the "  
                                                  + "root of the filesystem and use it" )  
                                .create( "find" );

### Java Property Option

The last option to create is the Java property and it is also created using the OptionBuilder.

Option property  = OptionBuilder.withArgName( "property=value" )  
                                .hasArgs(2)  
                                .withValueSeparator()  
                                .withDescription( "use value for given property" )  
                                .create( "D" );

The map of properties specified by this option can later be retrieved by calling getOptionProperties("D") on the CommandLine.

### Create the Options

Now that we have created each [Option](http://commons.apache.org/proper/commons-cli/api-release/org/apache/commons/cli/Option.html) we need to create the [Options](http://commons.apache.org/proper/commons-cli/api-release/org/apache/commons/cli/Options.html) instance. This is achieved using the [addOption](http://commons.apache.org/proper/commons-cli/api-release/org/apache/commons/cli/CommandLine.html#addOptionorg.apache.commons.cli.Option) method of Options.

Options options = new Options();  
  
options.addOption( help );  
options.addOption( projecthelp );  
options.addOption( version );  
options.addOption( quiet );  
options.addOption( verbose );  
options.addOption( debug );  
options.addOption( emacs );  
options.addOption( logfile );  
options.addOption( logger );  
options.addOption( listener );  
options.addOption( buildfile );  
options.addOption( find );  
options.addOption( property );

All the preperation is now complete and we are now ready to parse the command line arguments.

### Create the Parser

We now need to create a CommandLineParser. This will parse the command line arguments, using the rules specified by the Options and return an instance of [CommandLine](http://commons.apache.org/proper/commons-cli/api-release/org/apache/commons/cli/CommandLine.html).

public static void main( String[] args ) {  
    // create the parser  
    CommandLineParser parser = new DefaultParser();  
    try {  
        // parse the command line arguments  
        CommandLine line = parser.parse( options, args );  
    }  
    catch( ParseException exp ) {  
        // oops, something went wrong  
        System.err.println( "Parsing failed.  Reason: " + exp.getMessage() );  
    }  
}

### Querying the commandline

To see if an option has been passed the hasOption method is used. The argument value can be retrieved using the getOptionValue method.

// has the buildfile argument been passed?  
if( line.hasOption( "buildfile" ) ) {  
    // initialise the member variable  
    this.buildfile = line.getOptionValue( "buildfile" );  
}

### Usage/Help

CLI also provides the means to automatically generate usage and help information. This is achieved with the [HelpFormatter](http://commons.apache.org/proper/commons-cli/api-release/org/apache/commons/cli/HelpFormatter.html) class.

// automatically generate the help statement  
HelpFormatter formatter = new HelpFormatter();  
formatter.printHelp( "ant", options );

When executed the following output is produced:

usage: ant  
-D <property=value>     use value for given property  
-buildfile <file>       use given buildfile  
-debug                  print debugging information  
-emacs                  produce logging information without adornments  
-file <file>            search for buildfile towards the root of the  
                        filesystem and use it  
-help                   print this message  
-listener <classname>   add an instance of class as a project listener  
-logger <classname>     the class which it to perform logging  
-projecthelp            print project help information  
-quiet                  be extra quiet  
-verbose                be extra verbose  
-version                print the version information and exit

If you also require to have a usage statement printed then calling formatter.printHelp( "ant", options, true ) will generate a usage statment as well as the help information.

## ls Example

One of the most widely used command line applications in the \*nix world is ls. Due to the large number of options required for ls this example will only cover a small proportion of the options. The following is a section of the help output.

Usage: ls [OPTION]... [FILE]...  
List information about the FILEs (the current directory by default).  
Sort entries alphabetically if none of -cftuSUX nor --sort.  
  
-a, --all                  do not hide entries starting with .  
-A, --almost-all           do not list implied . and ..  
-b, --escape               print octal escapes for nongraphic characters  
    --block-size=SIZE      use SIZE-byte blocks  
-B, --ignore-backups       do not list implied entries ending with ~  
-c                         with -lt: sort by, and show, ctime (time of last  
                           modification of file status information)  
                           with -l: show ctime and sort by name  
                           otherwise: sort by ctime  
-C                         list entries by columns

The following is the code that is used to create the [Options](http://commons.apache.org/proper/commons-cli/api-release/org/apache/commons/cli/Options.html) for this example.

// create the command line parser  
CommandLineParser parser = new DefaultParser();  
  
// create the Options  
Options options = new Options();  
options.addOption( "a", "all", false, "do not hide entries starting with ." );  
options.addOption( "A", "almost-all", false, "do not list implied . and .." );  
options.addOption( "b", "escape", false, "print octal escapes for nongraphic "  
                                         + "characters" );  
options.addOption( OptionBuilder.withLongOpt( "block-size" )  
                                .withDescription( "use SIZE-byte blocks" )  
                                .hasArg()  
                                .withArgName("SIZE")  
                                .create() );  
options.addOption( "B", "ignore-backups", false, "do not list implied entried "  
                                                 + "ending with ~");  
options.addOption( "c", false, "with -lt: sort by, and show, ctime (time of last "   
                               + "modification of file status information) with "  
                               + "-l:show ctime and sort by name otherwise: sort "  
                               + "by ctime" );  
options.addOption( "C", false, "list entries by columns" );  
  
String[] args = new String[]{ "--block-size=10" };  
  
try {  
    // parse the command line arguments  
    CommandLine line = parser.parse( options, args );  
  
    // validate that block-size has been set  
    if( line.hasOption( "block-size" ) ) {  
        // print the value of block-size  
        System.out.println( line.getOptionValue( "block-size" ) );  
    }  
}  
catch( ParseException exp ) {  
    System.out.println( "Unexpected exception:" + exp.getMessage() );  
}

<http://commons.apache.org/proper/commons-cli/properties.html>

# Option Properties

The following are the properties that each [Option](http://commons.apache.org/proper/commons-cli/api-release/org/apache/commons/cli/Option.html) has. All of these can be set using the accessors or using the methods defined in the [OptionBuilder](http://commons.apache.org/proper/commons-cli/api-release/org/apache/commons/cli/OptionBuilder.html).

|  |  |  |
| --- | --- | --- |
| **Name** | **Type** | **Description** |
| opt | java.lang.String | the identification string of the Option. |
| longOpt | java.lang.String | an alias and more descriptive identification string |
| description | java.lang.String | a description of the function of the option |
| required | boolean | a flag to say whether the option **must** appear on the command line. |
| arg | boolean | a flag to say whether the option takes an argument |
| args | boolean | a flag to say whether the option takes more than one argument |
| optionalArg | boolean | a flag to say whether the option's argument is optional |
| argName | java.lang.String | the name of the argument value for the usage statement |
| valueSeparator | char | the character value used to split the argument string, that is used in conjunction with multipleArgs e.g. if the separator is ',' and the argument string is 'a,b,c' then there are three argument values, 'a', 'b' and 'c'. |
| type | java.lang.Object | the type of the argument |
| value | java.lang.String | the value of the option |
| values | java.lang.String[] | the values of the option |

<https://vageeshhoskere.wordpress.com/2011/02/26/command-line-argument-parsing-in-java/>

## [Command Line argument Parsing in Java](https://vageeshhoskere.wordpress.com/2011/02/26/command-line-argument-parsing-in-java/)

Posted on [February 26, 2011](https://vageeshhoskere.wordpress.com/2011/02/26/command-line-argument-parsing-in-java/) by [Vageesh Hoskere](https://vageeshhoskere.wordpress.com/author/vageeshhg/)

[Apache commons-cli](http://commons.apache.org/cli/) can be used for parsing command line arguments that might be supplied to the java program. The program below is a sample-program that uses commons-cli’s CommandLineParser utility to parse the arguments.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30 | import org.apache.commons.cli.CommandLine;  import org.apache.commons.cli.CommandLineParser;  import org.apache.commons.cli.BasicParser;  import org.apache.commons.cli.Option;  import org.apache.commons.cli.Options;    public class CommandParserUtility {        public static void main(String[] args) {          CommandLineParser parser =  new BasicParser();          Option helpOption = new Option("help",false," Program Help.");          Option authorOption = new Option("author",false," Program Author.");          Option userOption = new Option("user",true," Wish User.");          Options options = new Options();          options.addOption(authorOption);          options.addOption(userOption);          options.addOption(helpOption);          CommandLine cli = parser.parse(options, args);          if(cli.hasOption(helpOption.getOpt()))              System.out.println("CommandParserUtility Usage - \n \nCommandParserUtility -user <User Name> [-author (Show Author Name)][-help|h (Show Usage Help)]\n");          else if(cli.hasOption(userOption.getOpt()))              System.out.println("Hey "+cli.getOptionValue(userOption.getOpt())+". You are running the CommandParserUtility.");          else if(cli.hasOption(authorOption.getOpt()))              System.out.println("CommandParserUtility authored by Vageesh.");          else              System.out.println("CommandParserUtility Usage - \n \nCommandParserUtility -user <User Name> [-author (Show Author Name)][-help|h (Show Usage Help)]\n");          System.exit(0);      }    } |

In the above program, the command line options available are help, user and author.

|  |  |
| --- | --- |
| 1  2 | Option userOption = new Option("user",true," Wish User.");  Option helpOption = new Option("help",false," Program Help."); |

Specifies that the argument is user and the Boolean value true specifies that the option takes value when used as argument and in case of help/author, the Boolean value of false indicates that it does not take any arguments with it.

|  |  |
| --- | --- |
| 1 | cli.hasOption(helpOption.getOpt()) |

This code returns a Boolean indicating whether one of the specified options was passed as argument to the program. If you need a list of all arguments passed to the program that is not from the specified argument list, then the following code can be used which returns a list of all unprocessed arguments

|  |  |
| --- | --- |
| 1 | ArrayList<Object> res = cli.getArgList(); |

Finally the values specified for a particular argument can be accessed using the command –

|  |  |
| --- | --- |
| 1 | cli.getOptionValue (“user”); |

# <http://www.javaworld.com/article/2074849/core-java/processing-command-line-arguments-in-java--case-closed.html>

# Processing command line arguments in Java: Case closed

By Dr. Matthias Laux

JavaWorld | Aug 16, 2004 1:00 AM PT

Many Java applications started from the command line take arguments to control their behavior. These arguments are available in the string array argument passed into the application's static main() method. Typically, there are two types of arguments: options (or switches) and actual data arguments. A Java application must process these arguments and perform two basic tasks:

1. Check whether the syntax used is valid and supported
2. Retrieve the actual data required for the application to perform its operations

Often, the code that performs these tasks is custom-made for each application and thus requires substantial effort both to create and to maintain, especially if the requirements go beyond simple cases with only one or two options. The Options class described in this article implements a generic approach to easily handle the most complex situations. The class allows for a simple definition of the required options and data arguments, and provides thorough syntax checks and easy access to the results of these checks. New Java 5 features like generics and typesafe enums were also used for this project.

### Command line argument types

Over the years, I have written several Java tools that take command line arguments to control their behavior. Early on, I found it annoying to manually create and maintain the code for processing the various options. This led to the development of a prototype class to facilitate this task, but that class admittedly had its limitations since, on close inspection, the number of possible different varieties for command line arguments turned out to be significant. Eventually, I decided to develop a general solution to this problem.

In developing this solution, I had to solve two main problems:

1. Identify all varieties in which command line options can occur
2. Find a simple way to allow users to express these varieties when using the yet-to-be-developed class

Analysis of Problem 1 led to the following observations:

* Command line options contrary to command line data arguments—start with a prefix that uniquely identifies them. Prefix examples include a dash (-) on Unix platforms for options like -a or a slash (/) on Windows platforms.
* Options can either be simple switches (i.e., -a can be present or not) or take a value. An example is:

java MyTool -a -b logfile.inp

* Options that take a value can have different separators between the actual option key and the value. Such separators can be a blank space, a colon (:), or an equals sign (=):
* java MyTool -a -b logfile.inp
* java MyTool -a -b:logfile.inp

java MyTool -a -b=logfile.inp

* Options taking a value can add one more level of complexity. Consider the way Java supports the definition of environment properties as an example:

java -Djava.library.path=/usr/lib ...

* So, beyond the actual option key (D), the separator (=), and the option's actual value (/usr/lib), an additional parameter (java.library.path) can take on any number of values (in the above example, numerous environment properties can be specified using this syntax). In this article, this parameter is called "detail."
* Options also have a multiplicity property: they can be required or optional, and the number of times they are allowed can also vary (such as exactly once, once or more, or other possibilities).
* Data arguments are all command line arguments that do not start with a prefix. Here, the acceptable number of such data arguments can vary between a minimum and a maximum number (which are not necessarily the same). In addition, typically an application requires these data arguments to be last on the command line, but that doesn't always have to be the case. For example:

java MyTool -a -b=logfile.inp data1 data2 data3 // All data at the end

or

java MyTool -a data1 data2 -b=logfile.inp data3 // Might be acceptable to an application

* More complex applications can support more than one set of options:
* java MyTool -a -b datafile.inp
* java MyTool -k [-verbose] foo bar duh

java MyTool -check -verify logfile.out

* Finally, an application might elect to ignore any unknown options or might consider such options to be an error.

So, in devising a way to allow users to express all these varieties, I came up with the following general options form, which is used as the basis for this article:

<prefix><key>[[<detail>]<separator><value>]

This form must be combined with the multiplicity property as described above.

Within the constraints of the general form of an option described above, the Options class described in this article is designed to be the general solution for any command line processing needs that a Java application might have.

### The helper classes

The Options class, which is the core class for the solution described in this article, comes with two helper classes:

1. OptionData: This class holds all the information for one specific option
2. OptionSet: This class holds a set of options. Options itself can hold any number of such sets

Before describing the details of these classes, other important concepts of the Options class must be introduced.

#### Typesafe enums

The prefix, the separator, and the multiplicity property have been captured by enums, a feature provided for the first time by Java 5:

public enum Prefix {

DASH('-'),

SLASH('/');

private char c;

private Prefix(char c) {

this.c = c;

}

char getName() {

return c;

}

}

public enum Separator {

COLON(':'),

EQUALS('='),

BLANK(' '),

NONE('D');

private char c;

private Separator(char c) {

this.c = c;

}

char getName() {

return c;

}

}

public enum Multiplicity {

ONCE,

ONCE\_OR\_MORE,

ZERO\_OR\_ONE,

ZERO\_OR\_MORE;

}

Using enums has some advantages: increased type safety and tight, effortless control over the set of permissible values. Enums can also conveniently be used with genericized collections.

Note that the Prefix and Separator enums have their own constructors, allowing for the definition of an actual character representing this enum instance (versus the name used to refer to the particular enum instance). These characters can be retrieved using these enums' getName() methods, and the characters are used for the java.util.regex package's pattern syntax. This package is used to perform some of the syntax checks in the Options class, details of which will follow.

The Multiplicity enum currently supports four different values:

1. ONCE: The option has to occur exactly once
2. ONCE\_OR\_MORE: The option has to occur at least once
3. ZERO\_OR\_ONCE: The option can either be absent or present exactly once
4. ZERO\_OR\_MORE: The option can either be absent or present any number of times

More definitions can easily be added should the need arise.

#### The OptionData class

The OptionData class is basically a data container: firstly, for the data describing the option itself, and secondly, for the actual data found on the command line for that option. This design is already reflected in the constructor:

OptionData(Options.Prefix prefix,

String key,

boolean detail,

Options.Separator separator,

boolean value,

Options.Multiplicity multiplicity)

The key is used as the unique identifier for this option. Note that these arguments directly reflect the findings described earlier: a full option description must have at least a prefix, a key, and multiplicity. Options taking a value also have a separator and might accept details. Note also that this constructor has package access, so applications cannot directly use it. Class OptionSet's addOption() method adds the options. This design principle has the advantage that we have much better control on the actual possible combinations of arguments used to create OptionData instances. For example, if this constructor were public, you could create an instance with detail set to true and value set to false, which is of course nonsense. Rather than having elaborate checks in the constructor itself, I decided to provide a controlled set of addOption() methods.

The constructor also creates an instance of java.util.regex.Pattern, which is used for this option's pattern-matching process. One example would be the pattern for an option taking a value, no details, and a nonblank separator:

pattern = java.util.regex.Pattern.compile(prefix.getName() + key + separator.getName() + "(.+)$");

The OptionData class, as already mentioned, also holds the results of the checks performed by the Options class. It provides the following public methods to access these results:

int getResultCount()

String getResultValue(int index)

String getResultDetail(int index)

The first method, getResultCount(), returns the number of times an option was found. This method design directly ties in with the multiplicity defined for the option. For options taking a value, this value can be retrieved using the getResultValue(int index) method, where the index can range between 0 and getResultCount() - 1. For value options that also accept details, these can be similarly accessed using the getResultDetail(int index) method.

#### The OptionSet class

The OptionSet class is basically a container for a set of OptionData instances and also the data arguments found on the command line.

The constructor has the form:

OptionSet(Options.Prefix prefix,

Options.Multiplicity defaultMultiplicity,

String setName,

int minData,

int maxData)

Again, this constructor has package access. Option sets can only be created through the Options class's different addSet() methods. The default multiplicity for the options specified here can be overridden when adding an option to the set. The set name specified here is a unique identifier used to refer to the set. minData and maxData are the minimum and maximum number of acceptable data arguments for this set.

The public API for OptionSet contains the following methods:

**General access methods:**

String getSetName()

int getMinData()

int getMaxData()

**Methods to add options:**

OptionSet addOption(String key)

OptionSet addOption(String key, Multiplicity multiplicity)

OptionSet addOption(String key, Separator separator)

OptionSet addOption(String key, Separator separator, Multiplicity multiplicity)

OptionSet addOption(String key, boolean details, Separator separator)

OptionSet addOption(String key, boolean details, Separator separator, Multiplicity multiplicity)

**Methods to access check result data:**

java.util.ArrayList<OptionData> getOptionData()

OptionData getOption(String key)

boolean isSet(String key)

java.util.ArrayList<String> getData()

java.util.ArrayList<String> getUnmatched()

Note that the methods for adding options that take a Separator argument create an OptionData instance accepting a value. The addOption() methods return the set instance itself, which allows invocation chaining:

Options options = new Options(args);

options.addSet("MySet").addOption("a").addOption("b");

After the checks have been performed, their results are available through the remaining methods. getOptionData() returns a list of all OptionData instances, while getOption() allows direct access to a specific option. isSet(String key) is a convenience method that checks whether an options was found at least once on the command line. getData() provides access to the data arguments found, while getUnmatched() lists all options found on the command line for which no matching OptionData instances were found.

### The Options class

Options is the core class with which applications will interact. It provides several constructors, all of which take the command line argument string array that the main() method provides as the first argument:

Options(String args[])

Options(String args[], int data)

Options(String args[], int defMinData, int defMaxData)

Options(String args[], Multiplicity defaultMultiplicity)

Options(String args[], Multiplicity defaultMultiplicity, int data)

Options(String args[], Multiplicity defaultMultiplicity, int defMinData, int defMaxData)

Options(String args[], Prefix prefix)

Options(String args[], Prefix prefix, int data)

Options(String args[], Prefix prefix, int defMinData, int defMaxData)

Options(String args[], Prefix prefix, Multiplicity defaultMultiplicity)

Options(String args[], Prefix prefix, Multiplicity defaultMultiplicity, int data)

Options(String args[], Prefix prefix, Multiplicity defaultMultiplicity, int defMinData, int defMaxData)

The first constructor in this list is the simplest one using all the default values, while the last one is the most generic.

**Table 1: Arguments for the Options() constructors and their meaning**

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| |  |  |  | | --- | --- | --- | | Value | Description | Default | | prefix | This constructor argument is the only place where a prefix can be specified. This value is passed on to any option set and any option created subsequently. The idea behind this approach is that within a given application, it proves unlikely that different prefixes will need to be used. | Prefix.DASH | | defaultMultiplicity | This default multiplicity is passed to each option set and used as the default for options added to a set without specifying a multiplicity. Of course, this multiplicity can be overridden for each option added. | Multiplicity.ONCE | | defMinData | defMinData is the default minimum number of supported data arguments passed to each option set, but it can of course be overridden when adding a set. | 0 | | defMaxData | defMaxData is the default maximum number of supported data arguments passed to each option set, but it can of course be overridden when adding a set. | 0 | |

In the constructors above, where only one integer argument is present (data), this value is used to set both defMinData and defMaxData to the same value. This means that the number of acceptable data arguments is fixed to exactly that number, and there is no acceptable range for that number.

Adding an option set is possible through these methods:

OptionSet addSet(String setName)

OptionSet addSet(String setName, int data)

OptionSet addSet(String setName, int minData, int maxData)

Again, the newly created set is returned to allow for subsequent invocation chaining of the addOption() methods.

Option sets can be accessed through these methods:

OptionSet getSet()

OptionSet getSet(String setName)

Note one important concept here: one default OptionSet instance does not need to be explicitly created. This instance is available through the getSet() method and is useful for simpler applications that require only one set. In this case, setting up the Options instance could look like this:

Options options = new Options(args);

options.getSet().addOption("a").addOption("b");

Under the hood, this default set is of course based on a standard OptionSet instance with a name given by:

public final static String DEFAULT\_SET = "DEFAULT\_OPTION\_SET";

Some convenience methods have been added to the Options class to simplify the creation of the same option for all known sets at the same time:

void addOptionAllSets(String key)

void addOptionAllSets(String key, Multiplicity multiplicity)

void addOptionAllSets(String key, Separator separator)

void addOptionAllSets(String key, Separator separator, Multiplicity multiplicity)

void addOptionAllSets(String key, boolean details, Separator separator)

void addOptionAllSets(String key, boolean details, Separator separator, Multiplicity multiplicity)

These options correspond directly to the addOption() methods described earlier for the OptionSet class. One case where I have found using these methods useful was an optional verbosity option (-v), which had to be available for all sets of an application:

options.addOptionAllSets("v", Multiplicity.ZERO\_OR\_ONE);

#### Perform the checks

Performing the actual checks of the command line arguments against the specified options for all sets is obviously a core component of the Options class. The following check methods are available:

boolean check(String setName)

boolean check(String setName, boolean ignoreUnmatched, boolean requireDataLast)

boolean check()

boolean check(boolean ignoreUnmatched, boolean requireDataLast)

The first two methods check the specified option set, whereas the latter two check the default option set. The two Booleans have the following meanings.

**Table 2: Arguments to the check() methods and their meanings**

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| |  |  |  | | --- | --- | --- | | Value | Description | Default | | ignoreUnmatched | Specifies whether command line options for which no corresponding OptionData instance was created are acceptable. Applications can choose to ignore such unmatched options or react with an error. | false | | requireDataLast | Specifies whether the actual data arguments need to be the last arguments on the command line or whether they can be interspersed within the options. | true | |

Again, the introduction of these methods is based on the observations made early in the project about the requirements for a class such as Options.

Two more convenience methods are provided:

OptionSet getMatchingSet()

OptionSet getMatchingSet(boolean ignoreUnmatched, boolean requireDataLast)

These methods run the checks for each known OptionSet and return the first one, which is successfully checked.

The last public method in the list is:

String getCheckErrors()

During the checks, the check() methods write all observed problems into a StringBuffer, the value of which can then be accessed through the getCheckErrors() method. This method proves useful for debugging purposes, but applications can also use it to tell its users about the problem with the provided input.

The actual check process consists of the following steps:

1. Some trivial cases are caught. No options have been defined for the set to check, or no command line arguments have been provided.
2. All command line arguments are processed in a loop. Using java.util.regex's pattern-matching capabilities, these arguments are compared with the known options, and, if a match is found, the value and the detail information are retrieved for options expecting such information. All this information is stored in the OptionData instance that matched the option.
3. Any unmatched options are identified and stored in a list. In addition, the data arguments are identified and stored in another list.
4. The multiplicity is checked for all the options based on the number of matches found for each one.
5. The range of the data arguments is checked against the defined boundaries.
6. If desired, data arguments can be checked to verify whether they are last on the command line.
7. If desired, the presence of unmatched options are checked.

If all checks are successful, true returns. If, at any of the stages above, a check failure results, false returns immediately, and a comment explaining the problem is written to the error log (which is accessible through the getCheckErrors() method).

### Examples

The following examples are designed to demonstrate the use of the Options class, ranging from a simple case of an application requiring just one option set to a complex case, with many different option sets and multiplicities for the options.

#### Example 1: A simple case

The first example is a simple case that demonstrates how quickly a tool can leverage the capabilities of the Options class.

The command line syntax for this example looks like this:

java Example1 [-a] [-log=<logfile>] <inpfile> <outfile>

I used the standard syntax here, which denotes optional data (like [a]) with square brackets.

The code to handle these options can look like this:

Options opt = new Options(args, 2);

opt.getSet().addOption("a", Multiplicity.ZERO\_OR\_ONE);

opt.getSet().addOption("log", Separator.EQUALS, Multiplicity.ZERO\_OR\_ONE);

if (!opt.check()) {

// Print usage hints

System.exit(1);

}

// Normal processing

if (opt.getSet().isSet("a")) {

// React to option -a

}

if (opt.getSet().isSet("log")) {

// React to option -log

String logfile = opt.getSet().getOption("log").getResultValue(0);

}

...

String inpfile = opt.getSet().getData().get(0);

String outfile = opt.getSet().getData().get(1);

...

The Options instance is created, specifying that exactly two data arguments are required. After that, the two options are added with the multiplicity of ZERO\_OR\_ONE, which corresponds to the angle brackets. The checks are run by invoking check(), and if the checks are not successful, a usage description can be written.

Using Options.getSet().isSet(), you can easily check whether the options in square brackets have been specified, and the program can react accordingly. If -log was specified, that option's value is available from the OptionData instance's getResultValue() method.

The data arguments can be accessed using the getData() method on the default option set.

Actually, the code above can be further simplified by specifying a different default multiplicity directly in Options's constructor and by using invocation chaining for the options definition:

Options opt = new Options(args, Multiplicity.ZERO\_OR\_ONE, 2);

opt.getSet().addOption("a").addOption("log", Separator.EQUALS);

#### Example 2: A more complex case

This more complex example demonstrates using several OptionSet instances, different option multiplicities, and option details.

The command line syntax looks like this:

java Example2 -c [-v] [-D<detail>=<value> [...]] data1 data2

java Example2 -a [-v] [-check] data1 [data2] [data3]

java Example2 -d [-v] -k <kval> -t <tval> data1 data2 [data3] [data4]

So this tool has three main modes of operation, which are chosen by a (mandatory) option (either -c, -a, or -d).

The code could look like this:

Options opt = new Options(args, 2);

opt.addSet("cset").addOption("c").addOption("D", true, Separator.EQUALS,

Multiplicity.ZERO\_OR\_MORE);

opt.addSet("aset", 1, 3).addOption("a").addOption("check",

Multiplicity.ZERO\_OR\_ONE);

opt.addSet("dset", 2, 4).addOption("d").addOption("k",

Separator.BLANK).addOption("t", Separator.BLANK);

opt.addOptionAllSets("v", Multiplicity.ZERO\_OR\_ONE);

OptionSet set = opt.getMatchingSet();

if (set == null) {

// Print usage hints

System.exit(1);

}

Note how simple it is to capture this complex set of options!

The evaluation section could look like this (where System.out.println() calls have been inserted for clarity):

// This can be used for ALL sets since we added it using addOptionAllSets()

if (set.isSet("v")) {

System.out.println("v is set");

}

// Evaluate the different option sets

if (set.getSetName().equals("cset")) {

for (String d : set.getData())

System.out.println(d);

OptionData d = set.getOption("D");

for (int i = 0; i < d.getResultCount(); i++) {

System.out.println("D detail " + i + " : " + d.getResultDetail(i));

System.out.println("D value " + i + " : " + d.getResultValue(i));

}

} else if (set.getSetName().equals("aset")) {

for (String d : set.getData())

System.out.println(d);

if (set.isSet("check"))

System.out.println("check is set");

} else { // We \_know\_ it has to be the third set now

for (String d : set.getData())

System.out.println(d);

System.out.println(set.getOption("k").getResultValue(0));

System.out.println(set.getOption("t").getResultValue(0));

}

Even this relatively complex example can be handled easily with the Options class, and one particular benefit becomes clear here: no check code is required at the application level, since the Options class handles it. All relevant result data is accessible through a simple and convenient set of methods.

#### Example 3: A really complex case

For the third example, I decided to retrofit the Options class into the [URLManager](http://www.javaworld.com/article/2074849/core-java/processing-command-line-arguments-in-java--case-closed.html?page=2#resources) package. This package contains the three Java command line tools URLManage, URLCheck, and URLPublish, each of which takes a large set of options. The most complex case is URLManage, whose usage description looks like this:

Create a new entry in the DB: java URLManage [-v] -c <dbprop> <url> <desc> <context>

java URLManage [-v] -bc <dbprop> <urlfile>

Update the description of an entry in the DB: java URLManage [-v] -u <dbprop> <url> <desc>

Delete an entry from the DB: java URLManage [-v] -d <dbprop> <url>

Select URL entries from the DB: java URLManage [-v] -s <dbprop> <pattern>

java URLManage [-v] -sa <dbprop>

Select contexts from the DB: java URLManage [-v] -con <dbprop>

Init the tables in the DB: java URLManage [-v] -init <dbprop>

Delete the tables from the DB: java URLManage [-v] -drop <dbprop>

Add the URL to a specific context: java URLManage [-v] -ac <dbprop> <url> <context>

java URLManage [-v] -bac <dbprop> <confile>

Remove the URL from a specific context: java URLManage [-v] -rc <dbprop> <url> <context>

It turns out that the Options class can be used to handle these option sets with limited coding effort; the code resembles Example 2:

...

ml.options.Options options = new ml.options.Options(args, 1);

options.addSet("create", 4).addOption("c");

options.addSet("createBatch", 2).addOption("bc");

options.addSet("update", 3).addOption("u");

options.addSet("delete", 2).addOption("d");

options.addSet("select", 2).addOption("s");

options.addSet("addURL", 3).addOption("ac");

options.addSet("addURLBatch", 2).addOption("bac");

options.addSet("removeURL", 3).addOption("rc");

options.addSet("selectAll").addOption("sa");

options.addSet("contexts").addOption("con");

options.addSet("initTables").addOption("init");

options.addSet("deleteTables").addOption("drop");

options.addOptionAllSets("v", ml.options.Options.Multiplicity.ZERO\_OR\_ONE);

ml.options.OptionSet optionSet = options.getMatchingSet();

...

### Conclusion

This article describes a Java class that allows for the convenient processing of command line options for Java programs. The structure is flexible enough to handle even complex situations, while at the same time offering an API that allows for the definition of acceptable command line syntax with limited coding effort. The Options class provides all the checking algorithms required to ensure that acceptable sets of command line arguments are identified, which relieves application programmers of having to hand-code the same algorithms time and again. This class can add a lot of value to every Java application requiring command line options. If some capability is missing, I'd of course appreciate [feedback](http://www.javaworld.com/feedback).
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  <http://www.javaworld.com/channel_content/jw-tools-index.shtml>
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# Command-line Parsing with Apache Commons CLI

By Dustin Marx JavaWorld | Nov 10, 2008 4:35 PM PT

From time to time, I find myself needing to handle [command-line arguments in Java](http://java.sun.com/docs/books/tutorial/essential/environment/cmdLineArgs.html) either for Java-based applications or for main() function implementations that provide a simple testing mechanism directly within the class being tested. The Java developer has many choices for [command-line parsing](http://www2.sys-con.com/ITSG/virtualcd/Java/archives/0404/kougiouris/index.html). When there is only one, two, or a small number of command-line arguments (especially if the presence or absence of a flag is all that is needed rather than an accompanying value), write a few lines of code to process these command-line options is not a big deal. When there are more options and/or some options have values, it is nice to access more sophisticated support for command-line parsing.

In this blog entry, I will look at using the [Apache Commons CLI](http://commons.apache.org/cli/) library, but there are numerous other choices such as [args4j](https://args4j.dev.java.net/), [TE-Code](http://te-code.sourceforge.net/) command line parsing, [CLAJR](http://clajr.sourceforge.net/) ([Command-Line Arguments with Java Reflection](http://sourceforge.net/projects/clajr)), [JArgs](http://jargs.sourceforge.net/), [JSAP](http://www.martiansoftware.com/jsap/) ([Java Simple Argument Processor](http://sourceforge.net/projects/jsap)), and [several others](http://java-source.net/open-source/command-line) ([even more here](http://javathink.blogspot.com/2008/04/why-does-parsing-arguments-in-java-suck.html)).

Although [Apache Commons CLI](http://commons.apache.org/cli/introduction.html) library is part of [Apache Commons](http://commons.apache.org/), it is a separate [(JAR) download](http://commons.apache.org/downloads/download_cli.cgi) from the JAR download for [Apache Commons Modeler](http://commons.apache.org/modeler/) and from the JAR download for [Apache Commons Lang](http://commons.apache.org/lang/) that I talked about in previous blog entries available [here](http://marxsoftware.blogspot.com/2008/07/jmx-model-mbeans-with-apache-commons.html) and [here](http://marxsoftware.blogspot.com/2008/11/apache-commons-tostringbuilder.html). For this blog entry, I am using CLI 1.1 because there is no anticipated release for CLI 2.0 (more details on this at the end of this entry).

I will demonstrate some very simple examples of Apache Common CLI and include some links to other resources on use of this library.

Two important classes in use of Apache Common CLI are the [org.apache.commons.cli.Option](http://commons.apache.org/cli/api-release/org/apache/commons/cli/Option.html) class and the closely related [org.apache.commons.cli.Options](http://commons.apache.org/cli/api-release/org/apache/commons/cli/Options.html) (contains multiple instances of the Option class). These classes are used to represent the expected command-line [options](http://commons.apache.org/cli/properties.html). The following two code snippets demonstrate setting up of an Options class for [Posix-style options](http://www.iam.ubc.ca/guides/javatut99/essential/attributes/_posix.html) and [GNU-style options](http://www.gnu.org/manual/gawk/html_node/Options.html).

**Using the Options Class with Multiple Option Instances**

/\*\*

\* Construct and provide Posix-compatible Options.

\*

\* @return Options expected from command-line of Posix form.

\*/

public static Options constructPosixOptions()

{

final Options posixOptions = new Options();

posixOptions.addOption("display", false, "Display the state.");

return posixOptions;

}

/\*\*

\* Construct and provide GNU-compatible Options.

\*

\* @return Options expected from command-line of GNU form.

\*/

public static Options constructGnuOptions()

{

final Options gnuOptions = new Options();

gnuOptions.addOption("p", "print", false, "Option for printing")

.addOption("g", "gui", false, "HMI option")

.addOption("n", true, "Number of copies");

return gnuOptions;

}

Note in the examples of setting up Options that there is no difference yet in the handling of [Posix-style versus GNU-style options](http://markmail.org/message/ftuptfdi2dct3id4). So far, the options can be treated the same.

Before moving onto demonstrating CLI's parsing of command-line arguments based on these anticipated options, it is worth noting CLI's support for usage information and help information via the [org.apache.commons.cli.HelpFormatter](http://commons.apache.org/cli/api-release/org/apache/commons/cli/HelpFormatter.html) class. This useful utility class contains methods such as overloaded versions of [printHelp](http://commons.apache.org/cli/api-release/org/apache/commons/cli/HelpFormatter.html#printHelp%28int,%20java.lang.String,%20java.lang.String,%20org.apache.commons.cli.Options,%20java.lang.String%29), overloaded versions of [printUsage](http://commons.apache.org/cli/api-release/org/apache/commons/cli/HelpFormatter.html#printUsage%28java.io.PrintWriter,%20int,%20java.lang.String%29), and several other output and related methods.

The following code snippet demonstrates a method that makes use of one of HelpFormatter's printUsage methods and one of that class's printHelp methods.

**printUsage() and printHelp()**

/\*\*

\* Print usage information to provided OutputStream.

\*

\* @param applicationName Name of application to list in usage.

\* @param options Command-line options to be part of usage.

\* @param out OutputStream to which to write the usage information.

\*/

public static void printUsage(

final String applicationName,

final Options options,

final OutputStream out)

{

final PrintWriter writer = new PrintWriter(out);

final HelpFormatter usageFormatter = new HelpFormatter();

usageFormatter.printUsage(writer, 80, applicationName, options);

writer.close();

}

/\*\*

\* Write "help" to the provided OutputStream.

\*/

public static void printHelp(

final Options options,

final int printedRowWidth,

final String header,

final String footer,

final int spacesBeforeOption,

final int spacesBeforeOptionDescription,

final boolean displayUsage,

final OutputStream out)

{

final String commandLineSyntax = "java -cp ApacheCommonsCLI.jar";

final PrintWriter writer = new PrintWriter(out);

final HelpFormatter helpFormatter = new HelpFormatter();

helpFormatter.printHelp(

writer,

printedRowWidth,

commandLineSyntax,

header,

options,

spacesBeforeOption,

spacesBeforeOptionDescription,

footer,

displayUsage);

writer.close();

}

The next code snippet shows some calls to the printHelp() and printUsage() methods shown above and is followed by a screen snapshot showing the output from running those.

System.out.println("-- USAGE --");

printUsage(applicationName + " (Posix)", constructPosixOptions(), System.out);

displayBlankLines(1, System.out);

printUsage(applicationName + " (Gnu)", constructGnuOptions(), System.out);

displayBlankLines(4, System.out);

System.out.println("-- HELP --");

printHelp(

constructPosixOptions(), 80, "POSIX HELP", "End of POSIX Help",

3, 5, true, System.out);

displayBlankLines(1, System.out);

printHelp(

constructGnuOptions(), 80, "GNU HELP", "End of GNU Help",

5, 3, true, System.out);

The first screen snapshot shows the results when the code above is executed exactly as shown (with true passed to both uses of the printHelp method to indicate that options should be included in the usage portion). The second screen snapshot shows what happens when the second call to printHelp has false passed to it so that the options are not displayed.

**printUsage and printHelp**

[![http://1.bp.blogspot.com/_sDOe5HxTdMk/SRkdxEbVPhI/AAAAAAAAAsA/nR1tfFgz_iM/s320/helpAndUsageForCLIExampleBothOptionsUsage.png](data:image/png;base64,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)](http://1.bp.blogspot.com/_sDOe5HxTdMk/SRkdxEbVPhI/AAAAAAAAAsA/nR1tfFgz_iM/s1600-h/helpAndUsageForCLIExampleBothOptionsUsage.png)

**printUsage and printHelp with One printHelp Not Displaying Options**

[![http://3.bp.blogspot.com/_sDOe5HxTdMk/SRkd8ueRMuI/AAAAAAAAAsI/SbyQAdoamDs/s320/helpAndUsageForCLIExample.png](data:image/png;base64,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)](http://3.bp.blogspot.com/_sDOe5HxTdMk/SRkd8ueRMuI/AAAAAAAAAsI/SbyQAdoamDs/s1600-h/helpAndUsageForCLIExample.png)

While the usage and help information about the options is, as their names imply, helpful and useful, the real reason for using command-line arguments is usually to control the behavior of the application. The next code listing shows two methods for parsing GNU-style and Posix-style command-line arguments. While the setting up of the Options did not care about the specific style other than specifying the options themselves, the type of option is important now for determining the appropriate [parser](http://commons.apache.org/cli/api-release/org/apache/commons/cli/CommandLineParser.html) to use.

**usePosixParser() and useGnuParser()**

/\*\*

\* Apply Apache Commons CLI PosixParser to command-line arguments.

\*

\* @param commandLineArguments Command-line arguments to be processed with

\* Posix-style parser.

\*/

public static void usePosixParser(final String[] commandLineArguments)

{

final CommandLineParser cmdLinePosixParser = new PosixParser();

final Options posixOptions = constructPosixOptions();

CommandLine commandLine;

try

{

commandLine = cmdLinePosixParser.parse(posixOptions, commandLineArguments);

if ( commandLine.hasOption("display") )

{

System.out.println("You want a display!");

}

}

catch (ParseException parseException) // checked exception

{

System.err.println(

"Encountered exception while parsing using PosixParser:\n"

+ parseException.getMessage() );

}

}

/\*\*

\* Apply Apache Commons CLI GnuParser to command-line arguments.

\*

\* @param commandLineArguments Command-line arguments to be processed with

\* Gnu-style parser.

\*/

public static void useGnuParser(final String[] commandLineArguments)

{

final CommandLineParser cmdLineGnuParser = new GnuParser();

final Options gnuOptions = constructGnuOptions();

CommandLine commandLine;

try

{

commandLine = cmdLineGnuParser.parse(gnuOptions, commandLineArguments);

if ( commandLine.hasOption("p") )

{

System.out.println("You want to print (p chosen)!");

}

if ( commandLine.hasOption("print") )

{

System.out.println("You want to print (print chosen)!");

}

if ( commandLine.hasOption('g') )

{

System.out.println("You want a GUI!");

}

if ( commandLine.hasOption("n") )

{

System.out.println(

"You selected the number " + commandLine.getOptionValue("n"));

}

}

catch (ParseException parseException) // checked exception

{

System.err.println(

"Encountered exception while parsing using GnuParser:\n"

+ parseException.getMessage() );

}

}

When the above code is executed, its output looks like that shown in the next two screen snapshots:

**PosixParser Results**
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**GNU Parser Results**
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**The Complete Example**

The complete code for the example application from which portions were shown above is now listed for convenience.

package dustin.examples.cli;

import java.io.IOException;

import java.io.OutputStream;

import java.io.PrintWriter;

import org.apache.commons.cli.CommandLine;

import org.apache.commons.cli.CommandLineParser;

import org.apache.commons.cli.GnuParser;

import org.apache.commons.cli.HelpFormatter;

import org.apache.commons.cli.Options;

import org.apache.commons.cli.ParseException;

import org.apache.commons.cli.PosixParser;

/\*\*

\* Main example demonstrating Apache Commons CLI. Apache Commons CLI and more

\* details on it are available at <http://commons.apache.org/cli/>.

\*

\* @author Dustin

\*/

public class MainCliExample

{

private static Options options = new Options();

/\*\*

\* Apply Apache Commons CLI PosixParser to command-line arguments.

\*

\* @param commandLineArguments Command-line arguments to be processed with

\* Posix-style parser.

\*/

public static void usePosixParser(final String[] commandLineArguments)

{

final CommandLineParser cmdLinePosixParser = new PosixParser();

final Options posixOptions = constructPosixOptions();

CommandLine commandLine;

try

{

commandLine = cmdLinePosixParser.parse(posixOptions, commandLineArguments);

if ( commandLine.hasOption("display") )

{

System.out.println("You want a display!");

}

}

catch (ParseException parseException) // checked exception

{

System.err.println(

"Encountered exception while parsing using PosixParser:\n"

+ parseException.getMessage() );

}

}

/\*\*

\* Apply Apache Commons CLI GnuParser to command-line arguments.

\*

\* @param commandLineArguments Command-line arguments to be processed with

\* Gnu-style parser.

\*/

public static void useGnuParser(final String[] commandLineArguments)

{

final CommandLineParser cmdLineGnuParser = new GnuParser();

final Options gnuOptions = constructGnuOptions();

CommandLine commandLine;

try

{

commandLine = cmdLineGnuParser.parse(gnuOptions, commandLineArguments);

if ( commandLine.hasOption("p") )

{

System.out.println("You want to print (p chosen)!");

}

if ( commandLine.hasOption("print") )

{

System.out.println("You want to print (print chosen)!");

}

if ( commandLine.hasOption('g') )

{

System.out.println("You want a GUI!");

}

if ( commandLine.hasOption("n") )

{

System.out.println(

"You selected the number " + commandLine.getOptionValue("n"));

}

}

catch (ParseException parseException) // checked exception

{

System.err.println(

"Encountered exception while parsing using GnuParser:\n"

+ parseException.getMessage() );

}

}

/\*\*

\* Construct and provide Posix-compatible Options.

\*

\* @return Options expected from command-line of Posix form.

\*/

public static Options constructPosixOptions()

{

final Options posixOptions = new Options();

posixOptions.addOption("display", false, "Display the state.");

return posixOptions;

}

/\*\*

\* Construct and provide GNU-compatible Options.

\*

\* @return Options expected from command-line of GNU form.

\*/

public static Options constructGnuOptions()

{

final Options gnuOptions = new Options();

gnuOptions.addOption("p", "print", false, "Option for printing")

.addOption("g", "gui", false, "HMI option")

.addOption("n", true, "Number of copies");

return gnuOptions;

}

/\*\*

\* Display command-line arguments without processing them in any further way.

\*

\* @param commandLineArguments Command-line arguments to be displayed.

\*/

public static void displayProvidedCommandLineArguments(

final String[] commandLineArguments,

final OutputStream out)

{

final StringBuffer buffer = new StringBuffer();

for ( final String argument : commandLineArguments )

{

buffer.append(argument).append(" ");

}

try

{

out.write((buffer.toString() + "\n").getBytes());

}

catch (IOException ioEx)

{

System.err.println(

"WARNING: Exception encountered trying to write to OutputStream:\n"

+ ioEx.getMessage() );

System.out.println(buffer.toString());

}

}

/\*\*

\* Display example application header.

\*

\* @out OutputStream to which header should be written.

\*/

public static void displayHeader(final OutputStream out)

{

final String header =

"[Apache Commons CLI Example from Dustin's Software Development "

+ "Cogitations and Speculations Blog]\n";

try

{

out.write(header.getBytes());

}

catch (IOException ioEx)

{

System.out.println(header);

}

}

/\*\*

\* Write the provided number of blank lines to the provided OutputStream.

\*

\* @param numberBlankLines Number of blank lines to write.

\* @param out OutputStream to which to write the blank lines.

\*/

public static void displayBlankLines(

final int numberBlankLines,

final OutputStream out)

{

try

{

for (int i=0; i<numberBlankLines; ++i)

{

out.write("\n".getBytes());

}

}

catch (IOException ioEx)

{

for (int i=0; i<numberBlankLines; ++i)

{

System.out.println();

}

}

}

/\*\*

\* Print usage information to provided OutputStream.

\*

\* @param applicationName Name of application to list in usage.

\* @param options Command-line options to be part of usage.

\* @param out OutputStream to which to write the usage information.

\*/

public static void printUsage(

final String applicationName,

final Options options,

final OutputStream out)

{

final PrintWriter writer = new PrintWriter(out);

final HelpFormatter usageFormatter = new HelpFormatter();

usageFormatter.printUsage(writer, 80, applicationName, options);

writer.flush();

}

/\*\*

\* Write "help" to the provided OutputStream.

\*/

public static void printHelp(

final Options options,

final int printedRowWidth,

final String header,

final String footer,

final int spacesBeforeOption,

final int spacesBeforeOptionDescription,

final boolean displayUsage,

final OutputStream out)

{

final String commandLineSyntax = "java -cp ApacheCommonsCLI.jar";

final PrintWriter writer = new PrintWriter(out);

final HelpFormatter helpFormatter = new HelpFormatter();

helpFormatter.printHelp(

writer,

printedRowWidth,

commandLineSyntax,

header,

options,

spacesBeforeOption,

spacesBeforeOptionDescription,

footer,

displayUsage);

writer.flush();

}

/\*\*

\* Main executable method used to demonstrate Apache Commons CLI.

\*

\* @param commandLineArguments Commmand-line arguments.

\*/

public static void main(final String[] commandLineArguments)

{

final String applicationName = "MainCliExample";

displayBlankLines(1, System.out);

displayHeader(System.out);

displayBlankLines(2, System.out);

if (commandLineArguments.length < 1)

{

System.out.println("-- USAGE --");

printUsage(applicationName + " (Posix)", constructPosixOptions(), System.out);

displayBlankLines(1, System.out);

printUsage(applicationName + " (Gnu)", constructGnuOptions(), System.out);

displayBlankLines(4, System.out);

System.out.println("-- HELP --");

printHelp(

constructPosixOptions(), 80, "POSIX HELP", "End of POSIX Help",

3, 5, true, System.out);

displayBlankLines(1, System.out);

printHelp(

constructGnuOptions(), 80, "GNU HELP", "End of GNU Help",

5, 3, true, System.out);

}

displayProvidedCommandLineArguments(commandLineArguments, System.out);

usePosixParser(commandLineArguments);

//useGnuParser(commandLineArguments);

}

}

**Drawback of CLI: Version Issues**

One of the most significant drawbacks of Apache Commons CLI is the [CLI version paradox](http://journal.dedasys.com/2008/03/04/apache-commons-cli-and-the-paradox-of-choice) advertised on the [CLI's main page](http://commons.apache.org/cli/#a1.x_vs_2.x). This [main CLI page](http://commons.apache.org/cli/) points out that "the 2.x design is generally preferred" while also pointing out that, because there is no planned 2.0 release, "the 1.1 release is recommended to most users." I used CLI 1.1 for the examples in this blog entry.

**Conclusion**

The Apache Commons CLI is one of [many Java-based command-line argument parsing libraries](http://furiouspurpose.blogspot.com/2008/07/command-line-parsing-libraries-for-java.html) that is available to make writing text-based and command-line based Java applications and tests easier. This example has shown how to use CLI to implement command-line parsing along with output of help and usage information. However, CLI has many more options and uses than shown here. Some of these are demonstrated in the easy-to-read [CLI Usage Scenarios](http://commons.apache.org/cli/usage.html) document. Other useful introductions to Apache Commons CLI include [Parsing Simple Command Line Arguments in Java Using the Commons CLI Library](http://snippets.dzone.com/posts/show/3504), [Process the Command Line with CLI in Java](http://articles.techrepublic.com.com/5100-10878_11-5813561.html), and [Using the Jakarta Commons, Part 1](http://www.onjava.com/pub/a/onjava/2003/06/25/commons.html).

<http://www.programcreek.com/java-api-examples/index.php?api=org.apache.commons.cli.CommandLineParser>

# Java Code Examples for org.apache.commons.cli.CommandLineParser

The following code examples are extracted from open source projects. You can click ![http://www.programcreek.com/java-api-examples/includes/images/like.png](data:image/png;base64,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)to vote up the examples you like. Your votes will be used in an intelligent system to get more and better code examples. If you want to read more examples, check out [javased](http://www.javased.com).

**Code Example 1:**

From project *anarchyape*, under directory */src/main/java/ape/*.

Source *Main.java*

/\*\*

\* This method would parse the array that store all arguments read from StdIn and return a CommandLine object

\*/

public static CommandLine getCommand(String[] args) throws ParseException {

if (args == null || args.length < 1 || args[0] == null) {

printHelp();

return null;

}

CommandLineParser parser=new PosixParser();

return parser.parse(opts,args);

}

**Code Example 2:**

From project *ADFS*, under directory */adfs-hdfs-project/adfs-hdfs/src/test/java/org/apache/hadoop/hdfs/*.

Source *TestFileAppend2.java*

@SuppressWarnings("static-access") public static void main(String[] args) throws Throwable {

Options options=new Options();

options.addOption(OptionBuilder.withLongOpt(OPT\_NUM\_DNS).hasArg().withDescription("Number of DNs to start").create());

options.addOption(OptionBuilder.withLongOpt(OPT\_NUM\_THREADS).hasArg().withDescription("number of threads to append from").create());

options.addOption(OptionBuilder.withLongOpt(OPT\_NUM\_FILES).hasArg().withDescription("number of files to append to").create());

options.addOption(OptionBuilder.withLongOpt(OPT\_NUM\_APPENDS).hasArg().withDescription("number of appends per thread").create());

CommandLineParser parser=new GnuParser();

CommandLine line;

try {

line=parser.parse(options,args);

if (line.getArgs().length != 0) {

throw new ParseException("Unexpected options");

}

}

catch ( ParseException pe) {

HelpFormatter formatter=new HelpFormatter();

formatter.printHelp("TestFileAppend2",options);

throw pe;

}

TestFileAppend2 tfa2=new TestFileAppend2();

tfa2.numDatanodes=Integer.parseInt(line.getOptionValue(OPT\_NUM\_DNS,"1"));

tfa2.numThreads=Integer.parseInt(line.getOptionValue(OPT\_NUM\_THREADS,"30"));

tfa2.numberOfFiles=Integer.parseInt(line.getOptionValue(OPT\_NUM\_FILES,"1"));

tfa2.numAppendsPerThread=Integer.parseInt(line.getOptionValue(OPT\_NUM\_APPENDS,"1000"));

tfa2.sleepBetweenSizeChecks=10;

try {

tfa2.testComplexAppend();

}

catch ( Throwable t) {

LOG.error("FAILED",t);

System.exit(1);

}

System.exit(0);

}

**Code Example 3:**

From project *android-rindirect*, under directory */rindirect/src/main/java/de/akquinet/android/rindirect/*.

Source *Main.java*

/\*\*

\* Main method. This methods defines the arguments, parse them and launch the R indirection generation.

\* @param args the arguments.

\* @throws ParseException

\* @throws IOException

\*/

public static void main(String[] args) throws ParseException, Exception {

LOGGER.setLevel(Level.WARNING);

Options options=new Options();

options.addOption("P","package",true,"destination package (mandatory)").addOption("R","classname",true,"generated java file [R]").addOption("D","destination",true,"the root of the destination [src]").addOption("I","input",true,"R file [searched in the 'gen' folder]").addOption("V","verbose",false,"Enable verbose mode");

CommandLineParser parser=new PosixParser();

CommandLine cmd=parser.parse(options,args);

RIndirect rindirect=configure(cmd);

rindirect.generate();

}

**Code Example 4:**

From project *asakusafw*, under directory */dsl-project/ashigel-compiler-bootstrap/src/main/java/com/asakusafw/compiler/bootstrap/*.

Source *OperatorCompilerDriver.java*

private static void start(String[] args) throws Exception {

CommandLineParser parser=new BasicParser();

CommandLine cmd=parser.parse(OPTIONS,args);

String sourcePath=cmd.getOptionValue(OPT\_SOURCEPATH.getOpt());

String output=cmd.getOptionValue(OPT\_OUTPUT.getOpt());

String encoding=cmd.getOptionValue(OPT\_ENCODING.getOpt(),"UTF-8");

String[] classes=cmd.getOptionValues(OPT\_CLASSES.getOpt());

List<Class<?>> operatorClasses=Lists.create();

for ( String className : classes) {

Class<?> oc=Class.forName(className);

operatorClasses.add(oc);

}

compile(new File(sourcePath),new File(output),Charset.forName(encoding),operatorClasses);

}

**Code Example 5:**

From project *ADFS*, under directory */adfs-common-project/adfs-common/src/main/java/org/apache/hadoop/util/*.

Source *GenericOptionsParser.java*

/\*\*

\* Parse the user-specified options, get the generic options, and modify configuration accordingly

\* @param conf Configuration to be modified

\* @param args User-specified arguments

\* @return Command-specific arguments

\*/

private String[] parseGeneralOptions(Options opts,Configuration conf,String[] args) throws IOException {

opts=buildGeneralOptions(opts);

CommandLineParser parser=new GnuParser();

try {

commandLine=parser.parse(opts,args,true);

processGeneralOptions(conf,commandLine);

return commandLine.getArgs();

}

catch ( ParseException e) {

LOG.warn("options parsing failed: " + e.getMessage());

HelpFormatter formatter=new HelpFormatter();

formatter.printHelp("general options are: ",opts);

}

return args;

}

**Code Example 6:**

From project *ADFS*, under directory */adfs-hdfs-project/adfs-hdfs/src/test/java/org/apache/hadoop/io/file/tfile/*.

Source *TestTFileSeek.java*

public MyOptions(String[] args){

seed=System.nanoTime();

try {

Options opts=buildOptions();

CommandLineParser parser=new GnuParser();

CommandLine line=parser.parse(opts,args,true);

processOptions(line,opts);

validateOptions();

}

catch ( ParseException e) {

System.out.println(e.getMessage());

System.out.println("Try \"--help\" option for details.");

setStopProceed();

}

}

**Code Example 7:**

From project *ADFS*, under directory */adfs-hdfs-project/adfs-hdfs/src/test/java/org/apache/hadoop/io/file/tfile/*.

Source *TestTFileSeqFileComparison.java*

public MyOptions(String[] args){

seed=System.nanoTime();

try {

Options opts=buildOptions();

CommandLineParser parser=new GnuParser();

CommandLine line=parser.parse(opts,args,true);

processOptions(line,opts);

validateOptions();

}

catch ( ParseException e) {

System.out.println(e.getMessage());

System.out.println("Try \"--help\" option for details.");

setStopProceed();

}

}

**Code Example 8:**

From project *AQuA*, under directory */kcl-content-apraisal/src/main/java/uk/bl/dpt/aqua/*.

Source *InventoryWorkflow.java*

/\*\*

\* @param args the command line args to the workflow

\*/

public static void main(String[] args){

CommandLineParser cmdParser=new GnuParser();

try {

CommandLine cmd=cmdParser.parse(OPTIONS,args);

if ((cmd.hasOption(HELP\_OPT)) || (cmd.getOptions().length < 1) || (!cmd.hasOption(DIR\_OPT))) {

HelpFormatter formatter=new HelpFormatter();

formatter.printHelp("inventory",OPTIONS);

System.exit(0);

}

File root=new File(cmd.getOptionValue(DIR\_OPT));

if ((!root.exists()) || (!root.isDirectory())) {

System.out.println("-dir value " + cmd.getOptionValue(DIR\_OPT) + " should be an existing directory.");

System.exit(0);

}

System.out.println("Started:" + new Date().toString());

InventoryWorkflow wrkflw=new InventoryWorkflow(root,true);

wrkflw.outputReport();

}

catch ( ParseException e) {

System.err.println("Command parsing failed. Reason: " + e.getMessage());

}

}

**Code Example 9:**

From project *atlas-lb\_1*, under directory */core-tools/core-crypto-tool/src/main/java/org/openstack/atlas/common/crypto/*.

Source *CryptoTool.java*

public static void main(String[] args) throws Exception {

final CommandLineParser parser=new PosixParser();

final Options options=getOptions();

CommandLine cmd=null;

try {

cmd=parser.parse(options,args);

}

catch ( ParseException e) {

System.err.println("Failed to parse command line: " + e.getMessage());

showUsage(options);

System.exit(1);

}

if (cmd.hasOption(HELP) || args.length == 0) {

showUsage(options);

System.exit(0);

}

if (cmd.hasOption(ENC)) {

final String valueToEncrypt=cmd.getOptionValue(ENC);

final String encryptedValue=CryptoUtil.encrypt(valueToEncrypt);

System.out.println("Encrypted value:" + encryptedValue);

System.exit(0);

}

if (cmd.hasOption(DEC)) {

final String valueToDecrypt=cmd.getOptionValue(DEC);

final String decypteddValue=CryptoUtil.decrypt(valueToDecrypt);

System.out.println("Decrypted value:" + decypteddValue);

System.exit(0);

}

System.exit(0);

}

**Code Example 10:**

From project *axis2-java*, under directory */modules/adb-codegen/src/org/apache/axis2/schema/*.

Source *XSD2Java.java*

/\*\*

\* for now the arguments this main method accepts is the source schema and the output location

\* @param args

\*/

@SuppressWarnings("static-access") public static void main(String[] args) throws Exception {

options=new Options();

options.addOption(OptionBuilder.withArgName(getMessage("schema.ns2p.argname")).hasArgs(2).withValueSeparator().withDescription(getMessage("schema.ns2p.description")).create("ns2p"));

options.addOption(OptionBuilder.withArgName(getMessage("schema.mp.argname")).hasArg().withDescription(getMessage("schema.mp.description")).create("mp"));

options.addOption(OptionBuilder.withArgName(getMessage("schema.dp.argname")).hasArg().withDescription(getMessage("schema.dp.description")).create("dp"));

options.addOption(OptionBuilder.withDescription(getMessage("schema.h.description")).create("h"));

options.addOption(OptionBuilder.withArgName(getMessage("schema.p.argname")).hasArg().withDescription(getMessage("schema.p.description")).create("p"));

CommandLineParser parser=new GnuParser();

try {

line=parser.parse(options,args);

}

catch ( ParseException ex) {

System.out.println(ex.getLocalizedMessage());

System.out.println();

printUsage();

System.out.println(ex);

System.exit(1);

}

args=line.getArgs();

if (args.length < 2) {

printUsage();

System.exit(1);

}

else {

File outputFolder=new File(args[args.length - 1]);

for (int i=0; i < args.length - 1; i++) {

File xsdFile=new File(args[i]);

if (args.length > 2) {

System.out.println(getMessage("schema.compiling",xsdFile.getName()));

}

compile(xsdFile,outputFolder);

}

}

}

**Code Example 11:**

From project *bagheera*, under directory */src/main/java/com/mozilla/bagheera/consumer/*.

Source *KafkaHBaseConsumer.java*

public static void main(String[] args){

OptionFactory optFactory=OptionFactory.getInstance();

Options options=KafkaConsumer.getOptions();

options.addOption(optFactory.create("tbl","table",true,"HBase table name.").required());

options.addOption(optFactory.create("f","family",true,"Column family."));

options.addOption(optFactory.create("q","qualifier",true,"Column qualifier."));

options.addOption(optFactory.create("pd","prefixdate",false,"Prefix key with salted date."));

CommandLineParser parser=new GnuParser();

ShutdownHook sh=ShutdownHook.getInstance();

try {

CommandLine cmd=parser.parse(options,args);

final KafkaConsumer consumer=KafkaConsumer.fromOptions(cmd);

sh.addFirst(consumer);

final KeyValueSink sink=new HBaseSink(cmd.getOptionValue("table"),cmd.getOptionValue("family","data"),cmd.getOptionValue("qualifier","json"),Boolean.parseBoolean(cmd.getOptionValue("prefixdate","true")));

sh.addLast(sink);

consumer.setSink(sink);

MetricsManager.getInstance();

consumer.poll();

}

catch ( ParseException e) {

LOG.error("Error parsing command line options",e);

HelpFormatter formatter=new HelpFormatter();

formatter.printHelp(KafkaHBaseConsumer.class.getName(),options);

}

}

**Code Example 12:**

From project *bagheera*, under directory */src/main/java/com/mozilla/bagheera/consumer/*.

Source *KafkaLoggerConsumer.java*

public static void main(String[] args){

OptionFactory optFactory=OptionFactory.getInstance();

Options options=KafkaConsumer.getOptions();

options.addOption(optFactory.create("lv","logvalues",false,"Log values."));

CommandLineParser parser=new GnuParser();

ShutdownHook sh=ShutdownHook.getInstance();

try {

CommandLine cmd=parser.parse(options,args);

final KafkaConsumer consumer=KafkaConsumer.fromOptions(cmd);

sh.addFirst(consumer);

final KeyValueSink sink=new LoggerSink(Boolean.parseBoolean(cmd.getOptionValue("logvalues","false")));

sh.addLast(sink);

consumer.setSink(sink);

MetricsManager.getInstance();

consumer.poll();

}

catch ( ParseException e) {

LOG.error("Error parsing command line options",e);

HelpFormatter formatter=new HelpFormatter();

formatter.printHelp(KafkaHBaseConsumer.class.getName(),options);

}

}

**Code Example 13:**

From project *bagheera*, under directory */src/main/java/com/mozilla/bagheera/consumer/*.

Source *KafkaSequenceFileConsumer.java*

public static void main(String[] args){

OptionFactory optFactory=OptionFactory.getInstance();

Options options=KafkaConsumer.getOptions();

options.addOption(optFactory.create("o","output",true,"HDFS base path for output."));

options.addOption(optFactory.create("df","dateformat",true,"Date format for the date subdirectories."));

options.addOption(optFactory.create("fs","filesize",true,"Max file size for output files."));

options.addOption(optFactory.create("b","usebytes",false,"Use BytesWritable for value rather than Text."));

CommandLineParser parser=new GnuParser();

ShutdownHook sh=ShutdownHook.getInstance();

try {

CommandLine cmd=parser.parse(options,args);

final KafkaConsumer consumer=KafkaConsumer.fromOptions(cmd);

sh.addFirst(consumer);

final KeyValueSink sink=new SequenceFileSink(cmd.getOptionValue("topic"),cmd.getOptionValue("output","/bagheera"),cmd.getOptionValue("dateformat","yyyy-MM-dd"),Long.parseLong(cmd.getOptionValue("filesize","536870912")),Boolean.parseBoolean(cmd.getOptionValue("usebytes","false")));

sh.addLast(sink);

consumer.setSink(sink);

MetricsManager.getInstance();

consumer.poll();

}

catch ( ParseException e) {

LOG.error("Error parsing command line options",e);

HelpFormatter formatter=new HelpFormatter();

formatter.printHelp(KafkaSequenceFileConsumer.class.getName(),options);

}

catch ( NumberFormatException e) {

LOG.error("Failed to parse filesize option",e);

}

catch ( IOException e) {

LOG.error("Error creating data sink",e);

}

}

**Code Example 14:**

From project *behemoth*, under directory */core/src/main/java/com/digitalpebble/behemoth/util/*.

Source *ContentExtractor.java*

public int run(String[] args) throws Exception {

Options options=new Options();

HelpFormatter formatter=new HelpFormatter();

CommandLineParser parser=new GnuParser();

options.addOption("h","help",false,"print this message");

options.addOption("i","input",true,"Behemoth corpus");

options.addOption("o","output",true,"local corpus dir");

options.addOption("b","binary",false,"dumps binary content, text otherwise");

options.addOption("n","filenaming",true,"whether to name files based on URL, UUID (default) or NUM");

try {

CommandLine line=parser.parse(options,args);

String input=line.getOptionValue("i");

String output=line.getOptionValue("o");

if (line.hasOption("help")) {

formatter.printHelp("ContentExtractor",options);

return 0;

}

if (input == null || output == null) {

formatter.printHelp("ContentExtractor",options);

return -1;

}

dumpBinary=line.hasOption("binary");

if (line.hasOption("filenaming")) {

String naming=line.getOptionValue("n");

mode=FileNamingMode.toMode(naming);

}

return generateDocs(input,output);

}

catch ( ParseException e) {

formatter.printHelp("ContentExtractor",options);

return -1;

}

}

**Code Example 15:**

From project *behemoth*, under directory */gate/src/main/java/com/digitalpebble/behemoth/gate/*.

Source *GATECorpusGenerator.java*

public int run(String[] args) throws Exception {

Options options=new Options();

HelpFormatter formatter=new HelpFormatter();

CommandLineParser parser=new GnuParser();

options.addOption("h","help",false,"print this message");

options.addOption("i","input",true,"Behemoth corpus");

options.addOption("o","output",true,"local GATE XML corpus dir");

try {

CommandLine line=parser.parse(options,args);

String input=line.getOptionValue("i");

String output=line.getOptionValue("o");

if (line.hasOption("help")) {

formatter.printHelp("GATECorpusGenerator",options);

return 0;

}

if (input == null || output == null) {

formatter.printHelp("GATECorpusGenerator",options);

return -1;

}

generateXMLdocs(input,output);

}

catch ( ParseException e) {

formatter.printHelp("GATECorpusGenerator",options);

}

return 0;

}

**Code Example 16:**

From project *behemoth*, under directory */mahout/src/main/java/com/digitalpebble/behemoth/mahout/util/*.

Source *ClusterDocIDDumper.java*

public int run(String[] args) throws Exception {

Options options=new Options();

HelpFormatter formatter=new HelpFormatter();

CommandLineParser parser=new GnuParser();

options.addOption("h","help",false,"print this message");

options.addOption("i","input",true,"input clusteredPoints");

options.addOption("o","output",true,"output doc cluster IDs");

CommandLine line=null;

try {

line=parser.parse(options,args);

if (line.hasOption("help")) {

formatter.printHelp("ClusterDocIDDumper",options);

return 0;

}

if (!line.hasOption("o") | !line.hasOption("i")) {

formatter.printHelp("ClusterDocIDDumper",options);

return -1;

}

}

catch ( ParseException e) {

formatter.printHelp("ClusterDocIDDumper",options);

}

Path inPath=new Path(line.getOptionValue("i"));

Path outPath=new Path(line.getOptionValue("o"));

int retVal=extract(inPath,outPath);

if (retVal != 0) {

HadoopUtil.delete(getConf(),outPath);

return retVal;

}

return 0;

}

**Code Example 17:**

From project *BitMate*, under directory */uis/src/org/gudy/azureus2/ui/common/*.

Source *Main.java*

private static CommandLine parseCommands(String[] args,boolean constart){

if (args == null) return null;

CommandLineParser parser=new PosixParser();

Options options=new Options();

options.addOption("h","help",false,"Show this help.");

OptionBuilder.withLongOpt("exec");

OptionBuilder.hasArg();

OptionBuilder.withArgName("file");

OptionBuilder.withDescription("Execute script file. The file should end with 'logout', otherwise the parser thread doesn't stop.");

options.addOption(OptionBuilder.create('e'));

OptionBuilder.withLongOpt("command");

OptionBuilder.hasArg();

OptionBuilder.withArgName("command");

OptionBuilder.withDescription("Execute single script command. Try '-c help' for help on commands.");

options.addOption(OptionBuilder.create('c'));

OptionBuilder.withLongOpt("ui");

OptionBuilder.withDescription("Run <uis>. ',' separated list of user interfaces to run. The first one given will respond to requests without determinable source UI (e.g. further torrents added via command line).");

OptionBuilder.withArgName("uis");

OptionBuilder.hasArg();

options.addOption(OptionBuilder.create('u'));

CommandLine commands=null;

try {

commands=parser.parse(options,args,true);

}

catch ( ParseException exp) {

Logger.getLogger("azureus2").error("Parsing failed. Reason: " + exp.getMessage(),exp);

if (constart) System.exit(2);

}

if (commands.hasOption('h')) {

if (constart) {

HelpFormatter hf=new HelpFormatter();

hf.printHelp("java org.gudy.azureus2.ui.common.Main","Optionally you can put torrent files to add to the end of the command line.\r\n",options,"Available User Interfaces: swt (default), web, console\r\nThe default interface is not started if you give either the '-e' or '-c' option (But you can start it by hand with '-u').",true);

System.exit(0);

}

}

return commands;

}

**Code Example 18:**

From project *BitMate*, under directory */uis/src/org/gudy/azureus2/ui/console/commands/*.

Source *OptionsConsoleCommand.java*

/\*\*

\* take the args and try and create a command line object

\*/

public void execute(String commandName,ConsoleInput console,List arguments){

CommandLineParser parser=getParser();

try {

String[] args=new String[arguments.size()];

int i=0;

for (Iterator iter=arguments.iterator(); iter.hasNext(); ) {

String arg=(String)iter.next();

args[i++]=arg;

}

CommandLine line=parser.parse(getOptions(),args);

execute(commandName,console,line);

}

catch ( ParseException e) {

console.out.println(">> Invalid arguments: " + e.getMessage());

printHelp(console.out,arguments);

}

}

**Code Example 19:**

From project *bonecp*, under directory */bonecp-benchmark/src/main/java/com/jolbox/benchmark/*.

Source *BenchmarkMain.java*

/\*\*

\* @param args

\* @throws ClassNotFoundException

\* @throws PropertyVetoException

\* @throws SQLException

\* @throws NoSuchMethodException

\* @throws InvocationTargetException

\* @throws IllegalAccessException

\* @throws InterruptedException

\* @throws SecurityException

\* @throws IllegalArgumentException

\* @throws NamingException

\* @throws ParseException

\*/

public static void main(String[] args) throws ClassNotFoundException, SQLException, PropertyVetoException, IllegalArgumentException, SecurityException, InterruptedException, IllegalAccessException, InvocationTargetException, NoSuchMethodException, NamingException, ParseException {

Options options=new Options();

options.addOption("t","threads",true,"Max number of threads");

options.addOption("s","stepping",true,"Stepping of threads");

options.addOption("p","poolsize",true,"Pool size");

options.addOption("h","help",false,"Help");

CommandLineParser parser=new PosixParser();

CommandLine cmd=parser.parse(options,args);

if (cmd.hasOption("h")) {

HelpFormatter formatter=new HelpFormatter();

formatter.printHelp("benchmark.jar",options);

System.exit(1);

}

Class.forName("com.jolbox.bonecp.MockJDBCDriver");

new MockJDBCDriver();

BenchmarkTests tests=new BenchmarkTests();

BenchmarkTests.threads=200;

BenchmarkTests.stepping=20;

BenchmarkTests.pool\_size=200;

System.out.println("JIT warm up");

tests.testMultiThreadedConstantDelay(0);

BenchmarkTests.threads=200;

BenchmarkTests.stepping=5;

BenchmarkTests.pool\_size=100;

if (cmd.hasOption("t")) {

BenchmarkTests.threads=Integer.parseInt(cmd.getOptionValue("t","400"));

}

if (cmd.hasOption("s")) {

BenchmarkTests.stepping=Integer.parseInt(cmd.getOptionValue("s","20"));

}

if (cmd.hasOption("p")) {

BenchmarkTests.pool\_size=Integer.parseInt(cmd.getOptionValue("p","200"));

}

System.out.println("Starting benchmark tests with " + BenchmarkTests.threads + " threads (stepping "+ BenchmarkTests.stepping+ ") using pool size of "+ BenchmarkTests.pool\_size+ " connections");

System.out.println("Starting tests");

plotLineGraph(tests.testMultiThreadedConstantDelay(0),0,false);

plotBarGraph("Single Thread","bonecp-singlethread-poolsize-" + BenchmarkTests.pool\_size + "-threads-"+ BenchmarkTests.threads+ ".png",tests.testSingleThread());

plotBarGraph("Prepared Statement\nSingle Threaded","bonecp-preparedstatement-single-poolsize-" + BenchmarkTests.pool\_size + "-threads-"+ BenchmarkTests.threads+ ".png",tests.testPreparedStatementSingleThread());

}

**Code Example 20:**

From project *bookkeeper*, under directory */hedwig-client/src/main/java/org/apache/hedwig/client/benchmark/*.

Source *HedwigBenchmark.java*

public static void main(String[] args) throws Exception {

Options options=new Options();

options.addOption("mode",true,"sub, recv, or pub");

options.addOption("nTopics",true,"Number of topics, default 50");

options.addOption("nMsgs",true,"Number of messages, default 1000");

options.addOption("nRegions",true,"Number of regsions, default 1");

options.addOption("startTopicLabel",true,"Prefix of topic labels. Must be numeric. Default 0");

options.addOption("partitionIndex",true,"If partitioning, the partition index for this client");

options.addOption("nPartitions",true,"Number of partitions, default 1");

options.addOption("replicaIndex",true,"default 0");

options.addOption("rate",true,"default 0");

options.addOption("npar",true,"default 100");

options.addOption("msgSize",true,"Size of messages, default 1024");

options.addOption("nwarmups",true,"Number of warmup messages, default 1000");

options.addOption("defaultHub",true,"Default hedwig hub to connect to, default localhost:4080");

CommandLineParser parser=new PosixParser();

final CommandLine cmd=parser.parse(options,args);

if (cmd.hasOption("help")) {

HelpFormatter formatter=new HelpFormatter();

formatter.printHelp("HedwigBenchmark <options>",options);

System.exit(-1);

}

ClientConfiguration cfg=new ClientConfiguration(){

public HedwigSocketAddress getDefaultServerHedwigSocketAddress(){

return new HedwigSocketAddress(cmd.getOptionValue("defaultHub","localhost:4080"));

}

public boolean isSSLEnabled(){

return false;

}

}

;

InternalLoggerFactory.setDefaultFactory(new Log4JLoggerFactory());

HedwigBenchmark app=new HedwigBenchmark(cfg,cmd);

app.call();

System.exit(0);

}

<http://stackoverflow.com/questions/11704338/java-cli-commandlineparser>

|  |
| --- |
| I am trying to use Java cli commanlineparser to parse the follwing arguments,  java -OC:\mydirectory -NMyfile  Option -O is for directory and -N is for the name of file.  I have been looking online but couldnt find a good example and this is what I am trying to do,  Option option = new Option()  option.addOpton("O",true, "output directory)  option.addOpton("N",true, "file name)  ...  CommandLineParser parser = new BasicParser();  ...  if (cmd.hasOption("O")  ...  Basically, I am trying to add multiple options and be able to parse them. Is this correct way to run the program with above options? |

## 1 Answer 28/07/2012

|  |
| --- |
| Try the following:  Option opt1 = OptionBuilder.hasArgs(1).withArgName("output directory")  .withDescription("This is the output directory").isRequired(true)  .withLongOpt("output").create("O");  Option opt2 = OptionBuilder.hasArgs(1).withArgName("file name")  .withDescription("This is the file name").isRequired(true)  .withLongOpt("name").create("N")  Options o = new Options();  o.addOption(opt1);  o.addOption(opt2);  CommandLineParser parser = new BasicParser();  try {  CommandLine line = parser.parse(o, args); // args are the arguments passed to the the application via the main method  if (line.hasOption("output") {  //do something  } else if(line.hasOption("name") {  // do something else  }  } catch(Exception e) {  e.printStackTrace();  }  ...  Also, you should leave a blank space between the argument and the value in the command line. |