Construire une interface graphique pas à pas en Python avec Tkinter et wxPython

<http://sebsauvage.net/python/gui/index_fr.html>
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Ce texte est la traduction française de <http://sebsauvage.net/python/gui/index.html>.  
  
Dans cette page, vous allez apprendre à constuire une interface graphique **pas à pas** en Python.  
  
Le but est:

* De maîtriser les techniques de base des interfaces graphiques (mise en place des widgets, contraintes, gestion des évènements...)
* **De comprendre la *moindre* méthode et paramètre utilisé ici.**
* De voir deux toolkits majeurs et de comprendre leurs différences.
* De servir de base pour construire vos propres applications graphiques.

Vous apprendrez:

* à créer une classe "application graphique",
* à créer des widgets (éléments d'interface graphiques),
* à les placer dans des conteneurs,
* à attacher des méthodes à certains évènements,
* à manipuler les valeurs des widgets,
* etc.

Nos contraintes pour ce document sont:

* Faire la même chose avec **Tkinter** (le toolkit graphique fourni en standard avec Python) et **wxPython** (un toolkit portable, populaire et plus avancé).
* Programmer le tout de la *bonne* manière.
* Utiliser un français clair.
* Explicite est mieux qu'implicite  ;-)

**Tkinter** englobe la librairie **Tcl/tk** afin que nous puissions l'utiliser en Python. De la même manière, **wxPython** englobe la librairie **wxWidgets** afin qu'on puisse l'utiliser en Python.  
Nous utiliserons un terme ou l'autre sans distinction dans ce document.  
  
Ces deux tookits graphiques sont portables: Cela signifie que - si bien conçues - vos interfaces fonctionneront sur tous les systèmes (Windows, Linux, MacOS X...).
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## Notre projet

Notre projet est de créer une application toute simple comme celle-là:

![Application window](data:image/png;base64,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)

Un **widget** est un élément graphique (un bouton, une case à cocher, un label, une zone de texte, un onglet...)  
Notre application possède 3 widgets:

* Un champ texte ("Enter text here")
* Un bouton ("Click me !")
* Un label bleu ("Hello !")

Le comportement que nous souhaitons avoir est:

* Quand la touche ENTREE est pressée dans le champ texte, ou que le bouton est cliqué, le label bleu affiche le texte qui a été entré.
* La fenêtre ne doit être redimensionnable que horizontalement.
* Si la fenêtre est redimensionnée, le champ texte et le label bleu doivent s'agrandir en conséquence.

![Resized application window](data:image/png;base64,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)

Dans ce document, nous montrerons côte à côte le code Tkinter et wxPython de cette manière:

Le code **Tkinter** est dans cette couleur, à **gauche**.

Le code **wxPython** équivalent est dans cette couleur, à **droite**.

Les lignes ajoutées à chaque étape seront mise en valeur **de cette manière**.  
  
  
Bien, allons-y !

## Etape 1 : Importer le toolkit

Importons le module dont nous avons besoin:

#!/usr/bin/python  
# -\*- coding: iso-8859-1 -\*-  
import Tkinter

#!/usr/bin/python  
# -\*- coding: iso-8859-1 -\*-  
try:  
    import wx **except ImportError:  
    raise ImportError,"The wxPython module is required to run this program."**

**Tkinter** fait partie de la distribution standard de Python. On s'attend donc à ce qu'il soit présent. Nous nous contentons de l'importer.  
  
**wxPython** ne fait pas partie de la distribution standard de Python et doit être téléchargé et installé séparément. Il est plus convenable de prévenir l'utilisateur que notre programme nécessite wxPython mais qu'il n'est pas installé, et où le trouver (d'où le bloc try/except ImportError).

## Etape 2 : Créer une classe

C'est mieux de mettre notre application dans une classe:

#!/usr/bin/python  
# -\*- coding: iso-8859-1 -\*-  
import Tkinter  
  
class simpleapp\_tk(Tkinter.Tk):

#!/usr/bin/python  
# -\*- coding: iso-8859-1 -\*-  
  
try:  
    import wx  
except ImportError:  
    raise ImportError,"The wxPython module is required to run this program"  
  
class simpleapp\_wx(wx.Frame):

En **Tkinter**, on hérite de **Tkinter.Tk** qui est la classe de base pour les fenêtres standards.  
En **wxPython**, on dérive de **wx.Frame** qui est la classe de base pour les fenêtres standards.

## Etape 3 : Le constructeur

#!/usr/bin/python  
# -\*- coding: iso-8859-1 -\*-  
import Tkinter  
  
class simpleapp\_tk(Tkinter.Tk):  
**def \_\_init\_\_(self,parent):  
        Tkinter.Tk.\_\_init\_\_(self,parent)**

#!/usr/bin/python  
# -\*- coding: iso-8859-1 -\*-  
  
try:  
    import wx  
except ImportError:  
    raise ImportError,"The wxPython module is required to run this program"  
  
class simpleapp\_wx(wx.Frame):  
**def \_\_init\_\_(self,parent,id,title):  
        wx.Frame.\_\_init\_\_(self,parent,id,title)**

**simpleapp\_tk** dérive de **Tkinter.Tk**, nous devons donc appeller le constructeur de Tkinter.Tk (**Tkinter.Tk.\_\_init\_\_()**).  
**simpleapp\_wx** dérive de **wx.Frame**, nous devons donc appeller le constructeur de wx.Frame (**wx.Frame.\_\_init\_\_()**).  
  
Une interface graphique est une hiérarchie d'objets: Un bouton peut être contenu dans un panneau qui est contenu dans un onglet qui est contenu dans une fenêtre, etc.  
Donc chaque élément de l'interface graphique (widget) possède un parent (le widget qui le contient, généralement).  
C'est pour cela que chacun de nos constructeurs a un paramètre **parent**.  
Garder la référence du parent est utile quand il faut montrer/masquer des groupes de widgets, les redessiner à l'écran ou tout simplement les détruire quand la fenêtre est fermée.  
  
L'objet **wx.Frame** a deux paramètres supplémentaires: **id** (un identifiant du widget, que nous n'utiliserons pas) et **title** (le titre de la fenêtre).

## Etape 4 : Garder une référence de notre parent

#!/usr/bin/python  
# -\*- coding: iso-8859-1 -\*-  
import Tkinter  
  
class simpleapp\_tk(Tkinter.Tk):  
    def \_\_init\_\_(self,parent):  
        Tkinter.Tk.\_\_init\_\_(self,parent)  
**self.parent = parent**

#!/usr/bin/python  
# -\*- coding: iso-8859-1 -\*-  
  
try:  
    import wx  
except ImportError:  
    raise ImportError,"The wxPython module is required to run this program"  
  
class simpleapp\_wx(wx.Frame):  
    def \_\_init\_\_(self,parent,id,title):  
        wx.Frame.\_\_init\_\_(self,parent,id,title)  
**self.parent = parent**

C'est une bonne habitude à prendre de garder une référence de notre parent quand on créé un widget.

## Etape 5 : Initialiser l'interface graphique

#!/usr/bin/python  
# -\*- coding: iso-8859-1 -\*-  
import Tkinter  
  
class simpleapp\_tk(Tkinter.Tk):  
    def \_\_init\_\_(self,parent):  
        Tkinter.Tk.\_\_init\_\_(self,parent)  
        self.parent = parent  
**self.initialize()  
  
    def initialize(self):  
        pass**

#!/usr/bin/python  
# -\*- coding: iso-8859-1 -\*-  
  
try:  
    import wx  
except ImportError:  
    raise ImportError,"The wxPython module is required to run this program"  
  
class simpleapp\_wx(wx.Frame):  
    def \_\_init\_\_(self,parent,id,title):  
        wx.Frame.\_\_init\_\_(self,parent,id,title)  
        self.parent = parent  
**self.initialize()  
  
    def initialize(self):  
        self.Show(True)**

Il est généralement préférable de garder la portion de code qui **créé les éléments graphique** (boutons, champs texte...) séparée de la **logique** du programme.  
C'est pour cela que nous créons une méthode **initialize()**. Nous allons crées tous nos widgets dans cette méthode.  
  
Pour le moment, la version **Tkinter** ne contient rien (d'où l'instruction **pass** qui ne fait rien.)  
La version **wxPython** contient **self.Show(True)** pour obliger la fenêtre à apparaître (sans quoi elle reste cachée après sa création). (Ceci n'est pas nécessaire avec Tkinter car Tkinter affiche automatiquement tous les widgets créés).

## Etape 6 : Création du main

#!/usr/bin/python  
# -\*- coding: iso-8859-1 -\*-  
import Tkinter  
  
class simpleapp\_tk(Tkinter.Tk):  
    def \_\_init\_\_(self,parent):  
        Tkinter.Tk.\_\_init\_\_(self,parent)  
        self.parent = parent  
        self.initialize()    def initialize(self):        pass   
  
**if \_\_name\_\_ == "\_\_main\_\_":  
    app = simpleapp\_tk(None)  
    app.title('my application')**

#!/usr/bin/python  
# -\*- coding: iso-8859-1 -\*-  
  
try:  
    import wx  
except ImportError:  
    raise ImportError,"The wxPython module is required to run this program"  
  
class simpleapp\_wx(wx.Frame):  
    def \_\_init\_\_(self,parent,id,title):  
        wx.Frame.\_\_init\_\_(self,parent,id,title)  
        self.parent = parent  
        self.initialize()    def initialize(self):        self.Show(True)  
  
**if \_\_name\_\_ == "\_\_main\_\_":  
    app = wx.App()  
    frame = simpleapp\_wx(None,-1,'my application')**

Maintenant que nous avons notre classe, utilisons-la !  
Nous créons un **main** qui sera exécuté quand le programme sera lancé à partir de la ligne de commande.  
  
Avec **Tkinter**, nous instancions notre classe (**app=simpleapp\_tk()**). On ne lui donne aucun parent (**None**), car c'est le premier élément graphique que nous créons.  
On donne également un titre à notre fenêtre (**app.title()**).  
  
Avec **wxPython**, est il obligatoire d'instancier un objet wx.App() avant de créer des éléments graphiques. C'est pour cela que nous faisons **app=wx.App()**.  
Ensuite nous instancions notre classe (**frame=simpleapp\_wx()**). Nous ne lui donnons également aucun parent (**None**), car c'est le premier élément graphique que nous créons.  
On utilise **-1** pour laisser wxPython choisir un identifiant lui-même. Et nous donnons à notre fenêtre son titre: **'my application'**.

## Etape 7 : Boucler !

#!/usr/bin/python  
# -\*- coding: iso-8859-1 -\*-  
import Tkinter  
  
class simpleapp\_tk(Tkinter.Tk):  
    def \_\_init\_\_(self,parent):  
        Tkinter.Tk.\_\_init\_\_(self,parent)  
        self.parent = parent  
        self.initialize()    def initialize(self):        pass   
  
if \_\_name\_\_ == "\_\_main\_\_":  
    app = simpleapp\_tk(None)  
    app.title('my application')  
**app.mainloop()**

#!/usr/bin/python  
# -\*- coding: iso-8859-1 -\*-  
  
try:  
    import wx  
except ImportError:  
    raise ImportError,"The wxPython module is required to run this program"  
  
class simpleapp\_wx(wx.Frame):  
    def \_\_init\_\_(self,parent,id,title):  
        wx.Frame.\_\_init\_\_(self,parent,id,title)  
        self.parent = parent  
        self.initialize()    def initialize(self):        self.Show(True)  
  
if \_\_name\_\_ == "\_\_main\_\_":  
    app = wx.App()  
    frame = simpleapp\_wx(None,-1,'my application')  
**app.MainLoop()**

Maintenant, nous demandons à nos deux programme de boucler avec **.mainloop()**  
  
Qu'est-ce que ça signifie ?  
  
Cela veut dire que chaque programme va maintenant **boucler sans fin**, en attente d'évènements (l'utilisateur qui clique sur un bouton, presse une touche, le système d'exploitation qui demande à notre application de quitter, etc.)  
Les boucles Tkinter et wxPython recevront ces évènements et agiront en conséquence.  
C'est de la **programmation évènementielle** (Car chaque programme ne fait rien d'autre qu'attendre des évènements, et ne réagit que quand il en reçoit un.)  
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Ils afficheront une fenêtre vide.  
  
Maintenant, fermez ces fenêtres et revenons au code source pour y ajouter nos widgets.

## Etape 8 : Gestionnaire de layout

#!/usr/bin/python  
# -\*- coding: iso-8859-1 -\*-  
import Tkinter  
  
class simpleapp\_tk(Tkinter.Tk):  
    def \_\_init\_\_(self,parent):  
        Tkinter.Tk.\_\_init\_\_(self,parent)  
        self.parent = parent  
        self.initialize()    def initialize(self): **self.grid()**  
  
if \_\_name\_\_ == "\_\_main\_\_":  
    app = simpleapp\_tk(None)  
    app.title('my application')  
    app.mainloop()

#!/usr/bin/python  
# -\*- coding: iso-8859-1 -\*-  
  
try:  
    import wx  
except ImportError:  
    raise ImportError,"The wxPython module is required to run this program"  
  
class simpleapp\_wx(wx.Frame):  
    def \_\_init\_\_(self,parent,id,title):  
        wx.Frame.\_\_init\_\_(self,parent,id,title)  
        self.parent = parent  
        self.initialize()    def initialize(self):  
**sizer = wx.GridBagSizer()  
        self.SetSizerAndFit(sizer)**        self.Show(True)  
  
if \_\_name\_\_ == "\_\_main\_\_":  
    app = wx.App()  
    frame = simpleapp\_wx(None,-1,'my application')  
    app.MainLoop()

Il y a plusieurs manières de mettre les widgets dans une fenêtre (ou un autre conteneur): Les ajouter horizontalement, les empiler verticalement, etc.  
  
Il existe donc différentes classes (appellées **gestionnaires de layout**, ou ***layout managers***) capables de placer les widgets dans les conteneurs de différentes manières. Certains sont plus souples que d'autres.  
Chaque conteneur (fenêtre, panneau, onglet, dialogue...) peut avoir son propre gestionnaire de layout.  
  
Je recommande le gestionnaire **grid** (grille). C'est une simple grille où vous positionnez vos widgets dans des cases à la manière d'un tableur (Excel, OpenOffice Calc...)  
Par exemple: Mettre le bouton à la colonne 2, ligne 1. Mettre une checkbox colonne 5, ligne 3. etc.  
Si vous ne devez en apprendre qu'un, prenez celui-là.  
  
  
Avec **Tkinter**, l'appel à **self.grid()** va automatiquement créer un le gestionnaire de layout grille et demander à notre fenêtre de l'utiliser.  
Avec **wxPython**, nous créons explicitement le gestionnaire avec **sizer=wx.GridBagSizer()** et nous demandons à notre fenêtre de l'utiliser (**self.SetSizerAndFit(sizer)**).  
  
  
Maintenant ajoutons des widgets.

## Etape 9 : Ajouter un champ texte

#!/usr/bin/python  
# -\*- coding: iso-8859-1 -\*-  
import Tkinter  
  
class simpleapp\_tk(Tkinter.Tk):  
    def \_\_init\_\_(self,parent):  
        Tkinter.Tk.\_\_init\_\_(self,parent)  
        self.parent = parent  
        self.initialize()    def initialize(self):        self.grid()  
 **self.entry = Tkinter.Entry(self)  
        self.entry.grid(column=0,row=0,sticky='EW')**  
if \_\_name\_\_ == "\_\_main\_\_":  
    app = simpleapp\_tk(None)  
    app.title('my application')  
    app.mainloop()

#!/usr/bin/python  
# -\*- coding: iso-8859-1 -\*-  
  
try:  
    import wx  
except ImportError:  
    raise ImportError,"The wxPython module is required to run this program"  
  
class simpleapp\_wx(wx.Frame):  
    def \_\_init\_\_(self,parent,id,title):  
        wx.Frame.\_\_init\_\_(self,parent,id,title)  
        self.parent = parent  
        self.initialize()    def initialize(self):  
        sizer = wx.GridBagSizer()  
  
**self.entry = wx.TextCtrl(self,-1,value=u"Enter text here.")  
        sizer.Add(self.entry,(0,0),(1,1),wx.EXPAND)**  
        self.SetSizerAndFit(sizer)        self.Show(True)  
  
if \_\_name\_\_ == "\_\_main\_\_":  
    app = wx.App()  
    frame = simpleapp\_wx(None,-1,'my application')  
    app.MainLoop()

Pour ajouter un widgets, vous devez toujours:

* d'abord **créer** le widget
* puis l'**ajouter** à un conteneur.

D'abord, créons le widget:  
  
Avec **Tkinter**, on créé le widget **Entry** (**self.entry=Tkinter.Entry()**)  
Avec **wxPython**, on créé le widget **TextCtrl** (**self.entry=wx.TextCtrl()**)  
Dans les deux cas, on passe **self** comme **parent**, car notre fenêtre sera le parent de ces widgets: Ils apparaîtront dans notre fenêtre.  
  
wxPython.**TextCtrl** a 2 paramètres supplémentaires: **-1** (pour que wxPython choisisse automatiquement un identifiant), et le texte lui-même (**u'Enter text here.'**).  
(Pour le texte dans Tkinter.Entry, nous verrons cela plus tard.)  
  
Notez que nous conservons une référence au widget que nous venons de créer (**self.entry=...**) car nous aurons besoin d'y accéder plus tard, dans d'autres méthodes de notre application.  
  
  
Maintenant il est temps de l'ajouter au conteneur**:**  
  
Avec **Tkinter**, on appelle la méthode **.grid()** sur notre widget. Nous indiquons où le mettre dans la grille (**column=0, row=0**).  
Si la cellule doit s'agrandir, on peut demander aux widgets qu'elle contient de rester collés à un des bords de la cellule. C'est option **sticky='EW'**.(E=east (gauche), W=West (droite), N=North (haut), S=South (bas))  
Nous avons spécifié 'EW', ce qui veut dire que notre widget essaiera de rester collé aux bords gauche et droit de sa cellule.  
(C'est l'un de nos buts: Que le champ texte s'agrandisse quand on redimensionne la fenêtre horizontalement.)  
  
  
Avec **wxPython**, nous appellons la méthode **.Add()** sur le conteneur (la fenêtre). Nous lui passons le widget que nous venons de créer (**self.entry**) et ses coordonnées **(0,0)**.  
**(1,1)** est l'étendue de la cellule: Dans notre cas, notre cellule ne déborde pas sur les cellule voisines (d'où le (1,1)).  
**wx.EXPAND** demande au gestionnaire de fenêtres d'agrandir notre champ texte si sa cellule est agrandie.  
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Nous avons une fenêtre avec un simple champ texte. Vous pouvez déjà taper du texte dedans.  
  
  
  
  
  
*Hé !  Le champ texte ne s'agrandit pas quand je redimensionne la fenêtre !  Vous avez menti !*  
Restez calme, il y a une excellente raison à cela: Nous avons demandé à nos champs texte de s'agrandir si la **cellule ou colonne** qui les contient change de taille, mais nous n'avons pas encore demandé à notre **gestionnaire de layout** lui-même d'élargir les colonnes (et donc les cellules) si la fenêtre est redimensionnée. Nous verrons cela plus tard.

## Etape 10 : Ajouter le bouton

#!/usr/bin/python  
# -\*- coding: iso-8859-1 -\*-  
import Tkinter  
  
class simpleapp\_tk(Tkinter.Tk):  
    def \_\_init\_\_(self,parent):  
        Tkinter.Tk.\_\_init\_\_(self,parent)  
        self.parent = parent  
        self.initialize()    def initialize(self):        self.grid()  
        self.entry = Tkinter.Entry(self)        self.entry.grid(column=0,row=0,sticky='EW')  
**button = Tkinter.Button(self,text=u"Click me !")  
        button.grid(column=1,row=0)**  
  
if \_\_name\_\_ == "\_\_main\_\_":  
    app = simpleapp\_tk(None)  
    app.title('my application')  
    app.mainloop()

#!/usr/bin/python  
# -\*- coding: iso-8859-1 -\*-  
  
try:  
    import wx  
except ImportError:  
    raise ImportError,"The wxPython module is required to run this program"  
  
class simpleapp\_wx(wx.Frame):  
    def \_\_init\_\_(self,parent,id,title):  
        wx.Frame.\_\_init\_\_(self,parent,id,title)  
        self.parent = parent  
        self.initialize()    def initialize(self):  
        sizer = wx.GridBagSizer()  
  
        self.entry = wx.TextCtrl(self,-1,value=u"Enter text here.")        sizer.Add(self.entry,(0,0),(1,1),wx.EXPAND)  
  
**button = wx.Button(self,-1,label="Click me !")  
        sizer.Add(button, (0,1))**  
        self.SetSizerAndFit(sizer)        self.Show(True)  
  
if \_\_name\_\_ == "\_\_main\_\_":  
    app = wx.App()  
    frame = simpleapp\_wx(None,-1,'my application')  
    app.MainLoop()

C'est facile dans les deux cas: Créer le bouton, et l'ajouter.  
  
Notez que dans ce cas, on ne conserve pas de référence au bouton (car nous n'aurons pas besoin de lire ou modifier sa valeur par la suite).  
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Nous avons une fenêtre avec un champ texte et un bouton.

## Etape 11 : Ajouter le label

#!/usr/bin/python  
# -\*- coding: iso-8859-1 -\*-  
import Tkinter  
  
class simpleapp\_tk(Tkinter.Tk):  
    def \_\_init\_\_(self,parent):  
        Tkinter.Tk.\_\_init\_\_(self,parent)  
        self.parent = parent  
        self.initialize()    def initialize(self):        self.grid()  
        self.entry = Tkinter.Entry(self)        self.entry.grid(column=0,row=0,sticky='EW')  
        button = Tkinter.Button(self,text=u"Click me !")        button.grid(column=1,row=0)  
  
**label = Tkinter.Label(self,  
                              anchor="w",fg="white",bg="blue")  
        label.grid(column=0,row=1,columnspan=2,sticky='EW')**  
  
if \_\_name\_\_ == "\_\_main\_\_":  
    app = simpleapp\_tk(None)  
    app.title('my application')  
    app.mainloop()

#!/usr/bin/python  
# -\*- coding: iso-8859-1 -\*-  
  
try:  
    import wx  
except ImportError:  
    raise ImportError,"The wxPython module is required to run this program"  
  
class simpleapp\_wx(wx.Frame):  
    def \_\_init\_\_(self,parent,id,title):  
        wx.Frame.\_\_init\_\_(self,parent,id,title)  
        self.parent = parent  
        self.initialize()    def initialize(self):  
        sizer = wx.GridBagSizer()  
  
        self.entry = wx.TextCtrl(self,-1,value=u"Enter text here.")        sizer.Add(self.entry,(0,0),(1,1),wx.EXPAND)  
  
        button = wx.Button(self,-1,label="Click me !")        sizer.Add(button, (0,1))  
 **self.label = wx.StaticText(self,-1,label=u'Hello !')  
        self.label.SetBackgroundColour(wx.BLUE)  
        self.label.SetForegroundColour(wx.WHITE)  
        sizer.Add( self.label, (1,0),(1,2), wx.EXPAND )**  
        self.SetSizerAndFit(sizer)        self.Show(True)  
  
if \_\_name\_\_ == "\_\_main\_\_":  
    app = wx.App()  
    frame = simpleapp\_wx(None,-1,'my application')  
    app.MainLoop()

Nous créons également un label:

* C'est un objet **Label** en **Tkinter**.
* C'est un objet **StaticText** en **wxPython**.

Pour la couleur: On prend un texte blanc sur fond bleu.

* Avec **Tkinter**, c'est **fg="white",bg="blue"**.
* Avec **wxPython**, il faut appeller deux méthodes (**SetForegroundColour** and **SetBackgroundColour**)

Pour l'alignement du texte:

* Avec **Tkinter**, **anchor="w"** signifie que le texte doit être aligné à gauche (w=west=ouest) dans le label.
* Avec **wxPython**, le texte est aligné par défaut à gauche. Nous n'avons donc rien à faire.

Concernant le placement du label dans la grille:

* Avec **Tkinter**, c'est à nouveau la méthode **.grid()**, mais cette fois la cellule doit déborder sur sa voisine de droite (afin que le label apparaisse sous le champ texte (colonne 0) ***et*** le bouton (colonne 1).): C'est le paramètre **columnspan=2**.
* Nous faisons la même chose avec **wxPython** en spécifiant **(1,2)** (ce qui veut dire: *s'étirer d'une cellule verticalement et 2 cellule hozitontalement*).

Pour l'expansion du label:

* De nouveau, nous utilisons **sticky="EW"** pour **Tkinter**
* Et nous utilisons **wx.EXPAND** pour **wxPython**.
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Ok. 3 widgets. Et ensuite ?

## Etape 12 : Activer le redimensionnement automatique

#!/usr/bin/python  
# -\*- coding: iso-8859-1 -\*-  
import Tkinter  
  
class simpleapp\_tk(Tkinter.Tk):  
    def \_\_init\_\_(self,parent):  
        Tkinter.Tk.\_\_init\_\_(self,parent)  
        self.parent = parent  
        self.initialize()    def initialize(self):        self.grid()  
        self.entry = Tkinter.Entry(self)        self.entry.grid(column=0,row=0,sticky='EW')  
        button = Tkinter.Button(self,text=u"Click me !")        button.grid(column=1,row=0)  
  
        label = Tkinter.Label(self,                              anchor="w",fg="white",bg="blue")        label.grid(column=0,row=1,columnspan=2,sticky='EW')  
  
**self.grid\_columnconfigure(0,weight=1)**  
  
if \_\_name\_\_ == "\_\_main\_\_":  
    app = simpleapp\_tk(None)  
    app.title('my application')  
    app.mainloop()

#!/usr/bin/python  
# -\*- coding: iso-8859-1 -\*-  
  
try:  
    import wx  
except ImportError:  
    raise ImportError,"The wxPython module is required to run this program"  
  
class simpleapp\_wx(wx.Frame):  
    def \_\_init\_\_(self,parent,id,title):  
        wx.Frame.\_\_init\_\_(self,parent,id,title)  
        self.parent = parent  
        self.initialize()    def initialize(self):  
        sizer = wx.GridBagSizer()  
  
        self.entry = wx.TextCtrl(self,-1,value=u"Enter text here.")        sizer.Add(self.entry,(0,0),(1,1),wx.EXPAND)  
  
        button = wx.Button(self,-1,label="Click me !")        sizer.Add(button, (0,1))  
        self.label = wx.StaticText(self,-1,label=u'Hello !')        self.label.SetBackgroundColour(wx.BLUE)        self.label.SetForegroundColour(wx.WHITE)        sizer.Add( self.label, (1,0),(1,2), wx.EXPAND )  
  
**sizer.AddGrowableCol(0)**        self.SetSizerAndFit(sizer)        self.Show(True)  
  
if \_\_name\_\_ == "\_\_main\_\_":  
    app = wx.App()  
    frame = simpleapp\_wx(None,-1,'my application')  
    app.MainLoop()

Maintenant nous allons demander à notre gestionnaire de layout de changer la taille de ses colonnes et lignes quand la fenêtre est redimensionée.  
Enfin... pas les lignes. Et seulement la première colonne (**0**).  
  
C'est **AddGrowableCol()** pour **wxPython**.  
C'est **grid\_columnconfigure()** pour **Tkinter**.  
  
Notez qu'il y a des paramètres supplémentaires. Par exemple, certaines colonnes peuvent s'agrandir plus que d'autre. C'est à ça que sert le paramètre **weight:** partager l'espace disponible dans des proportions différentes pour les différentes colonnes/lignes. (Dans notre cas, on ne fait rien de spécial: On met 1).  
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Maintenant essayez de redimensionner la fenêtre.  
Vous voyez ?  
Le champ texte et le label bleu se redimensionnent automatiquement en conséquences pour s'adapter à la largeur de la fenêtre.  
  
  
Ceci dit, quand on agrandit la fenêtre **verticalement**, ça n'est pas très beau:
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Ajoutons donc une contrainte pour que l'utilisateur ne puisse agrandir la fenêtre **que** horizontalement.

## Etape 13 : Ajouter une contrainte

#!/usr/bin/python  
# -\*- coding: iso-8859-1 -\*-  
import Tkinter  
  
class simpleapp\_tk(Tkinter.Tk):  
    def \_\_init\_\_(self,parent):  
        Tkinter.Tk.\_\_init\_\_(self,parent)  
        self.parent = parent  
        self.initialize()    def initialize(self):        self.grid()  
        self.entry = Tkinter.Entry(self)        self.entry.grid(column=0,row=0,sticky='EW')  
        button = Tkinter.Button(self,text=u"Click me !")        button.grid(column=1,row=0)  
  
        label = Tkinter.Label(self,                              anchor="w",fg="white",bg="blue")        label.grid(column=0,row=1,columnspan=2,sticky='EW')  
  
        self.grid\_columnconfigure(0,weight=1)  
**self.resizable(True,False)**  
  
if \_\_name\_\_ == "\_\_main\_\_":  
    app = simpleapp\_tk(None)  
    app.title('my application')  
    app.mainloop()

#!/usr/bin/python  
# -\*- coding: iso-8859-1 -\*-  
  
try:  
    import wx  
except ImportError:  
    raise ImportError,"The wxPython module is required to run this program"  
  
class simpleapp\_wx(wx.Frame):  
    def \_\_init\_\_(self,parent,id,title):  
        wx.Frame.\_\_init\_\_(self,parent,id,title)  
        self.parent = parent  
        self.initialize()    def initialize(self):  
        sizer = wx.GridBagSizer()  
  
        self.entry = wx.TextCtrl(self,-1,value=u"Enter text here.")        sizer.Add(self.entry,(0,0),(1,1),wx.EXPAND)  
  
        button = wx.Button(self,-1,label="Click me !")        sizer.Add(button, (0,1))  
        self.label = wx.StaticText(self,-1,label=u'Hello !')        self.label.SetBackgroundColour(wx.BLUE)        self.label.SetForegroundColour(wx.WHITE)        sizer.Add( self.label, (1,0),(1,2), wx.EXPAND )  
  
        sizer.AddGrowableCol(0)  
        self.SetSizerAndFit(sizer) **self.SetSizeHints(-1,self.GetSize().y,-1,self.GetSize().y );**  
        self.Show(True)  
  
if \_\_name\_\_ == "\_\_main\_\_":  
    app = wx.App()  
    frame = simpleapp\_wx(None,-1,'my application')  
    app.MainLoop()

Pour empêcher la fenêtre d'être redimensionnée verticalement:

* Avec **Tkinter**, on utilise **.resizable(True,False)**.
* Avec **wxPython**, vous pouvez spécifier les hauteurs et largeurs minimales et maximales de votre fenêtre.  
  Nous réglons les hauteurs minimales et maximales à la hauteur actuelle de notre fenêtre (**self.GetSize().y**) de manière ce qu'il ne soit pas possible de la redimensionner verticalement.  
  Nous laissons **-1, -1** pour la largeur afin que la fenêtre puisse être librement redimensionnée horizontalement (**-1** veut dire "pas de limite").
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Essayez maintenant de redimensionner la fenêtre.

## Etape 14 : Ajouter des gestionnaires d'évènements

#!/usr/bin/python  
# -\*- coding: iso-8859-1 -\*-  
import Tkinter  
  
class simpleapp\_tk(Tkinter.Tk):  
    def \_\_init\_\_(self,parent):  
        Tkinter.Tk.\_\_init\_\_(self,parent)  
        self.parent = parent  
        self.initialize()    def initialize(self):        self.grid()  
        self.entry = Tkinter.Entry(self)        self.entry.grid(column=0,row=0,sticky='EW')  
**self.entry.bind("<Return>", self.OnPressEnter)**  
  
        button = Tkinter.Button(self,text=u"Click me !", **command=self.OnButtonClick**)        button.grid(column=1,row=0)  
  
        label = Tkinter.Label(self,                              anchor="w",fg="white",bg="blue")        label.grid(column=0,row=1,columnspan=2,sticky='EW')  
  
        self.grid\_columnconfigure(0,weight=1)  
        self.resizable(True,False)  
  
**def OnButtonClick(self):  
        print "You clicked the button !"  
  
    def OnPressEnter(self,event):  
        print "You pressed enter !"**  
  
if \_\_name\_\_ == "\_\_main\_\_":  
    app = simpleapp\_tk(None)  
    app.title('my application')  
    app.mainloop()

#!/usr/bin/python  
# -\*- coding: iso-8859-1 -\*-  
  
try:  
    import wx  
except ImportError:  
    raise ImportError,"The wxPython module is required to run this program"  
  
class simpleapp\_wx(wx.Frame):  
    def \_\_init\_\_(self,parent,id,title):  
        wx.Frame.\_\_init\_\_(self,parent,id,title)  
        self.parent = parent  
        self.initialize()    def initialize(self):  
        sizer = wx.GridBagSizer()  
  
        self.entry = wx.TextCtrl(self,-1,value=u"Enter text here.")        sizer.Add(self.entry,(0,0),(1,1),wx.EXPAND)  
**self.Bind(wx.EVT\_TEXT\_ENTER, self.OnPressEnter, self.entry)**  
  
        button = wx.Button(self,-1,label="Click me !")        sizer.Add(button, (0,1))  
**self.Bind(wx.EVT\_BUTTON, self.OnButtonClick, button)**  
  
        self.label = wx.StaticText(self,-1,label=u'Hello !')        self.label.SetBackgroundColour(wx.BLUE)        self.label.SetForegroundColour(wx.WHITE)        sizer.Add( self.label, (1,0),(1,2), wx.EXPAND )  
  
        sizer.AddGrowableCol(0)  
        self.SetSizerAndFit(sizer)        self.SetSizeHints(-1,self.GetSize().y,-1,self.GetSize().y );  
        self.Show(True)  
  
**def OnButtonClick(self,event):  
        print "You clicked the button !"  
  
    def OnPressEnter(self,event):  
        print "You pressed enter !"**  
  
if \_\_name\_\_ == "\_\_main\_\_":  
    app = wx.App()  
    frame = simpleapp\_wx(None,-1,'my application')  
    app.MainLoop()

Les gestionnaires d'évènements sont des méthodes qui sont appellées quand quelquechose se passe dans l'interface graphique (bouton cliqué, etc.)  
Nous allons lier ces gestionnaires d'évènement à des **widgets spécifiques** pour des **évènements spécifiques**.  
  
Nous allons donc faire quelquechose quand le bouton est cliqué, ou la touche ENTREE est pressée dans le champ texte.

* On créé une méthode **OnButtonClick()** qui sera appellée quand le bouton est cliqué.
* On créé une méthode **OnPressEnter()** qui sera appellée quand la touche ENTREE sera pressée dans le champ texte.

On lie ("*bind*") ensuite ces méthodes aux widgets:  
  
Pour le **bouton**:

* Avec **Tkinter**, on ajoute simplement **command=self.OnButtonClick** au bouton.
* Avec **wxPython**, on utilise la méthode **.Bind()**:  
  **button** est le widget sur lequel on veut "attraper" un évènement (notre bouton).  
  **wx.EVT\_BUTTON** est le type d'évènement qu'on veut attraper (clic sur un bouton).  
  **self.OnButtonClick** est la méthode qui sera appellée si le bouton est cliqué.

Pour le **champ texte**:

* Avec **Tkinter**, on utilise la méthode **.bind()**  
  **"<Return>"** est la touche que nous voulons "attraper".  
  **self.OnPressEnter** est la méthode qui sera appellée si cet évènement se produit.
* Avec **wxPython**, c'est à nouveau la méthode **.Bind()** que nous utilisons, mais cette fois sur l'évènement **wx.EVT\_TEXT\_ENTER**.

Ainsi:

* Cliquer sur le bouton appellera la méthode **OnButtonClick()**.
* Presser ENTREE dans le champs texte appellera la méthode **OnPressEnter()**.
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Entrez un peu de texte, et pressez ENTREE ou cliquez sur le bouton: Du texte apparaîtra.  
(Tkinter l'affichera dans la console (ou fenêtre MS-Dos) ; wxPython affichera une popup.)

## Etape 15 : Modifier le label

#!/usr/bin/python  
# -\*- coding: iso-8859-1 -\*-  
import Tkinter  
  
class simpleapp\_tk(Tkinter.Tk):  
    def \_\_init\_\_(self,parent):  
        Tkinter.Tk.\_\_init\_\_(self,parent)  
        self.parent = parent  
        self.initialize()    def initialize(self):        self.grid()  
        self.entry = Tkinter.Entry(self)        self.entry.grid(column=0,row=0,sticky='EW')  
        self.entry.bind("<Return>", self.OnPressEnter)  
  
        button = Tkinter.Button(self,text=u"Click me !",  
                                command=self.OnButtonClick)        button.grid(column=1,row=0)  
  
**self.labelVariable = Tkinter.StringVar()**        label = Tkinter.Label(self,**textvariable=self.labelVariable,**                              anchor="w",fg="white",bg="blue")        label.grid(column=0,row=1,columnspan=2,sticky='EW')  
  
        self.grid\_columnconfigure(0,weight=1)  
        self.resizable(True,False)  
  
    def OnButtonClick(self):  
**self.labelVariable.set("You clicked the button !")**    def OnPressEnter(self,event): **self.labelVariable.set("You pressed enter !")**if \_\_name\_\_ == "\_\_main\_\_":  
    app = simpleapp\_tk(None)  
    app.title('my application')  
    app.mainloop()

#!/usr/bin/python  
# -\*- coding: iso-8859-1 -\*-  
  
try:  
    import wx  
except ImportError:  
    raise ImportError,"The wxPython module is required to run this program"  
  
class simpleapp\_wx(wx.Frame):  
    def \_\_init\_\_(self,parent,id,title):  
        wx.Frame.\_\_init\_\_(self,parent,id,title)  
        self.parent = parent  
        self.initialize()    def initialize(self):  
        sizer = wx.GridBagSizer()  
  
        self.entry = wx.TextCtrl(self,-1,value=u"Enter text here.")        sizer.Add(self.entry,(0,0),(1,1),wx.EXPAND)  
        self.Bind(wx.EVT\_TEXT\_ENTER, self.OnPressEnter, self.entry)  
  
        button = wx.Button(self,-1,label="Click me !")        sizer.Add(button, (0,1))  
        self.Bind(wx.EVT\_BUTTON, self.OnButtonClick, button)  
  
        self.label = wx.StaticText(self,-1,label=u'Hello !')        self.label.SetBackgroundColour(wx.BLUE)        self.label.SetForegroundColour(wx.WHITE)        sizer.Add( self.label, (1,0),(1,2), wx.EXPAND )  
  
        sizer.AddGrowableCol(0)  
        self.SetSizerAndFit(sizer)        self.SetSizeHints(-1,self.GetSize().y,-1,self.GetSize().y );  
        self.Show(True)  
  
    def OnButtonClick(self,event): **self.label.SetLabel("You clicked the button !")**    def OnPressEnter(self,event): **self.label.SetLabel("You pressed enter !")**  
  
if \_\_name\_\_ == "\_\_main\_\_":  
    app = wx.App()  
    frame = simpleapp\_wx(None,-1,'my application')  
    app.MainLoop()

Maintenant modifions le label bleu:

* Avec **wxPython**, c'est facile: on appelle simplement la méthode **.SetLabel()** sur notre label (**self.label**)
* Avec **Tkinter**, c'est un peu plus compliqué. Vous devez:
  + créer une variable spéciale Tktinter qui contiendra la valeur (**self.labelVariable = Tkinter.StringVar())**
  + lier cette variable au widget (**textvariable=self.labelVariable)**
  + puis utiliser les méthodes **set()** or **get()** sur la variable Tkinter pour modifier ou lire sa valeur (**self.labelVariable.set("You clicked the button !")**)

Avec Tkinter, chaque fois que vous voulez lire ou modifier une valeur dans un widget (champ texte, label, case à cocher, bouton radio...), vous devez créer une variable Tkinter et la lier au widget. Il existe plusieurs types de variables Tkinter (StringVar, IntVar, DoubleVar, BooleanVar).  
Par exemple, on utilisera typiquement une variable Tkinter BooleanVar pour une case à cocher.  
  
Avec wxPython, vous appelez directement une méthode pour lire/modifier la valeur du widget.  
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Pressez ENTREE ou cliquez sur le bouton: Le label bleu est modifié.

## Etape 16 : Afficher la valeur

#!/usr/bin/python  
# -\*- coding: iso-8859-1 -\*-  
import Tkinter  
  
class simpleapp\_tk(Tkinter.Tk):  
    def \_\_init\_\_(self,parent):  
        Tkinter.Tk.\_\_init\_\_(self,parent)  
        self.parent = parent  
        self.initialize()    def initialize(self):        self.grid()  
 **self.entryVariable = Tkinter.StringVar()**        self.entry = Tkinter.Entry(self,**textvariable=self.entryVariable**)        self.entry.grid(column=0,row=0,sticky='EW')  
        self.entry.bind("<Return>", self.OnPressEnter)  
**self.entryVariable.set(u"Enter text here.")**  
  
        button = Tkinter.Button(self,text=u"Click me !",  
                                command=self.OnButtonClick)        button.grid(column=1,row=0)  
  
        self.labelVariable = Tkinter.StringVar()        label = Tkinter.Label(self,textvariable=self.labelVariable,                              anchor="w",fg="white",bg="blue")        label.grid(column=0,row=1,columnspan=2,sticky='EW')  
**self.labelVariable.set(u"Hello !")**  
  
        self.grid\_columnconfigure(0,weight=1)  
        self.resizable(True,False)  
  
    def OnButtonClick(self):  
        self.labelVariable.set( **self.entryVariable.get()+" (You clicked the button)"** )    def OnPressEnter(self,event):        self.labelVariable.set( **self.entryVariable.get()+" (You pressed ENTER)"** )  
  
if \_\_name\_\_ == "\_\_main\_\_":  
    app = simpleapp\_tk(None)  
    app.title('my application')  
    app.mainloop()

#!/usr/bin/python  
# -\*- coding: iso-8859-1 -\*-  
  
try:  
    import wx  
except ImportError:  
    raise ImportError,"The wxPython module is required to run this program"  
  
class simpleapp\_wx(wx.Frame):  
    def \_\_init\_\_(self,parent,id,title):  
        wx.Frame.\_\_init\_\_(self,parent,id,title)  
        self.parent = parent  
        self.initialize()    def initialize(self):  
        sizer = wx.GridBagSizer()  
  
        self.entry = wx.TextCtrl(self,-1,value=u"Enter text here.")        sizer.Add(self.entry,(0,0),(1,1),wx.EXPAND)  
        self.Bind(wx.EVT\_TEXT\_ENTER, self.OnPressEnter, self.entry)  
  
        button = wx.Button(self,-1,label="Click me !")        sizer.Add(button, (0,1))  
        self.Bind(wx.EVT\_BUTTON, self.OnButtonClick, button)  
  
        self.label = wx.StaticText(self,-1,label=u'Hello !')        self.label.SetBackgroundColour(wx.BLUE)        self.label.SetForegroundColour(wx.WHITE)        sizer.Add( self.label, (1,0),(1,2), wx.EXPAND )  
  
        sizer.AddGrowableCol(0)  
        self.SetSizerAndFit(sizer)        self.SetSizeHints(-1,self.GetSize().y,-1,self.GetSize().y );  
        self.Show(True)  
  
    def OnButtonClick(self,event): **self.label.SetLabel( self.entry.GetValue() + " (You clicked the button)" )**    def OnPressEnter(self,event): **self.label.SetLabel( self.entry.GetValue() + " (You pressed ENTER)" )**  
if \_\_name\_\_ == "\_\_main\_\_":  
    app = wx.App()  
    frame = simpleapp\_wx(None,-1,'my application')  
    app.MainLoop()

Maintenant lisons la valeur du champ texte pour l'afficher dans le label bleu:

* Avec **wxPython**, on appelle **self.entry.GetValue()**
* Avec **Tkinter**, nous devons à nouveau créer une variable Tkinter dont nous lirons la valeur avec **.get().**

Comme nous avons maintenant une variable Tkinter pour accéder au texte du champs et au label, on peut également mettre les valeurs par défaut ("Enter text here." et "Hello !")  
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Entrez un peu de texte dans le champ, et pressez ENTREE ou cliquez sur le bouton: Le label bleu va afficher le texte que vous avez tapé.

## Etape 17 : Petit raffinement

#!/usr/bin/python  
# -\*- coding: iso-8859-1 -\*-  
import Tkinter  
  
class simpleapp\_tk(Tkinter.Tk):  
    def \_\_init\_\_(self,parent):  
        Tkinter.Tk.\_\_init\_\_(self,parent)  
        self.parent = parent  
        self.initialize()    def initialize(self):        self.grid()  
        self.entryVariable = Tkinter.StringVar()        self.entry = Tkinter.Entry(self,textvariable=self.entryVariable)        self.entry.grid(column=0,row=0,sticky='EW')  
        self.entry.bind("<Return>", self.OnPressEnter)  
        self.entryVariable.set(u"Enter text here.")  
  
        button = Tkinter.Button(self,text=u"Click me !",  
                                command=self.OnButtonClick)        button.grid(column=1,row=0)  
  
        self.labelVariable = Tkinter.StringVar()        label = Tkinter.Label(self,textvariable=self.labelVariable,                              anchor="w",fg="white",bg="blue")        label.grid(column=0,row=1,columnspan=2,sticky='EW')  
        self.labelVariable.set(u"Hello !")  
  
        self.grid\_columnconfigure(0,weight=1)  
        self.resizable(True,False)  
**self.entry.focus\_set()  
        self.entry.selection\_range(0, Tkinter.END)**  
  
    def OnButtonClick(self):  
        self.labelVariable.set( self.entryVariable.get()+" (You clicked the button)" )  
**self.entry.focus\_set()  
        self.entry.selection\_range(0, Tkinter.END)**    def OnPressEnter(self,event):        self.labelVariable.set( self.entryVariable.get()+" (You pressed ENTER)" )  
**self.entry.focus\_set()  
        self.entry.selection\_range(0, Tkinter.END)**  
  
if \_\_name\_\_ == "\_\_main\_\_":  
    app = simpleapp\_tk(None)  
    app.title('my application')  
    app.mainloop()

#!/usr/bin/python  
# -\*- coding: iso-8859-1 -\*-  
  
try:  
    import wx  
except ImportError:  
    raise ImportError,"The wxPython module is required to run this program"  
  
class simpleapp\_wx(wx.Frame):  
    def \_\_init\_\_(self,parent,id,title):  
        wx.Frame.\_\_init\_\_(self,parent,id,title)  
        self.parent = parent  
        self.initialize()    def initialize(self):  
        sizer = wx.GridBagSizer()  
  
        self.entry = wx.TextCtrl(self,-1,value=u"Enter text here.")        sizer.Add(self.entry,(0,0),(1,1),wx.EXPAND)  
        self.Bind(wx.EVT\_TEXT\_ENTER, self.OnPressEnter, self.entry)  
  
        button = wx.Button(self,-1,label="Click me !")        sizer.Add(button, (0,1))  
        self.Bind(wx.EVT\_BUTTON, self.OnButtonClick, button)  
  
        self.label = wx.StaticText(self,-1,label=u'Hello !')        self.label.SetBackgroundColour(wx.BLUE)        self.label.SetForegroundColour(wx.WHITE)        sizer.Add( self.label, (1,0),(1,2), wx.EXPAND )  
  
        sizer.AddGrowableCol(0)  
        self.SetSizerAndFit(sizer)        self.SetSizeHints(-1,self.GetSize().y,-1,self.GetSize().y );  
**self.entry.SetFocus()  
        self.entry.SetSelection(-1,-1)**        self.Show(True)  
  
    def OnButtonClick(self,event):        self.label.SetLabel( self.entry.GetValue() + " (You clicked the button)" ) **self.entry.SetFocus()  
        self.entry.SetSelection(-1,-1)**  
    def OnPressEnter(self,event):        self.label.SetLabel( self.entry.GetValue() + " (You pressed ENTER)" ) **self.entry.SetFocus()  
        self.entry.SetSelection(-1,-1)**  
  
if \_\_name\_\_ == "\_\_main\_\_":  
    app = wx.App()  
    frame = simpleapp\_wx(None,-1,'my application')  
    app.MainLoop()

Voici un petit raffinement: Le champ texte sera automatiquement re-sélectionné après que l'utilisateur ait pressé ENTREE ou cliqué sur le bouton. Il pourra ainsi taper immédiatement un nouveau texte dans le champ (en remplaçant le texte existant).  
  
Nous commençons par donner le focus au champ texte (**focus\_set()** et **SetFocus()**), puis nous sélectionnons le texte (**selection\_range()** et **SetSelection()**).

## Etape 18 : Correction d'un comportement de Tkinter

#!/usr/bin/python  
# -\*- coding: iso-8859-1 -\*-  
import Tkinter  
  
class simpleapp\_tk(Tkinter.Tk):  
    def \_\_init\_\_(self,parent):  
        Tkinter.Tk.\_\_init\_\_(self,parent)  
        self.parent = parent  
        self.initialize()    def initialize(self):        self.grid()  
        self.entryVariable = Tkinter.StringVar()        self.entry = Tkinter.Entry(self,textvariable=self.entryVariable)        self.entry.grid(column=0,row=0,sticky='EW')  
        self.entry.bind("<Return>", self.OnPressEnter)  
        self.entryVariable.set(u"Enter text here.")  
  
        button = Tkinter.Button(self,text=u"Click me !",  
                                command=self.OnButtonClick)        button.grid(column=1,row=0)  
  
        self.labelVariable = Tkinter.StringVar()        label = Tkinter.Label(self,textvariable=self.labelVariable,                              anchor="w",fg="white",bg="blue")        label.grid(column=0,row=1,columnspan=2,sticky='EW')  
        self.labelVariable.set(u"Hello !")  
  
        self.grid\_columnconfigure(0,weight=1)  
        self.resizable(True,False)  
**self.update()  
        self.geometry(self.geometry())**        self.entry.focus\_set()        self.entry.selection\_range(0, Tkinter.END)  
  
    def OnButtonClick(self):  
        self.labelVariable.set( self.entryVariable.get()+" (You clicked the button)" )  
        self.entry.focus\_set()        self.entry.selection\_range(0, Tkinter.END)    def OnPressEnter(self,event):        self.labelVariable.set( self.entryVariable.get()+" (You pressed ENTER)" )  
        self.entry.focus\_set()        self.entry.selection\_range(0, Tkinter.END)  
  
if \_\_name\_\_ == "\_\_main\_\_":  
    app = simpleapp\_tk(None)  
    app.title('my application')  
    app.mainloop()

#!/usr/bin/python  
# -\*- coding: iso-8859-1 -\*-  
  
try:  
    import wx  
except ImportError:  
    raise ImportError,"The wxPython module is required to run this program"  
  
class simpleapp\_wx(wx.Frame):  
    def \_\_init\_\_(self,parent,id,title):  
        wx.Frame.\_\_init\_\_(self,parent,id,title)  
        self.parent = parent  
        self.initialize()    def initialize(self):  
        sizer = wx.GridBagSizer()  
  
        self.entry = wx.TextCtrl(self,-1,value=u"Enter text here.")        sizer.Add(self.entry,(0,0),(1,1),wx.EXPAND)  
        self.Bind(wx.EVT\_TEXT\_ENTER, self.OnPressEnter, self.entry)  
  
        button = wx.Button(self,-1,label="Click me !")        sizer.Add(button, (0,1))  
        self.Bind(wx.EVT\_BUTTON, self.OnButtonClick, button)  
  
        self.label = wx.StaticText(self,-1,label=u'Hello !')        self.label.SetBackgroundColour(wx.BLUE)        self.label.SetForegroundColour(wx.WHITE)        sizer.Add( self.label, (1,0),(1,2), wx.EXPAND )  
  
        sizer.AddGrowableCol(0)  
        self.SetSizerAndFit(sizer)        self.SetSizeHints(-1,self.GetSize().y,-1,self.GetSize().y );  
        self.entry.SetFocus()        self.entry.SetSelection(-1,-1)        self.Show(True)  
  
    def OnButtonClick(self,event):        self.label.SetLabel( self.entry.GetValue() + " (You clicked the button)" )        self.entry.SetFocus()        self.entry.SetSelection(-1,-1)  
    def OnPressEnter(self,event):        self.label.SetLabel( self.entry.GetValue() + " (You pressed ENTER)" )        self.entry.SetFocus()        self.entry.SetSelection(-1,-1)  
  
if \_\_name\_\_ == "\_\_main\_\_":  
    app = wx.App()  
    frame = simpleapp\_wx(None,-1,'my application')  
    app.MainLoop()

Tkinter a une particularité: Il essaie constamment d'adapter la taille de la fenêtre à ce qu'elle contient. Ça part d'un bon sentiment, mais ce n'est pas toujours ce que l'on souhaite.  
Par exemple, entrez un looooooooooooooooooong texte dans le champ, et pressez ENTREE: La fenêtre d'agrandit.  
Entrez à nouveau un texte court et pressez ENTREE: La fenêtre rétrécit.  
  
Généralement, on ne veut pas que la fenêtre passe son temps à changer de taille toute seule. Les utilisateurs n'aiment pas ça.  
  
C'est pour cela que nous figeons la taille de la fenêtre à sa propre taille (**self.geometry(self.geometry())**).  
De cette manière, Tkinter cessera d'essayer tout le temps d'adapter la fenêtre à son contenu.  
(Et nous faisons un **update()** pour être sûr que Tkinter a terminé le rendu des différents widgets qu'il contient et qu'il a terminé de déterminer leur taille.)  
  
  
wxPython/wxWidgets n'a pas ce comportement, nous n'avons donc rien à faire de spécial.

## C'est terminé !

Nous avons maintenant notre application.   :-)  
  
  
Vous pouvez télécharger les sources des deux programmes:  [simpleapp\_tk.py](http://sebsauvage.net/python/gui/simpleapp_tk.py)   [simpleapp\_wx.py](http://sebsauvage.net/python/gui/simpleapp_wx.py)  
  
  
Maintenant, quelques remarques.

## Outils RAD et coordonnées pixel

Il peut paraître lourd de construire des interfaces graphiques de cette manière, mais quand on a compris le principe, il est assez simple d'ajouter des éléments et de les assembler dans des conteneurs (onglets, panneau redimensionnables, scrollables...). Au final, c'est très souple.  
  
Si vous préférez les environnement RAD dans le genre de VB (VisualBasic), vous pouvez vous tourner vers *Boa Constructor* (conçu pour wxPython). Mais j'apprécie de moins en moins de genre d'outils.  
Ils tendent à générer du code inutile, lourd, et certains environnements n'arrivent parfois même pas à relire le code (Est-ce qu'il y a des utilisateurs de VisualStudio.Net dans la salle ? Je n'aime pas que le designer me viande complètement mon interface, qu'il me fasse disparaître sans raison des évènements, qu'il ne comprenne pas les bases du HTML et CSS ou que le designer me fasse une faute de protection générale en ré-ouvrant un projet.  :-@  ).  
  
Créer une interface graphique sans un RAD est un peu plus long, mais vous avez un bien meilleur contrôle sur ce qui est fait, et surtout **vous pouvez utiliser des gestionnaire de layout de type grille (grid)**. (La plupart des environnements RAD ne travaillent qu'en coordonnées pixel fixes.)  
  
Pourquoi éviter les coordonnés fixes en pixels ?

* Est-ce que vous avez déjà rencontré ces logiciels où [une partie du texte est illisible parcequ'il dépasse d'un widget](http://sebsauvage.net/python/gui/firefox.html) ? Ce sont les coordonnées pixel en action !  
  Si vous utilisez les coordonnées pixels, votre interface graphique risque d'être inutilisable avec des polices de taille différentes.  
  Avec un gestionnaire de type *grid*, les widgets s'adaptent.
* Vous n'avez jamais été énervé par ces logiciels avec [une taille de fenêtre ridiculement minuscule](http://sebsauvage.net/python/gui/toosmall_comment.png) alors que vous avez un écran 1600x1200 ? C'est encore les coordonnées pixel en action.  
  Avec un gestionnaire de type *grid*, les utilisateurs peuvent redimensionner la fenêtre pour profiter de votre logiciel en plein écran.

## Interface graphique non bloquante ?

Vous devez garder à l'esprit que lorsqu'un gestionnaire d'évènement est en cours d'exécution, la boucle d'évènement du toolkit ne tourne plus et ne traite plus les évènements qui arrivent (Les nouveaux évènements sont alors placés dans une file d'attente.)  
Donc **l'interface graphique est complètement bloquée tant que le gestionnaire d'évènement n'a pas terminé son travail**.  
(Les boutons et menus ne répondent pas, et la fenêtre ne peut même pas être déplacée ou redimensionnée. Je suis certain que vous avez déjà rencontré ce genre de logiciel.)  
  
  
Vous avez deux solutions à ce problème:

* Effectuer seulement des actions *courtes* dans les gestionnaires d'évènement.
* Utilliser les threads.

La programmation par multi-threads n'est pas triviale. Elle peut même devenir un cauchemard à débuguer. Mais c'est le prix à payer si vous voulez créer un logiciel qui répond bien au sollicitations de l'utilisateur. (Par exemple, mon programme [webGobbler](http://sebsauvage.net/webgobbler/) possède un thread dédié exclusivement à l'interface graphique, ce qui fait que le logiciel répond bien à l'utilisateur même quand il est en train de faire des traitements sur les images ou qu'il attend la réponse de requêtes réseau.)  
La plupart des utilisateurs attendent des logiciels récents qu'il soient non bloquants.  
  
**Attention: La plupart des toolkits graphique ne sont pas thread-safe.** Cela veut dire que si deux threads essaient de modifier la valeur d'un même widget, cela peut planter toute votre application (et même générer une faute de protection générale). Vous devez utiliser des sections critiques et d'autres moyens (queues de messages, etc.)Python supporte les threads et fournit différents objets pour régler ces problèmes (classe Queue thread-safe, sémaphores, sections critiques...)  
  
  
**Séparer nettement la logique de votre programme de l'interface graphique facilitera grandement le passage au mode multi-threads.**  
C'est pour cela que je recommande de séparer l'interface graphique et la logique du programme dans ce document.  
  
De plus, cela vous permettra même de créer plusieurs interfaces graphiques pour votre programme si vous le souhaitez !

## Tkinter ou wxPython ?

**Tkinter / Tcl/tk :**

![+](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABAAAAAQCAMAAAAoLQ9TAAAAYFBMVEUGSoyGqMRFeqTI1+SowdQoZJpqk7qXtcxZh7Ds8fS3y9w3b6AWWJJ6oMGPrszZ5Oywxdv+/vxRgawxapygutRjjrTA0uJAdaQfXpTR3uxymrwQUowAAABejrTy9vxKfqzV+1b5AAAAAWJLR0QAiAUdSAAAAAlwSFlzAAALEwAACxMBAJqcGAAAAAd0SU1FB9YJBA00AU408IYAAAB9SURBVCgVBcEBUoIAAADBMxM1xFxBM5jG//+y3QAAgt/ncl3/fk4Qzs/bdfe4j4cBcX4ux5XxUgP53n/uphOvqlH2X8dpeLNVJbdletxnqq1kuQJQslsBKFmHj8MlqkpO70NFVckwvtqitprFVEXVQBiqamtAMNdWzRAAwD//gwxL15LehAAAAABJRU5ErkJggg==)Tkinter est fourni en standard avec Python. La plupart des utilisateurs de Python pourront utiliser votre programme tel quel.  
  
![-](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABAAAAAQCAMAAAAoLQ9TAAAAYFBMVEUGSoyGqMRFeqTI1+SowdQoZJpqk7qXtcxZh7Ds8fS3y9w3b6AWWJJ6oMGPrszZ5Oywxdv+/vxRgawxapygutRjjrTA0uJAdaQfXpTR3uxymrwQUowAAABejrTy9vxKfqzV+1b5AAAAAWJLR0QAiAUdSAAAAAlwSFlzAAALEwAACxMBAJqcGAAAAAd0SU1FB9YJBA01OAgqSc8AAACBSURBVHjaXY/hDsIgDIQPJ93mBk5BnCzG939Lr0Mi2f1o0u8uuRa3g6DjlaLP7+dQwZgWbx73yUoBY4p95j4DouDanY3jvoKaCLpL74T+pgAES6QfVt23HUTfdCow+QCynOyMKoLhY4EWCAtLA2fQw9zfl3K64BeQ+lzY48xX0OoL1p4LyQS1nLMAAAAASUVORK5CYII=)Pas de widgets avancés, même si on peut palier cela avec [Pmw](http://pmw.sourceforge.net/) (Python Megawidgets).

**wxPython / wxWidgets:**

![+](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABAAAAAQCAMAAAAoLQ9TAAAAYFBMVEUGSoyGqMRFeqTI1+SowdQoZJpqk7qXtcxZh7Ds8fS3y9w3b6AWWJJ6oMGPrszZ5Oywxdv+/vxRgawxapygutRjjrTA0uJAdaQfXpTR3uxymrwQUowAAABejrTy9vxKfqzV+1b5AAAAAWJLR0QAiAUdSAAAAAlwSFlzAAALEwAACxMBAJqcGAAAAAd0SU1FB9YJBA00AU408IYAAAB9SURBVCgVBcEBUoIAAADBMxM1xFxBM5jG//+y3QAAgt/ncl3/fk4Qzs/bdfe4j4cBcX4ux5XxUgP53n/uphOvqlH2X8dpeLNVJbdletxnqq1kuQJQslsBKFmHj8MlqkpO70NFVckwvtqitprFVEXVQBiqamtAMNdWzRAAwD//gwxL15LehAAAAABJRU5ErkJggg==)Utilise l'aspect natif du système d'exploitation quand possible (aspect graphique plus proche de celui du système d'exploitation).  
  
![+](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABAAAAAQCAMAAAAoLQ9TAAAAYFBMVEUGSoyGqMRFeqTI1+SowdQoZJpqk7qXtcxZh7Ds8fS3y9w3b6AWWJJ6oMGPrszZ5Oywxdv+/vxRgawxapygutRjjrTA0uJAdaQfXpTR3uxymrwQUowAAABejrTy9vxKfqzV+1b5AAAAAWJLR0QAiAUdSAAAAAlwSFlzAAALEwAACxMBAJqcGAAAAAd0SU1FB9YJBA00AU408IYAAAB9SURBVCgVBcEBUoIAAADBMxM1xFxBM5jG//+y3QAAgt/ncl3/fk4Qzs/bdfe4j4cBcX4ux5XxUgP53n/uphOvqlH2X8dpeLNVJbdletxnqq1kuQJQslsBKFmHj8MlqkpO70NFVckwvtqitprFVEXVQBiqamtAMNdWzRAAwD//gwxL15LehAAAAABJRU5ErkJggg==)Widgets avancés (sélecteur de date, bar d'outils flottantes, fenêtres non-rectangulaires, arbres, bulles d'aide...)  
  
![-](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABAAAAAQCAMAAAAoLQ9TAAAAYFBMVEUGSoyGqMRFeqTI1+SowdQoZJpqk7qXtcxZh7Ds8fS3y9w3b6AWWJJ6oMGPrszZ5Oywxdv+/vxRgawxapygutRjjrTA0uJAdaQfXpTR3uxymrwQUowAAABejrTy9vxKfqzV+1b5AAAAAWJLR0QAiAUdSAAAAAlwSFlzAAALEwAACxMBAJqcGAAAAAd0SU1FB9YJBA01OAgqSc8AAACBSURBVHjaXY/hDsIgDIQPJ93mBk5BnCzG939Lr0Mi2f1o0u8uuRa3g6DjlaLP7+dQwZgWbx73yUoBY4p95j4DouDanY3jvoKaCLpL74T+pgAES6QfVt23HUTfdCow+QCynOyMKoLhY4EWCAtLA2fQw9zfl3K64BeQ+lzY48xX0OoL1p4LyQS1nLMAAAAASUVORK5CYII=)Ne fait pas partie de la distribution standard de Python. Doit être téléchargé et installé séparément.

## Autres toolkit graphiques

Il existe beaucoup d'autres toolkits accessibles en Python, comme GTK (à travers pyGTK), Qt (à travers pyQt), MFC, SWING, Fltk et même des wrappers autour de Tkinter/wxPython eux-mêmes (PythonCard, etc.).  
  
Pour d'autres toolkits, voir:

* <http://wiki.python.org/moin/GuiProgramming>
* <http://home.pacbell.net/atai/guitool/#free_python>
* <http://awaretek.com/toolkits.html>

## Créer un fichier EXE

Si votre application utilise Tkinter ou wxPython, il est possible de la packager sous forme d'exécutable (binaire) avec des programmes comme py2exe ou cx\_Freeze.  
(Même si parfois cela nécessite quelques bidouillages comme celui-là: <http://sebsauvage.net/python/snyppets/index.html#tkinter_cxfreeze>  )  
  
Voir (en anglais): <http://sebsauvage.net/python/snyppets/index.html#py2exe>  
  
  
Par exemple, [*webGobbler*](http://sebsauvage.net/webgobbler/) utilise Tkinter et a été packagé avec cx\_Freeze et InnoSetup sous forme d'un installeur pour Windows.
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