Comment avoir une interface graphique, sans les widgets ?

Disposer d’une interface graphique, sans utiliser les widgets comme tkinter ? Utiliser une interface type web !

Contenu

[Introduction 2](#_Toc476215793)

[Module http 3](#_Toc476215794)

[Créer un serveur web rapidement en python 3](#_Toc476215795)

[Serveur web python 2 3](#_Toc476215796)

[Serveur web python 3 4](#_Toc476215797)

[Créer une page web 4](#_Toc476215798)

[Afficher les erreurs sur votre page web 5](#_Toc476215799)

[Afficher les variables d'environnement 5](#_Toc476215800)

[Create a simple http server with Python 3 5](#_Toc476215801)

[Module cgi (et cgitb) 22](#_Toc476215802)

[Web Forms with Python 22](#_Toc476215803)

[Text Area 22](#_Toc476215804)

[Text Input 23](#_Toc476215805)

[Radio buttons 24](#_Toc476215806)

[Check box 24](#_Toc476215807)

[Drop down menu 25](#_Toc476215808)

[Legend 26](#_Toc476215809)

[Password field 26](#_Toc476215810)

[More from this category: 27](#_Toc476215811)

[Module Flask 58](#_Toc476215812)

# Introduction

Tout est parti de là :

<http://stackoverflow.com/questions/7943751/what-is-the-python-3-equivalent-of-python-m-simplehttpserver>

<https://docs.python.org/3/library/http.server.html>

<https://docs.python.org/3/library/cgi.html>

<https://docs.python.org/3/library/subprocess.html>

<https://openclassrooms.com/forum/sujet/lancer-un-script-python-depuis-un-autre-script-pyt>

<http://www.pythonforbeginners.com/os/subprocess-for-system-administrators>

<https://docs.python.org/3/library/winreg.html> pour creation / modif ODBC dans registry

<https://pabitrap.wordpress.com/2016/09/08/accessing-windows-registry-using-pythons-winreg-module/>

<http://effbot.org/librarybook/winreg.htm>

<http://www.programcreek.com/python/index/2100/winreg>

modules cgi et cgitb <http://raspberrywebserver.com/cgiscripting/web-forms-with-python.html>

Juste avec socket <http://blog.scphillips.com/posts/2012/12/a-simple-python-webserver/>

??? <http://www.whatimade.today/data-junkies-part-1/>

Il existe des modules (Flask, CherryPy, …), non livré avec la distribution de base, quoi facilite la construction de ce type d’interface. En limitant le niveau d’exigence, on peut faire avec les modules livrés avec l’installation de base, les modules http et cgi pour Python3.

# Module http

What is the Python 3 equivalent of python -m SimpleHTTPServer?

So, your command is python3 -m http.server

pushd ./dist; python -m http.server 9000; popd

|  |  |
| --- | --- |
|  | import http.server  import socketserver  PORT = 8000  Handler = http.server.SimpleHTTPRequestHandler  httpd = socketserver.TCPServer(("", PORT), Handler)  print("serving at port", PORT)  httpd.serve\_forever() |

## Créer un serveur web rapidement en python

<http://apprendre-python.com/page-python-serveur-web-creer-rapidement>

Il peut être intéressant, dans certains cas, d'implémenter un serveur web dans votre application. Cela permet notamment une communication entre vos programmes via un navigateur. En Python créer un serveur web, c'est quelques lignes de code :

Pour approfondir le sujet: [Doc python CGI](https://docs.python.org/3/library/cgi.html)

### Serveur web python 2

Voici le code pour créer un serveur web en python 2:

#!/usr/bin/python

import BaseHTTPServer

import CGIHTTPServer

PORT = 8888

server\_address = ("", PORT)

server = BaseHTTPServer.HTTPServer

handler = CGIHTTPServer.CGIHTTPRequestHandler

handler.cgi\_directories = ["/"]

print "Serveur actif sur le port :", PORT

httpd = server(server\_address, handler)

httpd.serve\_forever()

### Serveur web python 3

#!/usr/bin/python3

import http.server

PORT = 8888

server\_address = ("", PORT)

server = http.server.HTTPServer

handler = http.server.CGIHTTPRequestHandler

handler.cgi\_directories = ["/"]

print("Serveur actif sur le port :", PORT)

httpd = server(server\_address, handler)

httpd.serve\_forever()

### Créer une page web

Créez un fichier index.py à la racine de votre projet.

#!/usr/bin/python3

# -\*- coding: utf-8 -\*

import cgi

form = cgi.FieldStorage()

print("Content-type: text/html; charset=utf-8\n")

print(form.getvalue("name"))

html = """<!DOCTYPE html>

<head>

    <title>Mon programme</title>

</head>

<body>

    <form action="/index.py" method="post">

        <input type="text" name="name" value="Votre nom" />

        <input type="submit" name="send" value="Envoyer information au serveur">

    </form>

</body>

</html>

"""

print(html)

Ouvrez votre navigateur et indiquez-lui l'url de votre serveur web, dans notre cas ce sera **localhost:8888/index.py**

![http://apprendre-python.com/images/index-python-serveur-web.png](data:image/png;base64,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)

Indiquez votre nom puis cliquez sur le bouton "**Envoyer**":
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A noter que python ne fait pas de différences entre POST et GET, vous pouvez passer une variable dans l'url le résultat sera le même:

http://localhost:8888/index.py?name=Olivier%20ENGEL

### Afficher les erreurs sur votre page web

Vous pouvez ajouter une fonction qui affichera les erreurs rencontrées par python (mode debug):

import cgitb; cgitb.enable()

### Afficher les variables d'environnement

Vous pouvez afficher toutes les informations concernant votre serveur web / page en cours en appelant la méthode **test()**:

cgi.test()

## Create a simple http server with Python 3

<https://daanlenaerts.com/blog/2015/06/03/create-a-simple-http-server-with-python-3/>

Knowing how to create a simple http server comes in very handy, especially when working on projects where your application has to be accessed by a remote device. It’s not very difficult to create an http server with Python, so let’s dive straight into it.

Python is a very good language to do this, because it runs on Windows, Mac OS X and Linux, which makes your little web server very universal. Especially in a development environment.

To get started, create a new Python script with the following contents:

#!/usr/bin/env python

from http.server import BaseHTTPRequestHandler, HTTPServer

# HTTPRequestHandler class

class testHTTPServer\_RequestHandler(BaseHTTPRequestHandler):

# GET

def do\_GET(self):

# Send response status code

self.send\_response(200)

# Send headers

self.send\_header('Content-type','text/html')

self.end\_headers()

# Send message back to client

message = "Hello world!"

# Write content as utf-8 data

self.wfile.write(bytes(message, "utf8"))

return

def run():

print('starting server...')

# Server settings

# Choose port 8080, for port 80, which is normally used for a http server, you need root access

server\_address = ('127.0.0.1', 8081)

httpd = HTTPServer(server\_address, testHTTPServer\_RequestHandler)

print('running server...')

httpd.serve\_forever()

run()

When you run the script, the server will start on port 8081. If you want to use port 80, for example, you’ll have to run your application with root permissions, so that’s why I’m going with port 8081.

Whenever the server gets a GET request, it’ll run the do\_GET function, and return a 200 (success) status code header, as well as the text/html content type header to the client system. Along with an hello world message.

To test the http server, open your web browser and type “http://localhost:8081”, you’ll see this:
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The do\_GET method is a method that gets called automatically, through the BaseHTTPRequestHandler we’re subclassing from, when a GET request arrives.

The same can be done with other HTTP methods like do\_POST for example

How can I print the request string?

. You can do so by placing the following code in the do\_GET definition:

print(self.path)

## Write a simple HTTP server in Python

<https://www.acmesystems.it/python_httpd>

The default Python distribution has a built-in support to the HTTP protocol that you can use to make a simple stand-alone Web server.

The Python module that provides this support is called [BaseFTTPServer](http://docs.python.org/library/basehttpserver.html) and can be used in our programs just including it in our sources:

from BaseHTTPServer import BaseHTTPRequestHandler,HTTPServer

### Hello world !

Let's start with the first basic example. It just return "Hello World !" on the web browser.

[example1.py](https://github.com/tanzilli/playground/blob/master/python/httpserver/example1.py)

#!/usr/bin/python

from BaseHTTPServer import BaseHTTPRequestHandler,HTTPServer

PORT\_NUMBER = 8080

#This class will handles any incoming request from

#the browser

class myHandler(BaseHTTPRequestHandler):

#Handler for the GET requests

def do\_GET(self):

self.send\_response(200)

self.send\_header('Content-type','text/html')

self.end\_headers()

# Send the html message

self.wfile.write("Hello World !")

return

try:

#Create a web server and define the handler to manage the

#incoming request

server = HTTPServer(('', PORT\_NUMBER), myHandler)

print 'Started httpserver on port ' , PORT\_NUMBER

#Wait forever for incoming htto requests

server.serve\_forever()

except KeyboardInterrupt:

print '^C received, shutting down the web server'

server.socket.close()

Run it by typing:

debarm:~/playground/python/httpserver# python example1.py

Then open your web browser on this URL: **http://fox\_ip\_address:8080**.

"Hello World !" will appear on your browser and two log messages on the FOX console:

Started httpserver on port 8080

10.55.98.7 - - [30/Jan/2012 15:40:52] "GET / HTTP/1.1" 200 -

10.55.98.7 - - [30/Jan/2012 15:40:52] "GET /favicon.ico HTTP/1.1" 200 -

### Serve static files

Let's try an example that shows how to serve static files like index.html, style.css, javascript code and images:

[example2.py](https://github.com/tanzilli/playground/blob/master/python/httpserver/example2.py)

#!/usr/bin/python

from BaseHTTPServer import BaseHTTPRequestHandler,HTTPServer

from os import curdir, sep

PORT\_NUMBER = 8080

#This class will handles any incoming request from

#the browser

class myHandler(BaseHTTPRequestHandler):

#Handler for the GET requests

def do\_GET(self):

if self.path=="/":

self.path="/index\_example2.html"

try:

#Check the file extension required and

#set the right mime type

sendReply = False

if self.path.endswith(".html"):

mimetype='text/html'

sendReply = True

if self.path.endswith(".jpg"):

mimetype='image/jpg'

sendReply = True

if self.path.endswith(".gif"):

mimetype='image/gif'

sendReply = True

if self.path.endswith(".js"):

mimetype='application/javascript'

sendReply = True

if self.path.endswith(".css"):

mimetype='text/css'

sendReply = True

if sendReply == True:

#Open the static file requested and send it

f = open(curdir + sep + self.path)

self.send\_response(200)

self.send\_header('Content-type',mimetype)

self.end\_headers()

self.wfile.write(f.read())

f.close()

return

except IOError:

self.send\_error(404,'File Not Found: %s' % self.path)

try:

#Create a web server and define the handler to manage the

#incoming request

server = HTTPServer(('', PORT\_NUMBER), myHandler)

print 'Started httpserver on port ' , PORT\_NUMBER

#Wait forever for incoming htto requests

server.serve\_forever()

except KeyboardInterrupt:

print '^C received, shutting down the web server'

server.socket.close()

This new example:

* check the extension of the file requested file
* set the right mime type to give back to the browser
* open the static file requested
* send it back to the browser

Run it by typing:

debarm:~/playground/python/httpserver# python example2.py

then open your web browser on this URL: **http://fox\_ip\_address:8080**.

An HTML home page will appear on your browser.

### Read data from a form

Now explore how to read incoming data from an HTML form.

[example3.py](https://github.com/tanzilli/playground/blob/master/python/httpserver/example3.py)

#!/usr/bin/python

from BaseHTTPServer import BaseHTTPRequestHandler,HTTPServer

from os import curdir, sep

import cgi

PORT\_NUMBER = 8080

#This class will handles any incoming request from

#the browser

class myHandler(BaseHTTPRequestHandler):

#Handler for the GET requests

def do\_GET(self):

if self.path=="/":

self.path="/index\_example3.html"

try:

#Check the file extension required and

#set the right mime type

sendReply = False

if self.path.endswith(".html"):

mimetype='text/html'

sendReply = True

if self.path.endswith(".jpg"):

mimetype='image/jpg'

sendReply = True

if self.path.endswith(".gif"):

mimetype='image/gif'

sendReply = True

if self.path.endswith(".js"):

mimetype='application/javascript'

sendReply = True

if self.path.endswith(".css"):

mimetype='text/css'

sendReply = True

if sendReply == True:

#Open the static file requested and send it

f = open(curdir + sep + self.path)

self.send\_response(200)

self.send\_header('Content-type',mimetype)

self.end\_headers()

self.wfile.write(f.read())

f.close()

return

except IOError:

self.send\_error(404,'File Not Found: %s' % self.path)

#Handler for the POST requests

def do\_POST(self):

if self.path=="/send":

form = cgi.FieldStorage(

fp=self.rfile,

headers=self.headers,

environ={'REQUEST\_METHOD':'POST',

'CONTENT\_TYPE':self.headers['Content-Type'],

})

print "Your name is: %s" % form["your\_name"].value

self.send\_response(200)

self.end\_headers()

self.wfile.write("Thanks %s !" % form["your\_name"].value)

return

try:

#Create a web server and define the handler to manage the

#incoming request

server = HTTPServer(('', PORT\_NUMBER), myHandler)

print 'Started httpserver on port ' , PORT\_NUMBER

#Wait forever for incoming htto requests

server.serve\_forever()

except KeyboardInterrupt:

print '^C received, shutting down the web server'

server.socket.close()

Run this example:

debarm:~/playground/python/httpserver# python example3.py

and type your name in the "Your name" label.

## Example: Simple HTTP Server (Python 3)

<http://xlsxwriter.readthedocs.io/example_http_server3.html>

Example of using Python and XlsxWriter to create an Excel XLSX file in an in memory string suitable for serving via SimpleHTTPRequestHandler or Django or with the Google App Engine.

Even though the final file will be in memory, via the BytesIO object, the module uses temp files during assembly for efficiency. To avoid this on servers that don’t allow temp files, for example the Google APP Engine, set the in\_memory constructor option to True.

For a Python 2 example see [Example: Simple HTTP Server (Python 2)](http://xlsxwriter.readthedocs.io/example_http_server.html#ex-http-server).

##############################################################################

#

# Example of using Python and XlsxWriter to create an Excel XLSX file in an in

# memory string suitable for serving via SimpleHTTPRequestHandler or Django or

# with the Google App Engine.

#

# Copyright 2013-2016, John McNamara, jmcnamara@cpan.org

#

# Note: This is a Python 3 example. For Python 2 see http\_server\_py2.py.

import http.server

import socketserver

import io

import xlsxwriter

class Handler(http.server.SimpleHTTPRequestHandler):

def do\_GET(self):

# Create an in-memory output file for the new workbook.

output = io.BytesIO()

# Even though the final file will be in memory the module uses temp

# files during assembly for efficiency. To avoid this on servers that

# don't allow temp files, for example the Google APP Engine, set the

# 'in\_memory' constructor option to True:

workbook = xlsxwriter.Workbook(output, {'in\_memory': True})

worksheet = workbook.add\_worksheet()

# Write some test data.

worksheet.write(0, 0, 'Hello, world!')

# Close the workbook before streaming the data.

workbook.close()

# Rewind the buffer.

output.seek(0)

# Construct a server response.

self.send\_response(200)

self.send\_header('Content-Disposition', 'attachment; filename=test.xlsx')

self.send\_header('Content-type',

'application/vnd.openxmlformats-officedocument.spreadsheetml.sheet')

self.end\_headers()

self.wfile.write(output.read())

return

print('Server listening on port 8000...')

httpd = socketserver.TCPServer(('', 8000), Handler)

httpd.serve\_forever()

## docs.python.org :: http.server

<https://docs.python.org/3/library/http.server.html>

**Source code:** [Lib/http/server.py](https://github.com/python/cpython/tree/3.6/Lib/http/server.py)

This module defines classes for implementing HTTP servers (Web servers).

One class, [HTTPServer](https://docs.python.org/3/library/http.server.html#http.server.HTTPServer), is a [socketserver.TCPServer](https://docs.python.org/3/library/socketserver.html#socketserver.TCPServer) subclass. It creates and listens at the HTTP socket, dispatching the requests to a handler. Code to create and run the server looks like this:

def run(server\_class=HTTPServer, handler\_class=BaseHTTPRequestHandler):

server\_address = ('', 8000)

httpd = server\_class(server\_address, handler\_class)

httpd.serve\_forever()

*class* http.server.HTTPServer(*server\_address*, *RequestHandlerClass*)

This class builds on the [TCPServer](https://docs.python.org/3/library/socketserver.html#socketserver.TCPServer) class by storing the server address as instance variables named server\_name and server\_port. The server is accessible by the handler, typically through the handler’s server instance variable.

The [HTTPServer](https://docs.python.org/3/library/http.server.html#http.server.HTTPServer) must be given a *RequestHandlerClass* on instantiation, of which this module provides three different variants:

*class* http.server.BaseHTTPRequestHandler(*request*, *client\_address*, *server*)

This class is used to handle the HTTP requests that arrive at the server. By itself, it cannot respond to any actual HTTP requests; it must be subclassed to handle each request method (e.g. GET or POST). [BaseHTTPRequestHandler](https://docs.python.org/3/library/http.server.html#http.server.BaseHTTPRequestHandler) provides a number of class and instance variables, and methods for use by subclasses.

The handler will parse the request and the headers, then call a method specific to the request type. The method name is constructed from the request. For example, for the request method SPAM, the do\_SPAM() method will be called with no arguments. All of the relevant information is stored in instance variables of the handler. Subclasses should not need to override or extend the [\_\_init\_\_()](https://docs.python.org/3/reference/datamodel.html#object.__init__) method.

[BaseHTTPRequestHandler](https://docs.python.org/3/library/http.server.html#http.server.BaseHTTPRequestHandler) has the following instance variables:

client\_address

Contains a tuple of the form (host, port) referring to the client’s address.

server

Contains the server instance.

close\_connection

Boolean that should be set before [handle\_one\_request()](https://docs.python.org/3/library/http.server.html#http.server.BaseHTTPRequestHandler.handle_one_request) returns, indicating if another request may be expected, or if the connection should be shut down.

requestline

Contains the string representation of the HTTP request line. The terminating CRLF is stripped. This attribute should be set by [handle\_one\_request()](https://docs.python.org/3/library/http.server.html#http.server.BaseHTTPRequestHandler.handle_one_request). If no valid request line was processed, it should be set to the empty string.

command

Contains the command (request type). For example, 'GET'.

path

Contains the request path.

request\_version

Contains the version string from the request. For example, 'HTTP/1.0'.

headers

Holds an instance of the class specified by the [MessageClass](https://docs.python.org/3/library/http.server.html#http.server.BaseHTTPRequestHandler.MessageClass) class variable. This instance parses and manages the headers in the HTTP request. The parse\_headers() function from [http.client](https://docs.python.org/3/library/http.client.html#module-http.client) is used to parse the headers and it requires that the HTTP request provide a valid [**RFC 2822**](https://tools.ietf.org/html/rfc2822.html) style header.

rfile

An [io.BufferedIOBase](https://docs.python.org/3/library/io.html#io.BufferedIOBase) input stream, ready to read from the start of the optional input data.

wfile

Contains the output stream for writing a response back to the client. Proper adherence to the HTTP protocol must be used when writing to this stream.

Changed in version 3.6: This is an [io.BufferedIOBase](https://docs.python.org/3/library/io.html#io.BufferedIOBase) stream.

[BaseHTTPRequestHandler](https://docs.python.org/3/library/http.server.html#http.server.BaseHTTPRequestHandler) has the following attributes:

server\_version

Specifies the server software version. You may want to override this. The format is multiple whitespace-separated strings, where each string is of the form name[/version]. For example, 'BaseHTTP/0.2'.

sys\_version

Contains the Python system version, in a form usable by the [version\_string](https://docs.python.org/3/library/http.server.html#http.server.BaseHTTPRequestHandler.version_string) method and the [server\_version](https://docs.python.org/3/library/http.server.html#http.server.BaseHTTPRequestHandler.server_version) class variable. For example, 'Python/1.4'.

error\_message\_format

Specifies a format string that should be used by [send\_error()](https://docs.python.org/3/library/http.server.html#http.server.BaseHTTPRequestHandler.send_error) method for building an error response to the client. The string is filled by default with variables from [responses](https://docs.python.org/3/library/http.server.html#http.server.BaseHTTPRequestHandler.responses) based on the status code that passed to [send\_error()](https://docs.python.org/3/library/http.server.html#http.server.BaseHTTPRequestHandler.send_error).

error\_content\_type

Specifies the Content-Type HTTP header of error responses sent to the client. The default value is 'text/html'.

protocol\_version

This specifies the HTTP protocol version used in responses. If set to 'HTTP/1.1', the server will permit HTTP persistent connections; however, your server *must* then include an accurate Content-Length header (using [send\_header()](https://docs.python.org/3/library/http.server.html#http.server.BaseHTTPRequestHandler.send_header)) in all of its responses to clients. For backwards compatibility, the setting defaults to 'HTTP/1.0'.

MessageClass

Specifies an [email.message.Message](https://docs.python.org/3/library/email.compat32-message.html#email.message.Message)-like class to parse HTTP headers. Typically, this is not overridden, and it defaults to http.client.HTTPMessage.

responses

This attribute contains a mapping of error code integers to two-element tuples containing a short and long message. For example, {code: (shortmessage, longmessage)}. The *shortmessage* is usually used as the *message* key in an error response, and *longmessage* as the *explain* key. It is used by [send\_response\_only()](https://docs.python.org/3/library/http.server.html#http.server.BaseHTTPRequestHandler.send_response_only) and [send\_error()](https://docs.python.org/3/library/http.server.html#http.server.BaseHTTPRequestHandler.send_error) methods.

A [BaseHTTPRequestHandler](https://docs.python.org/3/library/http.server.html#http.server.BaseHTTPRequestHandler) instance has the following methods:

handle()

Calls [handle\_one\_request()](https://docs.python.org/3/library/http.server.html#http.server.BaseHTTPRequestHandler.handle_one_request) once (or, if persistent connections are enabled, multiple times) to handle incoming HTTP requests. You should never need to override it; instead, implement appropriate do\_\*() methods.

handle\_one\_request()

This method will parse and dispatch the request to the appropriate do\_\*() method. You should never need to override it.

handle\_expect\_100()

When a HTTP/1.1 compliant server receives an Expect: 100-continue request header it responds back with a 100 Continue followed by 200 OK headers. This method can be overridden to raise an error if the server does not want the client to continue. For e.g. server can chose to send 417 Expectation Failed as a response header and return False.

New in version 3.2.

send\_error(*code*, *message=None*, *explain=None*)

Sends and logs a complete error reply to the client. The numeric *code* specifies the HTTP error code, with *message* as an optional, short, human readable description of the error. The *explain* argument can be used to provide more detailed information about the error; it will be formatted using the [error\_message\_format](https://docs.python.org/3/library/http.server.html#http.server.BaseHTTPRequestHandler.error_message_format) attribute and emitted, after a complete set of headers, as the response body. The [responses](https://docs.python.org/3/library/http.server.html#http.server.BaseHTTPRequestHandler.responses) attribute holds the default values for *message* and *explain* that will be used if no value is provided; for unknown codes the default value for both is the string ???. The body will be empty if the method is HEAD or the response code is one of the following: 1xx, 204 No Content, 205 Reset Content, 304 Not Modified.

Changed in version 3.4: The error response includes a Content-Length header. Added the *explain* argument.

send\_response(*code*, *message=None*)

Adds a response header to the headers buffer and logs the accepted request. The HTTP response line is written to the internal buffer, followed by *Server* and *Date* headers. The values for these two headers are picked up from the [version\_string()](https://docs.python.org/3/library/http.server.html#http.server.BaseHTTPRequestHandler.version_string) and [date\_time\_string()](https://docs.python.org/3/library/http.server.html#http.server.BaseHTTPRequestHandler.date_time_string) methods, respectively. If the server does not intend to send any other headers using the [send\_header()](https://docs.python.org/3/library/http.server.html#http.server.BaseHTTPRequestHandler.send_header) method, then [send\_response()](https://docs.python.org/3/library/http.server.html#http.server.BaseHTTPRequestHandler.send_response) should be followed by an [end\_headers()](https://docs.python.org/3/library/http.server.html#http.server.BaseHTTPRequestHandler.end_headers) call.

Changed in version 3.3: Headers are stored to an internal buffer and [end\_headers()](https://docs.python.org/3/library/http.server.html#http.server.BaseHTTPRequestHandler.end_headers) needs to be called explicitly.

send\_header(*keyword*, *value*)

Adds the HTTP header to an internal buffer which will be written to the output stream when either [end\_headers()](https://docs.python.org/3/library/http.server.html#http.server.BaseHTTPRequestHandler.end_headers) or [flush\_headers()](https://docs.python.org/3/library/http.server.html#http.server.BaseHTTPRequestHandler.flush_headers) is invoked. *keyword* should specify the header keyword, with *value* specifying its value. Note that, after the send\_header calls are done, [end\_headers()](https://docs.python.org/3/library/http.server.html#http.server.BaseHTTPRequestHandler.end_headers) MUST BE called in order to complete the operation.

Changed in version 3.2: Headers are stored in an internal buffer.

send\_response\_only(*code*, *message=None*)

Sends the response header only, used for the purposes when 100 Continue response is sent by the server to the client. The headers not buffered and sent directly the output stream.If the *message* is not specified, the HTTP message corresponding the response *code* is sent.

New in version 3.2.

end\_headers()

Adds a blank line (indicating the end of the HTTP headers in the response) to the headers buffer and calls [flush\_headers()](https://docs.python.org/3/library/http.server.html#http.server.BaseHTTPRequestHandler.flush_headers).

Changed in version 3.2: The buffered headers are written to the output stream.

flush\_headers()

Finally send the headers to the output stream and flush the internal headers buffer.

New in version 3.3.

log\_request(*code='-'*, *size='-'*)

Logs an accepted (successful) request. *code* should specify the numeric HTTP code associated with the response. If a size of the response is available, then it should be passed as the *size* parameter.

log\_error(*...*)

Logs an error when a request cannot be fulfilled. By default, it passes the message to [log\_message()](https://docs.python.org/3/library/http.server.html#http.server.BaseHTTPRequestHandler.log_message), so it takes the same arguments (*format* and additional values).

log\_message(*format*, *...*)

Logs an arbitrary message to sys.stderr. This is typically overridden to create custom error logging mechanisms. The *format* argument is a standard printf-style format string, where the additional arguments to [log\_message()](https://docs.python.org/3/library/http.server.html#http.server.BaseHTTPRequestHandler.log_message) are applied as inputs to the formatting. The client ip address and current date and time are prefixed to every message logged.

version\_string()

Returns the server software’s version string. This is a combination of the [server\_version](https://docs.python.org/3/library/http.server.html#http.server.BaseHTTPRequestHandler.server_version) and [sys\_version](https://docs.python.org/3/library/http.server.html#http.server.BaseHTTPRequestHandler.sys_version) attributes.

date\_time\_string(*timestamp=None*)

Returns the date and time given by *timestamp* (which must be None or in the format returned by [time.time()](https://docs.python.org/3/library/time.html#time.time)), formatted for a message header. If *timestamp* is omitted, it uses the current date and time.

The result looks like 'Sun, 06 Nov 1994 08:49:37 GMT'.

log\_date\_time\_string()

Returns the current date and time, formatted for logging.

address\_string()

Returns the client address.

Changed in version 3.3: Previously, a name lookup was performed. To avoid name resolution delays, it now always returns the IP address.

*class* http.server.SimpleHTTPRequestHandler(*request*, *client\_address*, *server*)

This class serves files from the current directory and below, directly mapping the directory structure to HTTP requests.

A lot of the work, such as parsing the request, is done by the base class [BaseHTTPRequestHandler](https://docs.python.org/3/library/http.server.html#http.server.BaseHTTPRequestHandler). This class implements the [do\_GET()](https://docs.python.org/3/library/http.server.html#http.server.SimpleHTTPRequestHandler.do_GET) and [do\_HEAD()](https://docs.python.org/3/library/http.server.html#http.server.SimpleHTTPRequestHandler.do_HEAD) functions.

The following are defined as class-level attributes of [SimpleHTTPRequestHandler](https://docs.python.org/3/library/http.server.html#http.server.SimpleHTTPRequestHandler):

server\_version

This will be "SimpleHTTP/" + \_\_version\_\_, where \_\_version\_\_ is defined at the module level.

extensions\_map

A dictionary mapping suffixes into MIME types. The default is signified by an empty string, and is considered to be application/octet-stream. The mapping is used case-insensitively, and so should contain only lower-cased keys.

The [SimpleHTTPRequestHandler](https://docs.python.org/3/library/http.server.html#http.server.SimpleHTTPRequestHandler) class defines the following methods:

do\_HEAD()

This method serves the 'HEAD' request type: it sends the headers it would send for the equivalent GET request. See the [do\_GET()](https://docs.python.org/3/library/http.server.html#http.server.SimpleHTTPRequestHandler.do_GET) method for a more complete explanation of the possible headers.

do\_GET()

The request is mapped to a local file by interpreting the request as a path relative to the current working directory.

If the request was mapped to a directory, the directory is checked for a file named index.html or index.htm (in that order). If found, the file’s contents are returned; otherwise a directory listing is generated by calling the list\_directory() method. This method uses [os.listdir()](https://docs.python.org/3/library/os.html#os.listdir) to scan the directory, and returns a 404 error response if the [listdir()](https://docs.python.org/3/library/os.html#os.listdir) fails.

If the request was mapped to a file, it is opened and the contents are returned. Any [OSError](https://docs.python.org/3/library/exceptions.html#OSError) exception in opening the requested file is mapped to a 404, 'File not found' error. Otherwise, the content type is guessed by calling the guess\_type() method, which in turn uses the *extensions\_map* variable.

A 'Content-type:' header with the guessed content type is output, followed by a 'Content-Length:' header with the file’s size and a 'Last-Modified:' header with the file’s modification time.

Then follows a blank line signifying the end of the headers, and then the contents of the file are output. If the file’s MIME type starts with text/ the file is opened in text mode; otherwise binary mode is used.

For example usage, see the implementation of the [test()](https://docs.python.org/3/library/test.html#module-test) function invocation in the [http.server](https://docs.python.org/3/library/http.server.html#module-http.server) module.

The [SimpleHTTPRequestHandler](https://docs.python.org/3/library/http.server.html#http.server.SimpleHTTPRequestHandler) class can be used in the following manner in order to create a very basic webserver serving files relative to the current directory:

import http.server

import socketserver

PORT = 8000

Handler = http.server.SimpleHTTPRequestHandler

with socketserver.TCPServer(("", PORT), Handler) as httpd:

print("serving at port", PORT)

httpd.serve\_forever()

[http.server](https://docs.python.org/3/library/http.server.html#module-http.server) can also be invoked directly using the [-m](https://docs.python.org/3/using/cmdline.html#cmdoption-m) switch of the interpreter with a port number argument. Similar to the previous example, this serves files relative to the current directory:

python -m http.server 8000

By default, server binds itself to all interfaces. The option -b/--bind specifies a specific address to which it should bind. For example, the following command causes the server to bind to localhost only:

python -m http.server 8000 --bind 127.0.0.1

New in version 3.4: --bind argument was introduced.

*class* http.server.CGIHTTPRequestHandler(*request*, *client\_address*, *server*)

This class is used to serve either files or output of CGI scripts from the current directory and below. Note that mapping HTTP hierarchic structure to local directory structure is exactly as in [SimpleHTTPRequestHandler](https://docs.python.org/3/library/http.server.html#http.server.SimpleHTTPRequestHandler).

Note

CGI scripts run by the [CGIHTTPRequestHandler](https://docs.python.org/3/library/http.server.html#http.server.CGIHTTPRequestHandler) class cannot execute redirects (HTTP code 302), because code 200 (script output follows) is sent prior to execution of the CGI script. This pre-empts the status code.

The class will however, run the CGI script, instead of serving it as a file, if it guesses it to be a CGI script. Only directory-based CGI are used — the other common server configuration is to treat special extensions as denoting CGI scripts.

The do\_GET() and do\_HEAD() functions are modified to run CGI scripts and serve the output, instead of serving files, if the request leads to somewhere below the cgi\_directories path.

The [CGIHTTPRequestHandler](https://docs.python.org/3/library/http.server.html#http.server.CGIHTTPRequestHandler) defines the following data member:

cgi\_directories

This defaults to ['/cgi-bin', '/htbin'] and describes directories to treat as containing CGI scripts.

The [CGIHTTPRequestHandler](https://docs.python.org/3/library/http.server.html#http.server.CGIHTTPRequestHandler) defines the following method:

do\_POST()

This method serves the 'POST' request type, only allowed for CGI scripts. Error 501, “Can only POST to CGI scripts”, is output when trying to POST to a non-CGI url.

Note that CGI scripts will be run with UID of user nobody, for security reasons. Problems with the CGI script will be translated to error 403.

[CGIHTTPRequestHandler](https://docs.python.org/3/library/http.server.html#http.server.CGIHTTPRequestHandler) can be enabled in the command line by passing the --cgi option:

python -m http.server --cgi 8000

# Module cgi (et cgitb)

## Web Forms with Python

<http://raspberrywebserver.com/cgiscripting/web-forms-with-python.html>

Web applications usually need get input from users at some point. Whether you're building a blogging site or a web UI for an embedded device, forms are a great way to allow users to interact with a web site.

A form is a set of input fields contained in form HTML tags. The following are types of form fields:

* text area
* text input
* radio buttons
* check boxes
* drop down menus
* legend
* file select
* password
* submit button
* reset button

The form tag contains two attributes, the action attribute which specifies which script should execute when the submit button is clicked, and the method used to pass the form to the server, GET or POST.

When the user fills in a form and clicks the submit button, the form data is sent to the server and processed by the script in the form attribute.

### Text Area

Text areas allow users to enter a large amount of text like a blog post.

HTML code:

<form action="/cgi-bin/examples/textarea.py" method="POST">

<textarea name="post" cols=70 rows=5></textarea><br>

<input type="submit" value="Submit">

<input type="reset" value="Reset">

</form>
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Python code:

#!/usr/bin/env python

import cgi

import cgitb

cgitb.enable()

print "Content-type: text/html\n\n"

form=cgi.FieldStorage()

if "post" not in form:

print "<h1>The text area was empty.</h1>"

else:

text=form["post"].value

print "<h1>Text from text area:</h1>"

print cgi.escape(text)

### Text Input

A text input field can be used to enter a single line of text.

<form action="/cgi-bin/examples/textinput.py" method="POST">

<input type="text" size="70" name="data" value=""><br>

<input type="submit" value="Submit">

<input type="reset" value="Reset">

</form>
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#!/usr/bin/env python

import cgi

import cgitb

cgitb.enable()

print "Content-type: text/html\n\n"

form=cgi.FieldStorage()

if "data" not in form:

print "<h1>The text input box was empty.</h1>"

else:

text=form["data"].value

print "<h1>Text from text input box:</h1>"

print cgi.escape(text)

### Radio buttons

<form action="/cgi-bin/examples/radiobuttons.py" method="POST">

<input type="radio" name="light" value="on">On<br>

<input type="radio" name="light" value="off">Off

<br>

<input type="submit" value="Submit">

<input type="reset" value="Reset">

</form>
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#!/usr/bin/env python

import cgi

import cgitb

cgitb.enable()

print "Content-type: text/html\n\n"

form=cgi.FieldStorage()

if "light" not in form:

print "<h1>Neither radio button was selected.</h1>"

else:

text=form["light"].value

print "<h1>Radio button chosen:</h1>"

print cgi.escape(text)

### Check box

Users can pick one or more options

<form action="/cgi-bin/examples/checkbox.py" method="POST">

<input type="checkbox" name="setting" value="set" > Executable

<br>

<input type="submit" value="Submit">

<input type="reset" value="Reset">

</form>
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#!/usr/bin/env python

import cgi

import cgitb

cgitb.enable()

print "Content-type: text/html\n\n"

form=cgi.FieldStorage()

if "setting" not in form:

print "<h1>The box was not checked</h1>"

else:

text=form["setting"].value

print "<h1>The check box was ticked:</h1>"

print tex

### Drop down menu

Users can pick an option from a drop down menu.

<form action="/cgi-bin/examples/dropdown.py" method="POST">

My favaourite programming language is

<select name="language">

<option value="c">C</option>

<option value="python">Python</option>

<option value="php">PHP</option>

<option value="Java">Java</option>

</select>

<br>

<input type="submit" value="Submit">

<input type="reset" value="Reset">

</form>
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#!/usr/bin/env python

import cgi

import cgitb

cgitb.enable()

print "Content-type: text/html\n\n"

form=cgi.FieldStorage()

if "language" not in form:

print "<h1>No option chosen</h1>"

else:

text=form["language"].value

print "<h1>The option chosen was:</h1>"

print text

### Legend

<form action="/cgi-bin/examples/legend.py" method="POST">

<fieldset>

<legend>Legend</legend>

<p>These paragraphs are surrounded by a legend.<p>

<p>You can use legends to group things together like these two  
paragraphs.<p>

</fieldset>

</form>
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### Password field

Like a text input box, but characters are obscured as they're typed in.

<form action="/cgi-bin/examples/password.py" method="POST">

Username: <input type="text" name="user\_name" value="">

Password: <input type="password" name="password">

<br>

<input type="submit" value="Submit">

<input type="reset" value="Reset">

</form>

![](data:image/png;base64,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)

#!/usr/bin/env python

import cgi

import cgitb

cgitb.enable()

print "Content-type: text/html\n\n"

form=cgi.FieldStorage()

if "user\_name" not in form:

print "<h1>No username was entered</h1>"

else:

text=form["user\_name"].value

print "<h1>Username:</h1>"

print cgi.escape(text)

if "password" not in form:

print "<h1>No password was entered</h1>"

else:

text=form["password"].value

print "<h1>Password:</h1>"

print cgi.escape(text)

### More from this category:

[CGI scripting](http://raspberrywebserver.com/cgiscripting/)

* [Writing CGI scripts on a Raspberry Pi](http://raspberrywebserver.com/cgiscripting/writing-cgi-scripts-on-a-raspberry-pi.html)
* [Writing CGI scripts in Python](http://raspberrywebserver.com/cgiscripting/writing-cgi-scripts-in-python.html)
* [Using Google charts in Python CGI scripts](http://raspberrywebserver.com/cgiscripting/using-google-charts-in-python-cgi-scripts.html)
* [Sending data to an HTTP server - get and post methods](http://raspberrywebserver.com/cgiscripting/sending-data-to-an-HTTP-server-get-and-post-methods.html)
* [Web Forms with Python](http://raspberrywebserver.com/cgiscripting/web-forms-with-python.html)
* [Using Python to set, retrieve and clear cookies](http://raspberrywebserver.com/cgiscripting/using-python-to-set-retreive-and-clear-cookies.html)
* [Setting up Nginx and uWSGI for CGI scripting](http://raspberrywebserver.com/cgiscripting/setting-up-nginx-and-uwsgi-for-cgi-scripting.html)

[Raspberry Pi Temperature Logger](http://raspberrywebserver.com/cgiscripting/rpi-temperature-logger/)

* + [Building an SQLite temperature logger](http://raspberrywebserver.com/cgiscripting/rpi-temperature-logger/building-an-sqlite-temperature-logger.html)
  + [Building a web user interface for the temperature monitor](http://raspberrywebserver.com/cgiscripting/rpi-temperature-logger/building-a-web-user-interface-for-the-temperature-monitor.html)

## Python 3 Programmation CGI

<http://www.w3ii.com/fr/python3/python_cgi_programming.html>

Qu'est-ce que CGI?

Le Common Gateway Interface, ou CGI, est une norme pour les programmes de passerelles externes à l'interface avec les serveurs d'information tels que les serveurs HTTP.

La version actuelle est CGI / 1.1 et CGI / 1.2 est en cours de progressio

Navigation sur le Web

Pour comprendre le concept de CGI, nous allons voir ce qui se passe lorsque l'on clique un lien hyper pour parcourir une page web particulière ou URL.

Vos contacts navigateur du serveur HTTP Web et les demandes de l'URL, à savoir, le nom de fichier.

Web Server analyse l'URL et recherche le nom du fichier. Si elle constate que le fichier puis l'envoie au navigateur, sinon envoie un message d'erreur indiquant que vous avez demandé un fichier erroné.

Le navigateur Web prend la réponse du serveur et affiche web soit le message de fichier ou d'erreur reçu.

Cependant, il est possible de configurer le serveur HTTP de sorte que chaque fois qu'un fichier dans un répertoire est demandé que le fichier ne soit pas renvoyé; à la place, il est exécuté en tant que programme, et quel que soit ce que les résultats du programme est renvoyé pour votre navigateur pour afficher. Cette fonction est appelée Common Gateway Interface ou CGI et les programmes sont appelés des scripts CGI. Ces programmes CGI peuvent être un script Python, PERL Script, Shell Script, C ou C ++ programme, etc.

CGI diagramme d'architecture

![CGI architecture](data:image/gif;base64,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)

### Premier programme de CGI

Voici un lien simple, qui est lié à un script CGI appelé [hello.py](http://www.w3ii.com/fr/cgi_bin/hello.py) . Ce fichier est stocké dans / var / www / cgi-bin et il a le contenu suivant. Avant l' exécution de votre programme CGI, assurez - vous que vous avez le changement mode de fichier en utilisant**chmod 755 hello.py commande UNIX pour rendre le fichier exécutable.**

#!/usr/bin/python3

print ("Content-type:text/html")

print()

print ("<html>")

print ('<head>')

print ('<title>Hello Word - First CGI Program</title>')

print ('</head>')

print ('<body>')

print ('<h2>Hello Word! This is my first CGI program</h2>')

print ('</body>')

print ('</html>')

**Remarque: La première ligne dans le script doit être chemin vers Python exécutable.**Dans Linux, il devrait être #! / Usr / bin / python3

Entrez URL suivante dans le navigateur yor

<http://localhost:8080/cgi-bin/hello.py>

### En-tête HTTP

Le**Content-type de ligne: text / html \ r \ n \ r \ nfait partie de tête HTTP qui est envoyé au navigateur pour comprendre le contenu.** Tout l'en-tête HTTP sera sous la forme suivante -

HTTP Field Name: Field Content

For Example

Content-type: text/html\r\n\r\n

Il y a peu d'autres en-têtes HTTP importantes, que vous utiliserez fréquemment dans votre programmation CGI.

|  |  |
| --- | --- |
| Entête | La description |
| Content-Type: | Une chaîne MIME définissant le format du fichier retourné. Exemple est Type de contenu: text / html |
| Expire: Date | La date à laquelle l'information devient invalide. Il est utilisé par le navigateur de décider quand une page doit être actualisé. Une chaîne de date valide est au format 1 janvier 1998 12:00:00 GMT. |
| Lieu: URL | L'URL qui est retourné au lieu de l'URL demandée. Vous pouvez utiliser ce champ pour rediriger une requête vers un fichier. |
| Dernière modification: Date | La date de la dernière modification de la ressource. |
| Content-length: N | La longueur, en octets, des données étant retourné. Le navigateur utilise cette valeur pour signaler le temps de téléchargement estimé pour un fichier. |
| Set-Cookie: String | Définissez le cookie passé à travers la*chaîne* |

### Variables d'environnement CGI

Tous les programmes CGI ont accès aux variables d'environnement suivantes. Ces variables jouent un rôle important lors de l'écriture tout programme CGI.

|  |  |
| --- | --- |
| Nom de la variable | La description |
| CONTENT\_TYPE | Le type de données du contenu. Utilisé lorsque le client envoie le contenu connecté au serveur. Par exemple, le téléchargement de fichiers. |
| CONTENT\_LENGTH | La longueur de l'information de requête. Il est disponible uniquement pour les requêtes POST. |
| HTTP\_COOKIE | Retourne le jeu des cookies en forme de clé et la valeur paire. |
| HTTP\_USER\_AGENT | Le champ request-tête User-Agent contient des informations sur l'agent utilisateur origine de la demande. Il est le nom du navigateur Web. |
| PATH\_INFO | Le chemin d'accès au script CGI. |
| CHAÎNE DE REQUÊTE | Les informations de code URL qui est envoyé à la demande de méthode GET. |
| REMOTE\_ADDR | L'adresse IP de l'hôte distant qui fait la demande. Ceci est utile ou l'exploitation forestière pour l'authentification. |
| REMOTE\_HOST | Le nom complet de l'hôte qui fait la demande. Si ces informations ne sont pas disponibles, alors REMOTE\_ADDR peut être utilisé pour obtenir l'adresse IR. |
| REQUEST\_METHOD | La méthode utilisée pour faire la demande. Les méthodes les plus courantes sont GET et POST. |
| SCRIPT\_FILENAME | Le chemin complet du script CGI. |
| SCRIPT\_NAME | Le nom du script CGI. |
| NOM DU SERVEUR | nom d'hôte ou l'adresse IP du serveur |
| SERVER\_SOFTWARE | Le nom et la version du logiciel du serveur est en cours d'exécution. |

Voici petit programme CGI pour lister toutes les variables CGI. Cliquez sur ce lien pour voir le résultat [Obtenir Environnement](http://www.w3ii.com/cgi-bin/get_env.py)

#!/usr/bin/python3

import os

print ("Content-type: text/html")

print ()

print ("<font size=+1>Environment</font><\br>";)

for param in os.environ.keys():

print ("<b>%20s</b>: %s<\br>" % (param, os.environ[param]))

### Méthodes GET et POST

Vous devez avoir rencontré de nombreuses situations où vous devez passer des informations à partir de votre navigateur vers le serveur Web et, finalement, à votre programme CGI. Le plus souvent, le navigateur utilise deux méthodes de deux laissez-passer ces informations au serveur Web. Ces méthodes sont la méthode GET et POST Méthode.

#### Transmission des informations en utilisant la méthode GET

La méthode GET envoie les informations d'utilisateur encodées annexée à la demande de page. La page et les informations codées sont séparés par le caractère « ? »comme suit: -

http://www.test.com/cgi-bin/hello.py?key1=value1&key2=value2

La méthode GET est la méthode par défaut pour transmettre des informations à partir du navigateur vers le serveur Web et il produit une longue chaîne qui apparaît dans l'emplacement de votre navigateur: case. Ne jamais utiliser la méthode GET si vous avez un mot de passe ou d'autres informations sensibles à transmettre au serveur. La méthode GET a la taille limitation: seulement 1024 caractères peuvent être envoyés dans une chaîne de demande. La méthode GET envoie des informations en utilisant la tête de QUERY\_STRING et sera accessible dans votre programme CGI par QUERY\_STRING variable d'environnement.

Vous pouvez transmettre des informations par simple concaténation des paires de clés et de valeurs ainsi que toute URL ou vous pouvez utiliser HTML balises <form> pour transmettre des informations en utilisant la méthode GET.

Voici une simple URL, qui passe deux valeurs à hello\_get.py programme en utilisant la méthode GET.

/cgi-bin/hello\_get.py?first\_name=Malhar&last\_name=Lathkar

#!/usr/bin/python3

# Import modules for CGI handling

import cgi, cgitb

# Create instance of FieldStorage

form = cgi.FieldStorage()

# Get data from fields

first\_name = form.getvalue('first\_name')

last\_name = form.getvalue('last\_name')

print ("Content-type:text/html")

print()

print ("<html>)"

print ("<head>")

print ("<title>Hello - Second CGI Program</title>")

print ("</head>")

print ("<body>")

print ("<h2>Hello %s %s</h2>" % (first\_name, last\_name))

print ("</body>")

print ("</html>">)

#### FORMULAIRE Simple Exemple: méthode GET

Cet exemple passe deux valeurs en utilisant le formulaire HTML et le bouton soumettre. Nous utilisons même hello\_get.py script CGI pour gérer cette entrée.

<form action="/cgi-bin/hello\_get.py" method="get">

First Name: <input type="text" name="first\_name"> <br />

Last Name: <input type="text" name="last\_name" />

<input type="submit" value="Submit" />

</form>

Voici la sortie réelle du formulaire ci-dessus, vous entrez Nom et prénom puis cliquez sur le bouton soumettre pour voir le résultat.

![](data:image/png;base64,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)

### Transmission des informations Utilisation de la méthode POST

Une méthode généralement plus fiable de transmettre des informations à un programme CGI est la méthode POST. Ce emballe les informations exactement de la même manière que les méthodes GET, mais au lieu de l'envoyer comme une chaîne de texte après « ? » dans l'URL, il l'envoie comme un message séparé. Ce message vient dans le script CGI sous la forme de l'entrée standard.

Ci-dessous est le même script hello\_get.py qui gère GET ainsi que la méthode POST.

#!/usr/bin/python3

# Import modules for CGI handling

import cgi, cgitb

# Create instance of FieldStorage

form = cgi.FieldStorage()

# Get data from fields

first\_name = form.getvalue('first\_name')

last\_name = form.getvalue('last\_name')

print ("Content-type:text/html")

print()

print ("<html>")

print ("<head>")

print ("<title>Hello - Second CGI Program</title>")

print ("</head>")

print ("<body>")

print ("<h2>Hello %s %s</h2>" % (first\_name, last\_name))

print ("</body>")

print ("</html>")

Reprenons même exemple que ci-dessus qui passe deux valeurs en utilisant le formulaire HTML et le bouton soumettre. Nous utilisons même hello\_get.py script CGI pour gérer cette entrée.

<form action="/cgi-bin/hello\_get.py" method="post">

First Name: <input type="text" name="first\_name"><br />

Last Name: <input type="text" name="last\_name" />

<input type="submit" value="Submit" />

</form>

![](data:image/png;base64,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)

### Passant Checkbox données au programme CGI

<form action="/cgi-bin/checkbox.py" method="POST" target="\_blank">

<input type="checkbox" name="maths" value="on" /> Maths

<input type="checkbox" name="physics" value="on" /> Physics

<input type="submit" value="Select Subject" />

</form>
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#!/usr/bin/python3

# Import modules for CGI handling

import cgi, cgitb

# Create instance of FieldStorage

form = cgi.FieldStorage()

# Get data from fields

if form.getvalue('maths'):

math\_flag = "ON"

else:

math\_flag = "OFF"

if form.getvalue('physics'):

physics\_flag = "ON"

else:

physics\_flag = "OFF"

print ("Content-type:text/html")

print()

print ("<html>")

print ("<head>")

print ("<title>Checkbox - Third CGI Program</title>")

print ("</head>")

print ("<body>")

print ("<h2> CheckBox Maths is : %s</h2>" % math\_flag)

print ("<h2> CheckBox Physics is : %s</h2>" % physics\_flag)

print ("</body>")

print ("</html>")

### Passer des données des boutons de radio au programme CGI

<form action="/cgi-bin/radiobutton.py" method="post" target="\_blank">

<input type="radio" name="subject" value="maths" /> Maths

<input type="radio" name="subject" value="physics" /> Physics

<input type="submit" value="Select Subject" />

</form>
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#!/usr/bin/python3

# Import modules for CGI handling

import cgi, cgitb

# Create instance of FieldStorage

form = cgi.FieldStorage()

# Get data from fields

if form.getvalue('subject'):

subject = form.getvalue('subject')

else:

subject = "Not set"

print "Content-type:text/html")

print()

print ("<html>")

print ("<head>")

print ("<title>Radio - Fourth CGI Program</title>")

print ("</head>")

print ("<body>")

print ("<h2> Selected Subject is %s</h2>" % subject)

print ("</body>")

print ("</html>")

### Passing Zone de données texte au programme CGI

<form action="/cgi-bin/textarea.py" method="post" target="\_blank">

<textarea name="textcontent" cols="40" rows="4">

Type your text here...

</textarea>

<input type="submit" value="Submit" />

</form>

![](data:image/png;base64,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)

#!/usr/bin/python3

# Import modules for CGI handling

import cgi, cgitb

# Create instance of FieldStorage

form = cgi.FieldStorage()

# Get data from fields

if form.getvalue('textcontent'):

text\_content = form.getvalue('textcontent')

else:

text\_content = "Not entered"

print "Content-type:text/html")

print()

print ("<html>")

print ("<head>";)

print ("<title>Text Area - Fifth CGI Program</title>")

print ("</head>")

print ("<body>")

print ("<h2> Entered Text Content is %s</h2>" % text\_content)

print ("</body>")

### Passant Drop Down Box données au programme CGI

<form action="/cgi-bin/dropdown.py" method="post" target="\_blank">

<select name="dropdown">

<option value="Maths" selected>Maths</option>

<option value="Physics">Physics</option>

</select>

<input type="submit" value="Submit"/>

</form>

![](data:image/png;base64,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)

#!/usr/bin/python3

# Import modules for CGI handling

import cgi, cgitb

# Create instance of FieldStorage

form = cgi.FieldStorage()

# Get data from fields

if form.getvalue('dropdown'):

subject = form.getvalue('dropdown')

else:

subject = "Not entered"

print "Content-type:text/html")

print()

print ("<html>")

print ("<head>")

print ("<title>Dropdown Box - Sixth CGI Program</title>")

print ("</head>")

print ("<body>")

print ("<h2> Selected Subject is %s</h2>" % subject)

print ("</body>")

print ("</html>")

### Utilisation des cookies dans CGI

le protocole HTTP est un protocole sans état. Pour un site commercial, il est nécessaire de maintenir des informations de session entre les différentes pages. Par exemple, un enregistrement de l'utilisateur se termine après avoir terminé de nombreuses pages. Comment maintenir les informations de session de l'utilisateur sur l'ensemble des pages web?

Dans de nombreuses situations, en utilisant des cookies est la méthode la plus efficace de la mémoire et le suivi des préférences, des achats, des commissions et autres informations nécessaires pour une meilleure expérience du visiteur ou du site statistiques.

#### Comment cela fonctionne?

Votre serveur envoie des données au navigateur du visiteur sous la forme d'un cookie. Le navigateur peut accepter le cookie. Si elle le fait, elle est stockée comme un enregistrement de texte brut sur le disque dur du visiteur. Maintenant, lorsque le visiteur arrive sur une autre page sur votre site, le cookie est disponible pour la récupération. Une fois récupéré, votre serveur sait / se souvient ce qui a été stocké.

Les cookies sont un enregistrement brut de données de texte de 5 champs de longueur variable:

**Expire: La date à laquelle le cookie expirera.**Si cette zone est vide, le cookie expirera lorsque le visiteur quitte le navigateur.

**Domaine: Le nom de domaine de votre site.**

**Chemin: Le chemin d' accès à la page d'annuaire ou web qui définit le cookie.**Cela peut être vide si vous souhaitez récupérer le cookie d'un répertoire ou d'une page.

**Sécurité: Si ce champ contient le mot «sûr», alors le cookie ne peut être récupéré avec un serveur sécurisé.**Si ce champ est vide, aucune restriction existe.

**Nom = Valeur: Les cookies sont définis et récupérés sous la forme de paires de clés et de valeurs.**

Configuration de cookies

Il est très facile d'envoyer des cookies au navigateur. Ces cookies sont envoyés avec en-tête HTTP avant de champ Content-Type. En supposant que vous souhaitez définir UserID et mot de passe que les cookies. Réglage des témoins se fait comme suit: -

#!/usr/bin/python3

print ("Set-Cookie:UserID=XYZ;\r\n")

print ("Set-Cookie:Password=XYZ123;\r\n")

print ("Set-Cookie:Expires=Tuesday, 31-Dec-2007 23:12:40 GMT";\r\n")

print ("Set-Cookie:Domain=www.w3ii.com;\r\n")

print ("Set-Cookie:Path=/perl;\n")

print ("Content-type:text/html\r\n\r\n")

...........Rest of the HTML Content....

De cet exemple, vous devez avoir compris comment configurer les cookies. Nous utilisons**Set-Cookie en- tête HTTP pour définir les cookies.**

Elle est facultative pour définir les cookies attributs comme Expire, Domaine et Chemin. Il est à noter que les cookies sont mis en avant l' envoi ligne magique**Type de contenu ": text / html \ r \ n \ r \ n.**

#### Récupération cookies

Il est très facile de récupérer tous les set cookies. Les cookies sont stockés dans un environnement de CGI variables HTTP\_COOKIE et ils auront la forme suivante -

key1=value1;key2=value2;key3=value3....

#!/usr/bin/python3

# Import modules for CGI handling

from os import environ

import cgi, cgitb

if environ.has\_key('HTTP\_COOKIE'):

for cookie in map(strip, split(environ['HTTP\_COOKIE'], ';')):

(key, value ) = split(cookie, '=');

if key == "UserID":

user\_id = value

if key == "Password":

password = value

print ("User ID = %s" % user\_id)

print ("Password = %s" % password)

### Fichier Upload Exemple

Pour télécharger un fichier, le formulaire HTML doit avoir l'attribut enctype **multipart / form-data.**La balise d'entrée avec le type de fichier crée un bouton "Parcourir".

<html>

<body>

<form enctype="multipart/form-data"

action="save\_file.py" method="post">

<p>File: <input type="file" name="filename" /></p>

<p><input type="submit" value="Upload" /></p>

</form>

</body>

</html>

![](data:image/png;base64,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)

#!/usr/bin/python3

import cgi, os

import cgitb; cgitb.enable()

form = cgi.FieldStorage()

# Get filename here.

fileitem = form['filename']

# Test if the file was uploaded

if fileitem.filename:

# strip leading path from file name to avoid

# directory traversal attacks

fn = os.path.basename(fileitem.filename)

open('/tmp/' + fn, 'wb').write(fileitem.file.read())

message = 'The file "' + fn + '" was uploaded successfully'

else:

message = 'No file was uploaded'

print ("""\

Content-Type: text/html\n

<html>

<body>

<p>%s</p>

</body>

</html>

""" % (message,))

Si vous exécutez le script ci-dessus sous Unix / Linux, alors vous devez prendre soin de remplacer le séparateur de fichier comme suit, sinon sur votre machine Windows ci-dessus ouverte déclaration () devrait fonctionner correctement.

fn = os.path.basename(fileitem.filename.replace("\\", "/" ))

### Comment élever un "Téléchargement de fichier" boîte de dialogue?

Parfois, il est souhaitable que vous vouliez donner l'option où un utilisateur peut cliquer sur un lien et il fera apparaître une "Téléchargement de fichier" boîte de dialogue à l'utilisateur au lieu d'afficher le contenu réel. Ceci est très facile et peut être réalisée par en-tête HTTP. Cet en-tête HTTP est d'être différent de l'en-tête mentionné dans la section précédente.

Par exemple, si vous voulez faire un téléchargement de fichier **FileName à partir d'un lien donné, sa syntaxe est la suivante -**

#!/usr/bin/python3

# HTTP Header

print ("**Content-Type:**application/octet-stream; name=\"FileName\"\r\n")

print ("**Content-Disposition:**attachment; filename=\"FileName\"\r\n\n")

# Actual File Content will go hear.

fo = open("foo.txt", "rb")

str = fo.read()

print str

# Close opened file

fo.close()

## Apprendre à programmer avec Python/Applications web

<https://fr.wikibooks.org/wiki/Apprendre_%C3%A0_programmer_avec_Python/Applications_web>

# Python pour partager vos répertoires via un serveur web / HTTP

<https://www.parlonsgeek.com/python-partager-vos-repertoires-via-serveur-web-http/>

Si vous voulez partager vos dossiers et fichiers via un serveur HTTP et que pour une raison ou pour une autre vous ne voulez pas vous salir les main avec la configuration de apache qui peut s’avérer assez compliquée et peut vous faire perdre pas mal de temps, alors croyez moi c’est Python que vous cherchez, il vient avec un script très simple à utiliser qui vous permettra de transformer n’importe quel répertoire / dossier en serveur web vous permettant ainsi de partager son contenu avec d’autre personnes, ça leur donnera la possibilité de télécharger et d’uploader des fichiers directement depuis / sur ce répertoire.

Le seul et unique logiciel que vous aurez besoin d’installer est Python (qui n’est pas vraiment un logiciel mais un compilateur de scripts codés en Python – le langage de programmation – ). Python est disponible en deux versions, Python2 et Python3, je vous conseille d’installer les deux côte à côte afin de pouvoir exécuter tout les scripts sans sans problèmes, peu importe la version de Python qu’ils utilisent… Cliquez ici pour télécharger Python2 et Python3 depuis le site officiel.

L’installation sur Windows est très simple, suivant suivant suivant et HOP vous avez Python installé et fonctionnel, Si vous utilisez Linux ou Mac, il y a de grandes chances que vous ayez déjà Python2 pré-installé, vous pouvez vérifier en exécutant l’une des commandes suivantes dans le terminale :

Le port utilisé par défaut est **8000,** vous pouvez le changer en ajoutant un espace et le port que vous voulez utiliser après la commande. Ex : $ **python2 -m SimpleHTTPServer 4444**

## Téléchargement et Upload :

Pour permettre l’upload en plus du téléchargement via un serveur web, c’est un peu diffèrent mais ça reste très simple. Il suffit de copier le code suivant qui est une version modifiée du module par défaut de SipleHTTPServer que nous avions utilisé si dessus, et le coller dans un fichier **et assurez-vous bien de lui donner l’extension .py !**moi je choisis de le nommer « **serveurHTTP.py**« .

#!/usr/bin/env python

"""Simple HTTP Server With Upload.

This module builds on BaseHTTPServer by implementing the standard GET

and HEAD requests in a fairly straightforward manner.

"""

\_\_version\_\_ = "0.1"

\_\_all\_\_ = ["SimpleHTTPRequestHandler"]

\_\_author\_\_ = "bones7456"

\_\_home\_page\_\_ = "http://li2z.cn/"

import os

import posixpath

import BaseHTTPServer

import urllib

import cgi

import shutil

import mimetypes

import re

try:

from cStringIO import StringIO

except ImportError:

from StringIO import StringIO

class SimpleHTTPRequestHandler(BaseHTTPServer.BaseHTTPRequestHandler):

"""Simple HTTP request handler with GET/HEAD/POST commands.

This serves files from the current directory and any of its

subdirectories. The MIME type for files is determined by

calling the .guess\_type() method. And can reveive file uploaded

by client.

The GET/HEAD/POST requests are identical except that the HEAD

request omits the actual contents of the file.

"""

server\_version = "SimpleHTTPWithUpload/" + \_\_version\_\_

def do\_GET(self):

"""Serve a GET request."""

f = self.send\_head()

if f:

self.copyfile(f, self.wfile)

f.close()

def do\_HEAD(self):

"""Serve a HEAD request."""

f = self.send\_head()

if f:

f.close()

def do\_POST(self):

"""Serve a POST request."""

r, info = self.deal\_post\_data()

print r, info, "by: ", self.client\_address

f = StringIO()

f.write('<!DOCTYPE html PUBLIC "-//W3C//DTD HTML 3.2 Final//EN">')

f.write("<html>\n<title>Upload Result Page</title>\n")

f.write("<body>\n<h2>Upload Result Page</h2>\n")

f.write("<hr>\n")

if r:

f.write("<strong>Success:</strong>")

else:

f.write("<strong>Failed:</strong>")

f.write(info)

f.write("<br><a href=\"%s\">back</a>" % self.headers['referer'])

f.write("<hr><small>Powerd By: bones7456, check new version at ")

f.write("<a href=\"http://li2z.cn/?s=SimpleHTTPServerWithUpload\">")

f.write("here</a>.</small></body>\n</html>\n")

length = f.tell()

f.seek(0)

self.send\_response(200)

self.send\_header("Content-type", "text/html")

self.send\_header("Content-Length", str(length))

self.end\_headers()

if f:

self.copyfile(f, self.wfile)

f.close()

def deal\_post\_data(self):

boundary = self.headers.plisttext.split("=")[1]

remainbytes = int(self.headers['content-length'])

line = self.rfile.readline()

remainbytes -= len(line)

if not boundary in line:

return (False, "Content NOT begin with boundary")

line = self.rfile.readline()

remainbytes -= len(line)

fn = re.findall(r'Content-Disposition.\*name="file"; filename="(.\*)"', line)

if not fn:

return (False, "Can't find out file name...")

path = self.translate\_path(self.path)

fn = os.path.join(path, fn[0])

line = self.rfile.readline()

remainbytes -= len(line)

line = self.rfile.readline()

remainbytes -= len(line)

try:

out = open(fn, 'wb')

except IOError:

return (False, "Can't create file to write, do you have permission to write?")

preline = self.rfile.readline()

remainbytes -= len(preline)

while remainbytes > 0:

line = self.rfile.readline()

remainbytes -= len(line)

if boundary in line:

preline = preline[0:-1]

if preline.endswith('\r'):

preline = preline[0:-1]

out.write(preline)

out.close()

return (True, "File '%s' upload success!" % fn)

else:

out.write(preline)

preline = line

return (False, "Unexpect Ends of data.")

def send\_head(self):

"""Common code for GET and HEAD commands.

This sends the response code and MIME headers.

Return value is either a file object (which has to be copied

to the outputfile by the caller unless the command was HEAD,

and must be closed by the caller under all circumstances), or

None, in which case the caller has nothing further to do.

"""

path = self.translate\_path(self.path)

f = None

if os.path.isdir(path):

if not self.path.endswith('/'):

# redirect browser - doing basically what apache does

self.send\_response(301)

self.send\_header("Location", self.path + "/")

self.end\_headers()

return None

for index in "index.html", "index.htm":

index = os.path.join(path, index)

if os.path.exists(index):

path = index

break

else:

return self.list\_directory(path)

ctype = self.guess\_type(path)

try:

# Always read in binary mode. Opening files in text mode may cause

# newline translations, making the actual size of the content

# transmitted \*less\* than the content-length!

f = open(path, 'rb')

except IOError:

self.send\_error(404, "File not found")

return None

self.send\_response(200)

self.send\_header("Content-type", ctype)

fs = os.fstat(f.fileno())

self.send\_header("Content-Length", str(fs[6]))

self.send\_header("Last-Modified", self.date\_time\_string(fs.st\_mtime))

self.end\_headers()

return f

def list\_directory(self, path):

"""Helper to produce a directory listing (absent index.html).

Return value is either a file object, or None (indicating an

error). In either case, the headers are sent, making the

interface the same as for send\_head().

"""

try:

list = os.listdir(path)

except os.error:

self.send\_error(404, "No permission to list directory")

return None

list.sort(key=lambda a: a.lower())

f = StringIO()

displaypath = cgi.escape(urllib.unquote(self.path))

f.write('<!DOCTYPE html PUBLIC "-//W3C//DTD HTML 3.2 Final//EN">')

f.write("<html>\n<title>Directory listing for %s</title>\n" % displaypath)

f.write("<body>\n<h2>Directory listing for %s</h2>\n" % displaypath)

f.write("<hr>\n")

f.write("<form ENCTYPE=\"multipart/form-data\" method=\"post\">")

f.write("<input name=\"file\" type=\"file\"/>")

f.write("<input type=\"submit\" value=\"upload\"/></form>\n")

f.write("<hr>\n<ul>\n")

for name in list:

fullname = os.path.join(path, name)

displayname = linkname = name

# Append / for directories or @ for symbolic links

if os.path.isdir(fullname):

displayname = name + "/"

linkname = name + "/"

if os.path.islink(fullname):

displayname = name + "@"

# Note: a link to a directory displays with @ and links with /

f.write('<li><a href="%s">%s</a>\n'

% (urllib.quote(linkname), cgi.escape(displayname)))

f.write("</ul>\n<hr>\n</body>\n</html>\n")

length = f.tell()

f.seek(0)

self.send\_response(200)

self.send\_header("Content-type", "text/html")

self.send\_header("Content-Length", str(length))

self.end\_headers()

return f

def translate\_path(self, path):

"""Translate a /-separated PATH to the local filename syntax.

Components that mean special things to the local file system

(e.g. drive or directory names) are ignored. (XXX They should

probably be diagnosed.)

"""

# abandon query parameters

path = path.split('?',1)[0]

path = path.split('#',1)[0]

path = posixpath.normpath(urllib.unquote(path))

words = path.split('/')

words = filter(None, words)

path = os.getcwd()

for word in words:

drive, word = os.path.splitdrive(word)

head, word = os.path.split(word)

if word in (os.curdir, os.pardir): continue

path = os.path.join(path, word)

return path

def copyfile(self, source, outputfile):

"""Copy all data between two file objects.

The SOURCE argument is a file object open for reading

(or anything with a read() method) and the DESTINATION

argument is a file object open for writing (or

anything with a write() method).

The only reason for overriding this would be to change

the block size or perhaps to replace newlines by CRLF

-- note however that this the default server uses this

to copy binary data as well.

"""

shutil.copyfileobj(source, outputfile)

def guess\_type(self, path):

"""Guess the type of a file.

Argument is a PATH (a filename).

Return value is a string of the form type/subtype,

usable for a MIME Content-type header.

The default implementation looks the file's extension

up in the table self.extensions\_map, using application/octet-stream

as a default; however it would be permissible (if

slow) to look inside the data to make a better guess.

"""

base, ext = posixpath.splitext(path)

if ext in self.extensions\_map:

return self.extensions\_map[ext]

ext = ext.lower()

if ext in self.extensions\_map:

return self.extensions\_map[ext]

else:

return self.extensions\_map['']

if not mimetypes.inited:

mimetypes.init() # try to read system mime.types

extensions\_map = mimetypes.types\_map.copy()

extensions\_map.update({

'': 'application/octet-stream', # Default

'.py': 'text/plain',

'.c': 'text/plain',

'.h': 'text/plain',

})

def test(HandlerClass = SimpleHTTPRequestHandler,

ServerClass = BaseHTTPServer.HTTPServer):

BaseHTTPServer.test(HandlerClass, ServerClass)

if \_\_name\_\_ == '\_\_main\_\_':

test()

Ce script est comme je vous avais dit basé sur le module SimpleHTTPServer de python, donc automatiquement lui aussi il utilise 8000 comme port par défaut pour le serveur web, et oui vous l’avez deviné pour ce script aussi on peut indiquer un port différent après la commande.

# Aperçu de la CGI avec Python

<https://openclassrooms.com/courses/apercu-de-la-cgi-avec-python>

Vous aimeriez rendre votre site interactif, par exemple pour mettre en place un compteur de visites, un formulaire de contact, un petit jeu...  
Pour ça, tout le monde utilise le PHP. Mais vous faites partie d'une élite éclairée et vous aimeriez le faire avec Python. C'est faisable !  
Voici un aperçu de la [CGI](https://fr.wikipedia.org/wiki/Common_Gateway_Interface) avec ce langage.

Juste une chose avant de commencer, si vous n'avez pas d'hébergeur qui vous permette d'utiliser Python sur vos pages web, regardez donc [cette liste](http://wikipython.flibuste.net/moin.py/HebergeursWeb). Si vous hébergez votre site vous-même, alors sachez qu'il vous suffit d'installer Apache et Python.

Les exemples contenus dans ce cours fonctionnement avec la version 2 de Python. Si vous utilisez la version 3 ou supérieure, n'oubliez pas de remplacer les print ... par des print(...)

## Préparation

Pour que vos scripts soient exploitables, il faut tout d'abord configurer Apache.  
Créons un fichier .htaccess, que vous placerez à la racine du site (en effet, ce fichier fonctionne récursivement : tous les répertoires situés dans le répertoire contenant votre .htaccess seront assujettis aux règles que vous définirez dans celui-ci). Le voici :

AddHandler cgi-script .py

Options +ExecCGI

Ces deux lignes indiquent que les fichiers .py doivent être interprétés avant d'être envoyés au client. Le comportement par défaut serait d'envoyer le fichier comme s'il s'agissait d'un fichier texte ordinaire.  
Une bonne chose à faire est de configurer Apache pour considérer vos fichiers index.py comme les indexes de vos répertoires. Pour cela, vous pouvez ajouter la ligne suivante à votre .htaccess :

DirectoryIndex index.py

Néanmoins, il reste une chose **très importante** à faire : rendre votre script exécutable. Je dois reconnaître que je me suis souvent fait avoir par ce genre d'erreur. C'est assez pervers car vous ne savez pas pourquoi votre script échoue : vous vous retrouvez face à une erreur 500 fort peu explicite.  
Pour ce faire, sous UNIX, il faut utiliser la commande suivante :

chmod +x fichier.py

Vous **devez** le faire sur chacun de vos scripts.

Maintenant, nous allons voir comment rédiger nos fichiers Python.

## La rédaction des scripts

Lorsque vous utilisez Python pour votre site web, vous générez du HTML.  
Il vous faut le préciser : vous pourriez très bien renvoyer une image, aussi faut-il informer le client de la nature du document renvoyé.  
Pour ce faire, il faut tout simplement utiliser print :

#!/usr/bin/python

print 'Content-type: text/html'

print

# Là commence votre code.

La première ligne est importante : il s'agit du [shebang](https://fr.wikipedia.org/wiki/Shebang). Il indique quel interpréteur Python utiliser.  
La seconde (en réalité, la troisième car j'ai sauté une ligne) indique le type de document envoyé.   
La dernière écrit une ligne vide. En effet, le client et le serveur communiquent par le protocole HTTP. Ce dernier est composé d'un en-tête, dans lequel des informations comme le nom et la version du client, ceux du serveur, le poids du fichier, l'état de la requête (vous savez, 200 OK, 404 Not Found, 500 Internal Server Error...), etc., et du corps de la requête, qui contient, dans le cas d'une requête du serveur vers le client, le fichier envoyé. Ces deux blocs (en-tête et corps) sont séparés par une ligne vide. Pour plus d'informations, regardez donc l'[article sur Wikipedia](https://fr.wikipedia.org/wiki/HTTP).

Le type de fichier (que j'ai spécifié à la deuxième ligne avec 'Content-type: text/html'), fait partie de l'en-tête de la requête. Or, la page que vous souhaitez envoyer se trouve dans le corps. C'est pourquoi vous devez les séparer à l'aide de cette ligne vide.

Votre script est maintenant prêt. Vous pouvez désormais écrire votre code HTML, toujours à l'aide de print :

#!/usr/bin/python

print 'Content-type: text/html'

print

print '<html><head><title>...'

Vous pouvez, plutôt que de vous esquinter à écrire ligne par ligne :

print '<html>'

print '<head>'

print '<title>Mon super site en Python qui powne tout XdXDxDXDXd</title>'

print '</head>'

print '<body>'

# ... Je vous épargne la suite de cette horreur.

Utiliser la syntaxe suivante, qui n'est pas toujours connue :

print '''

<html>

<head>

<title>Mon super site en Python qui powne tout XdXDxDXDXd</title>

</head>

<body>

<p>Vous êtes jaloux, hein ?</p>

</body>

</html>

'''

Vous constatez qu'à l'intérieur des ''', vous pouvez utilisez l'indentation que vous voulez.  
Il est bien entendu important de rendre son site conforme aux normes de la W3C.

Si vous avez eu l'occasion de faire une erreur dans votre code, vous avez sûrement pu admirer une erreur 500. Et, vous l'avez remarqué, c'est très gênant pour le dépistage d'erreurs. Le module cgitb va pouvoir vous aider.  
Pour cela, il faut l'importer, puis l'activer :

import cgitb

cgitb.enable()

C'est fait ! Maintenant, les erreurs s'afficheront sur la page. Ces deux lignes vous seront certainement utiles !

## Mise en pratique : un compteur de visites

Maintenant que vous connaissez le strict minimum, pourquoi ne pas l'employer ? Nous allons réaliser un compteur de visites.  
Il serait judicieux de tenter de le faire seul. Néanmoins, je vous donne ma méthode.  
Tout d'abord, je tente d'ouvrir un fichier en mode lecture ('r' pour read). Je stocke son contenu dans la variable nbr\_visiteurs, en le transformant en un nombre (car il s'agit pour l'instant d'une chaîne). Si cela ne marche pas (pour la bonne raison que mon fichier n'existe pas, ou que son contenu n'est pas un nombre), alors nbr\_visiteurs = 0.  
Cela donne :

try: # Pour essayer le code qui suit. Si ledit code ne fonctionne pas, alors except: est appelé. Autrement, on continue.

fichier = open('compteur','r') # Lecture dans le fichier, appelé 'compteur'.

nbr\_visiteurs = int(fichier.read()) # int() transforme son argument (à savoir, le contenu du fichier retourné par fichier.read()) en un nombre.

except Exception:

nbr\_visiteurs = 0 # Si le fichier est inexistant (= page jamais visitée) ou incorrect, on repart de 0.

Maintenant, nous allons ouvrir le fichier avec l'option 'w' pour write. S'il existe, il sera supprimé et recréé vide. Sinon, il sera tout simplement créé. Dans les deux cas, nous n'aurons plus qu'à écrire dedans la valeur nbr\_visiteurs + 1 (car il faut compter le visiteur qui charge la page :-) ), en la transformant en une chaîne avec la fonction str().

fichier = open('compteur','w')

fichier.write(str(nbr\_visiteurs+1))

Finalement, on indique au visiteur le nombre de visites :

print nbr\_visiteurs+1,'visites \o/'

Ce qui, avec le code minimal, donne :

#!/usr/bin/python

print 'Content-type: text/html'

print

try:

fichier = open('compteur','r')

nbr\_visiteurs = int(fichier.read())

except Exception:

nbr\_visiteurs = 0

fichier = open('compteur','w')

fichier.write(str(nbr\_visiteurs+1))

print nbr\_visiteurs+1,'visites \o/'

## Traiter un formulaire

Un des points inévitables en CGI est le traitement de formulaires. En Python, c'est aussi faisable.

Nous travaillons maintenant avec des données envoyées par l'utilisateur. Nous allons notamment les afficher à l'écran. Or, si le visiteur décide de mettre du HTML dans les données qu'il envoie, cela peut présenter une faille.

Prenons un cas concret. Si le visiteur entre le code suivant :

<script type="text/javascript">alert('OLOL CMT G T PWNED');</script>

Une alerte s'affichera sur l'écran du visiteur ! Et rien ne l'empêche de se faire passer pour vous « Votre session va expirer. Entrez votre mot de passe à nouveau. », de le récupérer puis de se le faire envoyer par mail, le tout en JavaScript !  
Pour pallier ce problème, nous allons utiliser une fonction fort pratique : cgi.escape(). C'est un peu l'équivalent de htmlspecialchars() en PHP : elle remplace les caractères **<** et **>** par **&amp;lt;** et **&amp;gt;**. De ce fait, le code JavaScript cité plus haut s'affichera tel quel, au lieu d'être exécuté. Notez que si vous utilisez une version de python supérieure à la 3.2 il vous faudra utiliser html.escape() à la place de cgi.escape(), car cette dernière est dépréciée.   
Aussi, **prenez l'habitude de sécuriser toutes les données envoyées par le visiteur à l'aide de cette fonction**.

Pour traiter un formulaire, nous devons tout d'abord importer le module CGI. Vous savez comment faire :

import cgi

À partir de là, ça se corse. ![:-°](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABQAAAATCAMAAAHQVe0RAAAAb1BMVEX/wWn/3Yn/2YT/x3D/tFr/+an/0Hv/6pj/xG3/7p3/+6z/9qX/5JH/////umH/vWXmolDtp1X/uF//9KP/1X//7Jo1NTWUlJTkoFD/y3T/4Y3/0Xz/tl2odjr//a7Xl0uldTz//7D/slgAAAD///9tXTN5AAAAJXRSTlP///////////////////////////////////////////////8AP89CTwAAAO1JREFUGBkdwQWCwlAQRMGO4w5ryZd5ff8zbqBKxqKGHMhW6kSR96lFfiiKbGyRJllTPQh14xxZjiuWzbTlgS0/U63QhUUz7Z7dKQKZ09xHXHORV+CVbANeyV62tItteU511/xhi6FWGm5Yl32tw2PTZ+ty2O/b8y2wGMfuFBEv5HzqIyIXZJeI7wKWbcAr+Q2WiFjAH7LNfB923KemBbySWe6prr5ovtjMC7ZYnkOqq+OxPR67ORYsLoftkGrabdsfaY7IWJSxaX8Pzdid5z7eMjJFm43Otz4+XhRkm9zHxzXnUgqW36DknAv44x8yiyihQ+fbJgAAAABJRU5ErkJggg==)On va créer une instance de la classe cgi.FieldStorage(), qui contiendra le formulaire envoyé. Puis, on pourra en extraire les informations avec instance.getvalue('nom'). Cela vous semble tordu ? En vérité, c'est très simple.

#!/usr/bin/python

import cgi

print 'Content-type: text/html'

print

formulaire = cgi.FieldStorage()

if formulaire.getvalue('nom') == None:

print '''

Veuillez remplir le formulaire :

<form action="formulaire.py" method="post">

<input type="text" name="nom" />

<input type="submit"></form>

'''

else:

print 'Ainsi, vous vous appelez',cgi.escape(formulaire.getvalue('nom')),' ?' # N'oubliez pas de sécuriser le code !

Ce code, enregistré dans un fichier formulaire.py (autrement, il vous faudra le modifier, car le formulaire renvoie vers formulaire.py), créera une instance de cgi.FieldStorage() dans la variable formulaire.  
Si formulaire.getvalue('nom') == None, alors le champ 'nom' était vide, voire non envoyé.  
On présente donc le formulaire au client. Autrement, on récupère la valeur du champ 'nom' avec formulaire.getvalue('nom'), et on l'affiche tout en prenant soin de le sécuriser avec cgi.escape().  
Si le champ s'était appelé 'prenom', vous comprenez bien que l'on aurait récupéré sa valeur avec formulaire.getvalue('prenom').

Vous voulez une bonne nouvelle ? Pour un formulaire envoyé avec GET (c'est-à-dire que les valeurs des champs se retrouvent dans l'URL, dans le style page.py?var=valeur&amp;var2=valeur2), c'est exactement pareil.  
Ainsi, le script suivant enregistré sous essai.py et appelé avec essai.py?var=1&amp;var2=2 affichera 'Var = 1 et Var2 = 2'.

#!/usr/bin/python

import cgi

print 'Content-type: text/html'

print

form = cgi.FieldStorage()

print 'Var = ',cgi.escape(form.getvalue('var')),' et Var2 = ',cgi.escape(form.getvalue('var2'))

## Mise en pratique : un livre d'or

Le livre d'or est une des fonctionnalités que l'on se plaît à implémenter sur son site. Grâce aux formulaires et à la manipulation de fichiers, c'est tout à fait faisable en Python.  
Nous allons tout d'abord créer un formulaire tout simple, puis le traiter. Ensuite, nous verrons comment lire le fichier dans lequel seront enregistrés les messages.  
Le formulaire ressemblera à ça :

<form action="enregistrement.py" method="post">

<p>Vous avez une remarque, un commentaire, un conseil ? Signez le livre d'or !</p>

<p>

Pseudonyme : <input type="text" name="pseudo" /><br />

Site web : <input type="text" name="site" /><br />

Message :<br />

<textarea name="message" cols="20" rows="2"></textarea><br />

<input type="submit" />

</p>

</form>

À vous de le faire correspondre à vos besoins.  
Pour la gestion du formulaire :

#!/usr/bin/python

import cgi

print 'Content-type: text/html'

print

print '<html><head><title>Mon super site</title></head><body>'

formulaire = cgi.FieldStorage()

if formulaire.getvalue('message') != None:

print '<p>Merci d\'avoir particip&amp;eacute; au livre d\'or. Vous pouvez le visiter <a href="livreor.py">ici</a>.</p>'

message = formulaire.getvalue('message')

site = formulaire.getvalue('site')

pseudo = formulaire.getvalue('pseudo')

try:

fichier = open('livreor','r')

livreor = fichier.read()

except IOError:

livreor = ''

message\_poste = '<message><auteur>'+cgi.escape(pseudo)+'</auteur><site>'+cgi.escape(site)+'</site><contenu>'+cgi.escape(message)+'</contenu></message>\n'

fichier = open('livreor','w')

fichier.write(message\_poste+livreor)

else:

print '''Erreur : vous n'avez pas rempli le formulaire.'''

print '</body></html>'

C'est tout simple :

* on charge le formulaire dans la variable formulaire avec cgi.FieldStorage ;
* on teste si le formulaire a été rempli, en vérifiant qu'un message est présent. Vous pouvez bien sûr vérifier si tous les champs sont remplis ;
* on charge les éléments du formulaire dans des variables ;
* on essaie de lire le contenu du fichier livreor. Si cela rate (avec une IOError), c'est que le fichier n'existe pas, auquel cas le contenu de livreor sera une chaîne vide ;
* on ouvre le fichier livreor en mode écriture. On écrit dedans le contenu du nouveau message.

L'écriture est terminée. Chaque message est écrit dans le format :

<message><auteur>Auteur</auteur><site>Site</site><contenu>Contenu</contenu></message>

Nous n'avons plus qu'à le lire !

#!/usr/bin/python

def trouver(chaine,chaine1,chaine2):

position\_chaine1 = chaine.index(chaine1) + len(chaine1)

position\_chaine2 = chaine.index(chaine2,position\_chaine1)

return chaine[position\_chaine1:position\_chaine2]

def isoler\_message(chaine):

dico = {}

try:

message = trouver(chaine,'<message>','</message>')

dico['auteur'] = trouver(message,'<auteur>','</auteur>')

dico['site'] = trouver(message,'<site>','</site>')

dico['contenu'] = trouver(message,'<contenu>','</contenu>')

return dico

except Exception:

return 0

def supprimer(chaine):

return chaine.replace('<message>'+trouver(chaine,'<message>','</message>')+'</message>','')

print 'Content-type: text/html'

print

print '''

<html>

<head>

<title>Le livre d'or</title>

</head>

<body>

'''

try:

fichier = open('livreor','r')

contenu = fichier.read()

continuer = True

while continuer:

message = isoler\_message(contenu)

if not message:

continuer = False

else:

print '<p>De : <b><a href="',message['site'],'">',message['auteur'],'</a></b></p>'

print '<p>',message['contenu'],'</p>'

print '<br /><br />'

contenu = supprimer(contenu)

except Exception:

print 'Il n\'y a aucun message dans le livre d\'or'

print '</body></html>'

Ma première fonction, trouver(), retourne la première chaîne trouvée entre chaine1 et chaine2 dans chaine. Son fonctionnement est simple, lisez le code si vous souhaitez le comprendre.

La seconde, isoler\_message(), utilise trouver() pour trouver le premier message (la première chaîne entre <message> et </message>), puis extrait les différentes informations (l'auteur, le site et le contenu). Finalement, elle retourne le dictionnaire dans lequel elle a tout enregistré.

La troisième, supprimer(chaine), supprime le premier message (le texte entre <message> et </message>, ainsi que les deux balises), pour que la lecture puisse être recommencée sur le message suivant.

On commence par afficher le début du HTML de la page. Puis, on essaie de lire le fichier livreor, puis d'isoler le premier message, de l'afficher, et de le supprimer de la liste, avant de recommencer, jusqu'à ce qu'il n'y ait plus de messages.  
Si cela ne fonctionne pas, on affiche qu'il n'y a pas de message dans le livre d'or.  
C'est tout à fait rudimentaire. À vous d'ajouter ce que vous voulez : datez les messages, faites des pages lors de l'affichage...

Vous voyez que, en travaillant des fichiers et en traitant des formulaires, vous pouvez déjà aller loin. Légèrement modifié, ce livre d'or peut vous fournir un système de news.

## Afficher son code source

Une dernière astuce dont j'aimerais vous faire part est l'affichage de la source. En effet, il est agréable de pouvoir avoir le code d'un site web sous les yeux, pour pouvoir s'en inspirer, ou même donner des conseils au webmaster.

Ce genre de chose ne doit PAS être implémenté sur des pages sensibles comme l'administration, à moins que vous ne soyez absolument certain(e) de la sécurité de votre code.

Pour afficher la source, le client n'aura qu'à entrer l'URL de la page ainsi :  
<http://site.web/index.py?source=1>  
Il nous faudra donc utiliser cgi.FieldStorage(), et tester si source=1. Dans ce cas, on lit le fichier, et on l'affiche entre <pre> et </pre>, pour que le code HTML et les sauts à la ligne apparaissent. Puis, on s'arrête là avec sys.exit(0).  
Autrement, on envoie la page comme d'habitude.

Voici mon code :

#!/usr/bin/python

import sys

import cgi

form = cgi.FieldStorage()

if form.getvalue('source') == '1':

print """Content-type: text/plain

"""

print open('livreor.py').read()

sys.exit(0)

print """Content-type: text/html

"""

# Suite du code

C'est enfantin mais pratique. ![^^](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABMAAAATCAMAAAEyifZoAAAAYFBMVEX/2YT/3Yn/+an/6pj/tFr/vWX/1X//0Xz/5JH/7p3/+6z/umH/xG3/9qX/znf/uF//7JrmolD/9KP/4Y3/86L/y3T/wWn/tl3/x3DXl0v//a7//7Codjr/slgAAAD///+snGuFAAAAIHRSTlP/////////////////////////////////////////AFxcG+0AAADkSURBVBhXXU9HcsUwFMLdv9j+VbakB9z/lll4skh2MDAUWIYqYRo2ygGN8FIgeExMsGVDpUtGV+ckHOtOw+xl2Oou71E2/CiqHx001HTXx3EjBeu2ixxk2LZk27At6URx6RA2vJd6baZsqK0q+m7Cc6m1He99xnNeFgwbMzRNx42k4HwTyWzYQab4l2xbCpJx1p7q/mqv7atrsObTp3iVWmstn2Zc73vIUDzaErVGCaxx7AxBz/nSllquF3xT2sksKKYG77mZjmHvSfYhWJHudw1bT5Ic4ryufHJuR/6zL+f8u+8HQ3ghT97cZvMAAAAASUVORK5CYII=)

Ce tutoriel n'est ici que pour solliciter votre enthousiasme. Pour pouvoir mettre en place un site web plus complexe, utilisant une base de données par exemple, vous devez vous tourner vers la documentation.  
J'espère vous avoir intéressés et donné des idées.  
Bonne continuation avec Python !  
Merci à delroth et plus généralement à tout #python pour l'aide qui m'a été apportée lors de la création de mon propre site, et sans qui ce tutoriel n'aurait pas vu le jour.

# Laurent Tichit Programmation ???

<http://www.dil.univ-mrs.fr/~tichit/web/>

1. Attention !! L'interpréteur Python3 installé sur le serveur Web possède un bug : les scripts CGI écrits en python3 ne fonctionneront pas s'ils contiennent des caractères accentués.   
   Deux solutions pour cette année :
   1. enlever les caractères accentués (write in english for instance :) )
   2. basculer vers python2 (remplacer #!/usr/bin/python3 par #!/usr/bin/python).

Préférez la première solution, ça vous évitera de gérer les incompatibilités python2/python3

1. Attention aux retours à la ligne différents entre Windows et le reste du monde. Les éditeurs de texte gedit ... enregistrer sous ou (sous Windows) Notepad++ peuvent détecter le type de retour à la ligne et passer de l'un à l'autre. Si vous voyez le caractère ^M , c'est que vous avez des retours à la ligne à la Windows. Votre script ne fonctionnera pas sous Linux ! La commande UNIX dos2unix monScript.py permet de convertir les retours à la ligne.
2. Dans les premières versions des fichiers upload.py et uploadCreate.py, il faut remplacer la fonction file() par un classique open(). En effet, file() était toléré jusqu'à python3.1. Il ne l'est plus depuis python3.2.

## CGI / Python

* Le cours sur [les formulaires](http://www.dil.univ-mrs.fr/%7Etichit/web/FORMS.pdf)
* Le [sujet](http://www.dil.univ-mrs.fr/%7Etichit/web/2-TP-CGI-FORM.pdf) du TP sur les CGIs et les formulaires
  + Partie 1 - les scripts à télécharger : [cgi](http://laurent.tichit.perso.luminy.univ-amu.fr/1.exemplesCGI/)
  + Partie 2 - le formulaire HTML à télécharger : [form.html](http://laurent.tichit.perso.luminy.univ-amu.fr/2.formulairesCGI/form.html)
  + Partie 4 :
    - les formulaires HTML à télécharger : [forms](http://laurent.tichit.perso.luminy.univ-amu.fr/2.formulairesCGI/)
    - les scripts à télécharger : [cgi2](http://laurent.tichit.perso.luminy.univ-amu.fr/2.traitementsCGI/)
  + Autres scripts intéressants : [cgi3](http://laurent.tichit.perso.luminy.univ-amu.fr/3.autresCGI/)
* Comment donner à Apache la permission de créer des fichiers dans votre public\_html ?
  + Intérêts :
    - Pour uploader un fichier, et que ce fichier soit accessible ultérieurement.
    - Si l'un de vos scripts crée dynamiquement un fichier (une image grâce à [matplotlib](http://matplotlib.org/), un fichier texte résultat, etc.), sur lequel on mettra un lien hypertexte.
  + Créez un sous-répertoire download dans votre répertoire web, grâce a une commande du style : mkdir ~/public\_html/download
  + Donnez les permissions à tous (dont Apache) de créer des fichiers dans ce répertoire : chmod a+w ~/public\_html/download
  + Notre script ouvrira un fichier en écriture, de nom "../download/arbre.nwk" (votre script étant dans ~/public\_html/cgi-bin), puis créera dans la page HTML résultant un lien (<a href="../download/arbre.nwk"> pour permettre à l'utilisateur de le télécharger.
  + Problème : si 1000 utilisateurs se connectent et créent leur propre fichier résultat, il faudrait pour chacun d'eux des noms différents. Pour ça, créez des nombres aléatoires (en utilisant random, rand, randint, etc.) et nommez vos fichiers de la façon suivante par exemple : protein134581356.fasta.
  + La façon propre est d'utiliser les *sessions* (voir cours de Magali Contensin).
  + Il faudra aussi trouver un moyen de supprimer ces fichiers créés sinon votre disque dur finira par déborder.
  + Cette partie est également valable pour PHP (en l'occurrence, vous verrez les sessions en PHP).
* **Travail à rendre pour le dimanche 9 février 23h** :
  + Pour ceux ayant fait le projet PS1 : votre projet de PS1 porté en application web avec python-CGI.
  + Pour les autres, un projet conséquent en CGI, en sachant que le support CGI pour Perl, Python2, Python3, Shell, et langages compilés (C, C++, Fortran) est installé.

**Évaluation** :

* + Utilisez les validateurs HTML et CSS (w3.org) : pas conforme au standard XHTML 1.0 Strict ou HTML5 = pas la moyenne. Je ne veux aucune erreur ; les warnings sont tolérés.
  + Le script CGI doit fonctionner et ne pas générer d'exceptions (testez le avant, hors-ligne == en ligne de commande, puis avec cgitb activé).
  + A l'instar de TradConcept, faites une vraie séparation entre le CSS (aspect visuel) et HTML (contenu). Je visualiserai avec et sans CSS.
  + Vous devez tester sur les machines du CRFB. Si ca ne passe pas sur celles-ci : pas la moyenne.
  + Bien entenu il faut quand même un code conséquent. Si votre code est trop simpliste, creusez-vous un peu la tête pour faire quelquechose d'un peu sympa côté web.

## Liens utiles CGI

Cours Python et cours CGI :

* La page de Henri Garreta consacrée à [Python BBSG](http://henri.garreta.perso.luminy.univ-amu.fr/PythonBBSG/index.html).
* Le chapitre [21.2](http://docs.python.org/3/library/cgi.html) de la Python Library Reference.
* [Site](http://www.cs.tut.fi/%7Ejkorpela/forms/cgic.html#simpleform) sur les CGI en langage C, ainsi qu'un exemple modifié tiré de ce cours : [formulaire](http://laurent.tichit.perso.luminy.univ-amu.fr/2.formulairesCGI/multiplication.html) et [CGI](http://laurent.tichit.perso.luminy.univ-amu.fr/3.autresCGI/multiplication.c)

## Divers

Deux petites choses rigolotes en Python :

* Lancer le navigateur web par défaut à partir de python : [browser.py](http://www.dil.univ-mrs.fr/%7Etichit/web/browser.py)
* Lancer un mini serveur web qui publie les fichiers du répertoire courant sur internet : [webServer.py](http://www.dil.univ-mrs.fr/%7Etichit/web/webServer.py). Pour tester le serveur, exécuter le script, puis ouvrez un navigateur web à l'adresse : localhost:8987

### Browser.py

#!/usr/bin/python

import webbrowser

webbrowser.open('http://python.org')

### webServer.py

#!/usr/bin/python

import BaseHTTPServer, SimpleHTTPServer

server = BaseHTTPServer.HTTPServer(('', 8987), SimpleHTTPServer.SimpleHTTPRequestHandler)

server.serve\_forever()

# Module Flask

<https://www.hackster.io/sankarCheppali/setting-up-python-web-server-for-raspberry-pi-260deb>

<https://www.raspberrypi.org/learning/python-web-server-with-flask/>

<http://www.instructables.com/id/Python-Web-Server-for-your-Raspberry-Pi/>

contrôle GPIO <http://randomnerdtutorials.com/raspberry-pi-web-server-using-flask-to-control-gpios/>