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# Introduction

This is a python implementation of the geodesic routines in [GeographicLib](http://geographiclib.sourceforge.net).

Although it is maintained in conjunction with the larger C++ library, this python package can be used independently.

## Installation

The full [Geographic](http://geographiclib.sourceforge.net) package can be downloaded from [sourceforge](http://sourceforge.net/projects/geographiclib/files/distrib). However the python implementation is available as a stand-alone package. To install this, run

pip install geographiclib

Alternatively downloaded the package directly from [Python Package Index](http://pypi.python.org/pypi/geographiclib) and install it with

tar xpfz geographiclib-1.47.tar.gz

cd geographiclib-1.47

python setup.py install

It’s a good idea to run the unit tests to verify that the installation worked OK by running

python -m unittest geographiclib.test.test\_geodesic

## Contents

* [Geodesics on an ellipsoid](http://geographiclib.sourceforge.net/1.47/python/geodesics.html)
  + [Introduction](http://geographiclib.sourceforge.net/1.47/python/geodesics.html#introduction)
  + [Additional properties](http://geographiclib.sourceforge.net/1.47/python/geodesics.html#additional-properties)
  + [Multiple shortest geodesics](http://geographiclib.sourceforge.net/1.47/python/geodesics.html#multiple-shortest-geodesics)
  + [Background](http://geographiclib.sourceforge.net/1.47/python/geodesics.html#background)
  + [References](http://geographiclib.sourceforge.net/1.47/python/geodesics.html#references)
* [The library interface](http://geographiclib.sourceforge.net/1.47/python/interface.html)
  + [The units](http://geographiclib.sourceforge.net/1.47/python/interface.html#the-units)
  + [Geodesic dictionary](http://geographiclib.sourceforge.net/1.47/python/interface.html#geodesic-dictionary)
  + [outmask and caps](http://geographiclib.sourceforge.net/1.47/python/interface.html#outmask-and-caps)
  + [Restrictions on the parameters](http://geographiclib.sourceforge.net/1.47/python/interface.html#restrictions-on-the-parameters)
* [GeographicLib API](http://geographiclib.sourceforge.net/1.47/python/code.html)
  + [geographiclib](http://geographiclib.sourceforge.net/1.47/python/code.html#module-geographiclib)
  + [geographiclib.geodesic](http://geographiclib.sourceforge.net/1.47/python/code.html#module-geographiclib.geodesic)
  + [geographiclib.geodesicline](http://geographiclib.sourceforge.net/1.47/python/code.html#module-geographiclib.geodesicline)
  + [geographiclib.polygonarea](http://geographiclib.sourceforge.net/1.47/python/code.html#module-geographiclib.polygonarea)
  + [geographiclib.constants](http://geographiclib.sourceforge.net/1.47/python/code.html#module-geographiclib.constants)
* [Examples](http://geographiclib.sourceforge.net/1.47/python/examples.html)
  + [Initializing](http://geographiclib.sourceforge.net/1.47/python/examples.html#initializing)
  + [Basic geodesic calculations](http://geographiclib.sourceforge.net/1.47/python/examples.html#basic-geodesic-calculations)
  + [Computing waypoints](http://geographiclib.sourceforge.net/1.47/python/examples.html#computing-waypoints)
  + [Measuring areas](http://geographiclib.sourceforge.net/1.47/python/examples.html#measuring-areas)

## GeographicLib in various languages

* C++ (complete library): [documentation](http://geographiclib.sourceforge.net/1.47/index.html), [download](https://sourceforge.net/projects/geographiclib/files/distrib)
* C (geodesic routines): [documentation](http://geographiclib.sourceforge.net/1.47/C/index.html), also included with recent versions of [proj.4](https://github.com/OSGeo/proj.4/wiki)
* Fortran (geodesic routines): [documentation](http://geographiclib.sourceforge.net/1.47/Fortran/index.html)
* Java (geodesic routines): [Maven Central package](http://repo1.maven.org/maven2/net/sf/geographiclib/GeographicLib-Java/), [documentation](http://geographiclib.sourceforge.net/1.47/java/index.html)
* JavaScript (geodesic routines): [npm package](https://www.npmjs.com/package/geographiclib), [documentation](http://geographiclib.sourceforge.net/1.47/js/index.html)
* Python (geodesic routines): [PyPI package](http://pypi.python.org/pypi/geographiclib), [documentation](http://geographiclib.sourceforge.net/1.47/python/index.html)
* Matlab/Octave (geodesic and some other routines): [Matlab Central package](http://www.mathworks.com/matlabcentral/fileexchange/50605), [documentation](http://www.mathworks.com/matlabcentral/fileexchange/50605/content/Contents.m)
* C# (.NET wrapper for complete C++ library): [documentation](http://geographiclib.sourceforge.net/1.47/NET/index.html)

## Change log

* Version 1.47 (released 2017-02-15)
  + Fix the packaging, incorporating the patches in version 1.46.3.
  + Improve accuracy of area calculation (fixing a flaw introduced in version 1.46)
* Version 1.46 (released 2016-02-15)
  + Add Geodesic.DirectLine, Geodesic.ArcDirectLine, Geodesic.InverseLine, GeodesicLine.SetDistance, GeodesicLine.SetArc, GeodesicLine.s13, GeodesicLine.a13.
  + More accurate inverse solution when longitude difference is close to 180°.
  + Remove unnecessary functions, CheckPosition, CheckAzimuth, CheckDistance.

## Indices and tables

* [Index](http://geographiclib.sourceforge.net/1.47/python/genindex.html)
* [Module Index](http://geographiclib.sourceforge.net/1.47/python/py-modindex.html)
* [Search Page](http://geographiclib.sourceforge.net/1.47/python/search.html)

# Geodesics on an ellipsoid

Jump to

* [Introduction](http://geographiclib.sourceforge.net/1.47/python/geodesics.html#intro)
* [Additional properties](http://geographiclib.sourceforge.net/1.47/python/geodesics.html#additional)
* [Multiple shortest geodesics](http://geographiclib.sourceforge.net/1.47/python/geodesics.html#multiple)
* [Background](http://geographiclib.sourceforge.net/1.47/python/geodesics.html#background)
* [References](http://geographiclib.sourceforge.net/1.47/python/geodesics.html#references)

## Introduction

Consider a ellipsoid of revolution with equatorial radius a, polar semi-axis b, and flattening f = (a − b)/a . Points on the surface of the ellipsoid are characterized by their latitude φ and longitude λ. (Note that latitude here means the geographical latitude, the angle between the normal to the ellipsoid and the equatorial plane).

The shortest path between two points on the ellipsoid at (φ1, λ1) and (φ2, λ2) is called the geodesic. Its length is s12 and the geodesic from point 1 to point 2 has forward azimuths α1 and α2 at the two end points. In this figure, we have λ12 = λ2 − λ1.

![](data:image/png;base64,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)

A geodesic can be extended indefinitely by requiring that any sufficiently small segment is a shortest path; geodesics are also the straightest curves on the surface.

Traditionally two geodesic problems are considered:

* the direct problem — given φ1, λ1, α1, s12, determine φ2, λ2, and α2; this is solved by [Geodesic.Direct](http://geographiclib.sourceforge.net/1.47/python/code.html#geographiclib.geodesic.Geodesic.Direct).
* the inverse problem — given φ1, λ1, φ2, λ2, determine s12, α1, and α2; this is solved by [Geodesic.Inverse](http://geographiclib.sourceforge.net/1.47/python/code.html#geographiclib.geodesic.Geodesic.Inverse).

## Additional properties

The routines also calculate several other quantities of interest

* S12 is the area between the geodesic from point 1 to point 2 and the equator; i.e., it is the area, measured counter-clockwise, of the quadrilateral with corners (φ1,λ1), (0,λ1), (0,λ2), and (φ2,λ2). It is given in meters2.
* m12, the reduced length of the geodesic is defined such that if the initial azimuth is perturbed by dα1 (radians) then the second point is displaced by m12 dα1 in the direction perpendicular to the geodesic. m12 is given in meters. On a curved surface the reduced length obeys a symmetry relation, m12 + m21 = 0. On a flat surface, we have m12 = s12.
* M12 and M21 are geodesic scales. If two geodesics are parallel at point 1 and separated by a small distance dt, then they are separated by a distance M12 dt at point 2. M21 is defined similarly (with the geodesics being parallel to one another at point 2). M12 and M21 are dimensionless quantities. On a flat surface, we have M12 = M21 = 1.
* σ12 is the arc length on the auxiliary sphere. This is a construct for converting the problem to one in spherical trigonometry. The spherical arc length from one equator crossing to the next is always 180°.

If points 1, 2, and 3 lie on a single geodesic, then the following addition rules hold:

* s13 = s12 + s23
* σ13 = σ12 + σ23
* S13 = S12 + S23
* m13 = m12M23 + m23M21
* M13 = M12M23 − (1 − M12M21) m23/m12
* M31 = M32M21 − (1 − M23M32) m12/m23

## Multiple shortest geodesics

The shortest distance found by solving the inverse problem is (obviously) uniquely defined. However, in a few special cases there are multiple azimuths which yield the same shortest distance. Here is a catalog of those cases:

* φ1 = −φ2 (with neither point at a pole). If α1 = α2, the geodesic is unique. Otherwise there are two geodesics and the second one is obtained by setting [α1,α2] ← [α2,α1], [M12,M21] ← [M21,M12], S12 ← −S12. (This occurs when the longitude difference is near ±180° for oblate ellipsoids.)
* λ2 = λ1 ± 180° (with neither point at a pole). If α1 = 0° or ±180°, the geodesic is unique. Otherwise there are two geodesics and the second one is obtained by setting [α1,α2] ← [−α1,−α2], S12 ← −S12. (This occurs when φ2 is near −φ1 for prolate ellipsoids.)
* Points 1 and 2 at opposite poles. There are infinitely many geodesics which can be generated by setting [α1,α2] ← [α1,α2] + [δ,−δ], for arbitrary δ. (For spheres, this prescription applies when points 1 and 2 are antipodal.)
* s12 = 0 (coincident points). There are infinitely many geodesics which can be generated by setting [α1,α2] ← [α1,α2] + [δ,δ], for arbitrary δ.

## Background

The algorithms implemented by this package are given in Karney (2013) and are based on Bessel (1825) and Helmert (1880); the algorithm for areas is based on Danielsen (1989). These improve on the work of Vincenty (1975) in the following respects:

* The results are accurate to round-off for terrestrial ellipsoids (the error in the distance is less then 15 nanometers, compared to 0.1 mm for Vincenty).
* The solution of the inverse problem is always found. (Vincenty’s method fails to converge for nearly antipodal points.)
* The routines calculate differential and integral properties of a geodesic. This allows, for example, the area of a geodesic polygon to be computed.
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# The library interface

Jump to

* [The units](http://geographiclib.sourceforge.net/1.47/python/interface.html#units)
* [Geodesic dictionary](http://geographiclib.sourceforge.net/1.47/python/interface.html#dict)
* [outmask and caps](http://geographiclib.sourceforge.net/1.47/python/interface.html#outmask)
* [Restrictions on the parameters](http://geographiclib.sourceforge.net/1.47/python/interface.html#restrictions)

## The units

All angles (latitude, longitude, azimuth, arc length) are measured in degrees with latitudes increasing northwards, longitudes increasing eastwards, and azimuths measured clockwise from north. For a point at a pole, the azimuth is defined by keeping the longitude fixed, writing φ = ±(90° − ε), and taking the limit ε → 0+

## Geodesic dictionary

The results returned by [Geodesic.Direct](http://geographiclib.sourceforge.net/1.47/python/code.html#geographiclib.geodesic.Geodesic.Direct), [Geodesic.Inverse](http://geographiclib.sourceforge.net/1.47/python/code.html#geographiclib.geodesic.Geodesic.Inverse), [GeodesicLine.Position](http://geographiclib.sourceforge.net/1.47/python/code.html#geographiclib.geodesicline.GeodesicLine.Position), etc., return a dictionary with some of the following 12 fields set:

* lat1 = φ1, latitude of point 1 (degrees)
* lon1 = λ1, longitude of point 1 (degrees)
* azi1 = α1, azimuth of line at point 1 (degrees)
* lat2 = φ2, latitude of point 2 (degrees)
* lon2 = λ2, longitude of point 2 (degrees)
* azi2 = α2, (forward) azimuth of line at point 2 (degrees)
* s12 = s12, distance from 1 to 2 (meters)
* a12 = σ12, arc length on auxiliary sphere from 1 to 2 (degrees)
* m12 = m12, reduced length of geodesic (meters)
* M12 = M12, geodesic scale at 2 relative to 1 (dimensionless)
* M21 = M21, geodesic scale at 1 relative to 2 (dimensionless)
* S12 = S12, area between geodesic and equator (meters2)

## outmask and caps

By default, the geodesic routines return the 7 basic quantities: lat1, lon1, azi1, lat2, lon2, azi2, s12, together with the arc length a12. The optional output mask parameter, outmask, can be used to tailor which quantities to calculate. In addition, when a [GeodesicLine](http://geographiclib.sourceforge.net/1.47/python/code.html#geographiclib.geodesicline.GeodesicLine) is constructed it can be provided with the optional capabilities parameter, caps, which specifies what quantities can be returned from the resulting object.

Both outmask and caps are obtained by or’ing together the following values

* [EMPTY](http://geographiclib.sourceforge.net/1.47/python/code.html#geographiclib.geodesic.Geodesic.EMPTY), no capabilities, no output
* [LATITUDE](http://geographiclib.sourceforge.net/1.47/python/code.html#geographiclib.geodesic.Geodesic.LATITUDE), compute latitude, lat2
* [LONGITUDE](http://geographiclib.sourceforge.net/1.47/python/code.html#geographiclib.geodesic.Geodesic.LONGITUDE), compute longitude, lon2
* [AZIMUTH](http://geographiclib.sourceforge.net/1.47/python/code.html#geographiclib.geodesic.Geodesic.AZIMUTH), compute azimuths, azi1 and azi2
* [DISTANCE](http://geographiclib.sourceforge.net/1.47/python/code.html#geographiclib.geodesic.Geodesic.DISTANCE), compute distance, s12
* [STANDARD](http://geographiclib.sourceforge.net/1.47/python/code.html#geographiclib.geodesic.Geodesic.STANDARD), all of the above
* [DISTANCE\_IN](http://geographiclib.sourceforge.net/1.47/python/code.html#geographiclib.geodesic.Geodesic.DISTANCE_IN), allow s12 to be used as input in the direct problem
* [REDUCEDLENGTH](http://geographiclib.sourceforge.net/1.47/python/code.html#geographiclib.geodesic.Geodesic.REDUCEDLENGTH), compute reduced length, m12
* [GEODESICSCALE](http://geographiclib.sourceforge.net/1.47/python/code.html#geographiclib.geodesic.Geodesic.GEODESICSCALE), compute geodesic scales, M12 and M21
* [AREA](http://geographiclib.sourceforge.net/1.47/python/code.html#geographiclib.geodesic.Geodesic.AREA), compute area, S12
* [ALL](http://geographiclib.sourceforge.net/1.47/python/code.html#geographiclib.geodesic.Geodesic.ALL), all of the above;
* [LONG\_UNROLL](http://geographiclib.sourceforge.net/1.47/python/code.html#geographiclib.geodesic.Geodesic.LONG_UNROLL), unroll longitudes

DISTANCE\_IN is a capability provided to the GeodesicLine constructor. It allows the position on the line to specified in terms of distance. (Without this, the position can only be specified in terms of the arc length.) This only makes sense in the caps parameter.

LONG\_UNROLL controls the treatment of longitude. If it is not set then the lon1 and lon2 fields are both reduced to the range [−180°, 180°). If it is set, then lon1 is as given in the function call and (lon2 − lon1) determines how many times and in what sense the geodesic has encircled the ellipsoid. This only makes sense in the outmask parameter.

Note that a12 is always included in the result.

## Restrictions on the parameters

* Latitudes must lie in [−90°, 90°]. Latitudes outside this range are replaced by NaNs.
* The distance s12 is unrestricted. This allows geodesics to wrap around the ellipsoid. Such geodesics are no longer shortest paths. However they retain the property that they are the straightest curves on the surface.
* Similarly, the spherical arc length a12 is unrestricted.
* Longitudes and azimuths are unrestricted; internally these are exactly reduced to the range [−180°, 180°); but see also the LONG\_UNROLL bit.
* The equatorial radius a and the polar semi-axis b must both be positive and finite (this implies that −∞ < f < 1).
* The flattening f should satisfy f ∈ [−1/50,1/50] in order to retain full accuracy. This condition holds for most applications in geodesy.

Reasonably accurate results can be obtained for −0.2 ≤ f ≤ 0.2. Here is a table of the approximate maximum error (expressed as a distance) for an ellipsoid with the same equatorial radius as the WGS84 ellipsoid and different values of the flattening.

|  |  |
| --- | --- |
| abs(f) | error |
| 0.003 | 15 nm |
| 0.01 | 25 nm |
| 0.02 | 30 nm |
| 0.05 | 10 μm |
| 0.1 | 1.5 mm |
| 0.2 | 300 mm |

Here 1 nm = 1 nanometer = 10−9 m (not 1 nautical mile!)

# GeographicLib API

## geographiclib

geographiclib: geodesic routines from GeographicLib

geographiclib.\_\_version\_info\_\_ = (1, 47, 0)

GeographicLib version as a tuple

geographiclib.\_\_version\_\_ = '1.47'

GeographicLib version as a string

## geographiclib.geodesic

Define the [Geodesic](http://geographiclib.sourceforge.net/1.47/python/code.html#geographiclib.geodesic.Geodesic) class

The ellipsoid parameters are defined by the constructor. The direct and inverse geodesic problems are solved by

* [Inverse()](http://geographiclib.sourceforge.net/1.47/python/code.html#geographiclib.geodesic.Geodesic.Inverse) Solve the inverse geodesic problem
* [Direct()](http://geographiclib.sourceforge.net/1.47/python/code.html#geographiclib.geodesic.Geodesic.Direct) Solve the direct geodesic problem
* [ArcDirect()](http://geographiclib.sourceforge.net/1.47/python/code.html#geographiclib.geodesic.Geodesic.ArcDirect) Solve the direct geodesic problem in terms of spherical arc length

[GeodesicLine](http://geographiclib.sourceforge.net/1.47/python/code.html#geographiclib.geodesicline.GeodesicLine) objects can be created with

* [Line()](http://geographiclib.sourceforge.net/1.47/python/code.html#geographiclib.geodesic.Geodesic.Line)
* [DirectLine()](http://geographiclib.sourceforge.net/1.47/python/code.html#geographiclib.geodesic.Geodesic.DirectLine)
* [ArcDirectLine()](http://geographiclib.sourceforge.net/1.47/python/code.html#geographiclib.geodesic.Geodesic.ArcDirectLine)
* [InverseLine()](http://geographiclib.sourceforge.net/1.47/python/code.html#geographiclib.geodesic.Geodesic.InverseLine)

[PolygonArea](http://geographiclib.sourceforge.net/1.47/python/code.html#geographiclib.polygonarea.PolygonArea) objects can be created with

* [Polygon()](http://geographiclib.sourceforge.net/1.47/python/code.html#geographiclib.geodesic.Geodesic.Polygon)

The public attributes for this class are

* [a](http://geographiclib.sourceforge.net/1.47/python/code.html#geographiclib.geodesic.Geodesic.a) [f](http://geographiclib.sourceforge.net/1.47/python/code.html#geographiclib.geodesic.Geodesic.f)

outmask and caps bit masks are

* [EMPTY](http://geographiclib.sourceforge.net/1.47/python/code.html#geographiclib.geodesic.Geodesic.EMPTY)
* [LATITUDE](http://geographiclib.sourceforge.net/1.47/python/code.html#geographiclib.geodesic.Geodesic.LATITUDE)
* [LONGITUDE](http://geographiclib.sourceforge.net/1.47/python/code.html#geographiclib.geodesic.Geodesic.LONGITUDE)
* [AZIMUTH](http://geographiclib.sourceforge.net/1.47/python/code.html#geographiclib.geodesic.Geodesic.AZIMUTH)
* [DISTANCE](http://geographiclib.sourceforge.net/1.47/python/code.html#geographiclib.geodesic.Geodesic.DISTANCE)
* [STANDARD](http://geographiclib.sourceforge.net/1.47/python/code.html#geographiclib.geodesic.Geodesic.STANDARD)
* [DISTANCE\_IN](http://geographiclib.sourceforge.net/1.47/python/code.html#geographiclib.geodesic.Geodesic.DISTANCE_IN)
* [REDUCEDLENGTH](http://geographiclib.sourceforge.net/1.47/python/code.html#geographiclib.geodesic.Geodesic.REDUCEDLENGTH)
* [GEODESICSCALE](http://geographiclib.sourceforge.net/1.47/python/code.html#geographiclib.geodesic.Geodesic.GEODESICSCALE)
* [AREA](http://geographiclib.sourceforge.net/1.47/python/code.html#geographiclib.geodesic.Geodesic.AREA)
* [ALL](http://geographiclib.sourceforge.net/1.47/python/code.html#geographiclib.geodesic.Geodesic.ALL)
* [LONG\_UNROLL](http://geographiclib.sourceforge.net/1.47/python/code.html#geographiclib.geodesic.Geodesic.LONG_UNROLL)

|  |  |
| --- | --- |
| **Example:** | >>> from geographiclib.geodesic import Geodesic  >>> # The geodesic inverse problem  ... Geodesic.WGS84.Inverse(-41.32, 174.81, 40.96, -5.50)  {'lat1': -41.32,  'a12': 179.6197069334283,  's12': 19959679.26735382,  'lat2': 40.96,  'azi2': 18.825195123248392,  'azi1': 161.06766998615882,  'lon1': 174.81,  'lon2': -5.5} |

Geodesic.WGS84 = Instantiation for the WGS84 ellipsoid

class geographiclib.geodesic.Geodesic(a, f)[[source]](http://geographiclib.sourceforge.net/1.47/python/_modules/geographiclib/geodesic.html#Geodesic)

Solve geodesic problems

Construct a Geodesic object

|  |  |
| --- | --- |
| **Parameters:** | * **a** – the equatorial radius of the ellipsoid in meters * **f** – the flattening of the ellipsoid |

An exception is thrown if a or the polar semi-axis b = a (1 - f) is not a finite positive quantity.

a = None

The equatorial radius in meters (readonly)

f = None

The flattening (readonly)

Inverse(lat1, lon1, lat2, lon2, outmask=1929)[[source]](http://geographiclib.sourceforge.net/1.47/python/_modules/geographiclib/geodesic.html#Geodesic.Inverse)

Solve the inverse geodesic problem

|  |  |
| --- | --- |
| **Parameters:** | * **lat1** – latitude of the first point in degrees * **lon1** – longitude of the first point in degrees * **lat2** – latitude of the second point in degrees * **lon2** – longitude of the second point in degrees * **outmask** – the [output mask](http://geographiclib.sourceforge.net/1.47/python/interface.html#outmask) |
| **Returns:** | a [Geodesic dictionary](http://geographiclib.sourceforge.net/1.47/python/interface.html#dict) |

Compute geodesic between (lat1, lon1) and (lat2, lon2). The default value of outmask is STANDARD, i.e., the lat1, lon1, azi1, lat2, lon2, azi2, s12, a12 entries are returned.

Direct(lat1, lon1, azi1, s12, outmask=1929)[[source]](http://geographiclib.sourceforge.net/1.47/python/_modules/geographiclib/geodesic.html#Geodesic.Direct)

Solve the direct geodesic problem

|  |  |
| --- | --- |
| **Parameters:** | * **lat1** – latitude of the first point in degrees * **lon1** – longitude of the first point in degrees * **azi1** – azimuth at the first point in degrees * **s12** – the distance from the first point to the second in meters * **outmask** – the [output mask](http://geographiclib.sourceforge.net/1.47/python/interface.html#outmask) |
| **Returns:** | a [Geodesic dictionary](http://geographiclib.sourceforge.net/1.47/python/interface.html#dict) |

Compute geodesic starting at (lat1, lon1) with azimuth azi1 and length s12. The default value of outmask is STANDARD, i.e., the lat1, lon1, azi1, lat2, lon2, azi2, s12, a12 entries are returned.

ArcDirect(lat1, lon1, azi1, a12, outmask=1929)[[source]](http://geographiclib.sourceforge.net/1.47/python/_modules/geographiclib/geodesic.html#Geodesic.ArcDirect)

Solve the direct geodesic problem in terms of spherical arc length

|  |  |
| --- | --- |
| **Parameters:** | * **lat1** – latitude of the first point in degrees * **lon1** – longitude of the first point in degrees * **azi1** – azimuth at the first point in degrees * **a12** – spherical arc length from the first point to the second in degrees * **outmask** – the [output mask](http://geographiclib.sourceforge.net/1.47/python/interface.html#outmask) |
| **Returns:** | a [Geodesic dictionary](http://geographiclib.sourceforge.net/1.47/python/interface.html#dict) |

Compute geodesic starting at (lat1, lon1) with azimuth azi1 and arc length a12. The default value of outmask is STANDARD, i.e., the lat1, lon1, azi1, lat2, lon2, azi2, s12, a12 entries are returned.

Line(lat1, lon1, azi1, caps=3979)[[source]](http://geographiclib.sourceforge.net/1.47/python/_modules/geographiclib/geodesic.html#Geodesic.Line)

Return a GeodesicLine object

|  |  |
| --- | --- |
| **Parameters:** | * **lat1** – latitude of the first point in degrees * **lon1** – longitude of the first point in degrees * **azi1** – azimuth at the first point in degrees * **caps** – the [capabilities](http://geographiclib.sourceforge.net/1.47/python/interface.html#outmask) |
| **Returns:** | a [GeodesicLine](http://geographiclib.sourceforge.net/1.47/python/code.html#geographiclib.geodesicline.GeodesicLine) |

This allows points along a geodesic starting at (lat1, lon1), with azimuth azi1 to be found. The default value of caps is STANDARD | DISTANCE\_IN, allowing direct geodesic problem to be solved.

DirectLine(lat1, lon1, azi1, s12, caps=3979)[[source]](http://geographiclib.sourceforge.net/1.47/python/_modules/geographiclib/geodesic.html#Geodesic.DirectLine)

Define a GeodesicLine object in terms of the direct geodesic problem specified in terms of spherical arc length

|  |  |
| --- | --- |
| **Parameters:** | * **lat1** – latitude of the first point in degrees * **lon1** – longitude of the first point in degrees * **azi1** – azimuth at the first point in degrees * **s12** – the distance from the first point to the second in meters * **caps** – the [capabilities](http://geographiclib.sourceforge.net/1.47/python/interface.html#outmask) |
| **Returns:** | a [GeodesicLine](http://geographiclib.sourceforge.net/1.47/python/code.html#geographiclib.geodesicline.GeodesicLine) |

This function sets point 3 of the GeodesicLine to correspond to point 2 of the direct geodesic problem. The default value of caps is STANDARD | DISTANCE\_IN, allowing direct geodesic problem to be solved.

ArcDirectLine(lat1, lon1, azi1, a12, caps=3979)[[source]](http://geographiclib.sourceforge.net/1.47/python/_modules/geographiclib/geodesic.html#Geodesic.ArcDirectLine)

Define a GeodesicLine object in terms of the direct geodesic problem specified in terms of spherical arc length

|  |  |
| --- | --- |
| **Parameters:** | * **lat1** – latitude of the first point in degrees * **lon1** – longitude of the first point in degrees * **azi1** – azimuth at the first point in degrees * **a12** – spherical arc length from the first point to the second in degrees * **caps** – the [capabilities](http://geographiclib.sourceforge.net/1.47/python/interface.html#outmask) |
| **Returns:** | a [GeodesicLine](http://geographiclib.sourceforge.net/1.47/python/code.html#geographiclib.geodesicline.GeodesicLine) |

This function sets point 3 of the GeodesicLine to correspond to point 2 of the direct geodesic problem. The default value of caps is STANDARD | DISTANCE\_IN, allowing direct geodesic problem to be solved.

InverseLine(lat1, lon1, lat2, lon2, caps=3979)[[source]](http://geographiclib.sourceforge.net/1.47/python/_modules/geographiclib/geodesic.html#Geodesic.InverseLine)

Define a GeodesicLine object in terms of the invese geodesic problem

|  |  |
| --- | --- |
| **Parameters:** | * **lat1** – latitude of the first point in degrees * **lon1** – longitude of the first point in degrees * **lat2** – latitude of the second point in degrees * **lon2** – longitude of the second point in degrees * **caps** – the [capabilities](http://geographiclib.sourceforge.net/1.47/python/interface.html#outmask) |
| **Returns:** | a [GeodesicLine](http://geographiclib.sourceforge.net/1.47/python/code.html#geographiclib.geodesicline.GeodesicLine) |

This function sets point 3 of the GeodesicLine to correspond to point 2 of the inverse geodesic problem. The default value of caps is STANDARD | DISTANCE\_IN, allowing direct geodesic problem to be solved.

Polygon(polyline=False)[[source]](http://geographiclib.sourceforge.net/1.47/python/_modules/geographiclib/geodesic.html#Geodesic.Polygon)

Return a PolygonArea object

|  |  |
| --- | --- |
| **Parameters:** | **polyline** – if True then the object describes a polyline instead of a polygon |
| **Returns:** | a [PolygonArea](http://geographiclib.sourceforge.net/1.47/python/code.html#geographiclib.polygonarea.PolygonArea) |

EMPTY = 0

No capabilities, no output.

LATITUDE = 128

Calculate latitude lat2.

LONGITUDE = 264

Calculate longitude lon2.

AZIMUTH = 512

Calculate azimuths azi1 and azi2.

DISTANCE = 1025

Calculate distance s12.

STANDARD = 1929

All of the above.

DISTANCE\_IN = 2051

Allow distance s12 to be used as input in the direct geodesic problem.

REDUCEDLENGTH = 4101

Calculate reduced length m12.

GEODESICSCALE = 8197

Calculate geodesic scales M12 and M21.

AREA = 16400

Calculate area S12.

ALL = 32671

All of the above.

LONG\_UNROLL = 32768

Unroll longitudes, rather than reducing them to the reducing them to the range [-180d,180d).

## geographiclib.geodesicline

Define the [GeodesicLine](http://geographiclib.sourceforge.net/1.47/python/code.html#geographiclib.geodesicline.GeodesicLine) class

The constructor defines the starting point of the line. Points on the line are given by

* [Position()](http://geographiclib.sourceforge.net/1.47/python/code.html#geographiclib.geodesicline.GeodesicLine.Position) position given in terms of distance
* [ArcPosition()](http://geographiclib.sourceforge.net/1.47/python/code.html#geographiclib.geodesicline.GeodesicLine.ArcPosition) position given in terms of spherical arc length

A reference point 3 can be defined with

* [SetDistance()](http://geographiclib.sourceforge.net/1.47/python/code.html#geographiclib.geodesicline.GeodesicLine.SetDistance) set position of 3 in terms of the distance from the starting point
* [SetArc()](http://geographiclib.sourceforge.net/1.47/python/code.html#geographiclib.geodesicline.GeodesicLine.SetArc) set position of 3 in terms of the spherical arc length from the starting point

The object can also be constructed by

* [Geodesic.Line](http://geographiclib.sourceforge.net/1.47/python/code.html#geographiclib.geodesic.Geodesic.Line)
* [Geodesic.DirectLine](http://geographiclib.sourceforge.net/1.47/python/code.html#geographiclib.geodesic.Geodesic.DirectLine)
* [Geodesic.ArcDirectLine](http://geographiclib.sourceforge.net/1.47/python/code.html#geographiclib.geodesic.Geodesic.ArcDirectLine)
* [Geodesic.InverseLine](http://geographiclib.sourceforge.net/1.47/python/code.html#geographiclib.geodesic.Geodesic.InverseLine)

The public attributes for this class are

* [a](http://geographiclib.sourceforge.net/1.47/python/code.html#geographiclib.geodesicline.GeodesicLine.a) [f](http://geographiclib.sourceforge.net/1.47/python/code.html#geographiclib.geodesicline.GeodesicLine.f) [caps](http://geographiclib.sourceforge.net/1.47/python/code.html#geographiclib.geodesicline.GeodesicLine.caps) [lat1](http://geographiclib.sourceforge.net/1.47/python/code.html#geographiclib.geodesicline.GeodesicLine.lat1) [lon1](http://geographiclib.sourceforge.net/1.47/python/code.html#geographiclib.geodesicline.GeodesicLine.lon1) [azi1](http://geographiclib.sourceforge.net/1.47/python/code.html#geographiclib.geodesicline.GeodesicLine.azi1) [salp1](http://geographiclib.sourceforge.net/1.47/python/code.html#geographiclib.geodesicline.GeodesicLine.salp1) [calp1](http://geographiclib.sourceforge.net/1.47/python/code.html#geographiclib.geodesicline.GeodesicLine.calp1) [s13](http://geographiclib.sourceforge.net/1.47/python/code.html#geographiclib.geodesicline.GeodesicLine.s13) [a13](http://geographiclib.sourceforge.net/1.47/python/code.html#geographiclib.geodesicline.GeodesicLine.a13)

class geographiclib.geodesicline.GeodesicLine(geod, lat1, lon1, azi1, caps=3979, salp1=nan, calp1=nan)[[source]](http://geographiclib.sourceforge.net/1.47/python/_modules/geographiclib/geodesicline.html#GeodesicLine)

Points on a geodesic path

Construct a GeodesicLine object

|  |  |
| --- | --- |
| **Parameters:** | * **geod** – a [Geodesic](http://geographiclib.sourceforge.net/1.47/python/code.html#geographiclib.geodesic.Geodesic) object * **lat1** – latitude of the first point in degrees * **lon1** – longitude of the first point in degrees * **azi1** – azimuth at the first point in degrees * **caps** – the [capabilities](http://geographiclib.sourceforge.net/1.47/python/interface.html#outmask) |

This creates an object allowing points along a geodesic starting at (lat1, lon1), with azimuth azi1 to be found. The default value of caps is STANDARD | DISTANCE\_IN. The optional parameters salp1 and calp1 should not be supplied; they are part of the private interface.

a = None

The equatorial radius in meters (readonly)

f = None

The flattening (readonly)

caps = None

the capabilities (readonly)

lat1 = None

the latitude of the first point in degrees (readonly)

lon1 = None

the longitude of the first point in degrees (readonly)

azi1 = None

the azimuth at the first point in degrees (readonly)

salp1 = None

the sine of the azimuth at the first point (readonly)

calp1 = None

the cosine of the azimuth at the first point (readonly)

s13 = None

the distance between point 1 and point 3 in meters (readonly)

a13 = None

the arc length between point 1 and point 3 in degrees (readonly)

Position(s12, outmask=1929)[[source]](http://geographiclib.sourceforge.net/1.47/python/_modules/geographiclib/geodesicline.html#GeodesicLine.Position)

Find the position on the line given s12

|  |  |
| --- | --- |
| **Parameters:** | * **s12** – the distance from the first point to the second in meters * **outmask** – the [output mask](http://geographiclib.sourceforge.net/1.47/python/interface.html#outmask) |
| **Returns:** | a [Geodesic dictionary](http://geographiclib.sourceforge.net/1.47/python/interface.html#dict) |

The default value of outmask is STANDARD, i.e., the lat1, lon1, azi1, lat2, lon2, azi2, s12, a12 entries are returned. The [GeodesicLine](http://geographiclib.sourceforge.net/1.47/python/code.html#geographiclib.geodesicline.GeodesicLine) object must have been constructed with the DISTANCE\_IN capability.

ArcPosition(a12, outmask=1929)[[source]](http://geographiclib.sourceforge.net/1.47/python/_modules/geographiclib/geodesicline.html#GeodesicLine.ArcPosition)

Find the position on the line given a12

|  |  |
| --- | --- |
| **Parameters:** | * **a12** – spherical arc length from the first point to the second in degrees * **outmask** – the [output mask](http://geographiclib.sourceforge.net/1.47/python/interface.html#outmask) |
| **Returns:** | a [Geodesic dictionary](http://geographiclib.sourceforge.net/1.47/python/interface.html#dict) |

The default value of outmask is STANDARD, i.e., the lat1, lon1, azi1, lat2, lon2, azi2, s12, a12 entries are returned.

SetDistance(s13)[[source]](http://geographiclib.sourceforge.net/1.47/python/_modules/geographiclib/geodesicline.html#GeodesicLine.SetDistance)

Specify the position of point 3 in terms of distance

|  |  |
| --- | --- |
| **Parameters:** | **s13** – distance from point 1 to point 3 in meters |

SetArc(a13)[[source]](http://geographiclib.sourceforge.net/1.47/python/_modules/geographiclib/geodesicline.html#GeodesicLine.SetArc)

Specify the position of point 3 in terms of arc length

|  |  |
| --- | --- |
| **Parameters:** | **a13** – spherical arc length from point 1 to point 3 in degrees |

## geographiclib.polygonarea

Define the [PolygonArea](http://geographiclib.sourceforge.net/1.47/python/code.html#geographiclib.polygonarea.PolygonArea) class

The constructor initializes a empty polygon. The available methods are

* [Clear()](http://geographiclib.sourceforge.net/1.47/python/code.html#geographiclib.polygonarea.PolygonArea.Clear) reset the polygon
* [AddPoint()](http://geographiclib.sourceforge.net/1.47/python/code.html#geographiclib.polygonarea.PolygonArea.AddPoint) add a vertex to the polygon
* [AddEdge()](http://geographiclib.sourceforge.net/1.47/python/code.html#geographiclib.polygonarea.PolygonArea.AddEdge) add an edge to the polygon
* [Compute()](http://geographiclib.sourceforge.net/1.47/python/code.html#geographiclib.polygonarea.PolygonArea.Compute) compute the properties of the polygon
* [TestPoint()](http://geographiclib.sourceforge.net/1.47/python/code.html#geographiclib.polygonarea.PolygonArea.TestPoint) compute the properties of the polygon with a tentative additional vertex
* [TestEdge()](http://geographiclib.sourceforge.net/1.47/python/code.html#geographiclib.polygonarea.PolygonArea.TestEdge) compute the properties of the polygon with a tentative additional edge

The public attributes for this class are

* [earth](http://geographiclib.sourceforge.net/1.47/python/code.html#geographiclib.polygonarea.PolygonArea.earth) [polyline](http://geographiclib.sourceforge.net/1.47/python/code.html#geographiclib.polygonarea.PolygonArea.polyline) [area0](http://geographiclib.sourceforge.net/1.47/python/code.html#geographiclib.polygonarea.PolygonArea.area0) [num](http://geographiclib.sourceforge.net/1.47/python/code.html#geographiclib.polygonarea.PolygonArea.num) [lat1](http://geographiclib.sourceforge.net/1.47/python/code.html#geographiclib.polygonarea.PolygonArea.lat1) [lon1](http://geographiclib.sourceforge.net/1.47/python/code.html#geographiclib.polygonarea.PolygonArea.lon1)

class geographiclib.polygonarea.PolygonArea(earth, polyline=False)[[source]](http://geographiclib.sourceforge.net/1.47/python/_modules/geographiclib/polygonarea.html#PolygonArea)

Area of a geodesic polygon

Construct a PolygonArea object

|  |  |
| --- | --- |
| **Parameters:** | * **earth** – a [Geodesic](http://geographiclib.sourceforge.net/1.47/python/code.html#geographiclib.geodesic.Geodesic) object * **polyline** – if true, treat object as a polyline instead of a polygon |

Initially the polygon has no vertices.

earth = None

The geodesic object (readonly)

polyline = None

Is this a polyline? (readonly)

area0 = None

The total area of the ellipsoid in meter^2 (readonly)

num = None

The current number of points in the polygon (readonly)

lat1 = None

The current latitude in degrees (readonly)

lon1 = None

The current longitude in degrees (readonly)

Clear()[[source]](http://geographiclib.sourceforge.net/1.47/python/_modules/geographiclib/polygonarea.html#PolygonArea.Clear)

Reset to empty polygon.

AddPoint(lat, lon)[[source]](http://geographiclib.sourceforge.net/1.47/python/_modules/geographiclib/polygonarea.html#PolygonArea.AddPoint)

Add the next vertex to the polygon

|  |  |
| --- | --- |
| **Parameters:** | * **lat** – the latitude of the point in degrees * **lon** – the longitude of the point in degrees |

This adds an edge from the current vertex to the new vertex.

AddEdge(azi, s)[[source]](http://geographiclib.sourceforge.net/1.47/python/_modules/geographiclib/polygonarea.html#PolygonArea.AddEdge)

Add the next edge to the polygon

|  |  |
| --- | --- |
| **Parameters:** | * **azi** – the azimuth at the current the point in degrees * **s** – the length of the edge in meters |

This specifies the new vertex in terms of the edge from the current vertex.

Compute(reverse=False, sign=True)[[source]](http://geographiclib.sourceforge.net/1.47/python/_modules/geographiclib/polygonarea.html#PolygonArea.Compute)

Compute the properties of the polygon

|  |  |
| --- | --- |
| **Parameters:** | * **reverse** – if true then clockwise (instead of counter-clockwise) traversal counts as a positive area * **sign** – if true then return a signed result for the area if the polygon is traversed in the “wrong” direction instead of returning the area for the rest of the earth |
| **Returns:** | a tuple of number, perimeter (meters), area (meters^2) |

If the object is a polygon (and not a polygon), the perimeter includes the length of a final edge connecting the current point to the initial point. If the object is a polyline, then area is nan.

More points can be added to the polygon after this call.

TestPoint(lat, lon, reverse=False, sign=True)[[source]](http://geographiclib.sourceforge.net/1.47/python/_modules/geographiclib/polygonarea.html#PolygonArea.TestPoint)

Compute the properties for a tentative additional vertex

|  |  |
| --- | --- |
| **Parameters:** | * **lat** – the latitude of the point in degrees * **lon** – the longitude of the point in degrees * **reverse** – if true then clockwise (instead of counter-clockwise) traversal counts as a positive area * **sign** – if true then return a signed result for the area if the polygon is traversed in the “wrong” direction instead of returning the area for the rest of the earth |
| **Returns:** | a tuple of number, perimeter (meters), area (meters^2) |

TestEdge(azi, s, reverse=False, sign=True)[[source]](http://geographiclib.sourceforge.net/1.47/python/_modules/geographiclib/polygonarea.html#PolygonArea.TestEdge)

Compute the properties for a tentative additional edge

|  |  |
| --- | --- |
| **Parameters:** | * **azi** – the azimuth at the current the point in degrees * **s** – the length of the edge in meters * **reverse** – if true then clockwise (instead of counter-clockwise) traversal counts as a positive area * **sign** – if true then return a signed result for the area if the polygon is traversed in the “wrong” direction instead of returning the area for the rest of the earth |
| **Returns:** | a tuple of number, perimeter (meters), area (meters^2) |

## geographiclib.constants

Define the WGS84 ellipsoid

class geographiclib.constants.Constants[[source]](http://geographiclib.sourceforge.net/1.47/python/_modules/geographiclib/constants.html" \l "Constants)

Constants describing the WGS84 ellipsoid

WGS84\_a = 6378137.0

the equatorial radius in meters of the WGS84 ellipsoid in meters

WGS84\_f = 0.0033528106647474805

the flattening of the WGS84 ellipsoid, 1/298.257223563

# Examples

## Initializing

The following examples all assume that the following commands have been carried out:

>>> from geographiclib.geodesic import Geodesic

>>> import math

>>> geod = Geodesic.WGS84 # define the WGS84 ellipsoid

You can determine the ellipsoid parameters with the a and f member variables, for example,

>>> geod.a, 1/geod.f

(6378137.0, 298.257223563)

If you need to use a different ellipsoid, construct one by, for example

>>> geod = Geodesic(6378388, 1/297.0) # the international ellipsoid

## Basic geodesic calculations

The distance from Wellington, NZ (41.32S, 174.81E) to Salamanca, Spain (40.96N, 5.50W) using [Inverse()](http://geographiclib.sourceforge.net/1.47/python/code.html#geographiclib.geodesic.Geodesic.Inverse):

>>> g = geod.Inverse(-41.32, 174.81, 40.96, -5.50)

>>> print "The distance is {:.3f} m.".format(g['s12'])

The distance is 19959679.267 m.

The point the point 20000 km SW of Perth, Australia (32.06S, 115.74E) using [Direct()](http://geographiclib.sourceforge.net/1.47/python/code.html#geographiclib.geodesic.Geodesic.Direct):

>>> g = geod.Direct(-32.06, 115.74, 225, 20000e3)

>>> print "The position is ({:.8f}, {:.8f}).".format(g['lat2'],g['lon2'])

The position is (32.11195529, -63.95925278).

The area between the geodesic from JFK Airport (40.6N, 73.8W) to LHR Airport (51.6N, 0.5W) and the equator. This is an example of setting the the [output mask](http://geographiclib.sourceforge.net/1.47/python/interface.html#outmask) parameter.

>>> g = geod.Inverse(40.6, -73.8, 51.6, -0.5, Geodesic.AREA)

>>> print "The area is {:.1f} m^2".format(g['S12'])

The area is 40041368848742.5 m^2

## Computing waypoints

Consider the geodesic between Beijing Airport (40.1N, 116.6E) and San Fransisco Airport (37.6N, 122.4W). Compute waypoints and azimuths at intervals of 1000 km using [Geodesic.Line](http://geographiclib.sourceforge.net/1.47/python/code.html#geographiclib.geodesic.Geodesic.Line) and [GeodesicLine.Position](http://geographiclib.sourceforge.net/1.47/python/code.html#geographiclib.geodesicline.GeodesicLine.Position):

>>> l = geod.InverseLine(40.1, 116.6, 37.6, -122.4)

>>> ds = 1000e3; n = int(math.ceil(l.s13 / ds))

>>> for i in range(n + 1):

... if i == 0:

... print "distance latitude longitude azimuth"

... s = min(ds \* i, l.s13)

... g = l.Position(s, Geodesic.STANDARD | Geodesic.LONG\_UNROLL)

... print "{:.0f} {:.5f} {:.5f} {:.5f}".format(

... g['s12'], g['lat2'], g['lon2'], g['azi2'])

...

distance latitude longitude azimuth

0 40.10000 116.60000 42.91642

1000000 46.37321 125.44903 48.99365

2000000 51.78786 136.40751 57.29433

3000000 55.92437 149.93825 68.24573

4000000 58.27452 165.90776 81.68242

5000000 58.43499 183.03167 96.29014

6000000 56.37430 199.26948 109.99924

7000000 52.45769 213.17327 121.33210

8000000 47.19436 224.47209 129.98619

9000000 41.02145 233.58294 136.34359

9513998 37.60000 237.60000 138.89027

The inclusion of Geodesic.LONG\_UNROLL in the call to GeodesicLine.Position ensures that the longitude does not jump on crossing the international dateline.

If the purpose of computing the waypoints is to plot a smooth geodesic, then it’s not important that they be exactly equally spaced. In this case, it’s faster to parameterize the line in terms of the spherical arc length with [GeodesicLine.ArcPosition](http://geographiclib.sourceforge.net/1.47/python/code.html#geographiclib.geodesicline.GeodesicLine.ArcPosition). Here the spacing is about 1° of arc which means that the distance between the waypoints will be about 60 NM.

>>> l = geod.InverseLine(40.1, 116.6, 37.6, -122.4,

... Geodesic.LATITUDE | Geodesic.LONGITUDE)

>>> da = 1; n = int(math.ceil(l.a13 / da)); da = l.a13 / n

>>> for i in range(n + 1):

... if i == 0:

... print "latitude longitude"

... a = da \* i

... g = l.ArcPosition(a, Geodesic.LATITUDE |

... Geodesic.LONGITUDE | Geodesic.LONG\_UNROLL)

... print "{:.5f} {:.5f}".format(g['lat2'], g['lon2'])

...

latitude longitude

40.10000 116.60000

40.82573 117.49243

41.54435 118.40447

42.25551 119.33686

42.95886 120.29036

43.65403 121.26575

44.34062 122.26380

...

39.82385 235.05331

39.08884 235.91990

38.34746 236.76857

37.60000 237.60000

The variation in the distance between these waypoints is on the order of 1/f.

## Measuring areas

Measure the area of Antarctica using [Geodesic.Polygon](http://geographiclib.sourceforge.net/1.47/python/code.html#geographiclib.geodesic.Geodesic.Polygon) and the [PolygonArea](http://geographiclib.sourceforge.net/1.47/python/code.html#geographiclib.polygonarea.PolygonArea) class:

>>> p = geod.Polygon()

>>> antarctica = [

... [-63.1, -58], [-72.9, -74], [-71.9,-102], [-74.9,-102], [-74.3,-131],

... [-77.5,-163], [-77.4, 163], [-71.7, 172], [-65.9, 140], [-65.7, 113],

... [-66.6, 88], [-66.9, 59], [-69.8, 25], [-70.0, -4], [-71.0, -14],

... [-77.3, -33], [-77.9, -46], [-74.7, -61]

... ]

>>> for pnt in antarctica:

... p.AddPoint(pnt[0], pnt[1])

...

>>> num, perim, area = p.Compute()

>>> print "Perimeter/area of Antarctica are {:.3f} m / {:.1f} m^2".format(

... perim, area)

Perimeter/area of Antarctica are 16831067.893 m / 13662703680020.1 m^2