**La pratique d'awk par l'exemple: Introduction rapide**

![[Illustration]](data:image/gif;base64,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)

Résumé:

C'est une introduction au bon vieux programme AWK d'Unix. Elle montre comment écrire de petites séquences type AWK pour automatiser les tâches du travail quotidien.

Au départ, l'idée d'écrire ce texte m'est venue après avoir lu deux autres articles publiés dans LinuxFocus et écris par Guido Socher. Le premier, concerne [find et les commandes associées](http://linuxfocus.org/Francais/September1998/article64.html), m'a montré que je n'étais pas le seul à utiliser la ligne de commande. Souvent,de belles interfaces graphiques ne vous disent pas comment les choses se passent réellement (c'est de cette manière que windows est arrivé il y a des années). L'autre article concerne les [expressions régulières](http://linuxfocus.org/Francais/July1998/article53.html). Bien que les expressions régulières ne soient que légèrement abordées dans le présent article, il est nécessaire de les connaître pour tirer le maximum d'awk et d'autres commandes comme sed et grep.

A la question: "la commande awk est elle réellement utile?" nous répondons sans ambiguité oui! Awk peut être utile pour un utilisateur lambda afin de traiter des fichiers texte, les reformater etc... Pour un administateur système, awk est vraiment un utilitaire très important. Jetez donc un coup d'oeil à /var/yp/Makefile ou aux scripts d'initialisation. Awk est utilisé partout. 

**Introduction à awk**

Mes premiers pas avec awk sont sufisement vieux pour avoir été oubliés. J'avais un collègue qui devais travailler avec de très grosse sorties issues d'un petit Cray. La page du manuel pour awk sur le cray était vraiment réduite au minimum, mais il décida quand même qu'awk ressemblait beaucoup à ce qu'il souhaitait même s'il ne savait pas encore l'utiliser.  
Beaucoup plus tard, dans une situation banale de la vie courante, un autre collègue utilisa awk pour extraire la première colonne d'un tableau:

|  |
| --- |
| awk '  '{print $1}'   file |

Simple n'est ce pas? Cette simple tâche ne nécessite pas de programmation complexe en C ou de n'importe quel autre langage interprété ou compilé. Une simple ligne d'awk suffit.

Une fois que nous savons extraire une colonne, nous pouvons faire des choses comme renommer des fichiers:  
ls -1 *pattern* | awk '{print "mv "$1" "$1".new"}' | sh

... et il y en a d'autres. L'utilisation de sed ou de grep avec les exemples précédents, nous donne des outils encore plus puissants.

1. Modification d'une partie du nom  
   ls -1 \*old\* | awk '{print "mv "$1" "$1}' | sed s/old/new/2 | sh  
   (cela ne marchera pas dans certain cas comme: file\_old\_and\_old)
2. supprimer seulement les fichiers (cela peut être fait avec rm seul, mais pas avec un alias comme 'rm -r')  
   ls -l \* | grep -v drwx | awk '{print "rm "$9}' | sh  
   (Cela peut ne pas marcher avec des nom étranges ou des permissions) Attention si vous essayez ceci dans votre répertoire personnel, il y a destruction de fichiers!
3. supprimer seulement les répertoires  
   ls -l | grep '^d' | awk '{print "rm -r "$9}' | sh  
   (Je pense que cela fonctionne dans tous les cas et peut être amélioré en utilisant:  
   ls -p | grep /$ | awk '{print "rm -r "$1}')  
   Attention si vous essayez ceci dans votre répertoire personnel, il y a destruction de fichiers!

Comme vous pouvez le voir, awk est d'un grand secours pour répéter de nombreuses fois une opération... et en plus de cela, il est bien plus amusant d'écrire un programme awk que de répeter 20 fois la même chose manuellement.

Bien que nous utilisions le terme commande-awk, awk n'est pas le genre de chose qui est habituellement appelé une commande. awk est un langage de programmation, avec une syntaxe proche du C à beaucoup d'égards. C'est un langage interprété et l'interpréteur awk traduit des instructions.

Voici la syntaxe de la commande:

# gawk --help

Usage: gawk [POSIX or GNU style options] -f progfile [--] file ...

gawk [POSIX or GNU style options] [--] 'program' file ...

POSIX options: GNU long options:

-f progfile --file=progfile

-F fs --field-separator=fs

-v var=val --assign=var=val

-m[fr] val

-W compat --compat

-W copyleft --copyleft

-W copyright --copyright

-W help --help

-W lint --lint

-W lint-old --lint-old

-W posix --posix

-W re-interval --re-interval

-W source=program-text --source=program-text

-W traditional --traditional

-W usage --usage

-W version --version

Report bugs to bug-gnu-utils@prep.ai.mit.edu,

with a Cc: to arnold@gnu.ai.mit.edu

Au lieu d'encadrer la commande avec des guillemets simples ('), on peut les écrire dans un fichier et l'appeler avec l'option -f, ainsi qu'avec des variables définies en ligne de commande avec -v var=val, ce qui rends le programme plus versatile.

Awk est, en gros, un langage de traitement de tableau. Autrement dit, dédié à des informations qui peuvent être groupées en champs et enregistrements. L'avantage ici réside dans l'extrème flexibilité de ces deux définitions.

Awk est puissant. Il est conçu pour travailler avec des enregistrements arrangés en lignes; mais ceci peut être modifié. Afin de présenter plus en détails certains de ces aspects, nous allons etudier quelques exemples représentatifs tirés de cas réels.

* Imprimer des beaux tableaux  
  Vous avez peut être eu a imprimer des tables ASCII de provenances diverses. Par exemple, vous deviez imprimer les noms d'hôtes, les adresses ethernet et les IP sous forme de liste. Quand de telles tables sont très grosses, elles sont difficilement lisibles et le besoin d'un outils comme LaTeX ou, au moins d'un meilleur format se fait sentir. Si la table est simple, (et/ou nous connaissons bien awk), ce n'est pas trop difficile:

|  |  |  |
| --- | --- | --- |
| BEGIN {  printf "LaTeX preample"  printf "\\begin{tabular}{|c|c|...|c|}"  } | { printf $1" & "  printf $2" & "  .  .  .  printf $n" \\\\ "  printf "\\hline"  } | END {  print "\\end{document}"  } |

Ce n'est certainement pas un programme *générique* mais nous débutons seulement...  
(Les double backslashes (\) sont nécessaires parce que c'est le caractère d'échappemment de l'interpréteur)

* Tronçonner les fichiers de sortie  
  SIMBAD est une base de données d'objets astronomique qui fournit, entre autres, les positions des étoiles dans le plan du ciel. Par le passé, j'ai eu à y effectuer des recherches pour dessiner des graphiques autour d'objets. L'interface permettait de sauver les résultats dans un fichier texte. J'ai eu deux approches: créer un fichier pour chaque objet, ou lui fournir toute la liste résultant dans un gros fichier de résultats. Comme j'ai décidé d'opter pour la seconde approche, j'ai utilisé awk pour découper le gros fichier de résultats. Evidemment j'ai eu besoin de profiter de certaines caractéristiques de la sortie.

|  |  |
| --- | --- |
| * 1. Chaque requète produit une ligne d'entête comme suit: ====> name : nlines <==== Le premier entête nous permet de repérer le début d'un nouvel objet et le quatrième combien d'entrées contient l'objet (bien que cette donnée ne soit pas strictement nécessaire)   2. Le caractère utilisé dans la liste pour séparer les colonnes était '|'. Ceci nécessita deux lignes de code supplémentaires pour filtrer la liste et ne conserver que les champs qui m'interessaient. | ( $1 == "====>" ) {  NomObj = $2  TotObj = $4  if ( TotObj > 0 ) {  FS = "|"  for ( cont=0 ; cont<TotObj ; cont++ ) {  getline  print $2 $4 $5 $3 >> NomObj  }  FS = " "  }  } |
| **NOTA**: En fait, le nom de l'objet n'étatit pas donné et ce fut légèrement plus compliqué; mais ceci est supposé être un exemple didactique. | |

* Jouons avec le buffer du courrier

|  |  |
| --- | --- |
| BEGIN {  BEGIN\_MSG = "From"  BEGIN\_BDY = "Precedence:"  MAIN\_KEY = "Subject:"  VALIDATION = "[MONTH REPORT]"    HEAD = "NO"; BODY = "NO"; PRINT="NO"  OUT\_FILE = "Month\_Reports"  }    {    if ( $1 == BEGIN\_MSG ) {  HEAD = "YES"; BODY = "NO"; PRINT="NO"  }    if ( $1 == MAIN\_KEY ) {  if ( $2 == VALIDATION ) {  PRINT = "YES"  $1 = ""; $2 = ""  print "\n\n"$0"\n" > OUT\_FILE  }  }    if ( $1 == BEGIN\_BDY ) {  getline  if ( $0 == "" ) {  HEAD = "NO"; BODY = "YES"  } else {  HEAD = "NO"; BODY = "NO"; PRINT="NO"  }  }    if ( BODY == "YES" && PRINT == "YES" ) {  print $0 >> OUT\_FILE  }  } | Si nous sommes administrateur d'une liste de courrier et que de temps en temps, des messages spéciaux y sont envoyés (par exemple des rapports mensuels) avec un format spécifique (le sujet contient '[MONTH REPORT] mois , dept'). Nous pouvons décider soudainement à la fin de l'année de regrouper ces messages à part des autres. Ceci peut être fait en traitant le buffer de courrier avec le programme awk sur la gauche.  Pour que chaque rapport soit écrit individuellement dans un fichier, nous aurons besoin de trois lignes de code supplémentaires. |
| **NOTA**: Cet exemple suppose que le tampon de courrier est structuré comme je l'attends. En fait, je ne connais pas le format réel, mais ce programme fonctionne avec mon installation (ici aussi, dans certains cas étranges, il pourrait ne pas marcher). |

Des programmes comme ceux-ci ne prennent que 5 mn à élaborer et 5 de plus à écrire (ou bien plus de 20 mn sans réfléchir en utilisant la méthode plus drôle des essais et erreurs succesifs).

J'ai utilisé awk pour beaucoup d'autres tâches (génération automatique d'informations four des bases de données simples) et j'en sais suffisemment sur le sujet pour être certain que l'on peut en faire beaucoup de choses.  
Laisser juste votre imagination faire le reste.

|  |  |
| --- | --- |
| **Un problème** | **(et une solution)** |
| Un des problèmes vient du fait qu'awk à besoin d'informations parfaitement tabulées, sans trous. Awk ne marche pas, par exemple, avec des colonnes de largeurs fixes. Ce n'est pas génant si nous créons nous même les données d'entrée: on choisit quelque chose d'inhabituel pour séparer les colonnes, et plus tard on s'en sert avec FS et c'est tout!!! Si l'on dispose déjà des données cela peut être un peu plus compliqué parce que le séparateur de champs (FS) peut aussi être un espace, par conséquent certain noms composés peuvent poser un problème. Ainsi, un tableau comme celui-là:  1234 HD 13324 22:40:54 ....  1235 HD12223 22:43:12 ....  est difficile à manipuler avec awk. Des données comme celles là sont parfois obligatoires. De plus, cela se retrouve assez souvent car les données ne sont jamais homogènes. Si l'on n'a qu'une colonne avec de telles carctéristiques, on peut résoudre le problème (si quelqu'un sais comment traiter plus d'une colonne de manière générique, merci de m'avertir!). Une fois, j'ai eu à traiter une table de cette espèce. La seconde colonne était un nom et comprenait un nombre variable d'espaces. Comme cela arrive souvent, j'avais à le trier sur la troisième colonne. J'ai essayé plusieurs fois avec sort +/-n.m qui a rencontré les mêmes problèmes d'espaces intégrés. | J'ai finalement réalisé que la colonne que je cherchait à trier était la dernière et que awk sait combien il y a de champs dans l'enregistrement en cours. Cela était suffisant pour pouvoir accèder à la dernière colonne (parfois $9, et parfois $11, mais toujours NF). A la fin de la journée, le résultat souhaité était obtenu:  {  printf $NF  $NF = ""  printf " "$0"\n"  }  Ceci fournit un résultat égal à l'entrée mais avec la dernière colonne en première position. Bien sûr, cette méthode est applicable facilement depuis le troisième champ depuis la fin, ou depuis un champ de contrôle qui contient toujours la même valeur. Avec le dernier champ en première position, on peut trier (sort) les données sans problèmes. Il suffit d'utiliser ses idées et son imagination. |

**AWK en profondeur**

**Travailler sur des lignes ciblées**

Jusqu'ici, tous les exemples cités traitent toutes les lignes du fichier d'entrée. Mais, comme spécifié dans la page du manuel, il est possible de ne traiter que certaines de ces lignes. Il suffit juste de faire précéder le groupe de commandes avec la condition que doit remplir la ligne. Cette condition peut aller d'une simple expression régulière pour vérifier le contenu d'un champ à la possibilité de grouper les conditions avec des opérateurs logiques adaptés.

**Awk en tant que langage de programmation**

Comme tous les autres langages de programmation, awk propose toutes les structures de contrôle nécessaires ainsi qu'un jeux d'opérateurs et de fonctions prédéfinies pour manipuler les nombres et les chaînes. La syntaxe est proche du C.

Et bien sûr, il est possible d'inclure des fonctions définies par l'utilisateur avec le mot clef **function**, en écrivant les commandes associées comme si l'on traitait une ligne du fichier d'entrée. En plus des variables scalaires habituelles, awk peut aussi manipuler des tableaux de taille variable.

**Inclure des bibliothèques**

Comme dans tous langages de programmation, il existe des fonctions très fréquemment utilisées et qu'il est incomfortable de couper-coller depuis d'autres lignes de code source. C'est la raison pour laquelle les bibliothèques existent. Avec la version GNU d'awk, il est possible de les inclure avec le programme awk. Ceci fait par contre partie des sujets qui dépassent les objectifs de cet article.

**Conclusions**

Awk n'est certainement pas aussi puissant que d'autres outils conçus dans des buts similaires, mais il a le grand avantage d'avoir la possibilité d'écrire de petits programmes adaptés à nos besoins, en très peu de temps.

AWK est très bien adapté pour les raisons qui ont conduit à sa construction: Lire des lignes et agir en fonction de leur contenu.

Des fichiers comme /etc/password s'avèrent idéaux pour être traités et reformatté par AWK. Ce dernier est inestimable pour de telles tâches.

Bien sûr,AWK n'est pas seul. Perl est un compétiteur très valable mais qui n'empêche pas de connaître quelques trucs AWK.

**Informations complémentaires**

Ces commandes de base ne sont pas forcément bien documentées, vous devriez toutefois trouver votre bonheur en cherchant un peu.

* La syntaxe n'est pas identique d'un \*nix à l'autre, mais il existe une méthode pour connaître celui de notre système:  
  man awk
* O'Reilly a publié un livre: *Sed & Awk (Nutshell handbook)* par Dale Dougherty.
* En recherchant chez Amazon, on trouve d'autres titres comme *Effective Awk Programming: A User's Guide*, orientés vers gawk, et une demi douzaine d'autres titres.

D'habitude, tous les livres unix mentionnent cette commande mais seuls quelques uns donnent des détails utils. Le mieux que nous puissions faire est de parcourir tous les livres qui nous passent entre les mains car on ne sait jamais d'avance où l'information utile peut être trouvée.