Exercise 1: Control Structures

Scenario 1: The bank wants to apply a discount to loan interest rates for customers above 60 years old.

o Question: Write a PL/SQL block that loops through all customers, checks their age, and if they are above 60, apply a 1% discount to their current loan interest rates.

Scenario 2: A customer can be promoted to VIP status based on their balance.

o Question: Write a PL/SQL block that iterates through all customers and sets a flag IsVIP to TRUE for those with a balance over $10,000.

Scenario 3: The bank wants to send reminders to customers whose loans are due within the next 30 days.

o Question: Write a PL/SQL block that fetches all loans due in the next 30 days and prints a reminder message for each customer.

CODE:-

SCENARIO 1:-

CREATE TABLE Customers (

CustomerID NUMBER PRIMARY KEY,

Name VARCHAR2(100),

DOB DATE,

Balance NUMBER,

LastModified DATE

);

CREATE TABLE Loans (

LoanID NUMBER PRIMARY KEY,

CustomerID NUMBER,

LoanAmount NUMBER,

InterestRate NUMBER,

StartDate DATE,

EndDate DATE,

FOREIGN KEY (CustomerID) REFERENCES Customers(CustomerID)

);

INSERT INTO Customers VALUES (1, 'John Doe', TO\_DATE('1955-05-15', 'YYYY-MM-DD'), 1000, SYSDATE);

INSERT INTO Customers VALUES (2, 'Jane Smith', TO\_DATE('1990-07-20', 'YYYY-MM-DD'), 1500, SYSDATE);

INSERT INTO Loans VALUES (1, 1, 5000, 7, SYSDATE, ADD\_MONTHS(SYSDATE, 60));

INSERT INTO Loans VALUES (2, 2, 3000, 6, SYSDATE, ADD\_MONTHS(SYSDATE, 36));

BEGIN

FOR rec IN (

SELECT l.LoanID, l.InterestRate, c.DOB

FROM Loans l

JOIN Customers c ON l.CustomerID = c.CustomerID

)

LOOP

IF MONTHS\_BETWEEN(SYSDATE, rec.DOB)/12 > 60 THEN

UPDATE Loans

SET InterestRate = rec.InterestRate - 1

WHERE LoanID = rec.LoanID;

DBMS\_OUTPUT.PUT\_LINE('Discount applied to LoanID: ' || rec.LoanID);

ELSE

DBMS\_OUTPUT.PUT\_LINE('No discount for LoanID: ' || rec.LoanID);

END IF;

END LOOP;

COMMIT;

END;

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAXYAAACaCAYAAAC9r2MoAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAACbtSURBVHhe7d1pWBPn/j7wOxAEoolSK25VSlgqi1aruBQ9QqVi0FJF2Vzaim217q1ojz3HsmitotajFo24tVcXRS3Whc2KqAepYl3QKEgkiooglKYCJ0CbZH4v/jB/ZogLq3b6/VwXL3ie70zCzOTOM89MiCjq5xUMCCGECIYZv4EQQshfm4hhGBqxE0KIgNCInRBCBIaCnRBCBIaCnRBCBIaCnRBCBIaCnRBCBIaCnRBCBIaCnRBCBIaCnRBCBIaCnRBCBIaCnRBCBIaCnRBCBIaCnRBCBIaCnRBCBIaCnRBCBIaCnRBCBIaCnRBCBIaCnRBCBIaCnRBCBIaCnRBCBIaCnRBCBIaCnRBCBIaCnRBCBIaCnRBCBIaCnRBCBIaCnRBCBIaCnRBCBIaCnRBCBIaCnRBCBIaCnRBCBKbZwV5ZWYnt27fD19cXcrkccrkczs7OCAgIQHJyMvR6PX+RJjEYDNi3bx9OnDjB72p1T/OxCSGksZoc7AzD4Pjx43j11VexcuVKWFhYYP78+Vi/fj0CAwNRVFSEOXPmQKFQ4MaNG/zFG02r1SI2Nha5ubn8rlb3NB+bEEIaq8nBnpqaivfffx9SqRQ//vgjjhw5goULF+LNN9/EZ599hoyMDKxevRoFBQUIDg7GlStX+KtolN9//x3l5eX85jbxNB+bEEIaq0nBfufOHURHR6NDhw7YvHkz+vXrxy+Bubk5AgMDERMTA61Wiw0bNqC6uppf9sR+//13VFZW8pvbxNN8bEIIaawmBXtiYiKKi4vx5ptvmgz1+kaNGoX+/fsjPT0d58+fBwDodDqEhoZi+PDhKCkp4dTz+8rKyjB+/HgEBQVBr9cjJiaGnctXKpUAAJVKBTc3N+zYsQOlpaVYunQpnJ2dIZfL4evri7Nnzz50/fXx+57ksYuLi+Hn5wc/Pz8UFxdz1kcIIU9Do4Ndp9MhIyMDIpEIo0ePhkgk4pdwSKVS+Pj4gGEY/Pzzz/zux2rfvj0WLlyImTNnAgD8/f0RGxuL2NhY+Pj4cGqPHj2KKVOmQKvVYtmyZZgwYQJu3ryJmTNnIjs7m1P7JJ7ksa9evYrc3Fz2hxBCnrZGB3tlZSVu3bqFjh07omvXrvxuk1566SUAgEajgcFg4Hc/kpWVFby8vDBo0CAAQJ8+faBQKKBQKODo6MipValUWLp0KZRKJaZNm4Z169bhiy++QEVFBTZs2ICamhpO/eM8yWMPHjwYvr6+CAgIwMCBA3lrIISQttfoYK8jkUggk8n4zY+k1WobHa6NoVAo4O3tzWkbMWIE3N3dcfXqVdy/f5/T1xKkUim2bNmCtWvXQiqV8rsJIaTNNTnYdTpdo+8UsbGxgaWlJb+5VclkMtjb26OysrLRz5cQQv6KGh3sHTp0wIsvvogHDx488Qj4+vXrAAC5XA5zc3N+d6sSiUQQi8X8ZkIIEaxGB7tEIoGHhwcYhsHRo0fBMAy/hKOiogLHjh2DSCSCh4cHv7vV1dTU4LfffuM3E0KIYDU62AFg/PjxsLW1xcGDB3H58mV+N0daWhouXboET0/PBsFuNBphNBo5bS1Nq9VCrVbjhRdeQM+ePdn2tnhsQgh5GpoU7HZ2doiMjERlZSVmz55tMtzr/r/KkiVLIJPJsGjRIkgkEgCAtbU1evXqhfv37+OXX35hl2EYBklJSTh37ly9NXE96oNCFy5cQGFhIfs7wzA4cOAACgsLMXz4cHTq1KnFH7uiogIffPABwsPDUVFRwe8mhJA2J2IeN5fyEAzDIC0tDQsWLEBVVRVcXV3h4+MDe3t7ZGVl4fjx47h//z7s7OwQGxsLV1dXzvIZGRl45513YGZmhkmTJsHZ2Rn79+/HgwcPYGFhgT/++AMJCQmwtbUFAOTl5SEoKAh//vknxowZA5VKhfHjx2PWrFm4evUqgoODUV1dDalUioCAAPTu3RtJSUn45Zdf0KdPH+zcuRPdunVr8cc+efIkwsLCAAA7d+6El5dXvb+SEEKeAqaZKioqGKVSyXh5eTH29vaMvb094+TkxEyYMIE5ePAgU1VVxV+EYRiGMRqNTGZmJuPj48MuEx0dzVRUVDAff/wx4+npydy/f59T/+233zIuLi6Mvb09M3r0aCYzM5MxGo3MlStXGFdXV+ajjz5iDh8+zAwdOrTBOlvrsYuKihiFQsEoFAqmqKiI8ziEEPI0NHnE/ixRqVQIDg6GQqHA2rVr+d2EEPK30qQ5dkIIIc8uCnZCCBEYCnZCCBEYQcyxE0II+f9oxE4IIQJDwU4IIQJDwU4IIQJDwU4IIQJDwU4IIQJDwU4IIQJDwU4IIQJDwU4IIQJDwU4IIQJDwU4IIQJDwU4IIQJDwU4IIQJDwU4IIQJDwU4IIQJDwU4IIQJDwU4IIQJDwU4IIQJDwU4IIQJDwU4IIQJDwU4IIQJDwU4IIQJDwU4IIQJDwU4IIQJDwU4IIQJDwU4IIQJDwU4IIQJDwU4IIQJDwU4IIQJDwU4IIQJDwU4IIQLTpsGu0+kQFhYGZ2dnpKam8rsJYaWlpcHZ2RnTp09HRUUFv5sQ8ghtGuwajQZnz56FXq/HTz/9xO8mApSWlga5XM75SUtL45c1kJycDL1ej6ysLBQUFPC7W1R4eDjc3NygUqn4XYT8JTU62HU6HUJDQxu8WEeMGIF169ahpKSEvwhLLpdjyJAhEIvFeP311/ndf0s7d+7E66+/TqHCo1AoIBaLMXjwYNjZ2fG7n0l3797F5MmT8cknn/C72tRf8Y3K1ACg/k9oaCh0Oh0AoKSkBMOHD29Q4+vri+3bt6OyspK/+lZnMBhw4cIFTJw4EXK5HEqlkl/Sphod7A9TWFiI2NhYjB49GqdPn+Z3AwAkEgl27tyJvLw8+Pr68rv/lq5du4Z79+7xmwVj1KhR0Gg00Gg02LZtG7/7oUaNGoW8vDzs2rULUqmU3/1M+v3335GdnY0//viD30XagFqtxsqVKzFu3DjcuHGD390qDAYDfvrpJ4wZMwaTJk3CxYsX+SVPRZODfciQIVCpVNBoNMjLy0NiYiK8vLxQXl6OyMhIFBcX8xchhBCT6g8ADh06BGtrawQEBLBtu3fvhkQi4SxTvz8nJwfx8fFwdXXF7du3ER0dzY7wW1N+fj4WL16M/Px8+Pr6YurUqfySp6LJwV6fWCyGi4sLNmzYgFdffRX5+fk4fvw422/qNOtR86x6vR4HDhyAj48PWz9u3Dikp6eDYRh+OQCguLgYS5cuhbu7O+RyOZydnbF8+fIGp2UMwyArK4s9ZZLL5fDw8EBcXByqq6s5tUql0uQpbd2pYHh4eIM2pVIJtVqN4OBgdv2TJ0/G3bt32VqlUsn2JSQkoKqqCv7+/pztU//UsylKSkrw2WefwcPDg12nr68vEhMTYTAY2Lq6qbWwsDDcvXsXS5cuhbOzM1t/9uxZznrT0tLg4OCAjIwMpKSksPvI2dkZK1asaNZzNjXN97jtUF1dja+//hrDhg2DXC6Ho6Mj5s2b99CBhVqtxowZM9i/0dHREQcPHuSXPbH60wL+/v6oqqpCQkIC52+QmzjeKysrsXr1avTv3599HiEhIVCr1Zy6tqBWqxEWFgZHR0fI5XK4u7ubfO2gCcdVeHg4iouLMW/ePHb9vr6+uHz5Mme9zWVpaQkPDw9s3boVL774Ik6fPm1y9Hzz5k34+PjA19cXhYWF/O5G6927N/z9/fHdd99h8+bN6NGjB7/kqWiRYK8jlUoRGBgIAMjKynpoCD8KwzD4/PPPsWjRImg0Grb92rVrWLZsGUpLSzn1AJCdnY0xY8YgPj6eDQG9Xo9du3bh22+/ZesYhkFcXBxCQkI4O72srAyrVq3Cu+++2+w7MLZv347x48fj3LlzbNuZM2ewePHiRwZUS9LpdFiwYAF27NiBsrIytl2tVmPevHk4fPgwpx6123fChAmIj4+HXq9n62fPnt0gbBiGQUxMDGbPns3uI71ej507d2LdunVN2u9NodPpEB4ejqioKNy/fx8AYDQakZiYiDFjxuDq1auc+tTUVIwdOxbp6ens32g0GjmB1BYKCwvh7++PrVu3ory8HKh9HllZWVAoFEhJSeEv0mpSUlKgUChw4sQJGI1GoHa77tq1C/7+/pzwa8pxdfToUSgUCiQmJrLrV6vVWLBgAYqKivjlzdazZ0/4+fmBYRhkZ2fzu5GamgqNRgO1Wo1jx47xuxvNysoK0dHRGDZsGEQiEb/7qWnRYAcABwcHWFtb4/79+6iqqgIaOc9aVlaGtLQ0uLq64r///S+7E5KTkzFq1CiYmXGfcllZGZYsWYLy8nKEhITg9OnT0Gg0yM7OxqpVq9CxY0e29urVq9i4cSNkMhl27NiBvLw8qNVqHDx4EL1790ZmZiaSk5M562+s3377DVZWVti1axfUajWOHj2K3r17Q6VSsXd3zJo1i90eAQEBsLa2xqFDh9i2h516NkbPnj0RExOD8+fPQ1M7XbZy5UqYmZnh0KFDqKmp4dSXlJRAp9Nh7dq1yMnJgUqlQmBgILRarckRrUqlgo+PD9LT06FWq7F3717IZDIcOXIEd+7c4Zc/EYlEgt27d0Oj0UClUmHIkCH8Eo4DBw4gKSkJY8eOZfe7SqXCp59+isrKSsTFxbGh/euvv2Lt2rUAgJUrVyInJ4etVygUvDU/OVtbW2RkZEDzkCmEup9Ro0YBtXOymzZtwq1bt+Dv74+srCz2eJ07dy6MRiM2btwIrVbLf6gWV1RUhNWrVwMAVqxYgZycHOTn5yM9PR0eHh64desWvvrqK84yjT2uKisr8b///Q+rVq1CXl4ezp07h0GDBqGgoADXr1/n1LaUAQMGALV34fF5e3vDzs4OTk5O8PHx4XcLRosHe3NZWlriueeew82bN3H+/HkYDAaYm5vjpZdeQlRUFJ5//nlO/cWLF6FWqzFp0iRER0eje/fuQO3ZQ1BQEEJDQ9nalJQUVFVVITIyEt7e3hCLxTA3N0ffvn2xZs0aWFhY4MSJE80awXXv3h3ffPMNRo4cCXNzczg6OsLb27tNR4YSiQRr167FpEmTYGNjA9ROl7322mvo1q0bqqqqGjwXW1tbxMfHIyAgAJaWlpBIJJgzZw66dOmCS5cuNTjbCAsLw+bNm2FnZwdzc3MMGjQIU6dORWlpqckXVEurqalhp4UiIiLY/S6RSDBt2jSMHj0a2dnZbEBeunQJ+fn5mDNnDkJCQmBpacnWW1tbc9bdmgoLC5Geno5+/fohIiKCPZ6lUinmz58PPz8/3LhxA/n5+fxFW1zdraSzZ89GaGgoLC0tIRKJYGdnh5iYGNja2iIrKwsPHjwAmnhcWVtbY+vWrQgKCoJYLEbnzp0xfvx4oPZNrq299NJLSE9PR2pqKnr27MnvFowWD3aj0disU3GpVIqoqChYWVlh4cKFcHFxwfz583HhwgWTB0Ld1W8/Pz+IxWJ+N0dxcTE6deoEd3d3fhfs7OzQpUsXaLXaBqOOxhg2bBhcXV05bV27duX83hZu376NJUuWsNcc5HI5hg4d+tA7cOzt7SGXyzltnTt3hp2dncntPmzYsAbbu2/fvkAbvWArKiqg0WiQn5+PwYMHc+aznZyckJKSgrKyMnbqru44efnll3lralvl5eWorKzEgAED2HCsIxaL4e7uDr1ez4ZpayoqKoJIJMKQIUMaTCN06dIF9vb2KCsr47weGntc9evXr8GZV2u/Huqm2f7OWjzYL126hOrqatjZ2TV5KqFv3744ffo0YmNjMWzYMCQlJWHSpEnw8/MzecFDJBLBwsKC32yShYUF2rVrx28WlKtXr8Lf3x/79+9vMNJuDL1e36g3Of7F59ZkNBob/QJuzHHS2tq3b89veirMzc3Zs5fHaanjqjUxDIPMzEwAgIuLC7/7b6NFg72wsBBfffUVRCJRs+YtUXtRQqFQ4Ouvv4ZKpcL8+fOhVquxfft2Tl337t3BMAzOnj372DMFqVSK0tJSkxdVCgoKUFpail69enFOzauqqvDrr7+yvzMMg1OnTj30rotnQXJyMsrLyzlzuBqNBmfOnGnUVfv8/Hzk5ubCxsbmsS9+g8GA48ePQywWc65rtJYOHTqgV69e6Nu3Ly5evNhgTluj0eDKlSvsi1smk4FhGM6+RO0xe+HCBU5ba7KysoKlpSUyMzMbXKjX6/VQqVSwtrZu9VEtareJXq83+bmT0tJS3Lx5E7169UKHDh2AFjyuWtPly5dx8OBByGQyjBgxgt/9t9Eiwa7T6ZCamoqpU6fi1q1b8PT0hIeHB7/sieTk5GD+/Pk4d+4cO1q0sLDAkCFDYG1t3eDF4OrqChsbG2zevBkbN25kX7g1NTX48ccfsXv3brbWy8sLIpEIkZGROHHiBPR6PQwGAzIyMrBw4ULo9XqMHTuWPS2VyWQAgP3796OyshI6nQ5KpRL//Oc/2Sv8zSWVSlFVVYXt27e32AWzum3g4OCATp06wWAw4Pr161i9evVDT5krKipQUlICg8EAg8GAc+fO4eOPP4Zer8ebb74Jc3NzTn1xcTE7atNqtVi3bh0OHz6MgQMHNpiKag0SiQRDhw7FlStXEBERgdu3bz9yCqhPnz6wsLDA+vXrkZuby+73oKAg3Lp1i1/eJHWhfezYsYdeq3nhhRfQr18/XLp0CVFRUey+0mq1iI6ORlJSEjw8PODo6MhftMUNGjQIMpkMsbGx2LNnD2pqasAwDHJzczFnzhyUlJRAoVCwZ95NOa7ailarxd69ezFt2jSUl5fjjTfegIODA7+sxW93fFaJmMcNc3l0Oh1mzJjR4P7mOq+88gq+/PJLdOvWDXiCegBYsmQJZs2aBdTebREcHMzeUVOfmZkZlEol52o2wzDYsWMHVq5cyamtU3/der0en376Kfbs2cMvAwBMmTIFERER7NyxWq1GSEhIg8Dt3r07DAYDhg8fzt5pUVJSgoCAAAwdOpRtq6NUKrFp0ybEx8c3mN/PyMjAO++80+CNYsiQIdixY0eTprNSU1Mxe/bsh57B1F/34/ZPSEgIoqOj2W2SlpaG9957j18G1L4Rfv311+w89uPWDd7+edS6AaBHjx5ISEiAra0tUPvmEhYWhtzcXH4pUPsBlrp9UV1djblz53I+XwEANjY2GDhwIE6fPm1y/zTGwx4DALZt28beGZOdnY23336bvdWxPhsbG3z11Vfs9YqmCA8PR0JCAr8ZqL2YWfd31t3+W3dnDN/IkSOxceNG9pO/TTmuADQ4juv2c/1t8rh9X3/dda+1h72ZjBs3Dp999pnJTywrlUrExMQAACIiIvD222/zSxrlSY7x+sdhW2mREbtEIsE//vEPbNu2DXv27GFDvSlcXFzw5ZdfYuDAgeytjWKxGN7e3khOTm5wi5JIJMKMGTOwZ88ezjIymQwzZ87kfBJMLBYjOjoakZGRnCvicrkcmzZtQmRkJOeCoJOTE/7zn/+w/6tELBZj+vTp+OGHH2Bvb8/WNYenpye+/PJLODk58buazMfHB5999hl7Om9mZgYvLy/s3r0bXl5e/HKTnJycsGnTJixfvrzBRVI+iUSC4OBgpKSktOnFyW7dumHv3r2YOXMmOnfuzO/msLKywtq1a+Hv7w8zMzOYmZlh7NixSExMxCuvvMIvbxIrKyt8/vnnCA4OfuQb8ssvv4wDBw6wd2ah9tgKDg5GYmJis0K9MUQiEd5//31s3ryZc/x17doVERER2LJlCyccW+K4ai0dO3bEuHHjsH//fqxfv95kqONvdLtjo0fsRFgeNbIyxdRoixDybGmRETshhJBnBwU7IYQIDAU7IYQIDM2xE0KIwNCInRBCBIaCnRBCBIaCnRBCBIaCnRBCBIaCnRBCBIaCnRBCBIaCnRBCBIaCnRBCBIaCnRBCBIaCnRBCBOZvG+zFxcXw8/PDwIEDceXKFX43IYT8ZQk22FUqFdzc3BAeHs7vAmq/mDc3Nxdardbkdz6SlqfT6RATEwMPDw/2G+7lcjnS0tL4pYSQZmh0sOt0OoSGhkIulyMgIKDBd5CmpaX9JV6sbm5u6NOnD2xsbODp6cnv/tspLy/H/PnzERYW1irfQK/X6/HJJ59AqVSirKyM3/3MqTvOhw8fjpKSEn73M6vu9fewn9DQUHb/mqp1dnbGO++8g/T0dJPf2dqaKisrsXr1avTv3599LkuXLn2mvzj+WdXoYK/v0qVLOHHiBL/5L6Fbt25ISkrC+fPn2+yryJ5l1dXVuHDhgsnvmm0Jubm5+Omnn+Di4oJjx44hPz+f/ZZ7+iamZ4der8epU6cwY8YMLF68uFXe5E25fv06fH19sXXrVva7YPV6PeLj4zFt2jQK90ZqcrDLZDLI5XL88MMPqK6u5ncTwnH//n1UVVVhypQpkMvlEIlE/BLSAkaNGsW+YR46dAjW1tYICAhg23bv3t3g6w+3bdvG9p8/fx4rV66EtbU1fvzxR3z//fec2tbSo0cPDBgwAKtWrYJKpUJ+fj6OHDmC3r17Iz8/3+QXhJOHa3Kwd+jQAcHBwcjMzMQvv/zC725ArVYjLCwMjo6OkMvlcHd3x/Lly1FZWckvbbTq6mp8/fXXGDFiBHtKGRQUZHL0qVQqOaeebm5uUKlU/DKWTqdDXFwchg0bBrlcDkdHR4SEhDz0gqvBYEBiYiJ8fX3Zx/D19cXPP//c4Nvd+aeedetWq9WcupKSEgwfPtzk9QKlUtngb0hLS4Obmxuys7Nx+PBh9rk7OztjzZo17Btx/Wm1oUOH4t69ezh79izc3d0520ipVNZ7xOap+yLkh6nbl3XPWS6XY9y4cSa3X911FKVSicrKSixfvhzOzs6Qy+WYOHEibt68yalvTQzDICsrCxMnTmSft4eHB+Li4kwOfDQaDZYsWcJua0dHRwQGBiIrK4vzd9bte6VSCbVajeDgYHb9kydPxt27dznrbS4bGxuEhIRg3bp1MDMzw759+6DVavllOHDgAPr06YNly5ZBr9fzuxtNKpXiyy+/RFBQECQSCUQiEVxdXfHhhx8CAC5cuMBfhDxCk4MdADw9PWFnZ4d9+/Y9cj4uJSUFCoUCJ06cgNFoBGpDZdeuXfD390dhYSF/kSdWUVGBDz74AFFRUZz1mHoxNVZ1dTXmz5+PVatW4f79+wAAo9GIrKwsrFy5ssFpql6vx7JlyzBv3jxOOKvVaixevBilpaVsW2FhIfz9/TmnnnXrVigUSElJYWuboqqqCgsXLsSCBQvY567X67FlyxZ89dVX/PJWER4ezobQe++9BwB47733OG8a9ed8Kyoq8O677yIqKop9zgBw7do1TJkyBXFxcQ3CHQBu376NiRMnYteuXWzIXLx4EbNmzWqT+XyGYRAXF4eQkBBcvHiRbS8rK8OqVavw7rvvcq5FlZSU4K233sL+/fvZv91oNOL8+fOYNm2ayYHS9u3bMX78eJw7d45tO3PmTKtNlwwbNgxubm64c+cO7ty5w+nT6XTYu3cv/vjjDxw+fBj5+fmc/tYgl8v5TeQRmhXszz//PCZOnIhjx44hJyeH3w0AKCoqwurVqwEAK1asQE5ODvLz85Geng4PDw/cunWrWUFz4MABnDx5Eq+++irS09ORn58PtVqNb775BlZWVvxyzJo1iz3tXLJkCb+b4+bNmzh79ixee+01ZGdnQ6PRIC8vD/v27YO7uzu/HPHx8dizZw+6d+8OpVKJvLw8qNVqJCcnY9SoUTAz+3+b22AwYNOmTbh16xb8/f2RlZUFjUaD7OxszJ07F0ajERs3bjQ5UmqMgoICvPrqqzh58iTUajW++OILiEQiZGRkQKfTQSKRYPfu3dBoNDhz5gx69OiBIUOGQKVSsdtIo9Fg1qxZ/FW3iu+++w6ZmZnw8PBg92VOTg5WrFgBMzMzbN++3eQofM+ePSgqKsL69euRl5eHCxcuYNiwYbhx4wZyc3P55S3u6tWr2LhxI2QyGXbs2MHu94MHD6J3797IzMxEcnIyZ5m+ffti69at7LZWqVSYO3cu/vzzTyQlJXFqAeC3336DlZUVdu3aBbVajaNHj6J3795QqVQoKCjglzdbx44d4eTkhOrqas6ABAAkEgneeOMNtGvXDm+88QYcHBw4/S1Fr9fjp59+goWFBYYOHcrvJo/QrGAHgLFjx6Jjx47Yt2+fydFUVlYWCgoKMHv2bISGhsLS0hIikQh2dnaIiYmBra0tsrKy8ODBA/6ij6XT6ZCcnIxu3brh888/h52dHUQiEczNzdGxY8dmz+N26NABUqkUOTk5UKlUYBgGYrEYAwcOxL/+9S/OXKVOp8ORI0dgbW2N2NhYjB49GmKxGObm5njppZcQFRWF559/Hqgdraenp6Nfv36IiIhg26VSKebPnw8/Pz/cuHGj2SMhhUKBLVu2oFevXjA3N8fIkSPh6Oj4yLOrlrR27Vr2zWHbtm0Abz5XU2/O98GDB0hOToatrS1iYmLYfWlpaYnQ0FDMnj0bZWVlJqfAXFxckJSUhDfffBNisRidOnXCa6+9BoZhWuTM7XFSUlJQVVWFyMhIeHt7s/u9b9++WLNmDSwsLHDixAl2u9va2mLLli14/fXX2WNIIpFg9OjRsLa2bnCnGQB0794d33zzDUaOHAlzc3M4OjrC29sbRqOxzfZnfZMnT0Zubi6WL18OsVjM7242hmGwY8cOJCcn46OPPsKAAQP4JeQRmh3sL7zwAiZNmoQjR47gxo0b/G4UFRVBJBJhyJAhDYK2S5cusLe3R1lZGWpqajh9T6KyshJ37tyBXC5H586d+d3N1qtXL0RERKC0tBRTpkzBgAED8O9//xtqtbrBm1jdcxkwYACcnZ05fXzl5eWorKzEgAEDYGNjw+kTi8Vwd3eHXq9v0ptdfQEBAZBKpezvlpaWeO655zg1z4qamhqUlZXB1dUV3bp14/SJRCK8/PLLQO3xxOfi4oIXXniB0zZjxgxo2uiOm+LiYnTq1MnkWZydnR26dOkCrVbLOcavXLmCGTNmsNcE5HI5/P39TV4XQu3UiKurK6ftcdcrmoNhmBaZO28KhmHwww8/YM2aNQgODsaMGTMaZAd5tGYHu0gkwrhx42AwGEyeQgKAubk5LC0t+c0tpl27djA3N+c3twhfX19cuHABq1atgp2dHb7//nv4+voiLCzM5MiqMc+lffv2/Ka/PSsrq1YZAbY2CwsLtGvXjt9s0rFjxzBhwgSkp6c/tfB8nLKyMly9ehXt27dHjx49+N2txmAwIC4uDh9//DFCQkLw6aef/iWPh6et2cEOAA4ODhgzZgyOHDnS4MMcMpkMer3e5Kc7S0tLcfPmTfTq1QsdOnTgdz+WhYUF2rdvj7KyMs4pN8MwOH369ENHP43VoUMHBAUF4eDBg7h8+TL8/f1x8uRJHD58mK2xtLRE586dce3atcfec2tlZQVLS0tkZmY2eHPQ6/VQqVSwtrZuMCIrLi7mXCgrLS1Feno6p+avqm5fXrp0Cffu3eP0MQyD7OxsAICjoyOn71kglUpRWlrKPsf6CgoKUFpail69esHa2hoGgwEJCQkwGo2YO3cue+1GU+/2xKetbsScn5+PgQMHwt7enl/SKqqrqxEREYGYmBjMmDEDkZGRJq+TkcdrkWA3NzdHUFAQCgsLcerUKU7foEGDIJPJEBsbiz179qCmpgYMwyA3Nxdz5sxBSUkJFApFg3trn4RMJkOfPn1w5coV7Nq1C9XV1dBqtYiIiGAv2DbHqVOnEB4ejpycHHZkZWVlhZEjR0IkErF3s6D2uQwaNAglJSWYM2cOzp8/D71eD4ZhUFBQgOXLl+PXX38Faqev+vXrh0uXLiEqKopt12q1iI6ORlJSEjw8PNgQqwu9ixcv4ty5czAYDMjNzcX06dM5d0k0R91jnDt3DocOHWrzkWSnTp0wdOhQFBcXY+nSpSgoKADDMNDpdFAqldi8eTMcHBzQv39//qJPnZeXF0QiESIjI3HixAno9XoYDAZkZGRg4cKF0Ov1GDt2LEQiEWpqalBeXg6RSAS5XA6JRAK9Xo/z588jJiamxQYjTWEwGHD79m18+umnWL16NczMzDB16lST4drStzv+/vvv+PDDD/H9999jyZIl+Pjjj2mk3gwtEuwA0K9fP7z22mtITU3ltDs5OeGDDz6AvvYj5S4uLnBwcICfnx+uXbuGkSNHYsKECZxlnpS5uTkCAwNhZmaGjRs3wtXVFQMHDsS3334LLy+vBvPJdfcE181p1r2Q/P392bb6/wrhzz//REJCAsaOHcvOhTo7O2PRokWQSqUYMWIEWysSiRAWFgYnJydcu3YNgYGBcHZ2hoODA7y9vZGamsre6mllZYUPP/wQMpkMCQkJGDx4MORyOfvcbWxssGjRIvYF1alTJwwfPhxVVVWYPn06nJyc2O1XN/fcXHWPYTQa8cknn3DmflvyPvaHEYlEeP/99/Hiiy8iMzMT3t7ecHBwgLu7O9asWQMzMzOEh4ezF5rbyr179zB06FDOLZpyuZzzrwY8PT0RHBwMrVaLsLAwODs7w8nJCW+99RaKioowefJk9t9WSCQSDB8+HAzD4KOPPoKTkxOcnZ0RGBiIjIwM3qM3Xv1/E1A3Z5+QkMC21b+9tE7dLahOTk7w8vLCd999B7FYjMjISJPXKFrjdsc9e/aw2bF69Wo4OTk12ObP+r8peZa0WLCLxWIEBgY2uMhR94LdvHkznJyc2PauXbsiIiICW7Zs4VzgayxPT0/ExcWx0xZdu3bFhg0bsHLlSpMjjcbw9PTE2rVrOc9bIpEgODgYKSkpcHNz49T37NkTP/zwA2bOnMm5mDtgwAB88cUX6NKlC9v28ssv48CBA+xdFKjdhsHBwUhMTOT8mwORSISFCxdi8uTJ7C2TTk5O+O677zBnzhy2rjlEIhEWLVqEWbNmtcqF6CfRs2dPxMfHIzg4mD2DMzMzg5eXF/uhr2eRWCxGdHQ0IiMj0bNnT7ZdLpdj06ZNiIyM5Iw+33nnHSxYsAAymYxdftKkSdi7dy/nWHsa7OzsMGfOHJw8eRJTp05t8HpGG97uSJpOxPBv7yCEEPKX1mIjdkIIIc8GCnZCCBEYCnZCCBEYCnZCCBEYCnZCCBEYCnZCCBEYCnZCCBEYCnZCCBEYCnZCCBEYCnZCCBEYCnZCCBEYCnZCCBEYCnZCCBEYCnZCCBEYCnZCCBEYCnZCCBEYCnZCCBEYCnZCCBEYCnZCCBEYCnZCCBEYCnZCCBEYCnZCCBEYCnZCCBEYCnZCCBEYCnZCCBEYCnZCCBGY/wNMyyuQVYMEYwAAAABJRU5ErkJggg==)

SCENARIO 2:-

CREATE TABLE Customers (

CustomerID NUMBER PRIMARY KEY,

Name VARCHAR2(100),

DOB DATE,

Balance NUMBER,

LastModified DATE,

IsVIP VARCHAR2(5)

);

INSERT INTO Customers

VALUES (1, 'John Doe', TO\_DATE('1955-05-15', 'YYYY-MM-DD'), 1000, SYSDATE, 'FALSE');

INSERT INTO Customers

VALUES (2, 'Jane Smith', TO\_DATE('1990-07-20', 'YYYY-MM-DD'), 15000, SYSDATE, 'FALSE');

INSERT INTO Customers

VALUES (3, 'Mark Taylor', TO\_DATE('1982-03-10', 'YYYY-MM-DD'), 25000, SYSDATE, 'FALSE');

SET SERVEROUTPUT ON;

BEGIN

FOR rec IN (SELECT CustomerID, Balance FROM Customers)

LOOP

IF rec.Balance > 10000 THEN

UPDATE Customers

SET IsVIP = 'TRUE'

WHERE CustomerID = rec.CustomerID;

DBMS\_OUTPUT.PUT\_LINE('VIP status granted to CustomerID: ' || rec.CustomerID);

ELSE

UPDATE Customers

SET IsVIP = 'FALSE'

WHERE CustomerID = rec.CustomerID;

DBMS\_OUTPUT.PUT\_LINE('Not eligible for VIP: CustomerID ' || rec.CustomerID);

END IF;

END LOOP;

COMMIT;

END;
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SCENARIO 3:-

CREATE TABLE Customers (

CustomerID NUMBER PRIMARY KEY,

Name VARCHAR2(100),

DOB DATE,

Balance NUMBER,

LastModified DATE

);

CREATE TABLE Loans (

LoanID NUMBER PRIMARY KEY,

CustomerID NUMBER,

LoanAmount NUMBER,

InterestRate NUMBER,

StartDate DATE,

EndDate DATE,

FOREIGN KEY (CustomerID) REFERENCES Customers(CustomerID)

);

INSERT INTO Customers VALUES (1, 'John Doe', TO\_DATE('1955-05-15', 'YYYY-MM-DD'), 1000, SYSDATE);

INSERT INTO Customers VALUES (2, 'Jane Smith', TO\_DATE('1990-07-20', 'YYYY-MM-DD'), 1500, SYSDATE);

INSERT INTO Customers VALUES (3, 'Ravi Kumar', TO\_DATE('1985-01-12', 'YYYY-MM-DD'), 8000, SYSDATE);

INSERT INTO Loans VALUES (1, 1, 5000, 7, SYSDATE, SYSDATE + 10);

INSERT INTO Loans VALUES (2, 2, 3000, 6, SYSDATE, SYSDATE + 45);

INSERT INTO Loans VALUES (3, 3, 7000, 5.5, SYSDATE, SYSDATE);

SET SERVEROUTPUT ON;

DECLARE

v\_name Customers.Name%TYPE;

BEGIN

FOR rec IN (

SELECT l.LoanID, l.EndDate, l.CustomerID

FROM Loans l

WHERE l.EndDate <= SYSDATE + 30

)

LOOP

SELECT Name INTO v\_name

FROM Customers

WHERE CustomerID = rec.CustomerID;

DBMS\_OUTPUT.PUT\_LINE(' Reminder: Loan ID ' || rec.LoanID ||

' for customer ' || v\_name ||

' is due on ' || TO\_CHAR(rec.EndDate, 'DD-Mon-YYYY'));

END LOOP;

END;
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Exercise 2: Error Handling

Scenario 1: Handle exceptions during fund transfers between accounts.

o Question: Write a stored procedure SafeTransferFunds that transfers funds between two accounts. Ensure that if any error occurs (e.g., insufficient funds), an appropriate error message is logged and the transaction is rolled back.

Scenario 2: Manage errors when updating employee salaries.

o Question: Write a stored procedure UpdateSalary that increases the salary of an employee by a given percentage. If the employee ID does not exist, handle the exception and log an error message.

Scenario 3: Ensure data integrity when adding a new customer.

o Question: Write a stored procedure AddNewCustomer that inserts a new customer into the Customers table. If a customer with the same ID already exists, handle the exception by logging an error and preventing the insertion.

CODE:-

SCENARIO 1:-

CREATE TABLE Accounts (

AccountID NUMBER PRIMARY KEY,

CustomerID NUMBER,

Balance NUMBER

);

CREATE TABLE TransferLogs (

LogID NUMBER GENERATED BY DEFAULT AS IDENTITY PRIMARY KEY,

FromAccount NUMBER,

ToAccount NUMBER,

Amount NUMBER,

Status VARCHAR2(50),

Message VARCHAR2(200),

LogTime DATE DEFAULT SYSDATE

);

INSERT INTO Accounts VALUES (1, 101, 5000);

INSERT INTO Accounts VALUES (2, 102, 3000);

INSERT INTO Accounts VALUES (3, 103, 100);

CREATE OR REPLACE PROCEDURE SafeTransferFunds (

p\_from\_account IN NUMBER,

p\_to\_account IN NUMBER,

p\_amount IN NUMBER

)

IS

v\_balance NUMBER;

BEGIN

SELECT Balance INTO v\_balance

FROM Accounts

WHERE AccountID = p\_from\_account;

IF v\_balance < p\_amount THEN

RAISE\_APPLICATION\_ERROR(-20001, 'Insufficient funds in source account.');

END IF;

UPDATE Accounts

SET Balance = Balance - p\_amount

WHERE AccountID = p\_from\_account;

UPDATE Accounts

SET Balance = Balance + p\_amount

WHERE AccountID = p\_to\_account;

COMMIT;

END;

EXEC SafeTransferFunds(1, 2, 1000);

EXEC SafeTransferFunds(3, 2, 1000);

EXEC SafeTransferFunds(999, 2, 500);

SCENARIO 2:-

BEGIN

EXECUTE IMMEDIATE 'DROP TABLE SalaryUpdateLogs';

EXCEPTION WHEN OTHERS THEN NULL;

END;

/

BEGIN

EXECUTE IMMEDIATE 'DROP TABLE Employees';

EXCEPTION WHEN OTHERS THEN NULL;

END;

/

CREATE TABLE Employees (

EmployeeID NUMBER PRIMARY KEY,

Name VARCHAR2(100),

Position VARCHAR2(50),

Salary NUMBER,

Department VARCHAR2(50),

HireDate DATE

);

CREATE TABLE SalaryUpdateLogs (

LogID NUMBER GENERATED BY DEFAULT AS IDENTITY PRIMARY KEY,

EmployeeID NUMBER,

OldSalary NUMBER,

NewSalary NUMBER,

Status VARCHAR2(20),

Message VARCHAR2(200),

LogTime DATE DEFAULT SYSDATE

);

INSERT INTO Employees (EmployeeID, Name, Position, Salary, Department, HireDate)

VALUES (1, 'Alice Johnson', 'Manager', 70000, 'HR', TO\_DATE('2015-06-15', 'YYYY-MM-DD'));

INSERT INTO Employees (EmployeeID, Name, Position, Salary, Department, HireDate)

VALUES (2, 'Bob Brown', 'Developer', 60000, 'IT', TO\_DATE('2017-03-20', 'YYYY-MM-DD'));

COMMIT;

CREATE OR REPLACE PROCEDURE UpdateSalary (

p\_employee\_id IN NUMBER,

p\_percent IN NUMBER

)

IS

v\_old\_salary NUMBER;

v\_new\_salary NUMBER;

BEGIN

SELECT Salary INTO v\_old\_salary

FROM Employees

WHERE EmployeeID = p\_employee\_id;

v\_new\_salary := v\_old\_salary + (v\_old\_salary \* p\_percent / 100);

UPDATE Employees

SET Salary = v\_new\_salary

WHERE EmployeeID = p\_employee\_id;

INSERT INTO SalaryUpdateLogs (

EmployeeID, OldSalary, NewSalary, Status, Message

)

VALUES (

p\_employee\_id, v\_old\_salary, v\_new\_salary, 'SUCCESS', 'Salary updated successfully'

);

COMMIT;

EXCEPTION

WHEN NO\_DATA\_FOUND THEN

ROLLBACK;

INSERT INTO SalaryUpdateLogs (

EmployeeID, OldSalary, NewSalary, Status, Message

)

VALUES (

p\_employee\_id, NULL, NULL, 'FAILED', 'Employee not found');

WHEN OTHERS THEN

BEGIN

ROLLBACK;

INSERT INTO SalaryUpdateLogs (

EmployeeID, OldSalary, NewSalary, Status, Message

)

VALUES (

p\_employee\_id, NULL, NULL, 'FAILED', SQLERRM);

END;

END;

/

BEGIN

UpdateSalary(1, 10);

END;

/

BEGIN

UpdateSalary(99, 15);

END;

/

SCENARIO 3:-

BEGIN

EXECUTE IMMEDIATE 'DROP TABLE Transactions';

EXCEPTION WHEN OTHERS THEN NULL;

END;

/

BEGIN

EXECUTE IMMEDIATE 'DROP TABLE Accounts';

EXCEPTION WHEN OTHERS THEN NULL;

END;

/

BEGIN

EXECUTE IMMEDIATE 'DROP TABLE DeleteAccountLogs';

EXCEPTION WHEN OTHERS THEN NULL;

END;

/

CREATE TABLE Accounts (

AccountID NUMBER PRIMARY KEY,

CustomerID NUMBER,

AccountType VARCHAR2(20),

Balance NUMBER

);

CREATE TABLE Transactions (

TransactionID NUMBER PRIMARY KEY,

AccountID NUMBER,

TransactionDate DATE,

Amount NUMBER,

TransactionType VARCHAR2(10),

FOREIGN KEY (AccountID) REFERENCES Accounts(AccountID)

);

CREATE TABLE DeleteAccountLogs (

LogID NUMBER GENERATED BY DEFAULT AS IDENTITY PRIMARY KEY,

AccountID NUMBER,

Status VARCHAR2(20),

Message VARCHAR2(200),

LogTime DATE DEFAULT SYSDATE

);

INSERT INTO Accounts VALUES (1, 101, 'Savings', 1000);

INSERT INTO Accounts VALUES (2, 102, 'Checking', 1500);

INSERT INTO Transactions VALUES (1, 2, SYSDATE, 300, 'Deposit');

CREATE OR REPLACE PROCEDURE SafeDeleteAccount (

p\_account\_id IN NUMBER

)

IS

BEGIN

DELETE FROM Accounts WHERE AccountID = p\_account\_id;

INSERT INTO DeleteAccountLogs (

AccountID, Status, Message

) VALUES (

p\_account\_id, 'SUCCESS', 'Account deleted successfully'

);

COMMIT;

EXCEPTION

WHEN OTHERS THEN

INSERT INTO DeleteAccountLogs (

AccountID, Status, Message

) VALUES (

p\_account\_id, 'FAILED', SQLERRM

);

ROLLBACK;

END;

/

BEGIN

SafeDeleteAccount(1);

END;

/

BEGIN

SafeDeleteAccount(2);

END;

/

Exercise 3: Stored Procedures

Scenario 1: The bank needs to process monthly interest for all savings accounts.

o Question: Write a stored procedure ProcessMonthlyInterest that calculates and updates the balance of all savings accounts by applying an interest rate of 1% to the current balance.

Scenario 2: The bank wants to implement a bonus scheme for employees based on their performance.

o Question: Write a stored procedure UpdateEmployeeBonus that updates the salary of employees in a given department by adding a bonus percentage passed as a parameter.

Scenario 3: Customers should be able to transfer funds between their accounts.

o Question: Write a stored procedure TransferFunds that transfers a specified amount from one account to another, checking that the source account has sufficient balance before making the transfer.

CODE:-

SCENARIO 1:-

BEGIN

EXECUTE IMMEDIATE 'DROP TABLE Accounts';

EXCEPTION WHEN OTHERS THEN NULL;

END;

/

BEGIN

EXECUTE IMMEDIATE 'DROP TABLE InterestLogs';

EXCEPTION WHEN OTHERS THEN NULL;

END;

/

CREATE TABLE Accounts (

AccountID NUMBER PRIMARY KEY,

CustomerID NUMBER,

AccountType VARCHAR2(20),

Balance NUMBER

);

CREATE TABLE InterestLogs (

LogID NUMBER GENERATED BY DEFAULT AS IDENTITY PRIMARY KEY,

AccountID NUMBER,

OldBalance NUMBER,

NewBalance NUMBER,

Status VARCHAR2(20),

Message VARCHAR2(200),

LogTime DATE DEFAULT SYSDATE

);

INSERT INTO Accounts VALUES (1, 101, 'Savings', 1000);

INSERT INTO Accounts VALUES (2, 102, 'Savings', 2000);

INSERT INTO Accounts VALUES (3, 103, 'Checking', 1500);

CREATE OR REPLACE PROCEDURE ProcessMonthlyInterest

IS

CURSOR savings\_cursor IS

SELECT AccountID, Balance FROM Accounts WHERE AccountType = 'Savings';

v\_id Accounts.AccountID%TYPE;

v\_old\_balance Accounts.Balance%TYPE;

v\_new\_balance Accounts.Balance%TYPE;

BEGIN

OPEN savings\_cursor;

LOOP

FETCH savings\_cursor INTO v\_id, v\_old\_balance;

EXIT WHEN savings\_cursor%NOTFOUND;

v\_new\_balance := v\_old\_balance + (v\_old\_balance \* 0.01);

UPDATE Accounts SET Balance = v\_new\_balance WHERE AccountID = v\_id;

INSERT INTO InterestLogs (AccountID, OldBalance, NewBalance, Status, Message)

VALUES (v\_id, v\_old\_balance, v\_new\_balance, 'SUCCESS', 'Interest applied');

END LOOP;

CLOSE savings\_cursor;

COMMIT;

EXCEPTION

WHEN OTHERS THEN

ROLLBACK;

END;

/

BEGIN

ProcessMonthlyInterest;

END;

/

SELECT \* FROM InterestLogs;

SCENARIO 2:-

BEGIN

EXECUTE IMMEDIATE 'DROP TABLE Employees';

EXCEPTION WHEN OTHERS THEN NULL;

END;

/

BEGIN

EXECUTE IMMEDIATE 'DROP TABLE BonusLogs';

EXCEPTION WHEN OTHERS THEN NULL;

END;

/

CREATE TABLE Employees (

EmployeeID NUMBER PRIMARY KEY,

Name VARCHAR2(100),

Position VARCHAR2(50),

Salary NUMBER,

Department VARCHAR2(50),

HireDate DATE

);

CREATE TABLE BonusLogs (

LogID NUMBER GENERATED BY DEFAULT AS IDENTITY PRIMARY KEY,

EmployeeID NUMBER,

OldSalary NUMBER,

NewSalary NUMBER,

Department VARCHAR2(50),

Status VARCHAR2(20),

Message VARCHAR2(200),

LogTime DATE DEFAULT SYSDATE

);

INSERT INTO Employees VALUES (1, 'Alice', 'Manager', 70000, 'HR', SYSDATE);

INSERT INTO Employees VALUES (2, 'Bob', 'Developer', 60000, 'IT', SYSDATE);

INSERT INTO Employees VALUES (3, 'Carol', 'Analyst', 50000, 'IT', SYSDATE);

CREATE OR REPLACE PROCEDURE UpdateEmployeeBonus (

p\_department IN VARCHAR2,

p\_bonus\_percent IN NUMBER

)

IS

CURSOR emp\_cursor IS

SELECT EmployeeID, Salary FROM Employees WHERE Department = p\_department;

v\_emp\_id Employees.EmployeeID%TYPE;

v\_old\_salary Employees.Salary%TYPE;

v\_new\_salary Employees.Salary%TYPE;

BEGIN

OPEN emp\_cursor;

LOOP

FETCH emp\_cursor INTO v\_emp\_id, v\_old\_salary;

EXIT WHEN emp\_cursor%NOTFOUND;

v\_new\_salary := v\_old\_salary + (v\_old\_salary \* p\_bonus\_percent / 100);

UPDATE Employees SET Salary = v\_new\_salary WHERE EmployeeID = v\_emp\_id;

INSERT INTO BonusLogs (

EmployeeID, OldSalary, NewSalary, Department, Status, Message

)

VALUES (

v\_emp\_id, v\_old\_salary, v\_new\_salary, p\_department, 'SUCCESS', 'Bonus applied'

);

END LOOP;

CLOSE emp\_cursor;

COMMIT;

EXCEPTION

WHEN OTHERS THEN

ROLLBACK;

END;

/

BEGIN

UpdateEmployeeBonus('IT', 10);

END;

/

SELECT \* FROM BonusLogs;

SCENARIO 3:-

BEGIN

EXECUTE IMMEDIATE 'DROP TABLE Accounts';

EXCEPTION WHEN OTHERS THEN NULL;

END;

/

BEGIN

EXECUTE IMMEDIATE 'DROP TABLE FundTransferLogs';

EXCEPTION WHEN OTHERS THEN NULL;

END;

/

CREATE TABLE Accounts (

AccountID NUMBER PRIMARY KEY,

CustomerID NUMBER,

AccountType VARCHAR2(20),

Balance NUMBER

);

CREATE TABLE FundTransferLogs (

LogID NUMBER GENERATED BY DEFAULT AS IDENTITY PRIMARY KEY,

FromAccount NUMBER,

ToAccount NUMBER,

Amount NUMBER,

Status VARCHAR2(20),

Message VARCHAR2(200),

LogTime DATE DEFAULT SYSDATE

);

INSERT INTO Accounts VALUES (1, 101, 'Savings', 5000);

INSERT INTO Accounts VALUES (2, 102, 'Checking', 3000);

INSERT INTO Accounts VALUES (3, 103, 'Savings', 100);

CREATE OR REPLACE PROCEDURE TransferFunds (

p\_from\_account IN NUMBER,

p\_to\_account IN NUMBER,

p\_amount IN NUMBER

)

IS

v\_balance NUMBER;

BEGIN

SELECT Balance INTO v\_balance FROM Accounts WHERE AccountID = p\_from\_account;

IF v\_balance < p\_amount THEN

RAISE\_APPLICATION\_ERROR(-20001, 'Insufficient funds');

END IF;

UPDATE Accounts SET Balance = Balance - p\_amount WHERE AccountID = p\_from\_account;

UPDATE Accounts SET Balance = Balance + p\_amount WHERE AccountID = p\_to\_account;

INSERT INTO FundTransferLogs (

FromAccount, ToAccount, Amount, Status, Message

) VALUES (

p\_from\_account, p\_to\_account, p\_amount, 'SUCCESS', 'Transfer completed'

);

COMMIT;

EXCEPTION

WHEN NO\_DATA\_FOUND THEN

ROLLBACK;

INSERT INTO FundTransferLogs (

FromAccount, ToAccount, Amount, Status, Message

) VALUES (

p\_from\_account, p\_to\_account, p\_amount, 'FAILED', 'Account not found'

);

WHEN OTHERS THEN

ROLLBACK;

INSERT INTO FundTransferLogs (

FromAccount, ToAccount, Amount, Status, Message

) VALUES (

p\_from\_account, p\_to\_account, p\_amount, 'FAILED', SQLERRM

);

END;

/

BEGIN

TransferFunds(1, 2, 1000);

END;

/

BEGIN

TransferFunds(3, 2, 2000);

END;

/

SELECT \* FROM FundTransferLogs;

Exercise 4: Functions

Scenario 1: Calculate the age of customers for eligibility checks.

o Question: Write a function CalculateAge that takes a customer's date of birth as input and returns their age in years.

Scenario 2: The bank needs to compute the monthly installment for a loan.

o Question: Write a function CalculateMonthlyInstallment that takes the loan amount, interest rate, and loan duration in years as input and returns the monthly installment amount.

Scenario 3: Check if a customer has sufficient balance before making a transaction.

o Question: Write a function HasSufficientBalance that takes an account ID and an amount as input and returns a boolean indicating whether the account has at least the specified amount.

CODE:-

SCENARIO 1:-

BEGIN

EXECUTE IMMEDIATE 'DROP TABLE Customers';

EXCEPTION WHEN OTHERS THEN NULL;

END;

/

CREATE TABLE Customers (

CustomerID NUMBER PRIMARY KEY,

Name VARCHAR2(100),

DOB DATE

);

INSERT INTO Customers VALUES (1, 'John Doe', TO\_DATE('1995-06-28', 'YYYY-MM-DD'));

INSERT INTO Customers VALUES (2, 'Jane Smith', TO\_DATE('2001-01-15', 'YYYY-MM-DD'));

CREATE OR REPLACE FUNCTION CalculateAge (

p\_dob DATE

) RETURN NUMBER

IS

v\_age NUMBER;

BEGIN

v\_age := TRUNC(MONTHS\_BETWEEN(SYSDATE, p\_dob) / 12);

RETURN v\_age;

END;

/

SELECT CustomerID, Name, CalculateAge(DOB) AS Age FROM Customers;

SCENARIO 2:-

CREATE OR REPLACE FUNCTION CalculateMonthlyInstallment (

p\_loan\_amount NUMBER,

p\_annual\_rate NUMBER,

p\_years NUMBER

) RETURN NUMBER

IS

v\_monthly\_rate NUMBER := p\_annual\_rate / 12 / 100;

v\_months NUMBER := p\_years \* 12;

v\_installment NUMBER;

BEGIN

v\_installment := (p\_loan\_amount \* v\_monthly\_rate) / (1 - POWER(1 + v\_monthly\_rate, -v\_months));

RETURN v\_installment;

END;

/

SELECT CalculateMonthlyInstallment(100000, 8.5, 5) AS EMI FROM DUAL;

SCENARIO 3:-

BEGIN

EXECUTE IMMEDIATE 'DROP TABLE Accounts';

EXCEPTION WHEN OTHERS THEN NULL;

END;

/

CREATE TABLE Accounts (

AccountID NUMBER PRIMARY KEY,

CustomerID NUMBER,

Balance NUMBER

);

INSERT INTO Accounts VALUES (1, 101, 5000);

INSERT INTO Accounts VALUES (2, 102, 1000);

CREATE OR REPLACE FUNCTION HasSufficientBalance (

p\_account\_id NUMBER,

p\_amount NUMBER

) RETURN BOOLEAN

IS

v\_balance NUMBER;

BEGIN

SELECT Balance INTO v\_balance FROM Accounts WHERE AccountID = p\_account\_id;

RETURN v\_balance >= p\_amount;

EXCEPTION

WHEN NO\_DATA\_FOUND THEN

RETURN FALSE;

END;

/

SELECT HasSufficientBalance(1, 3000) AS Check1 FROM DUAL;

SELECT HasSufficientBalance(2, 2000) AS Check2 FROM DUAL;

Exercise 5: Triggers

Scenario 1: Automatically update the last modified date when a customer's record is updated.

o Question: Write a trigger UpdateCustomerLastModified that updates the LastModified column of the Customers table to the current date whenever a customer's record is updated.

Scenario 2: Maintain an audit log for all transactions.

o Question: Write a trigger LogTransaction that inserts a record into an AuditLog table whenever a transaction is inserted into the Transactions table.

Scenario 3: Enforce business rules on deposits and withdrawals.

o Question: Write a trigger CheckTransactionRules that ensures withdrawals do not exceed the balance and deposits are positive before inserting a record into the Transactions table.

CODE:-

SCENARIO 1:-

BEGIN

EXECUTE IMMEDIATE 'DROP TABLE Customers';

EXCEPTION WHEN OTHERS THEN NULL;

END;

/

CREATE TABLE Customers (

CustomerID NUMBER PRIMARY KEY,

Name VARCHAR2(100),

DOB DATE,

Balance NUMBER,

LastModified DATE

);

INSERT INTO Customers VALUES (1, 'John Doe', TO\_DATE('1995-01-01','YYYY-MM-DD'), 1000, SYSDATE);

CREATE OR REPLACE TRIGGER UpdateCustomerLastModified

BEFORE UPDATE ON Customers

FOR EACH ROW

BEGIN

:NEW.LastModified := SYSDATE;

END;

/

UPDATE Customers SET Balance = Balance + 500 WHERE CustomerID = 1;

SELECT \* FROM Customers;

SCENARIO 2:-

BEGIN

EXECUTE IMMEDIATE 'DROP TABLE Transactions';

EXCEPTION WHEN OTHERS THEN NULL;

END;

/

BEGIN

EXECUTE IMMEDIATE 'DROP TABLE AuditLog';

EXCEPTION WHEN OTHERS THEN NULL;

END;

/

CREATE TABLE Transactions (

TransactionID NUMBER PRIMARY KEY,

AccountID NUMBER,

TransactionDate DATE,

Amount NUMBER,

TransactionType VARCHAR2(10)

);

CREATE TABLE AuditLog (

LogID NUMBER GENERATED BY DEFAULT AS IDENTITY PRIMARY KEY,

TransactionID NUMBER,

AccountID NUMBER,

TransactionDate DATE,

Amount NUMBER,

TransactionType VARCHAR2(10),

LoggedAt DATE DEFAULT SYSDATE

);

CREATE OR REPLACE TRIGGER LogTransaction

AFTER INSERT ON Transactions

FOR EACH ROW

BEGIN

INSERT INTO AuditLog (

TransactionID, AccountID, TransactionDate, Amount, TransactionType

) VALUES (

:NEW.TransactionID, :NEW.AccountID, :NEW.TransactionDate, :NEW.Amount, :NEW.TransactionType

);

END;

/

INSERT INTO Transactions VALUES (1, 101, SYSDATE, 500, 'Deposit');

SELECT \* FROM AuditLog;

SCENARIO 3:-

BEGIN

EXECUTE IMMEDIATE 'DROP TABLE Transactions';

EXCEPTION WHEN OTHERS THEN NULL;

END;

/

BEGIN

EXECUTE IMMEDIATE 'DROP TABLE Accounts';

EXCEPTION WHEN OTHERS THEN NULL;

END;

/

CREATE TABLE Accounts (

AccountID NUMBER PRIMARY KEY,

CustomerID NUMBER,

Balance NUMBER

);

CREATE TABLE Transactions (

TransactionID NUMBER PRIMARY KEY,

AccountID NUMBER,

TransactionDate DATE,

Amount NUMBER,

TransactionType VARCHAR2(10)

);

INSERT INTO Accounts VALUES (1, 101, 5000);

INSERT INTO Accounts VALUES (2, 102, 1000);

CREATE OR REPLACE TRIGGER CheckTransactionRules

BEFORE INSERT ON Transactions

FOR EACH ROW

DECLARE

v\_balance NUMBER;

BEGIN

SELECT Balance INTO v\_balance FROM Accounts WHERE AccountID = :NEW.AccountID;

IF :NEW.TransactionType = 'Withdrawal' AND :NEW.Amount > v\_balance THEN

RAISE\_APPLICATION\_ERROR(-20001, 'Insufficient balance for withdrawal');

ELSIF :NEW.TransactionType = 'Deposit' AND :NEW.Amount <= 0 THEN

RAISE\_APPLICATION\_ERROR(-20002, 'Deposit amount must be positive');

END IF;

END;

/

INSERT INTO Transactions VALUES (1, 1, SYSDATE, 2000, 'Withdrawal');

INSERT INTO Transactions VALUES (2, 2, SYSDATE, 2000, 'Withdrawal');

INSERT INTO Transactions VALUES (3, 1, SYSDATE, -100, 'Deposit');

Exercise 6: Cursors

Scenario 1: Generate monthly statements for all customers.

o Question: Write a PL/SQL block using an explicit cursor GenerateMonthlyStatements that retrieves all transactions for the current month and prints a statement for each customer.

Scenario 2: Apply annual fee to all accounts.

o Question: Write a PL/SQL block using an explicit cursor ApplyAnnualFee that deducts an annual maintenance fee from the balance of all accounts.

Scenario 3: Update the interest rate for all loans based on a new policy.

o Question: Write a PL/SQL block using an explicit cursor UpdateLoanInterestRates that fetches all loans and updates their interest rates based on the new policy.

CODE:-

SCENARIO 1:-

BEGIN

EXECUTE IMMEDIATE 'DROP TABLE Transactions';

EXCEPTION WHEN OTHERS THEN NULL;

END;

/

BEGIN

EXECUTE IMMEDIATE 'DROP TABLE Customers';

EXCEPTION WHEN OTHERS THEN NULL;

END;

/

CREATE TABLE Customers (

CustomerID NUMBER PRIMARY KEY,

Name VARCHAR2(100)

);

CREATE TABLE Transactions (

TransactionID NUMBER PRIMARY KEY,

AccountID NUMBER,

CustomerID NUMBER,

TransactionDate DATE,

Amount NUMBER,

TransactionType VARCHAR2(10)

);

INSERT INTO Customers VALUES (1, 'John Doe');

INSERT INTO Customers VALUES (2, 'Jane Smith');

INSERT INTO Transactions VALUES (1, 101, 1, SYSDATE, 500, 'Deposit');

INSERT INTO Transactions VALUES (2, 102, 1, SYSDATE, 200, 'Withdrawal');

INSERT INTO Transactions VALUES (3, 103, 2, SYSDATE, 1000, 'Deposit');

DECLARE

CURSOR txn\_cursor IS

SELECT CustomerID, TransactionDate, Amount, TransactionType

FROM Transactions

WHERE TO\_CHAR(TransactionDate, 'MM-YYYY') = TO\_CHAR(SYSDATE, 'MM-YYYY');

v\_customer\_id NUMBER;

v\_date DATE;

v\_amount NUMBER;

v\_type VARCHAR2(10);

BEGIN

OPEN txn\_cursor;

LOOP

FETCH txn\_cursor INTO v\_customer\_id, v\_date, v\_amount, v\_type;

EXIT WHEN txn\_cursor%NOTFOUND;

DBMS\_OUTPUT.PUT\_LINE('Customer ID: ' || v\_customer\_id || ' | Date: ' || v\_date || ' | Type: ' || v\_type || ' | Amount: ' || v\_amount);

END LOOP;

CLOSE txn\_cursor;

END;

/

SCENARIO 2:-

BEGIN

EXECUTE IMMEDIATE 'DROP TABLE Accounts';

EXCEPTION WHEN OTHERS THEN NULL;

END;

/

CREATE TABLE Accounts (

AccountID NUMBER PRIMARY KEY,

CustomerID NUMBER,

Balance NUMBER

);

INSERT INTO Accounts VALUES (1, 101, 5000);

INSERT INTO Accounts VALUES (2, 102, 3000);

DECLARE

CURSOR acc\_cursor IS SELECT AccountID, Balance FROM Accounts;

v\_id Accounts.AccountID%TYPE;

v\_balance Accounts.Balance%TYPE;

v\_fee NUMBER := 500;

BEGIN

OPEN acc\_cursor;

LOOP

FETCH acc\_cursor INTO v\_id, v\_balance;

EXIT WHEN acc\_cursor%NOTFOUND;

UPDATE Accounts SET Balance = Balance - v\_fee WHERE AccountID = v\_id;

END LOOP;

CLOSE acc\_cursor;

COMMIT;

END;

/

SELECT \* FROM Accounts;

SCENARIO 3:-

BEGIN

EXECUTE IMMEDIATE 'DROP TABLE Loans';

EXCEPTION WHEN OTHERS THEN NULL;

END;

/

CREATE TABLE Loans (

LoanID NUMBER PRIMARY KEY,

CustomerID NUMBER,

LoanAmount NUMBER,

InterestRate NUMBER,

StartDate DATE,

EndDate DATE

);

INSERT INTO Loans VALUES (1, 1, 10000, 5.0, SYSDATE, ADD\_MONTHS(SYSDATE, 60));

INSERT INTO Loans VALUES (2, 2, 20000, 6.0, SYSDATE, ADD\_MONTHS(SYSDATE, 36));

DECLARE

CURSOR loan\_cursor IS

SELECT LoanID, InterestRate FROM Loans;

v\_id Loans.LoanID%TYPE;

v\_rate Loans.InterestRate%TYPE;

BEGIN

OPEN loan\_cursor;

LOOP

FETCH loan\_cursor INTO v\_id, v\_rate;

EXIT WHEN loan\_cursor%NOTFOUND;

UPDATE Loans SET InterestRate = v\_rate + 0.5 WHERE LoanID = v\_id;

END LOOP;

CLOSE loan\_cursor;

COMMIT;

END;

/

SELECT \* FROM Loans;

Exercise 7: Packages

Scenario 1: Group all customer-related procedures and functions into a package.

o Question: Create a package CustomerManagement with procedures for adding a new customer, updating customer details, and a function to get customer balance.

Scenario 2: Create a package to manage employee data.

o Question: Write a package EmployeeManagement with procedures to hire new employees, update employee details, and a function to calculate annual salary.

Scenario 3: Group all account-related operations into a package.

o Question: Create a package AccountOperations with procedures for opening a new account, closing an account, and a function to get the total balance of a customer across all accounts.

CODE:-

SCENARIO 1:-

BEGIN

EXECUTE IMMEDIATE 'DROP TABLE Customers';

EXCEPTION WHEN OTHERS THEN NULL;

END;

/

CREATE TABLE Customers (

CustomerID NUMBER PRIMARY KEY,

Name VARCHAR2(100),

DOB DATE,

Balance NUMBER

);

/

CREATE OR REPLACE PACKAGE CustomerManagement AS

PROCEDURE AddCustomer(p\_id NUMBER, p\_name VARCHAR2, p\_dob DATE, p\_balance NUMBER);

PROCEDURE UpdateCustomer(p\_id NUMBER, p\_name VARCHAR2, p\_dob DATE);

FUNCTION GetCustomerBalance(p\_id NUMBER) RETURN NUMBER;

END CustomerManagement;

/

CREATE OR REPLACE PACKAGE BODY CustomerManagement AS

PROCEDURE AddCustomer(p\_id NUMBER, p\_name VARCHAR2, p\_dob DATE, p\_balance NUMBER) IS

BEGIN

INSERT INTO Customers VALUES (p\_id, p\_name, p\_dob, p\_balance);

END;

PROCEDURE UpdateCustomer(p\_id NUMBER, p\_name VARCHAR2, p\_dob DATE) IS

BEGIN

UPDATE Customers SET Name = p\_name, DOB = p\_dob WHERE CustomerID = p\_id;

END;

FUNCTION GetCustomerBalance(p\_id NUMBER) RETURN NUMBER IS

v\_balance NUMBER;

BEGIN

SELECT Balance INTO v\_balance FROM Customers WHERE CustomerID = p\_id;

RETURN v\_balance;

END;

END CustomerManagement;

/

BEGIN

CustomerManagement.AddCustomer(1, 'John Doe', TO\_DATE('1995-01-01', 'YYYY-MM-DD'), 1000);

DBMS\_OUTPUT.PUT\_LINE(CustomerManagement.GetCustomerBalance(1));

END;

/

SCENARIO 2:-

BEGIN

EXECUTE IMMEDIATE 'DROP TABLE Employees';

EXCEPTION WHEN OTHERS THEN NULL;

END;

/

CREATE TABLE Employees (

EmployeeID NUMBER PRIMARY KEY,

Name VARCHAR2(100),

Position VARCHAR2(50),

Salary NUMBER,

Department VARCHAR2(50)

);

/

CREATE OR REPLACE PACKAGE EmployeeManagement AS

PROCEDURE HireEmployee(p\_id NUMBER, p\_name VARCHAR2, p\_position VARCHAR2, p\_salary NUMBER, p\_dept VARCHAR2);

PROCEDURE UpdateEmployee(p\_id NUMBER, p\_salary NUMBER, p\_dept VARCHAR2);

FUNCTION AnnualSalary(p\_id NUMBER) RETURN NUMBER;

END EmployeeManagement;

/

CREATE OR REPLACE PACKAGE BODY EmployeeManagement AS

PROCEDURE HireEmployee(p\_id NUMBER, p\_name VARCHAR2, p\_position VARCHAR2, p\_salary NUMBER, p\_dept VARCHAR2) IS

BEGIN

INSERT INTO Employees VALUES (p\_id, p\_name, p\_position, p\_salary, p\_dept);

END;

PROCEDURE UpdateEmployee(p\_id NUMBER, p\_salary NUMBER, p\_dept VARCHAR2) IS

BEGIN

UPDATE Employees SET Salary = p\_salary, Department = p\_dept WHERE EmployeeID = p\_id;

END;

FUNCTION AnnualSalary(p\_id NUMBER) RETURN NUMBER IS

v\_salary NUMBER;

BEGIN

SELECT Salary INTO v\_salary FROM Employees WHERE EmployeeID = p\_id;

RETURN v\_salary \* 12;

END;

END EmployeeManagement;

/

BEGIN

EmployeeManagement.HireEmployee(1, 'Alice', 'Manager', 60000, 'HR');

DBMS\_OUTPUT.PUT\_LINE(EmployeeManagement.AnnualSalary(1));

END;

/

SCENARIO 3:-

BEGIN

EXECUTE IMMEDIATE 'DROP TABLE Accounts';

EXCEPTION WHEN OTHERS THEN NULL;

END;

/

CREATE TABLE Accounts (

AccountID NUMBER PRIMARY KEY,

CustomerID NUMBER,

Balance NUMBER

);

/

CREATE OR REPLACE PACKAGE AccountOperations AS

PROCEDURE OpenAccount(p\_acc\_id NUMBER, p\_cust\_id NUMBER, p\_balance NUMBER);

PROCEDURE CloseAccount(p\_acc\_id NUMBER);

FUNCTION TotalBalance(p\_cust\_id NUMBER) RETURN NUMBER;

END AccountOperations;

/

CREATE OR REPLACE PACKAGE BODY AccountOperations AS

PROCEDURE OpenAccount(p\_acc\_id NUMBER, p\_cust\_id NUMBER, p\_balance NUMBER) IS

BEGIN

INSERT INTO Accounts VALUES (p\_acc\_id, p\_cust\_id, p\_balance);

END;

PROCEDURE CloseAccount(p\_acc\_id NUMBER) IS

BEGIN

DELETE FROM Accounts WHERE AccountID = p\_acc\_id;

END;

FUNCTION TotalBalance(p\_cust\_id NUMBER) RETURN NUMBER IS

v\_total NUMBER;

BEGIN

SELECT NVL(SUM(Balance), 0) INTO v\_total FROM Accounts WHERE CustomerID = p\_cust\_id;

RETURN v\_total;

END;

END AccountOperations;

/

BEGIN

AccountOperations.OpenAccount(1, 101, 5000);

AccountOperations.OpenAccount(2, 101, 3000);

DBMS\_OUTPUT.PUT\_LINE(AccountOperations.TotalBalance(101));

END;

/