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## Data Pre-processing

df1 <- read.csv('data/NISTDB4-F.csv', header=FALSE)  
df1$quality <- 'F'  
  
df2 <- read.csv('data/NISTDB4-S.csv', header=FALSE)  
df2$quality <- 'S'  
  
tot <- rbind(df1,df2)  
tot[1:6,1:6]

## V1 V2 V3 V4 V5 V6  
## 1 0.176250 0.169871 0.157203 0.209183 0.287494 0.907002  
## 2 0.139261 0.162739 0.210994 0.234681 0.252325 0.962001  
## 3 0.129169 0.173096 0.147397 0.288801 0.261536 0.000000  
## 4 0.158882 0.169906 0.157303 0.223310 0.290599 0.000000  
## 5 0.112672 0.160529 0.165923 0.290734 0.270142 0.599817  
## 6 0.121959 0.160766 0.167344 0.261005 0.288926 1.077620

### Check for NA

colnames(tot)[ncol(tot)-1] <- 'label'  
tot$quality <- as.factor(tot$quality)  
tot$label <- as.factor(tot$label)  
table(tot$quality, tot$label)

##   
## A L R T W  
## F 380 378 373 123 396  
## S 380 378 373 123 396

map\_chr(tot, typeof) %>%   
 tibble() %>%   
 table()

## .  
## double integer   
## 1830 186

sum(is.na(tot))

## [1] 666600

#### Missing Values Treatment

df <- modify(tot[,1:(ncol(tot)-2)], is.na) %>%   
 colSums() %>%  
 tibble(names = colnames(tot[,1:(ncol(tot)-2)]),missing\_values=.) %>%   
 arrange(-missing\_values)  
  
hist(df[df$missing\_values != 0,]$missing\_values,labels = TRUE, xlim = c(0,3300), breaks = 50)
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# Removing columns with 50% of total rows having missing values  
names <- modify(tot[,1:(ncol(tot)-2)], is.na) %>%   
 colSums() %>%  
 tibble(names = colnames(tot[,1:(ncol(tot)-2)]), missing\_values=.) %>%   
 filter(missing\_values < 1500) %>%   
 dplyr::select(1)  
  
tot <- tot[c(names$names, 'quality', 'label')]  
  
  
## Imputing remaining predictors with less than 1500 missing values  
library(naniar)

##   
## Attaching package: 'naniar'

## The following object is masked from 'package:skimr':  
##   
## n\_complete

vis\_miss(tot[,846:1019])

## Warning: `gather\_()` was deprecated in tidyr 1.2.0.  
## Please use `gather()` instead.  
## This warning is displayed once every 8 hours.  
## Call `lifecycle::last\_lifecycle\_warnings()` to see where this warning was generated.
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tot <- tot %>%   
 mutate\_if(is.numeric, function(x) ifelse(is.na(x), median(x, na.rm = T), x))  
sum(is.na(tot))

## [1] 0

### Remove Outliers

cap <- function(x){  
 quantiles <- quantile( x, c(.05, 0.25, 0.75, .95 ) )  
 x[ x < quantiles[2] - 1.5\*IQR(x) ] <- quantiles[1]  
 x[ x > quantiles[3] + 1.5\*IQR(x) ] <- quantiles[4]  
 x}  
  
tot <- tot %>% mutate\_if(is.numeric, cap)  
  
boxplot(tot[, 1:6])
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### Zero Varinace columns

Finding if columns have Zero Variance that gives NAs while scaling

##### Finding if columns have Zero Variance that gives NAs while scaling  
x <- cbind(lapply(tot[,1:(ncol(tot)-2)], FUN = var, na.rm = T))  
  
vardf <- data.frame('col' = rownames(x), 'variation' = unlist(x))  
vardf$col[round(vardf$variation, 5) == 0.0000]

## [1] "V1667" "V1668" "V1669" "V1670" "V1671" "V1672" "V1673" "V1674" "V1675"  
## [10] "V1676" "V1677" "V1678" "V1679" "V1680" "V1681" "V1682" "V1683" "V1684"  
## [19] "V1685" "V1686" "V1687" "V1688" "V1694" "V1695" "V1696" "V1697" "V1698"  
## [28] "V1699" "V1700" "V1701" "V1702" "V1703" "V1704" "V1705" "V1706" "V1707"  
## [37] "V1708" "V1709" "V1710" "V1711" "V1712" "V1713" "V1714" "V1715" "V1859"

zero\_var <- vardf[order(vardf$variation),]  
# str(tot$V1312)  
  
# remove columns with zero variance  
quality <- tot$quality  
label <- tot$label  
tot <- tot[,!(round(vardf$variation, 5) == 0.0000)]  
tot$label <- label  
tot$quality <- quality  
rm(quality)  
rm(label)  
dim(tot)

## [1] 3300 1875

boxplot(tot[, 1:6])
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### Class Balancing

table(tot$label)

##   
## A L R T W   
## 760 756 746 246 792

prop.table(table(tot$label))

##   
## A L R T W   
## 0.23030303 0.22909091 0.22606061 0.07454545 0.24000000

plot(table(tot$label), type="h")

![](data:image/png;base64,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)

tot\_f <- tot[tot$quality == 'F',]  
tot\_s <- tot[tot$quality == 'S',]  
  
smoted\_fT <- oversample\_smote((tot\_f %>% dplyr::select(-'quality')), "T", "label", 150)  
smoted\_sT <- oversample\_smote((tot\_s %>% dplyr::select(-'quality')), "T", "label", 150)  
  
smoted\_fT$quality = 'F'  
smoted\_sT$quality = 'S'  
table(smoted\_fT$label)

##   
## T   
## 150

table(smoted\_sT$label)

##   
## T   
## 150

tot <- rbind(tot, smoted\_fT, smoted\_sT)  
  
table(tot$label)

##   
## A L R T W   
## 760 756 746 546 792

prop.table(table(tot$label))

##   
## A L R T W   
## 0.2111111 0.2100000 0.2072222 0.1516667 0.2200000

plot(table(tot$label), type="h")

![](data:image/png;base64,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)

## Glimpse first 10 columns  
head(tot[, 1:10], n = 14)

## V1 V2 V3 V4 V5 V6 V7 V8  
## 1 0.176250 0.169871 0.157203 0.209183 0.287494 0.907002 0.9343530 0.9736690  
## 2 0.139261 0.162739 0.210994 0.234681 0.252325 0.962001 0.9017870 0.8352160  
## 3 0.129169 0.173096 0.147397 0.288801 0.261536 0.000000 0.0000000 1.5429700  
## 4 0.158882 0.169906 0.157303 0.223310 0.290599 0.000000 0.0000000 0.0000000  
## 5 0.112672 0.160529 0.165923 0.290734 0.270142 0.599817 0.5549920 0.5275150  
## 6 0.121959 0.160766 0.167344 0.261005 0.288926 1.077620 0.8099300 0.7829870  
## 7 0.220777 0.183854 0.166993 0.198650 0.229726 0.202632 1.0379700 1.0908900  
## 8 0.136199 0.149354 0.177415 0.246785 0.290247 0.923321 0.7973780 0.6491520  
## 9 0.162786 0.149191 0.209091 0.218244 0.260688 1.124200 1.0705400 0.9868830  
## 10 0.142169 0.168210 0.177313 0.257223 0.255084 0.250729 0.1997890 0.1675730  
## 11 0.137683 0.171983 0.161767 0.243440 0.285127 1.568070 -0.2356836 -0.1469033  
## 12 0.165984 0.189287 0.158808 0.213524 0.272397 1.136500 1.1282600 1.1157100  
## 13 0.146466 0.156443 0.199567 0.225695 0.271829 0.867468 0.8514730 0.8227150  
## 14 0.148994 0.196293 0.186888 0.204488 0.263337 0.133917 0.1582920 0.1513280  
## V9 V10  
## 1 1.00229000 0.99892500  
## 2 0.80259900 0.80839800  
## 3 0.76367200 0.17376600  
## 4 0.00000000 0.00000000  
## 5 0.48682100 0.46142700  
## 6 0.74598600 0.71305900  
## 7 1.04437000 1.04088000  
## 8 0.61425900 0.63339700  
## 9 0.85081200 0.83263800  
## 10 0.25196400 0.51510800  
## 11 -0.07520578 -0.02597753  
## 12 1.07574000 1.05620000  
## 13 0.79631000 0.78283500  
## 14 0.09605270 0.07050630

dim(tot)

## [1] 3600 1875

sum(is.na(tot))

## [1] 0

# saving the pre processed NIST data   
# saveRDS(tot, 'processed\_NIST.rds')  
tot <- readRDS('processed\_NIST.rds')

## Train Test Splits

set.seed(2022)  
# Split data 70%-30% into training set and test set  
tot\_split <- as\_tibble(tot) %>%  
 mutate\_if(is.numeric, scale) %>%  
 initial\_split(prop = 0.70, strata = label)  
  
# Extract data in each split  
tot\_train <- training(tot\_split)  
tot\_test <- testing(tot\_split) %>% dplyr::select(-label)  
ytest <- testing(tot\_split)$label  
  
tot\_folds <- vfold\_cv(training(tot\_split), v = 5, strata = label)  
# Print the number of observations in each split  
cat("Training cases: ", nrow(tot\_train), "\n",  
 "Test cases: ", nrow(tot\_test), sep = "")

## Training cases: 2519  
## Test cases: 1081

## KNN with full data

### Bayesian Optimization for Hyper parameter Tuning

### Model Specification

knn\_rec <- recipe(label ~ ., data=tot\_train) %>%  
 step\_normalize(all\_numeric\_predictors)  
  
knn\_mod <- nearest\_neighbor(neighbors = tune(), weight\_func = tune()) %>%   
 set\_engine("kknn") %>%   
 set\_mode("classification")  
  
knn\_wflow <- workflow() %>%   
 add\_model(knn\_mod) %>%   
 add\_formula(label ~ .)  
  
knn\_param <- knn\_wflow %>%   
 parameters() %>%   
 update(  
 neighbors = neighbors(c(3, 50)),  
 weight\_func = weight\_func(values = c("rectangular", "gaussian", "triangular"))  
 )  
  
library(doParallel)  
all\_cores <- detectCores(logical = FALSE)  
cls <- makePSOCKcluster(all\_cores)  
registerDoParallel(cls)  
ctrl <- control\_bayes(verbose = TRUE)  
set.seed(2022)  
# Hyper parameter tuning by bayesian optimization  
knn\_search\_full <- tune\_bayes(knn\_wflow, resamples = tot\_folds,   
 initial = 5, iter = 20,  
 param\_info = knn\_param, control = ctrl)  
  
saveRDS(knn\_search\_full, 'models/NIST/knn\_tuned\_full.rds')  
knn\_tuned\_full <- readRDS('models/NIST/knn\_tuned\_full.rds')

knn\_final\_full <- readRDS('models/NIST/knn\_final\_full.rds')  
  
pred\_df <- bind\_cols(ytest,  
 predict(knn\_final\_full, tot\_test),  
 predict(knn\_final\_full, tot\_test, type = "prob"))

## New names:  
## • `` -> `...1`

colnames(pred\_df) <- c("obs", "pred","pred\_A","pred\_L", "pred\_R","pred\_T","pred\_W")  
  
saveRDS(pred\_df, 'results/NIST/knn\_full\_pred\_df.rds')  
pred\_df <- readRDS('results/NIST/knn\_full\_pred\_df.rds')  
  
cm\_knn\_full\_NIST <- confusionMatrix(pred\_df$pred, ytest)  
saveRDS(cm\_knn\_full\_NIST, 'results/NIST/cm\_knn\_full\_NIST.rds')  
cm\_knn\_full\_NIST

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction A L R T W  
## A 212 18 19 11 8  
## L 0 174 0 0 22  
## R 0 0 190 0 22  
## T 16 35 15 153 8  
## W 0 0 0 0 178  
##   
## Overall Statistics  
##   
## Accuracy : 0.839   
## 95% CI : (0.8158, 0.8605)  
## No Information Rate : 0.2202   
## P-Value [Acc > NIR] : < 2.2e-16   
##   
## Kappa : 0.799   
##   
## Mcnemar's Test P-Value : NA   
##   
## Statistics by Class:  
##   
## Class: A Class: L Class: R Class: T Class: W  
## Sensitivity 0.9298 0.7665 0.8482 0.9329 0.7479  
## Specificity 0.9343 0.9742 0.9743 0.9193 1.0000  
## Pos Pred Value 0.7910 0.8878 0.8962 0.6740 1.0000  
## Neg Pred Value 0.9803 0.9401 0.9609 0.9871 0.9336  
## Prevalence 0.2109 0.2100 0.2072 0.1517 0.2202  
## Detection Rate 0.1961 0.1610 0.1758 0.1415 0.1647  
## Detection Prevalence 0.2479 0.1813 0.1961 0.2100 0.1647  
## Balanced Accuracy 0.9321 0.8704 0.9113 0.9261 0.8739

pred\_df %>%  
 roc\_curve(obs, pred\_A:pred\_W) %>%  
 autoplot()

![](data:image/png;base64,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)

## Boost Tree with full Data

#### model specification

# XGBoost model specification  
xgboost\_model <-   
 parsnip::boost\_tree(  
 mode = "classification",  
 trees = 100,  
 min\_n = tune(),  
 tree\_depth = tune(),  
 learn\_rate = tune(),  
 loss\_reduction = tune()  
 ) %>%  
 set\_engine("xgboost")  
  
# grid specification  
xgboost\_params <-   
 dials::parameters(  
 min\_n(),  
 tree\_depth(),  
 learn\_rate(),  
 loss\_reduction()  
 )  
  
xgboost\_grid <-   
 dials::grid\_max\_entropy(  
 xgboost\_params,   
 size = 4  
 )  
  
head(xgboost\_grid)  
  
xgboost\_wf <- workflow() %>%  
 add\_model(xgboost\_model) %>%   
 add\_formula(label ~ .)  
  
# hyper parameter tuning  
library(doParallel)  
all\_cores <- detectCores(logical = FALSE)  
cls <- makePSOCKcluster(all\_cores)  
registerDoParallel(cls)  
set.seed(234)  
xgboost\_tuned\_full <- tune\_grid(  
 object = xgboost\_wf,  
 resamples = tot\_folds,  
 grid = xgboost\_grid,  
 metrics = metric\_set(roc\_auc, accuracy),  
 control = control\_grid(verbose = TRUE, save\_pred = TRUE)  
)  
saveRDS(xgboost\_tuned\_full, 'models/NIST/xgboost\_tuned\_full.rds')  
xgboost\_tuned\_full <- readRDS('models/NIST/xgboost\_tuned\_full.rds')  
  
xgboost\_tuned\_full %>%  
 collect\_metrics(metric='accuracy') %>%  
 knitr::kable()  
xgboost\_tuned\_full %>%  
 select\_best('accuracy')  
  
xgboost\_best\_param <- xgboost\_tuned\_full %>%  
 select\_best('roc\_auc')  
## fit the model on all the training data  
xgboost\_final\_full <- xgboost\_model %>%  
 finalize\_model(xgboost\_best\_param) %>%  
 # fit the model on all the training data  
 fit( formula = label ~ .,data = tot\_train)  
saveRDS(xgboost\_final\_full, 'models/NIST/xgboost\_final\_full.rds')  
xgboost\_final\_full <- readRDS('models/NIST/xgboost\_final\_full.rds')

#### Testing model on Test data

xgboost\_final\_full <- readRDS('models/NIST/xgboost\_final\_full.rds')  
  
pred\_df <- bind\_cols(  
 testing(tot\_split)$label,  
 predict(xgboost\_final\_full, tot\_test),  
 predict(xgboost\_final\_full, tot\_test, type = "prob"))

## New names:  
## • `` -> `...1`

colnames(pred\_df) <- c("obs","pred","pred\_A","pred\_L", "pred\_R","pred\_T","pred\_W")  
saveRDS(pred\_df, 'results/NIST/xgboost\_full\_pred\_df')  
pred\_df <- readRDS('results/NIST/xgboost\_full\_pred\_df')  
  
cm\_xgboost\_full\_NIST <- confusionMatrix(pred\_df$pred, testing(tot\_split)$label)  
cm\_xgboost\_full\_NIST

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction A L R T W  
## A 216 2 2 8 1  
## L 3 204 0 7 7  
## R 1 2 207 3 14  
## T 7 13 10 146 2  
## W 1 6 5 0 214  
##   
## Overall Statistics  
##   
## Accuracy : 0.913   
## 95% CI : (0.8946, 0.9292)  
## No Information Rate : 0.2202   
## P-Value [Acc > NIR] : <2e-16   
##   
## Kappa : 0.891   
##   
## Mcnemar's Test P-Value : 0.151   
##   
## Statistics by Class:  
##   
## Class: A Class: L Class: R Class: T Class: W  
## Sensitivity 0.9474 0.8987 0.9241 0.8902 0.8992  
## Specificity 0.9848 0.9801 0.9767 0.9651 0.9858  
## Pos Pred Value 0.9432 0.9231 0.9119 0.8202 0.9469  
## Neg Pred Value 0.9859 0.9733 0.9801 0.9801 0.9719  
## Prevalence 0.2109 0.2100 0.2072 0.1517 0.2202  
## Detection Rate 0.1998 0.1887 0.1915 0.1351 0.1980  
## Detection Prevalence 0.2118 0.2044 0.2100 0.1647 0.2091  
## Balanced Accuracy 0.9661 0.9394 0.9504 0.9277 0.9425

saveRDS(cm\_xgboost\_full\_NIST, 'results/NIST/cm\_xgboost\_full\_NIST.rds')  
pred\_df %>%  
 roc\_curve(obs, pred\_A:pred\_W) %>%  
 autoplot()
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#### Feature Importance

imp\_df = xgb.importance(model=xgboost\_final\_full$fit)  
head(imp\_df$Feature, 10)

## [1] "V1759" "V1731" "V440" "V441" "V410" "V5" "V349" "V1" "V1761"  
## [10] "V1727"

xgb.importance(model=xgboost\_final\_full$fit) %>% xgb.ggplot.importance(top\_n=50, measure=NULL, rel\_to\_first = FALSE)
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dim(imp\_df)

## [1] 538 4

saveRDS(imp\_df, 'models/NIST/feature\_imp.rds')  
imp\_df <- readRDS('models/NIST/feature\_imp.rds')

## Selecting Features from Boost Trees

nf <- 300  
dftrain <- training(tot\_split) %>% dplyr::select(imp\_df$Feature[1:nf], label)  
dftest <- testing(tot\_split) %>% dplyr::select(imp\_df$Feature[1:nf])  
ytest <- testing(tot\_split)$label  
df\_folds <- vfold\_cv(training(tot\_split) %>% dplyr::select(imp\_df$Feature[1:nf], label), v = 5, strata = label)  
  
dim(dftrain)

## [1] 2519 301

dim(dftest)

## [1] 1081 300

## Boost Tree with Feature Selection

##### model specification

# XGBoost model specification  
xgboost\_model <- parsnip::boost\_tree(mode = "classification",  
 trees = 100,  
 min\_n = tune(),  
 tree\_depth = tune(),  
 learn\_rate = tune(),  
 loss\_reduction = tune()) %>%  
 set\_engine("xgboost")  
  
# grid specification  
xgboost\_params <- dials::parameters(min\_n(),  
 tree\_depth(),  
 learn\_rate(),  
 loss\_reduction())  
  
xgboost\_grid <- dials::grid\_max\_entropy(  
 xgboost\_params,   
 size = 4)  
  
head(xgboost\_grid)  
  
xgboost\_wf <- workflow() %>%  
 add\_model(xgboost\_model) %>%   
 add\_formula(label ~ .)  
  
# hyper parameter tuning  
library(doParallel)  
all\_cores <- detectCores(logical = FALSE)  
cls <- makePSOCKcluster(all\_cores)  
registerDoParallel(cls)  
set.seed(234)  
## Grid Tune  
xgboost\_tuned\_features <- tune\_grid(  
 object = xgboost\_wf,  
 resamples = df\_folds,  
 grid = xgboost\_grid,  
 metrics = metric\_set(roc\_auc, accuracy),  
 control = control\_grid(verbose = TRUE, save\_pred = TRUE))  
  
saveRDS(xgboost\_tuned\_features, 'models/NIST/xgboost\_tuned\_features.rds')  
xgboost\_tuned\_features <- readRDS('models/NIST/xgboost\_tuned\_features.rds')  
  
xgboost\_tuned\_features %>%  
 collect\_metrics(metric='accuracy') %>%  
 knitr::kable()  
xgboost\_tuned\_features %>%  
 select\_best('accuracy')  
  
xgboost\_best\_param <- xgboost\_tuned\_features %>%  
 select\_best('roc\_auc')  
## fit the model on all the training data  
xgboost\_final\_features <- xgboost\_model %>%  
 finalize\_model(xgboost\_best\_param) %>%  
 # fit the model on all the training data  
 fit( formula = label ~ .,data = dftrain)  
  
saveRDS(xgboost\_final\_features, 'models/NIST/xgboost\_final\_features.rds')  
xgboost\_final\_features <- readRDS('models/NIST/xgboost\_final\_features.rds')

#### Testing model on Test data

xgboost\_final\_features <- readRDS('models/NIST/xgboost\_final\_features.rds')  
  
pred\_df <- bind\_cols(  
 testing(tot\_split)$label,  
 predict(xgboost\_final\_features, dftest),  
 predict(xgboost\_final\_features, dftest, type = "prob"))

## New names:  
## • `` -> `...1`

colnames(pred\_df) <- c("obs","pred","pred\_A","pred\_L", "pred\_R","pred\_T","pred\_W")  
  
saveRDS(pred\_df, 'results/NIST/xgboost\_features\_pred\_df.rds')  
pred\_df <- readRDS('results/NIST/xgboost\_features\_pred\_df.rds')  
  
cm\_xgboost\_features <- confusionMatrix(pred\_df$pred, testing(tot\_split)$label)  
cm\_xgboost\_features

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction A L R T W  
## A 214 5 5 12 1  
## L 5 204 0 12 12  
## R 1 2 202 2 18  
## T 7 10 12 138 3  
## W 1 6 5 0 204  
##   
## Overall Statistics  
##   
## Accuracy : 0.8899   
## 95% CI : (0.8697, 0.908)  
## No Information Rate : 0.2202   
## P-Value [Acc > NIR] : < 2.2e-16   
##   
## Kappa : 0.862   
##   
## Mcnemar's Test P-Value : 0.004233   
##   
## Statistics by Class:  
##   
## Class: A Class: L Class: R Class: T Class: W  
## Sensitivity 0.9386 0.8987 0.9018 0.8415 0.8571  
## Specificity 0.9730 0.9660 0.9732 0.9651 0.9858  
## Pos Pred Value 0.9030 0.8755 0.8978 0.8118 0.9444  
## Neg Pred Value 0.9834 0.9729 0.9743 0.9715 0.9607  
## Prevalence 0.2109 0.2100 0.2072 0.1517 0.2202  
## Detection Rate 0.1980 0.1887 0.1869 0.1277 0.1887  
## Detection Prevalence 0.2192 0.2155 0.2081 0.1573 0.1998  
## Balanced Accuracy 0.9558 0.9324 0.9375 0.9033 0.9215

saveRDS(cm\_xgboost\_features, 'results/NIST/cm\_xgboost\_features.rds')  
pred\_df %>%  
 roc\_curve(obs, pred\_A:pred\_W) %>%  
 autoplot()
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## KNN nearest neighbours with Feature Selection

### Bayesian Optimization for Hyper parameter Tuning

##### Model Specification

knn\_rec <- recipe(label ~ ., data=tot\_train) %>%  
 step\_scale(all\_numeric\_predictors)  
  
knn\_mod <- nearest\_neighbor(neighbors = tune(), weight\_func = tune()) %>%   
 set\_engine("kknn") %>%   
 set\_mode("classification")  
  
knn\_wflow <-   
 workflow() %>%   
 add\_model(knn\_mod) %>%   
 add\_formula(label ~ .)  
  
knn\_param <-   
 knn\_wflow %>%   
 parameters() %>%   
 update(  
 neighbors = neighbors(c(3, 50)),  
 weight\_func = weight\_func(values = c("rectangular", "gaussian", "triangular"))  
 )  
  
  
library(doParallel)  
all\_cores <- detectCores(logical = FALSE)  
cls <- makePSOCKcluster(all\_cores)  
registerDoParallel(cls)  
ctrl <- control\_bayes(verbose = TRUE)  
set.seed(2022)  
# Hyper parameter tuning by bayesian optimization  
knn\_search\_features <- tune\_bayes(knn\_wflow, resamples = df\_folds, initial = 5, iter = 20,  
 param\_info = knn\_param, control = ctrl)  
saveRDS(knn\_search\_features, 'models/NIST/knn\_tuned\_features.rds')  
knn\_tuned\_features <- readRDS('models/NIST/knn\_tuned\_features.rds')

knn\_best\_param <- knn\_tuned\_features %>% select\_best('roc\_auc')  
## Fit Full train data with best parameters from tuning  
knn\_final\_features <- knn\_mod %>%  
 finalize\_model(knn\_best\_param) %>%  
 fit( formula = label ~ .,data = dftrain)  
  
saveRDS(knn\_final\_features, 'models/NIST/knn\_final\_features.rds')  
knn\_final\_features <- readRDS('models/NIST/knn\_final\_features.rds')

knn\_final\_features <- readRDS('models/NIST/knn\_final\_features.rds')  
  
pred\_df <- bind\_cols(  
 ytest,  
 predict(knn\_final\_features, dftest),  
 predict(knn\_final\_features, dftest, type = "prob"))

## New names:  
## • `` -> `...1`

colnames(pred\_df) <- c("obs", "pred","pred\_A","pred\_L", "pred\_R","pred\_T","pred\_W")  
saveRDS(pred\_df, 'results/NIST/knn\_features\_pred\_df.rds')  
pred\_df <- readRDS('results/NIST/knn\_features\_pred\_df.rds')  
  
cm\_knn\_features\_NIST <- confusionMatrix(pred\_df$pred, ytest)  
cm\_knn\_features\_NIST

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction A L R T W  
## A 223 14 9 10 6  
## L 0 189 0 0 13  
## R 0 0 198 1 22  
## T 5 22 16 153 5  
## W 0 2 1 0 192  
##   
## Overall Statistics  
##   
## Accuracy : 0.8834   
## 95% CI : (0.8628, 0.902)  
## No Information Rate : 0.2202   
## P-Value [Acc > NIR] : < 2.2e-16   
##   
## Kappa : 0.8542   
##   
## Mcnemar's Test P-Value : NA   
##   
## Statistics by Class:  
##   
## Class: A Class: L Class: R Class: T Class: W  
## Sensitivity 0.9781 0.8326 0.8839 0.9329 0.8067  
## Specificity 0.9543 0.9848 0.9732 0.9477 0.9964  
## Pos Pred Value 0.8511 0.9356 0.8959 0.7612 0.9846  
## Neg Pred Value 0.9939 0.9568 0.9698 0.9875 0.9481  
## Prevalence 0.2109 0.2100 0.2072 0.1517 0.2202  
## Detection Rate 0.2063 0.1748 0.1832 0.1415 0.1776  
## Detection Prevalence 0.2424 0.1869 0.2044 0.1859 0.1804  
## Balanced Accuracy 0.9662 0.9087 0.9285 0.9403 0.9016

saveRDS(cm\_knn\_features\_NIST, 'results/NIST/cm\_knn\_NIST\_features.rds')  
  
pred\_df %>%  
 roc\_curve(obs, pred\_A:pred\_W) %>%  
 autoplot()
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