Design a stack that supports push, pop, top, and retrieving the minimum element in constant time.

Implement the MinStack class:

* MinStack() initializes the stack object.
* void push(int val) pushes the element val onto the stack.
* void pop() removes the element on the top of the stack.
* int top() gets the top element of the stack.
* int getMin() retrieves the minimum element in the stack.

You must implement a solution with O(1) time complexity for each function.

Example 1:

Input  
["MinStack","push","push","push","getMin","pop","top","getMin"]  
[[],[-2],[0],[-3],[],[],[],[]]

Output  
[null,null,null,null,-3,null,0,-2]Explanation  
MinStack minStack = new MinStack();  
minStack.push(-2);  
minStack.push(0);  
minStack.push(-3);  
minStack.getMin(); // return -3  
minStack.pop();  
minStack.top(); // return 0  
minStack.getMin(); // return -2

Constraints:

* -231 <= val <= 231 - 1
* Methods pop, top and getMin operations will always be called on non-empty stacks.
* At most 3 \* 104 calls will be made to push, pop, top, and getMin.

Here are two different functional ways to implement a MinStack in Scala:

1. Using two stacks:

This implementation uses two stacks as:

Stack 1: To store the actual elements.

Stack 2 : To store the minimum values encountered .

*Whenever a new element is pushed onto the stack, if it is smaller than or equal to the current minimum, it is also pushed onto the minStack.*

*When an element is popped from the stack, if it is the current minimum, it is also popped from the minStack.*

*The top of the minStack always stores the current minimum value.*

![https://miro.medium.com/v2/resize:fit:432/0*lvYQ8q5bzVBQWOwR.png](data:image/png;base64,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)

Using 2 stacks Implementation

class MinStack() {  
 private val stack = scala.collection.mutable.Stack[Int]()  
 private val minStack = scala.collection.mutable.Stack[Int]()  
  
 def push(x: Int): Unit = {  
 stack.push(x)  
 if (minStack.isEmpty || x <= minStack.top) minStack.push(x)  
 }  
  
 def pop(): Unit = {  
 if (stack.top == minStack.top) minStack.pop()  
 stack.pop()  
 }  
  
 def top(): Int = stack.top  
  
 def getMin(): Int = minStack.top  
}

2. Using a single stack with tuple

This implementation uses a single stack to store tuples of the form (element, minimum encountered).

*Whenever a new element is pushed onto the stack, its value and the current minimum are stored in a tuple and pushed onto the stack. The minimum value is updated whenever a new minimum is encountered.*

*When an element is popped from the stack, the corresponding tuple is also popped.*

*The top of the stack always stores the current element and the current minimum value.*

class MinStack() {  
 private val stack = scala.collection.mutable.Stack[(Int, Int)]()  
 private var min = Int.MaxValue  
  
 def push(x: Int): Unit = {  
 min = math.min(x, min)  
 stack.push((x, min))  
 }  
  
 def pop(): Unit = stack.pop()  
  
 def top(): Int = stack.top.\_1  
  
 def getMin(): Int = stack.top.\_2  
}

3. Using a single stack and a minimum variable

*We define a variable minEle that stores the current minimum element in the stack.*

*Now the interesting part is, how to handle the case when the minimum element is removed.?*

*We push “2x — minEle” into the stack instead of x so that the previous minimum element can be retrieved using the current minEle and its value stored in the stack.*

Follow the given steps to implement the stack operations:

Push(x): Insert x at the top of the stack

* If the stack is empty, insert x into the stack and make minEle equal to x.
* If the stack is not empty, compare x with minEle. Two cases arise:
* If x is greater than or equal to minEle, simply insert x.
* If x is less than minEle, insert (2\*x — minEle) into the stack and make minEle equal to x.  
  For example, let the previous minEle be 3. Now we want to insert 2. We update minEle as 2 and insert 2\*2–3 = 1 into the stack

Pop(): Removes an element from the top of the stack

* Remove the element from the top. Let the removed element be y. Two cases arise:
* If y is greater than or equal to minEle, the minimum element in the stack is still minEle.
* If y is less than minEle, the minimum element now becomes (2\*minEle — y), so update (minEle = 2\*minEle — y). This is where we retrieve the previous minimum from the current minimum and its value in the stack.  
  For example, let the element to be removed be 1 and minEle be 2. We remove 1 and update minEle as 2\*2–1 = 3

Important Points:

*Stack doesn’t hold the actual value of an element if it is minimum so far.*

*The actual minimum element is always stored in the minEle variable.*

import java.util.Stack  
  
class MinStack {  
 private val s = new Stack[Node]  
  
 private class Node(val value: Int, val min: Int)  
  
 def push(x: Int): Unit = {  
 if (s.isEmpty()) {  
 s.push(new Node(x, x))  
 } else {  
 val min = Math.min(s.peek().min, x)  
 s.push(new Node(x, min))  
 }  
 }  
  
 def pop(): Int = {  
 s.pop().value  
 }  
  
 def top(): Int = {  
 s.peek().value  
 }  
  
 def getMin(): Int = {  
 s.peek().min  
 }  
}  
  
object MinStackDemo {  
 def main(args: Array[String]): Unit = {  
 val s = new MinStack()  
 // Function calls  
 s.push(-1)  
 s.push(10)  
 s.push(-4)  
 s.push(0)  
 println(s.getMin())  
 println(s.pop())  
 println(s.pop())  
 println(s.getMin())  
 }  
}

Push()
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* *Number to be Inserted: 3, Stack is empty, so insert 3 into stack and minEle = 3.*
* *Number to be Inserted: 5, Stack is not empty, 5> minEle, insert 5 into stack and minEle = 3.*
* *Number to be Inserted: 2, Stack is not empty, 2< minEle, insert (2\*2–3 = 1) into stack and minEle = 2.*
* *Number to be Inserted: 1, Stack is not empty, 1< minEle, insert (2\*1–2 = 0) into stack and minEle = 1.*
* *Number to be Inserted: 1, Stack is not empty, 1 = minEle, insert 1 into stack and minEle = 1.*
* *Number to be Inserted: -1, Stack is not empty, -1 < minEle, insert (2\*-1–1 = -3) into stack and minEle = -1.*

Pop()
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* *initially the minimum element minEle in the stack is -1.*
* *Number removed: -3, Since -3 is less than the minimum element the original number being removed is minEle which is -1, and the new minEle = 2\*-1 — (-3) = 1*
* *Number removed: 1, 1 == minEle, so number removed is 1 and minEle is still equal to 1.*
* *Number removed: 0, 0< minEle, original number is minEle which is 1 and new minEle = 2\*1–0 = 2.*
* *Number removed: 1, 1< minEle, original number is minEle which is 2 and new minEle = 2\*2–1 = 3.*
* *Number removed: 5, 5> minEle, original number is 5 and minEle is still 3*

Valid Parentheses In a string

*Leet code:* Given a string s containing just the characters '(', ')', '{', '}', '[' and ']', determine if the input string is valid.

An input string is valid if:

1. Open brackets must be closed by the same type of brackets.
2. Open brackets must be closed in the correct order.
3. Every close bracket has a corresponding open bracket of the same type.

Example 1:

Input: s = "()"  
Output: true

Example 2:

Input: s = "()[]{}"  
Output: true

Example 3:

Input: s = "(]"  
Output: false

Constraints:

* 1 <= s.length <= 104
* s consists of parentheses only '()[]{}'.

If you look at the question , what we actually need is to validate the string with respect to parentheses(Open/Close).

Data structure : Stack.
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Use stack to verify parentheses validation

Basic Impelmenattion approach : Lets create a stack of characters to keep track of the open brackets being encountered while traversing it. It then iterates through the string character by character, checking each character as follows:

* If the character is an opening bracket ((, [, or {), it is pushed onto the stack.
* If the character is a closing bracket (), ], or }), it is checked against the top of the stack. If the stack is empty or the top of the stack does not match the corresponding opening bracket, the string is not valid and the function returns false. Otherwise, the opening bracket is popped from the stack.
* If the character is neither an opening nor closing bracket, it is ignored.

After iterating through the entire string, if the stack is empty, the string is valid, otherwise it is not.

Lets try different ways to implement the same in scala:

1. Imperative Solution:

import scala.collection.mutable.Stack  
  
object ValidParentheses {  
 def isValid(s: String): Boolean = {  
 val stack = Stack[Char]()  
 val brackets = Map('(' -> ')', '{' -> '}', '[' -> ']')  
  
 for (c <- s) {  
 if (brackets.keySet.contains(c)) {  
 stack.push(c)  
 } else if (brackets.values.toSet.contains(c)) {  
 if (stack.isEmpty || brackets(stack.pop()) != c) {  
 return false  
 }  
 }  
 }  
  
 stack.isEmpty  
 }  
}

This program uses an imperative approach to process the string and a stack data structure to keep track of open brackets. The time complexity of this program is O(n), where n is the length of the input string, and the space complexity is O(n) for the stack data structure.

Pros: Efficient and easy to optimize for performance.

Cons: It is not as functional as the other approaches and may be harder to read and understand.

2. Recursive Solution:

object ValidParentheses {  
 def isValid(s: String): Boolean = {  
 def isMatched(c1: Char, c2: Char): Boolean =  
 (c1, c2) match {  
 case ('(', ')') | ('{', '}') | ('[', ']') => true  
 case \_ => false  
 }  
  
 def isValidHelper(s: List[Char], stack: List[Char]): Boolean =  
 (s, stack) match {  
 case (Nil, Nil) => true  
 case (h :: t, \_) if "({[".contains(h) => isValidHelper(t, h :: stack)  
 case (h :: t, sh :: st) if isMatched(sh, h) => isValidHelper(t, st)  
 case \_ => false  
 }  
  
 isValidHelper(s.toList, Nil)  
 }  
}

This program uses a recursive helper function to process the string and a stack data structure to keep track of open brackets. The time complexity of this program is O(n), where n is the length of the input string, and the space complexity is O(n) for the call stack and the stack data structure.

Pros: Simple and easy to understand recursive logic.

Cons: It may not be as efficient as other approaches due to recursion.

3. FoldLeft function:

object ValidParentheses {  
 def isValid(s: String): Boolean = {  
 val brackets = Map('(' -> ')', '{' -> '}', '[' -> ']')  
  
 s.foldLeft(List[Char]()) { (stack, c) =>  
 if (brackets.keySet.contains(c)) {  
 c :: stack  
 } else if (brackets.values.toSet.contains(c)) {  
 stack match {  
 case h :: t if brackets(h) == c => t  
 case \_ => return false  
 }  
 } else {  
 stack  
 }  
 }.isEmpty  
 }  
}

This program uses the foldLeft function to process the string and a list data structure to keep track of open brackets. The time complexity of this program is O(n), where n is the length of the input string, and the space complexity is O(n) for the list data structure.

Pros: Concise and easy to read functional code.

Cons: It may not be as efficient as imperative approaches due to the use of a list data structure.

Find if two strings are anagrams

An **Anagram** is a word or phrase formed by rearranging the letters of a different word or phrase, typically using all the original letters exactly once.

Problem: Given two strings s and t, return true *if* t *is an anagram of* s*, and* false *otherwise*.

**Example 1:**

Input: s = "anagram", t = "nagaram"  
Output: true

**Example 2:**

Input: s = "rat", t = "car"  
Output: false

**Constraints:**

* 1 <= s.length, t.length <= 5 \* 104
* s and t consist of lowercase English letters.

**Follow up:** What if the inputs contain Unicode characters? How would you adapt your solution to such a case?

Approaches:

1. There are several ways to check if two strings are anagrams in Scala. Here are three different approaches:

Sorting the strings One way to check if two strings are anagrams is to sort their characters and compare the results. If the two sorted strings are equal, then the original strings are anagrams. Here’s an example code:

def areAnagrams(s: String, t: String): Boolean = {  
 s.sorted == t.sorted  
}

This approach has a runtime complexity of O(n log n), where n is the length of the strings, since sorting requires O(n log n) time.

2. Using frequency counting

Another approach to check if two strings are anagrams is to use frequency counting.

We can create a frequency map of the characters in each string, and then compare the maps. If the two maps are equal, then the original strings are anagrams. Here’s an example code:

def areAnagrams(s: String, t: String): Boolean = {  
 if (s.length != t.length) return false  
   
 val sFrequency = s.groupBy(identity).mapValues(\_.length)  
 val tFrequency = t.groupBy(identity).mapValues(\_.length)  
   
 sFrequency == tFrequency  
}

This approach has a runtime complexity of O(n), where n is the length of the strings, since creating the frequency maps requires O(n) time.

3. Using XOR Another approach to check if two strings are anagrams is to use XOR operation. We can convert each character in the strings to its ASCII code and then XOR them together. If the XOR result is 0, then the original strings are anagrams. Here’s an example code:

def areAnagrams(s: String, t: String): Boolean = {  
 if (s.length != t.length) return false  
   
 val xorResult = s.zip(t).map { case (c1, c2) => c1.toInt ^ c2.toInt }.foldLeft(0)(\_ ^ \_)  
   
 xorResult == 0  
}

This approach also has a runtime complexity of O(n), where n is the length of the strings, since we’re iterating over the characters in the strings once to compute the XOR result.

However, this approach assumes that the strings only contain ASCII characters, so it may not work correctly for strings containing non-ASCII characters.

How will you solve a problem where you have both ASCII and NonASCII characters along with Unicode characters?

*we need to take into account that some Unicode characters may be represented using more than one Char in Scala.*

*To handle this case correctly, we need to normalize the strings using****Unicode normalization.***

Here’s an example code that uses Unicode normalization to find anagrams of two Unicode strings in Scala:

import java.text.Normalizer  
  
def areAnagrams(s: String, t: String): Boolean = {  
 val normalizedS = Normalizer.normalize(s, Normalizer.Form.NFC)  
 val normalizedT = Normalizer.normalize(t, Normalizer.Form.NFC)  
   
 if (normalizedS.length != normalizedT.length) return false  
   
 val sFrequency = normalizedS.groupBy(identity).mapValues(\_.length)  
 val tFrequency = normalizedT.groupBy(identity).mapValues(\_.length)  
   
 sFrequency == tFrequency  
}

In this code, we’re using the java.text.Normalizer class to normalize the two input strings using the Unicode normalization form NFC (composed normal form). This ensures that any composed Unicode characters are represented using a single Char in Scala.

After normalizing the strings, we’re using the same frequency counting approach as before to determine if they are anagrams.

Note that this approach still has a runtime complexity of O(n), where n is the length of the strings, since we’re still using groupBy and mapValues methods to count the frequency of characters in the strings.

Palindromic Number

Given an integer x, return true*if*x*is a****palindrome****, and*false*otherwise*.

**Example 1:**

Input: x = 121  
Output: true  
Explanation: 121 reads as 121 from left to right and from right to left.

**Example 2:**

Input: x = -121  
Output: false  
Explanation: From left to right, it reads -121. From right to left, it becomes 121-. Therefore it is not a palindrome.

**Example 3:**

Input: x = 10  
Output: false  
Explanation: Reads 01 from right to left. Therefore it is not a palindrome.

**Constraints:**

* -231 <= x <= 231 - 1

Here are some different functional ways to find if a number is palindromic in Scala with their respective time complexity:

1. Using string conversion and comparison (O(n)):

This approach converts the number to a string and compares it to its reverse. It has a time complexity of O(n), where n is the number of digits in the number.

def isPalindromic(num: Int): Boolean = {  
 num.toString == num.toString.reverse  
}

2. Using a recursive function (O(n)):

This approach uses a recursive function to build the reverse of the number and compare it to the original number. It has a time complexity of O(n), where n is the number of digits in the number.

def isPalindromic(num: Int): Boolean = {  
 def helper(n: Int, reversed: Int): Boolean = {  
 if (n == 0) reversed == num  
 else helper(n / 10, reversed \* 10 + n % 10)  
 }  
  
 helper(num, 0)  
}

3. Using a tail-recursive function (O(n)):

This approach uses a tail-recursive function, which is similar to the recursive function above but optimised for tail-call elimination. It also has a time complexity of O(n), where n is the number of digits in the number.

def isPalindromic(num: Int): Boolean = {  
 @annotation.tailrec  
 def helper(n: Int, reversed: Int): Boolean = {  
 if (n == 0) reversed == num  
 else helper(n / 10, reversed \* 10 + n % 10)  
 }  
 helper(num, 0)  
}

4. Using a while loop (O(n)):

This approach uses a while loop to build the reverse of the number and compare it to the original number. It has a time complexity of O(n), where n is the number of digits in the number.

def isPalindromic(num: Int): Boolean = {  
 var n = num  
 var reversed = 0  
 while (n > 0) {  
 reversed = reversed \* 10 + n % 10  
 n /= 10  
 }  
 num == reversed  
}