Java String

In [Java](https://www.javatpoint.com/java-tutorial), string is basically an object that represents sequence of char values. An [array](https://www.javatpoint.com/array-in-java) of characters works same as Java string. For example:

**char**[] ch={'j','a','v','a','t','p','o','i','n','t'};

String s=**new** String(ch);

is same as:

String s="javatpoint";

**Java String** class provides a lot of methods to perform operations on strings such as compare(), concat(), equals(), split(), length(), replace(), compareTo(), intern(), substring() etc.

The java.lang.String class implements *Serializable*, *Comparable* and *CharSequence* [interfaces](https://www.javatpoint.com/interface-in-java).

![String in Java](data:image/png;base64,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)

CharSequence Interface

The CharSequence interface is used to represent the sequence of characters. String, [StringBuffer](https://www.javatpoint.com/StringBuffer-class) and [StringBuilder](https://www.javatpoint.com/StringBuilder-class) classes implement it. It means, we can create strings in Java by using these three classes.
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The Java String is immutable which means it cannot be changed. Whenever we change any string, a new instance is created. For mutable strings, you can use StringBuffer and StringBuilder classes.

We will discuss immutable string later. Let's first understand what String in Java is and how to create the String object.

What is String in Java?

Generally, String is a sequence of characters. But in Java, string is an object that represents a sequence of characters. The java.lang.String class is used to create a string object.

How to create a string object?

There are two ways to create String object:

1. By string literal
2. By new keyword

1) String Literal

Java String literal is created by using double quotes. For Example:

1. String s="welcome";

Each time you create a string literal, the JVM checks the "string constant pool" first. If the string already exists in the pool, a reference to the pooled instance is returned. If the string doesn't exist in the pool, a new string instance is created and placed in the pool. For example:

1. String s1="Welcome";
2. String s2="Welcome";//It doesn't create a new instance

![Java String](data:image/png;base64,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)

In the above example, only one object will be created. Firstly, JVM will not find any string object with the value "Welcome" in string constant pool that is why it will create a new object. After that it will find the string with the value "Welcome" in the pool, it will not create a new object but will return the reference to the same instance.

Note: String objects are stored in a special memory area known as the "string constant pool".

Why Java uses the concept of String literal?

To make Java more memory efficient (because no new objects are created if it exists already in the string constant pool).

2) By new keyword

1. String s=**new** String("Welcome");//creates two objects and one reference variable

In such case, [JVM](https://www.javatpoint.com/jvm-java-virtual-machine) will create a new string object in normal (non-pool) heap memory, and the literal "Welcome" will be placed in the string constant pool. The variable s will refer to the object in a heap (non-pool).

Java String Example

**StringExample.java**

**public** **class** StringExample{

**public** **static** **void** main(String args[]){

String s1="java";//creating string by Java string literal

**char** ch[]={'s','t','r','i','n','g','s'};

String s2=**new** String(ch);//converting char array to string

String s3=**new** String("example");//creating Java string by new keyword

System.out.println(s1);

System.out.println(s2);

System.out.println(s3);

}}

**Output:**

java

strings

example

The above code, converts a ***char*** array into a **String** object. And displays the String objects ***s1, s2***, and ***s3*** on console using ***println()*** method.

String methods

charAt(int index) method

The charAt(int index) method of Java **StringBuffer** returns the char value of the current sequence at the specified index. The first character starts at index 0, second at index 1, and so on. The index argument of the character sequence must be equal to or greater than 0 and less than the length of the current sequence.

Syntax:

**public** **char** charAt(**int** index)

Parameter:

|  |  |  |
| --- | --- | --- |
| **DataType** | **Parameter** | **Description** |
| Int | index | It is an index of specific character value. |

Returns:

The charAt(int index) method returns the character at a given index of string buffer.

Example 1

**public** **class** StringBufferCharAtExample1 {

**public** **static** **void** main(String[] args) {

        StringBuffer sb = **new** StringBuffer("stringbuffer");

        System.out.println("string: "+sb);

        // printing character at index value 2

        System.out.println("character at index 2: "+sb.charAt(2));

    }  }

**Output:**

string: stringbuffer

character at index 2: r

Example 2

When providing the index value as negative in charAt(int) throw an exception.

**public** **class** StringBufferCharAtExample2 {

**public** **static** **void** main(String[] args) {

        StringBuffer sb = **new** StringBuffer("stringbuffer");

        System.out.println("string: "+sb);

        // try to print character at index value negative

        System.out.println("character at index -1: "+sb.charAt(-1));

    }

}

**Output:**

Exception in thread "main" java.lang.StringIndexOutOfBoundsException: String index out of range: -1

at java.lang.StringBuffer.charAt(Unknown Source)

at StringBufferCharAtExample2.main(StringBufferCharAtExample2.java:6)

string: stringbuffer

Example 3

When providing the index value as greater than the length of string throws an exception.

**public** **class** StringBufferCharAtExample3 {

**public** **static** **void** main(String[] args) {

        StringBuffer sb = **new** StringBuffer("stringbuffer");

        System.out.println("string: "+sb);

        // try to print character at index value at size length

        System.out.println("character at index equal to length: "+sb.charAt(sb.length()));

    }

}

**Output:**

Exception in thread "main" java.lang.StringIndexOutOfBoundsException: String index out of range: 12

at java.lang.StringBuffer.charAt(Unknown Source)

at StringBufferCharAtExample3.main(StringBufferCharAtExample3.java:6)

string: stringbuffer

Example 4

In this example, we are providing string and index input from user.

**import** java.util.Scanner;

**public** **class** StringBufferCharAtExample4 {

**public** **static** **void** main(String[] args) {

       StringBuffer sb = **new** StringBuffer("");          System.out.print("enter your string value: ");

       Scanner sc = **new** Scanner(System.in);

       sb.append(sc.nextLine());

       System.out.print("enter index value: ");

**int** index = sc.nextInt();

        // printing the character at input index

        System.out.println("character at index "+index+ ": "+sb.charAt(index));

        sc.close();

    }

}

**Output:**

enter your string value: hello

enter index value: 0

character at index 0: h

String Concatenation in Java

In Java, String concatenation forms a new String that is the combination of multiple strings. There are two ways to concatenate strings in Java:

1. By + (String concatenation) operator
2. By concat() method
3. By + (String concatenation) operator

Java String concatenation operator (+) is used to add strings. For Example:

**TestStringConcatenation1.java**

**class** TestStringConcatenation1{

**public** **static** **void** main(String args[]){

   String s="Sachin"+" Tendulkar";

   System.out.println(s);//Sachin Tendulkar

 }

}

**Output:**

Sachin Tendulkar

The **Java compiler transforms** above code to this:

1. String s=(**new** StringBuilder()).append("Sachin").append(" Tendulkar).toString();

In Java, String concatenation is implemented through the StringBuilder (or StringBuffer) class and it's append method. String concatenation operator produces a new String by appending the second operand onto the end of the first operand. The String concatenation operator can concatenate not only String but primitive values also. For Example:

**TestStringConcatenation2.java**

**class** TestStringConcatenation2{

**public** **static** **void** main(String args[]){

   String s=50+30+"Sachin"+40+40;

   System.out.println(s);//80Sachin4040

 }

}

**Output:**

80Sachin4040

Note: After a string literal, all the + will be treated as string concatenation operator.

2) String Concatenation by concat() method

The String concat() method concatenates the specified string to the end of current string. Syntax:

**public** String concat(String another)

**TestStringConcatenation3.java**

**class** TestStringConcatenation3{

**public** **static** **void** main(String args[]){

   String s1="Sachin ";

   String s2="Tendulkar";

   String s3=s1.concat(s2);

   System.out.println(s3);//Sachin Tendulkar

  }

}

**Output:**

Sachin Tendulkar

The above Java program, concatenates two String objects ***s1*** and ***s2*** using ***concat()*** method and stores the result into ***s3*** object.

There are some other possible ways to concatenate Strings in Java,

1. StringBuilder class

StringBuilder is class provides append() method to perform concatenation operation. The append() method accepts arguments of different types like Objects, StringBuilder, int, char, CharSequence, boolean, float, double. StringBuilder is the most popular and fastet way to concatenate strings in Java. It is mutable class which means values stored in StringBuilder objects can be updated or changed.

**StrBuilder.java**

**public** **class** StrBuilder

{

    /\* Driver Code \*/

**public** **static** **void** main(String args[])

    {

        StringBuilder s1 = **new** StringBuilder("Hello");    //String 1

        StringBuilder s2 = **new** StringBuilder(" World");    //String 2

        StringBuilder s = s1.append(s2);   //String 3 to store the result

            System.out.println(s.toString());  //Displays result

    }

}

**Output:**

Hello World

In the above code snippet, **s1, s2** and **s** are declared as objects of **StringBuilder** class. **s** stores the result of concatenation of **s1** and **s2** using **append**() method.

2. String concatenation using format() method

String.format() method allows to concatenate multiple strings using format specifier like %s followed by the string values or objects.

**StrFormat.java**

**public** **class** StrFormat

{

    /\* Driver Code \*/

**public** **static** **void** main(String args[])

    {

        String s1 = **new** String("Hello");    //String 1

        String s2 = **new** String(" World");    //String 2

        String s = String.format("%s%s",s1,s2);   //String 3 to store the result

            System.out.println(s.toString());  //Displays result

    }

}

**Output:**

Hello World

Here, the String objects **s** is assigned the concatenated result of Strings **s1** and **s2** using **String.format()** method. format() accepts parameters as format specifier followed by String objects or values.

3. String.join() method (Java Version 8+)

The String.join() method is available in Java version 8 and all the above versions. String.join() method accepts arguments first a separator and an array of String objects.

**StrJoin.java:**

**public** **class** StrJoin

{

    /\* Driver Code \*/

**public** **static** **void** main(String args[])

    {

        String s1 = **new** String("Hello");    //String 1

        String s2 = **new** String(" World");    //String 2

        String s = String.join("",s1,s2);   //String 3 to store the result

            System.out.println(s.toString());  //Displays result

    }

}

**Output:**

Hello World

In the above code snippet, the String object **s** stores the result of **String.join("",s1,s2)** method. A separator is specified inside quotation marks followed by the String objects or array of String objects.

4. StringJoiner class (Java Version 8+)

StringJoiner class has all the functionalities of String.join() method. In advance its constructor can also accept optional arguments, prefix and suffix.

**StrJoiner.java**

**public** **class** StrJoiner

{

    /\* Driver Code \*/

**public** **static** **void** main(String args[])

    {

        StringJoiner s = **new** StringJoiner(", ");   //StringeJoiner object

        s.add("Hello");    //String 1

        s.add("World");    //String 2

        System.out.println(s.toString());  //Displays result

    }

}

**Output:**

Hello, World

In the above code snippet, the StringJoiner object **s** is declared and the constructor StringJoiner() accepts a separator value. A separator is specified inside quotation marks. The add() method appends Strings passed as arguments.

5. Collectors.joining() method (Java (Java Version 8+)

The Collectors class in Java 8 offers joining() method that concatenates the input elements in a similar order as they occur.

**ColJoining.java**

**import** java.util.\*;

**import** java.util.stream.Collectors;

**public** **class** ColJoining

{

    /\* Driver Code \*/

**public** **static** **void** main(String args[])

    {

    List<String> liststr = Arrays.asList("abc", "pqr", "xyz"); //List of String array

    String str = liststr.stream().collect(Collectors.joining(", ")); //performs joining operation

    System.out.println(str.toString());  //Displays result

    }

}

**Output:**

abc, pqr, xyz

Here, a list of String array is declared. And a String object **str** stores the result of **Collectors.joining()** method.

Java String equals()

The **Java String class equals()** method compares the two given strings based on the content of the string. If any character is not matched, it returns false. If all characters are matched, it returns true.

The String equals() method overrides the equals() method of the Object class.

Signature

publicboolean equals(Object anotherObject)

Parameter

**anotherObject** : another object, i.e., compared with this string.

Returns

**true** if characters of both strings are equal otherwise **false**.

Internal implementation

**public** **boolean** equals(Object anObject) {

**if** (**this** == anObject) {

**return** **true**;

      }

**if** (anObject **instanceof** String) {

          String anotherString = (String) anObject;

**int** n = value.length;

**if** (n == anotherString.value.length) {

**char** v1[] = value;

**char** v2[] = anotherString.value;

**int** i = 0;

**while** (n-- != 0) {

**if** (v1[i] != v2[i])

**return** **false**;

                  i++;

              }

**return** **true**;

          }

      }

**return** **false**;

  }

equals() Method Example

**FileName:** EqualsExample.java

**public** **class** EqualsExample{

**public** **static** **void** main(String args[]){

String s1="javatpoint";

String s2="javatpoint";

String s3="JAVATPOINT";

String s4="python";

System.out.println(s1.equals(s2));//true because content and case is same

System.out.println(s1.equals(s3));//false because case is not same

System.out.println(s1.equals(s4));//false because content is not same

}}  **[Test it Now](https://www.javatpoint.com/opr/test.jsp?filename=EqualsExample" \t "_blank)**

**Output:**

true

false

false

equals() Method Example 2

The equals() method compares two strings and can be used in if-else control structure.

**FileName:** EqualsExample2.java

**public** **class** EqualsExample2 {

**public** **static** **void** main(String[] args) {

        String s1 = "javatpoint";

        String s2 = "javatpoint";

        String s3 = "Javatpoint";

        System.out.println(s1.equals(s2)); // True because content is same

**if** (s1.equals(s3)) {

            System.out.println("both strings are equal");

        }**else** System.out.println("both strings are unequal");

    }

}

**Output:**

true

both strings are unequal

Java String equals() Method Example 3

**FileName:** EqualsExample3.java

**import** java.util.ArrayList;

**public** **class** EqualsExample3 {

**public** **static** **void** main(String[] args) {

        String str1 = "Mukesh";

        ArrayList<String> list = **new** ArrayList<>();

        list.add("Ravi");

        list.add("Mukesh");

        list.add("Ramesh");

        list.add("Ajay");

**for** (String str : list) {

**if** (str.equals(str1)) {

                System.out.println("Mukesh is present");

            }

        }

    }

}

**Output:**

Mukesh is present
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equals() Method Example 4

The internal implementation of the equals() method shows that one can pass the reference of any object in the parameter of the method. The following example shows the same.

**FileName:** EqualsExample4.java

**public** **class** EqualsExample4

{

// main method

**public** **static** **void** main(String argvs[])

{

// Strings

String str = "a";

String str1 = "123";

String str2 = "45.89";

String str3 = "false";

Character c = **new** Character('a');

Integer i = **new** Integer(123);

Float f = **new** Float(45.89);

Boolean b = **new** Boolean(**false**);

// reference of the Character object is passed

System.out.println(str.equals(c));

// reference of the Integer object is passed

System.out.println(str1.equals(i));

// reference of the Float object is passed

System.out.println(str2.equals(f));

// reference of the Boolean object is passed

System.out.println(str3.equals(b));

// the above print statements show a false value because

// we are comparing a String with different data types

// To achieve the true value, we have to convert

// the different data types into the string using the toString() method

System.out.println(str.equals(c.toString()));

System.out.println(str1.equals(i.toString()));

System.out.println(str2.equals(f.toString()));

System.out.println(str3.equals(b.toString()));

}

}

**Output:**

false

false

false

false

true

true

true

true

indexOf() Method

The indexOf() method of List interface returns the index of the first occurrence of the specified element in this list. It returns -1 if the specified element is not present in this list.

Syntax

**public** **int** indexOf(Object o)

Parameters

The parameter 'o' represents the element to be searched.

Throws:

**ClassCastException**- If the type of the specified element is not compatible with this list.

**NullPointerException**- If the specified element is null and this list does not allow null elements.

Return

The indexOf() method returns the index of the first occurrence of the specified element if it is present in this list, else it returns -1.

Example 1

**import** java.util.LinkedList;

**import** java.util.List;

**public** **class** JavaListIndexOfExample1 {

**public** **static** **void** main(String[] args) {

        List<Integer> list= **new** LinkedList<>();

**for** (**int** i=0;i<6;i++){

list.add(i);

// returns the element at the specified position in this list

**int** value =list.indexOf(i);

System.out.println("Element stored at index "+i+" : "+value);

        }

    }

}

**Output:**

Element stored at index 0 : 0

Element stored at index 1 : 1

Element stored at index 2 : 2

Element stored at index 3 : 3

Element stored at index 4 : 4

Element stored at index 5 : 5

Example 2

**import** java.util.LinkedList;

**import** java.util.List;

**public** **class** JavaListIndexOfExample2 {

**public** **static** **void** main(String[] args) {

        List<Integer> list= **new** LinkedList<>();

list.add(**null**);

list.add(**null**);

list.add(**null**);

// returns -1 if the no value is present in the specified index

**int** value =list.indexOf(90);

System.out.println("Element stored at Index "+90+" : "+value);

    }

}

**Output:**

Element stored at Index 90 : -1

Example 3

**import** java.util.LinkedList;

**import** java.util.List;

**public** **class** JavaListIndexOfExample3 {

**public** **static** **void** main(String[] args) {

        List<Integer> list= **new** LinkedList<>();

list.add(67);

list.add(89);

// returns -1 if the no value is present in the specified index

**int** value =list.indexOf(**null**);

System.out.println("Element stored at "+**null**+" : "+value);

    }

}

**Output:**

Element stored at null : -1

isEmpty() Method

The **isEmpty()** method of List interface returns a Boolean value 'true' if this list contains no elements.

Syntax

**public** **boolean** isEmpty()

Specified By

isEmpty in interface Collection<E>

Return

The isEmpty () method returns the Boolean value 'true' if this list contains no elements, else it returns false.

Example 1

**import** java.util.LinkedList;

**import** java.util.List;

**public** **class** JavaListIsEmptyExample1 {

**public** **static** **void** main(String[] args) {

        List<Character> list = **new** LinkedList<Character>();

//this methods checks whether the invoked list is empty or not

Boolean bool = list.isEmpty();

**if**(bool){

System.out.println("Enter elements in this list as it is empty.");

        }

**else**{

System.out.println("Elements are already present in this list.\nList : "+list);

        }

    }

}

**Output:**

Enter elements as this list is empty.

Example 2

**import** java.util.LinkedList;

**import** java.util.List;

**public** **class** JavaListIsEmptyExample2 {

**public** **static** **void** main(String[] args) {

        List<Character> list = **new** LinkedList<Character>();

list.add(**null**);

//this methods checks whether the invoked list is empty or not

Boolean bool = list.isEmpty();

//even if there are null elements it will return false

**if**(bool){

System.out.println("Enter elements in this list as it is empty.");

        }

**else**{

System.out.println("Elements are already present in this list.\nList : "+list);

        }

    }

}

**Output:**

Elements are already present in this list.

List : [null]

join()

The **Java String class join()** method returns a string joined with a given delimiter. In the String join() method, the delimiter is copied for each element. The join() method is included in the Java string since JDK 1.8.

There are two types of join() methods in the Java String class.

Signature

The signature or syntax of the join() method is given below:

**public** **static** String join(CharSequence delimiter, CharSequence... elements)

and

**public** **static** String join(CharSequence delimiter, Iterable<? **extends** CharSequence> elements)

Parameters

**delimiter** : char value to be added with each element

**elements** : char value to be attached with delimiter

Returns

joined string with delimiter

Exception Throws

**NullPointerException** if element or delimiter is null.

Internal Implementation

// type - 1

**public** **static** String join(CharSequence delimiter, CharSequence... elements)

{

        Objects.requireNonNull(elements);

        Objects.requireNonNull(delimiter);

        StringJoiner jnr = **new** StringJoiner(delimiter);

**for** (CharSequence c: elements)

        {

            jnr.add(c);

        }

**return** jnr.toString();

}

// type - 2

**public** **static** String join(CharSequence delimiter, CharSequence... elements)

{

        Objects.requireNonNull(elements);

        Objects.requireNonNull(delimiter);

        StringJoiner jnr = **new** StringJoiner(delimiter);

**for** (CharSequence c: elements)

        {

            jnr.add(c);

        }

**return** jnr.toString();

}

**public** **static** String join(CharSequence delimiter, Iterable<? **extends** CharSequence> elements)

{

        Objects.requireNonNull(elements);

        Objects.requireNonNull(delimiter);

        StringJoiner jnr = **new** StringJoiner(delimiter);

**for** (CharSequence c: elements)

        {

            joiner.add(c);

        }

**return** jnr.toString();

    }

Java String join() Method Example

**FileName:** StringJoinExample.java

**public** **class** StringJoinExample{

**public** **static** **void** main(String args[]){

String joinString1=String.join("-","welcome","to","javatpoint");

System.out.println(joinString1);

}}

**Output:**

welcome-to-javatpoint

Java String join() Method Example 2

**FileName:** StringJoinExample2.java

**public** **class** StringJoinExample2 {

**public** **static** **void** main(String[] args) {

        String date = String.join("/","25","06","2018");

        System.out.print(date);

        String time = String.join(":", "12","10","10");

        System.out.println(" "+time);

    }

}

**Output:**

25/06/2018 12:10:10

Java String join() Method Example 3

In the case of using null as a delimiter, we get the null pointer exception. The following example confirms the same.

**FileName:** StringJoinExample3.java

**public** **class** StringJoinExample3

{

// main method

**public** **static** **void** main(String argvs[])

{

String str = **null**;

str = String.join(**null**, "abc", "bcd", "apple");

System.out.println(str);

}

}

**Output:**

Exception in thread "main" java.lang.NullPointerException

at java.base/java.util.Objects.requireNonNull(Objects.java:221)

at java.base/java.lang.String.join(String.java:2393)

at StringJoinExample3.main(StringJoinExample3.java:7)

However, if the elements that have to be attached with the delimiter are *null* then, we get the ambiguity. It is because there are two join() methods, and *null* is acceptable for both types of the join() method. Observe the following example.

**FileName:** StringJoinExample4.java

**public** **class** StringJoinExample4

{

// main method

**public** **static** **void** main(String argvs[])

{

String str = **null**;

str = String.join("India", **null**);

System.out.println(str);

}

}

**Output:**

/StringJoinExample4.java:7: error: reference to join is ambiguous

str = String.join("India", null);

^

both method join(CharSequence,CharSequence...) in String and method join(CharSequence,Iterable<? extends CharSequence>) in String match

/StringJoinExample4.java:7: warning: non-varargs call of varargs method with inexact argument type for last parameter;

str = String.join("India", null);

^

cast to CharSequence for a varargs call

cast to CharSequence[] for a non-varargs call and to suppress this warning

1 error

1 warning

AD

Java String join() Method Example 4

If the elements that have to be attached with the delimiter have some strings, in which a few of them are null, then the null elements are treated as a normal string, and we do not get any exception or error. Let's understand it through an example.

**FileName:** StringJoinExample5.java

**public** **class** StringJoinExample5

{

// main method

**public** **static** **void** main(String argvs[])

{

String str = **null**;

// one of the element is null however it will be treated as normal string

str = String.join("-", **null**, " wake up ", " eat ", " write content for JTP ", " eat ", " sleep ");

System.out.println(str);

}

}

**Output:**

null- wake up - eat - write content for JTP - eat - sleep

lastIndexOf() Method

The **lastIndexOf()** Java Vector class method is used to get the index of the last occurrence of the specified element in the vector. There are two different types of Java lastIndexOf() method which can be differentiated depending on its parameter. These are:

Java Vector lastIndexOf(Object o) Method

Java Vector lastIndexOf(Object o, int index) Method

lastIndexOf(Object o) Method:

It returns the index of the last occurrence of the specified element in this vector. If the element is not found, it returns -1.

lastIndexOf(Object o, int index> c) Method:

This method is used to get the index of the last occurrence of the specified element in this vector. It starts searching for an element in the backward direction from the specified index. If the element is not found, it returns -1.

Syntax

Following is the declaration of **lastIndexOf()** method:

**public** **int** lastIndexOf(Object obj)

**public** **int** lastIndexOf(Object obj, **int** index)

AD

Parameter

|  |  |  |
| --- | --- | --- |
| **Parameter** | **Description** | **Required/Optional** |
| index | It is an index where to start searching for an element in the backward direction. | Required |
| obj | It is an element to search for. | Required |

Return

The **lastIndexOf()** method returns the index of the last occurrence of the specified element in this vector or returns -1 if the vector does not contain the element.

Exceptions

**IndexOutOfBoundsException**- This method has thrown an exception if the index of an array is out of range i.e. (index >= size()).

Example 1

**import** java.util.\*;

**public** **class** VectorLastIndexOfExample1 {

**public** **static** **void** main(String arg[]) {

        //Create an empty Vector

        Vector < Integer > in = **new** Vector < > ();

        //Add elements in the vector

        in.add(100);

        in.add(200);

        in.add(300);

        in.add(100);

        in.add(400);

            //Obtain an index of last occurrence of the specified element

        System.out.println("Index of element is: " +in.lastIndexOf(100));

          }

}

**Output:**

Index of element is: 3

Example 2

**import** java.util.\*;

**public** **class** VectorLastIndexOfExample2 {

**public** **static** **void** main(String arg[]) {

        //Create an empty vector

          Vector<String> vec = **new** Vector<>(4);

          //Add elements in the vector

          vec.add("Java");

          vec.add("JavaScript");

          vec.add("Android");

          vec.add("Python");

            //Obtain an index of the last occurrence of the specified element

        System.out.println("Index of element is: " +vec.lastIndexOf("C"));

        System.out.println("The element is not found.");

          }

}

**Output:**

Index of element is: -1

The element is not found.

Example 3

**import** java.util.\*;

**public** **class** VectorLastIndexOfExample3 {

**public** **static** **void** main(String arg[]) {

        //Create a first empty vector

          Vector<String> vec = **new** Vector<>(4);

          //Add elements in the first vector

          vec.add("Facebook");

          vec.add("Whatsapp");

          vec.add("Twitter");

          vec.add("Instagram");

          vec.add("Skype");

            //This would start searching of element in the backward direction from index -2

        System.out.println("Index of element is found at: " +vec.lastIndexOf("Skype", 6));

    }

}

**Output:**

Exception in thread "main" java.lang.IndexOutOfBoundsException: 6 >= 5

at java.base/java.util.Vector.lastIndexOf(Vector.java:469)

at myPackage.VectorLastIndexOfExample3.main(VectorLastIndexOfExample3.java:14)

Example 4

**import** java.util.\*;

**public** **class** VectorLastIndexOfExample4 {

**public** **static** **void** main(String arg[]) {

        //Create an empty Vector

        Vector < Integer > in = **new** Vector < > ();

        //Add elements in the vector

        in.add(101);

        in.add(201);

        in.add(301);

        in.add(401);

        in.add(501);

            //This would start searching of element in the backward direction from index 3

       System.out.println("Index of element is found at: " +in.lastIndexOf(201, 3));

    }

}

**Output:**

Index of element is found at: 1

length()

The **Java String class length()** method finds the length of a string. The length of the Java string is the same as the Unicode code units of the string.

Signature

The signature of the string length() method is given below:

**public** **int** length()

Specified by

CharSequence interface

Returns

Length of characters. In other words, the total number of characters present in the string.

Internal implementation

**public** **int** length() {

**return** value.length;

  }

The String class internally uses a char[] array to store the characters. The length variable of the array is used to find the total number of elements present in the array. Since the Java String class uses this char[] array internally; therefore, the length variable can not be exposed to the outside world. Hence, the Java developers created the length() method, the exposes the value of the length variable. One can also think of the length() method as the getter() method, that provides a value of the class field to the user. The internal implementation clearly depicts that the length() method returns the value of then the length variable.

Java String length() method example

**FileName:** LengthExample.java

**public** **class** LengthExample{

**public** **static** **void** main(String args[]){

String s1="javatpoint";

String s2="python";

System.out.println("string length is: "+s1.length());//10 is the length of javatpoint string

System.out.println("string length is: "+s2.length());//6 is the length of python string

}}

**Output:**

string length is: 10

string length is: 6

Java String length() Method Example 2

Since the length() method gives the total number of characters present in the string; therefore, one can also check whether the given string is empty or not.

**FileName:** LengthExample2.java

**public** **class** LengthExample2 {

**public** **static** **void** main(String[] args) {

        String str = "Javatpoint";

**if**(str.length()>0) {

            System.out.println("String is not empty and length is: "+str.length());

        }

        str = "";

**if**(str.length()==0) {

            System.out.println("String is empty now: "+str.length());

        }

    }

}

**Output:**

String is not empty and length is: 10

String is empty now: 0

Java String length() Method Example 3

The length() method is also used to reverse the string.

**FileName:** LengthExample3.java

**class** LengthExample3

{

// main method

**public** **static** **void** main(String argvs[])

{

String str = "Welcome To JavaTpoint";

**int** size = str.length();

System.out.println("Reverse of the string: " + "'" + str + "'" + " is");

**for**(**int** i = 0; i < size; i++)

{

// printing in reverse order

System.out.print(str.charAt(str.length() - i - 1));

}

}

}

**Output:**

Reverse of the string: 'Welcome To JavaTpoint' is

tniopTavaJ oT emocleW

AD

Java String length() Method Example 4

The length() method can also be used to find only the white spaces present in the string. Observe the following example.

**FileName:** LengthExample4.java

**public** **class** LengthExample4

{

// main method

**public** **static** **void** main(String argvs[])

{

String str = " Welcome To JavaTpoint ";

**int** sizeWithWhiteSpaces = str.length();

System.out.println("In the string: " + "'" + str + "'");

str = str.replace(" ", "");

**int** sizeWithoutWhiteSpaces = str.length();

// calculating the white spaces

**int** noOfWhieSpaces = sizeWithWhiteSpaces - sizeWithoutWhiteSpaces;

System.out.print("Total number of whitespaces present are: " + noOfWhieSpaces);

}

}

**Output:**

In the string: ' Welcome To JavaTpoint '

Total number of whitespaces present are: 4

substring()

The **Java String class substring()** method returns a part of the string.

We pass beginIndex and endIndex number position in the Java substring method where beginIndex is inclusive, and endIndex is exclusive. In other words, the beginIndex starts from 0, whereas the endIndex starts from 1.

There are two types of substring methods in Java string.

Signature

1. **public** String substring(**int** startIndex)  // type - 1
2. and
3. **public** String substring(**int** startIndex, **int** endIndex)  // type - 2

If we don't specify endIndex, the method will return all the characters from startIndex.

Parameters

**startIndex** : starting index is inclusive

**endIndex** : ending index is exclusive

Returns

specified string

Exception Throws

**StringIndexOutOfBoundsException** is thrown when any one of the following conditions is met.

* if the start index is negative value
* end index is lower than starting index.
* Either starting or ending index is greater than the total number of characters present in the string.

Internal implementation substring(int beginIndex)

**public** String substring(**int** beginIndex) {

**if** (beginIndex < 0) {

**throw** **new** StringIndexOutOfBoundsException(beginIndex);

       }

**int** subLen = value.length - beginIndex;

**if** (subLen < 0) {

**throw** **new** StringIndexOutOfBoundsException(subLen);

       }

**return** (beginIndex == 0) ? **this** : **new** String(value, beginIndex, subLen);

   }

Internal implementation substring(int beginIndex, int endIndex)

**public** String substring(**int** beginIndex, **int** endIndex)

{

**if** (beginIndex < 0)

{

**throw** **new** StringIndexOutOfBoundsException(beginIndex);

}

**if** (endIndex > value.length)

{

**throw** **new** StringIndexOutOfBoundsException(endIndex);

}

**int** subLen = endIndex - beginIndex;

**if** (subLen < 0)

{

**throw** **new** StringIndexOutOfBoundsException(subLen);

}

**return** ((beginIndex == 0) && (endIndex == value.length)) ? **this** : **new** String(value, beginIndex, subLen);

}

Java String substring() method example

**FileName:** SubstringExample.java

**public** **class** SubstringExample{

**public** **static** **void** main(String args[]){

String s1="javatpoint";

System.out.println(s1.substring(2,4));//returns va

System.out.println(s1.substring(2));//returns vatpoint

}}

[**Test it Now**](https://www.javatpoint.com/opr/test.jsp?filename=SubstringExample)

**Output:**

va

vatpoint

Java String substring() Method Example 2

**FileName:** SubstringExample2.java

**public** **class** SubstringExample2 {

**public** **static** **void** main(String[] args) {

        String s1="Javatpoint";

        String substr = s1.substring(0); // Starts with 0 and goes to end

        System.out.println(substr);

        String substr2 = s1.substring(5,10); // Starts from 5 and goes to 10

        System.out.println(substr2);

        String substr3 = s1.substring(5,15); // Returns Exception

    }

}

**Output:**

Javatpoint

point

Exception in thread "main" java.lang.StringIndexOutOfBoundsException: begin 5, end 15, length 10

Applications of substring() Method

1) The substring() method can be used to do some prefix or suffix extraction. For example, we can have a list of names, and it is required to filter out names with surname as "singh". The following program shows the same.

**FileName:** SubstringExample3.java

**public** **class** SubstringExample3

{

// main method

**public** **static** **void** main(String argvs[])

{

String str[] =

{

"Praveen Kumar",

"Yuvraj Singh",

"Harbhajan Singh",

"Gurjit Singh",

"Virat Kohli",

"Rohit Sharma",

"Sandeep Singh",

"Milkha Singh"

};

String surName = "Singh";

**int** surNameSize = surName.length();

**int** size = str.length;

**for**(**int** j = 0; j < size; j++)

{

**int** length = str[j].length();

    // extracting the surname

    String subStr = str[j].substring(length - surNameSize);

    // checks whether the surname is equal to "Singh" or not

**if**(subStr.equals(surName))

    {

        System.out.println(str[j]);

    }

}

}

}

**Output:**

Yuvraj Singh

Harbhajan Singh

Gurjit Singh

Sandeep Singh

Milkha Singh

2) The substring() method can also be used to check whether a string is a palindrome or not.

**FileName:** SubstringExample4.java

**public** **class** SubstringExample4

{

**public** **boolean** isPalindrome(String str)

{

**int** size = str.length();

// handling the base case

**if**(size == 0 || size == 1)

{

// an empty string

// or a string of only one character

// is always a palindrome

**return** **true**;

}

String f = str.substring(0, 1);

String l = str.substring(size - 1);

// comparing first and the last character of the string

**if**(l.equals(f))

{

// recursively finding the solution using the substring() method

// reducing the number of characters of the by 2 for the next recursion

**return** isPalindrome(str.substring(1, size - 1));

}

**return** **false**;

}

// main method

**public** **static** **void** main(String argvs[])

{

// instantiating the class SubstringExample4

SubstringExample4 obj = **new** SubstringExample4();

String str[] =

{

"madam",

"rock",

"eye",

"noon",

"kill"

};

**int** size = str.length;

**for**(**int** j = 0; j < size; j++)

{

**if**(obj.isPalindrome(str[j]))

{

System.out.println(str[j] + " is a palindrome.");

}

**else**

{

System.out.println(str[j] + " is not a palindrome.");

}

}

}

}

**Output:**

madam is a palindrome.

rock is not a palindrome.

eye is a palindrome.

noon is a palindrome.

kill is not a palindrome.

split()

The **java string split()** method splits this string against given regular expression and returns a char array.

Internal implementation

**public** String[] split(String regex, **int** limit) {

        /\* fastpath if the regex is a

         (1)one-char String and this character is not one of the

            RegEx's meta characters ".$|()[{^?\*+\\", or

         (2)two-char String and the first char is the backslash and

            the second is not the ascii digit or ascii letter.

         \*/

**char** ch = 0;

**if** (((regex.value.length == 1 &&

             ".$|()[{^?\*+\\".indexOf(ch = regex.charAt(0)) == -1) ||

             (regex.length() == 2 &&

              regex.charAt(0) == '\\' &&

              (((ch = regex.charAt(1))-'0')|('9'-ch)) < 0 &&

              ((ch-'a')|('z'-ch)) < 0 &&

              ((ch-'A')|('Z'-ch)) < 0)) &&

            (ch < Character.MIN\_HIGH\_SURROGATE ||

             ch > Character.MAX\_LOW\_SURROGATE))

        {

**int** off = 0;

**int** next = 0;

**boolean** limited = limit > 0;

            ArrayList<String> list = **new** ArrayList<>();

**while** ((next = indexOf(ch, off)) != -1) {

**if** (!limited || list.size() < limit - 1) {

                    list.add(substring(off, next));

                    off = next + 1;

                } **else** {    // last one

                    //assert (list.size() == limit - 1);

                    list.add(substring(off, value.length));

                    off = value.length;

**break**;

                }

            }

            // If no match was found, return this

**if** (off == 0)

**return** **new** String[]{**this**};

            // Add remaining segment

**if** (!limited || list.size() < limit)

                list.add(substring(off, value.length));

            // Construct result

**int** resultSize = list.size();

**if** (limit == 0)

**while** (resultSize > 0 && list.get(resultSize - 1).length() == 0)

                    resultSize--;

            String[] result = **new** String[resultSize];

**return** list.subList(0, resultSize).toArray(result);

        }

**return** Pattern.compile(regex).split(**this**, limit);

    }

Signature

There are two signature for split() method in java string.

1. **public** String split(String regex)
2. and,
3. **public** String split(String regex, **int** limit)

Parameter

**regex** : regular expression to be applied on string.

**limit** : limit for the number of strings in array. If it is zero, it will returns all the strings matching regex.

Returns

array of strings

Throws

**PatternSyntaxException** if pattern for regular expression is invalid

Since

1.4

Java String split() method example

The given example returns total number of words in a string excluding space only. It also includes special characters.

**public** **class** SplitExample{

**public** **static** **void** main(String args[]){

String s1="java string split method by javatpoint";

String[] words=s1.split("\\s");//splits the string based on whitespace

//using java foreach loop to print elements of string array

**for**(String w:words){

System.out.println(w);

}

}}

[**Test it Now**](https://www.javatpoint.com/opr/test.jsp?filename=SplitExample)

java

string

split

method

by

javatpoint

Java String split() method with regex and length example

**public** **class** SplitExample2{

**public** **static** **void** main(String args[]){

String s1="welcome to split world";

System.out.println("returning words:");

**for**(String w:s1.split("\\s",0)){

System.out.println(w);

}

System.out.println("returning words:");

**for**(String w:s1.split("\\s",1)){

System.out.println(w);

}

System.out.println("returning words:");

**for**(String w:s1.split("\\s",2)){

System.out.println(w);

}

}}

[**Test it Now**](https://www.javatpoint.com/opr/test.jsp?filename=SplitExample2)

returning words:

welcome

to

split

world

returning words:

welcome to split world

returning words:

welcome

to split world

Java String split() method with regex and length example 2

Here, we are passing split limit as a second argument to this function. This limits the number of splitted strings.

**public** **class** SplitExample3 {

**public** **static** **void** main(String[] args) {

        String str = "Javatpointtt";

        System.out.println("Returning words:");

        String[] arr = str.split("t", 0);

**for** (String w : arr) {

            System.out.println(w);

        }

        System.out.println("Split array length: "+arr.length);

    }

}

Returning words:

Java

poin

Split array length: 2

# trim()

The **Java String class trim()** method eliminates leading and trailing spaces. The Unicode value of space character is '\u0020'. The trim() method in Java string checks this Unicode value before and after the string, if it exists then the method removes the spaces and returns the omitted string.

The string trim() method doesn't omit middle spaces.

Signature

The signature or syntax of the String class trim() method is given below:

1. **public** String trim()

Returns

string with omitted leading and trailing spaces

Internal implementation

**public** String trim() {

**int** len = value.length;

**int** st = 0;

**char**[] val = value;    /\* avoid getfield opcode \*/

**while** ((st < len) && (val[st] <= ' ')) {

            st++;

        }

**while** ((st < len) && (val[len - 1] <= ' ')) {

            len--;

        }

**return** ((st > 0) || (len < value.length)) ? substring(st, len) : **this**;

    }

Java String trim() Method Example

**FileName:** StringTrimExample.java

**public** **class** StringTrimExample{

**public** **static** **void** main(String args[]){

String s1="  hello string   ";

System.out.println(s1+"javatpoint");//without trim()

System.out.println(s1.trim()+"javatpoint");//with trim()

}}

[**Test it Now**](https://www.javatpoint.com/opr/test.jsp?filename=StringTrimExample)

**Output**

hello string javatpoint

hello stringjavatpoint

Java String trim() Method Example 2

The example demonstrates the use of the trim() method. This method removes all the trailing spaces so the length of the string also reduces. Let's see an example.

**FileName:** StringTrimExample2.java

**public** **class** StringTrimExample2 {

**public** **static** **void** main(String[] args) {

        String s1 ="  hello java string   ";

        System.out.println(s1.length());

        System.out.println(s1); //Without trim()

        String tr = s1.trim();

        System.out.println(tr.length());

        System.out.println(tr); //With trim()

    }

}

**Output**

22

hello java string

17

hello java string

Java String trim() Method Example 3

The trim() can be used to check whether the string only contains white spaces or not. The following example shows the same.

**FileName:** TrimExample3.java

**public** **class** TrimExample3

{

// main method

**public** **static** **void** main(String argvs[])

{

String str = " abc ";

**if**((str.trim()).length() > 0)

{

System.out.println("The string contains characters other than white spaces \n");

}

**else**

{

System.out.println("The string contains only white spaces \n");

}

str = "    ";

**if**((str.trim()).length() > 0)

{

System.out.println("The string contains characters other than white spaces \n");

}

**else**

{

System.out.println("The string contains only white spaces \n");

}

}

}

**Output**

The string contains characters other than white spaces

The string contains only white spaces

AD

Java String trim() Method Example 4

Since strings in Java are immutable; therefore, when the trim() method manipulates the string by trimming the whitespaces, it returns a new string. If the manipulation is not done by the trim() method, then the reference of the same string is returned. Observe the following example.

**FileName:** TrimExample4.java

**public** **class** TrimExample4

{

// main method

**public** **static** **void** main(String argvs[])

{

// the string contains white spaces

// therefore, trimming the spaces leads to the

// generation of new string

String str = " abc ";

// str1 stores a new string

String str1 = str.trim();

// the hashcode of str and str1 is different

System.out.println(str.hashCode());

System.out.println(str1.hashCode() + "\n");

// no white space present in the string s

// therefore, the reference of the s is returned

// when the trim() method is invoked

String s = "xyz";

String s1 = s.trim();

// the hashcode of s and s1 is the same

System.out.println(s.hashCode());

System.out.println(s1.hashCode());

}

}

**Output**

The string contains characters other than white spaces

The string contains only white spaces

Java StringBuffer Class

Java StringBuffer class is used to create mutable (modifiable) String objects. The StringBuffer class in Java is the same as String class except it is mutable i.e. it can be changed.

Note: Java StringBuffer class is thread-safe i.e. multiple threads cannot access it simultaneously. So it is safe and will result in an order.

Important Constructors of StringBuffer Class

|  |  |
| --- | --- |
| **Constructor** | **Description** |
| StringBuffer() | It creates an empty String buffer with the initial capacity of 16. |
| StringBuffer(String str) | It creates a String buffer with the specified string.. |
| StringBuffer(int capacity) | It creates an empty String buffer with the specified capacity as length. |

What is a mutable String?

A String that can be modified or changed is known as mutable String. StringBuffer and StringBuilder classes are used for creating mutable strings.

1) StringBuffer Class append() Method

The append() method concatenates the given argument with this String.

**StringBufferExample.java**

**class** StringBufferExample{

**public** **static** **void** main(String args[]){

StringBuffer sb=**new** StringBuffer("Hello ");

sb.append("Java");//now original string is changed

System.out.println(sb);//prints Hello Java

}

}

**Output:**

Hello Java

2) StringBuffer insert() Method

The insert() method inserts the given String with this string at the given position.

**StringBufferExample2.java**

**class** StringBufferExample2{

**public** **static** **void** main(String args[]){

StringBuffer sb=**new** StringBuffer("Hello ");

sb.insert(1,"Java");//now original string is changed

System.out.println(sb);//prints HJavaello

}

}

**Output:**

HJavaello

3) StringBuffer replace() Method

The replace() method replaces the given String from the specified beginIndex and endIndex.

**StringBufferExample3.java**

**class** StringBufferExample3{

**public** **static** **void** main(String args[]){

StringBuffer sb=**new** StringBuffer("Hello");

sb.replace(1,3,"Java");

System.out.println(sb);//prints HJavalo

}

}

**Output:**

HJavalo

4) StringBuffer delete() Method

The delete() method of the StringBuffer class deletes the String from the specified beginIndex to endIndex.

**StringBufferExample4.java**

**class** StringBufferExample4{

**public** **static** **void** main(String args[]){

StringBuffer sb=**new** StringBuffer("Hello");

sb.delete(1,3);

System.out.println(sb);//prints Hlo

}

}

**Output:**

Hlo

5) StringBuffer reverse() Method

The reverse() method of the StringBuilder class reverses the current String.

**StringBufferExample5.java**

**class** StringBufferExample5{

**public** **static** **void** main(String args[]){

StringBuffer sb=**new** StringBuffer("Hello");

sb.reverse();

System.out.println(sb);//prints olleH

}

}

**Output:**

olleH

6) StringBuffer capacity() Method

The capacity() method of the StringBuffer class returns the current capacity of the buffer. The default capacity of the buffer is 16. If the number of character increases from its current capacity, it increases the capacity by (oldcapacity\*2)+2. For example if your current capacity is 16, it will be (16\*2)+2=34.

**StringBufferExample6.java**

**class** StringBufferExample6{

**public** **static** **void** main(String args[]){

StringBuffer sb=**new** StringBuffer();

System.out.println(sb.capacity());//default 16

sb.append("Hello");

System.out.println(sb.capacity());//now 16

sb.append("java is my favourite language");

System.out.println(sb.capacity());//now (16\*2)+2=34 i.e (oldcapacity\*2)+2

}

}

**Output:**

16

16

34

7) StringBuffer ensureCapacity() method

The ensureCapacity() method of the StringBuffer class ensures that the given capacity is the minimum to the current capacity. If it is greater than the current capacity, it increases the capacity by (oldcapacity\*2)+2. For example if your current capacity is 16, it will be (16\*2)+2=34.

**StringBufferExample7.java**

**class** StringBufferExample7{

**public** **static** **void** main(String args[]){

StringBuffer sb=**new** StringBuffer();

System.out.println(sb.capacity());//default 16

sb.append("Hello");

System.out.println(sb.capacity());//now 16

sb.append("java is my favourite language");

System.out.println(sb.capacity());//now (16\*2)+2=34 i.e (oldcapacity\*2)+2

sb.ensureCapacity(10);//now no change

System.out.println(sb.capacity());//now 34

sb.ensureCapacity(50);//now (34\*2)+2

System.out.println(sb.capacity());//now 70

}

}

**Output:**

16

16

34

34

70

# Exception Handling in Java

The **Exception Handling in Java** is one of the powerful mechanism to handle the runtime errors so that the normal flow of the application can be maintained.

In this tutorial, we will learn about Java exceptions, it's types, and the difference between checked and unchecked exceptions.

## What is Exception in Java?

**Dictionary Meaning:** Exception is an abnormal condition.

In Java, an exception is an event that disrupts the normal flow of the program. It is an object which is thrown at runtime.

## What is Exception Handling?

Exception Handling is a mechanism to handle runtime errors such as ClassNotFoundException, IOException, SQLException, RemoteException, etc.

### Advantage of Exception Handling

The core advantage of exception handling is **to maintain the normal flow of the application**. An exception normally disrupts the normal flow of the application; that is why we need to handle exceptions. Let's consider a scenario:

1. statement 1;
2. statement 2;
3. statement 3;
4. statement 4;
5. statement 5;//exception occurs
6. statement 6;
7. statement 7;
8. statement 8;
9. statement 9;
10. statement 10;

Suppose there are 10 statements in a Java program and an exception occurs at statement 5; the rest of the code will not be executed, i.e., statements 6 to 10 will not be executed. However, when we perform exception handling, the rest of the statements will be executed. That is why we use exception handling in [Java](https://www.javatpoint.com/java-tutorial).

Do You Know?

|  |
| --- |
| * What is the difference between checked and unchecked exceptions? * What happens behind the code int data=50/0;? * Why use multiple catch block? * Is there any possibility when the finally block is not executed? * What is exception propagation? * What is the difference between the throw and throws keyword? * What are the 4 rules for using exception handling with method overriding? |

## Hierarchy of Java Exception classes

The java.lang.Throwable class is the root class of Java Exception hierarchy inherited by two subclasses: Exception and Error. The hierarchy of Java Exception classes is given below:
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### Types of Java Exceptions

There are mainly two types of exceptions: checked and unchecked. An error is considered as the unchecked exception. However, according to Oracle, there are three types of exceptions namely:

1. Checked Exception
2. Unchecked Exception
3. Error
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## Difference between Checked and Unchecked Exceptions

### 1) Checked Exception

The classes that directly inherit the Throwable class except RuntimeException and Error are known as checked exceptions. For example, IOException, SQLException, etc. Checked exceptions are checked at compile-time.

### 2) Unchecked Exception

The classes that inherit the RuntimeException are known as unchecked exceptions. For example, ArithmeticException, NullPointerException, ArrayIndexOutOfBoundsException, etc. Unchecked exceptions are not checked at compile-time, but they are checked at runtime.

### 3) Error

Error is irrecoverable. Some example of errors are OutOfMemoryError, VirtualMachineError, AssertionError etc.

## Java Exception Keywords

Java provides five keywords that are used to handle the exception. The following table describes each.

|  |  |
| --- | --- |
| **Keyword** | **Description** |
| try | The "try" keyword is used to specify a block where we should place an exception code. It means we can't use try block alone. The try block must be followed by either catch or finally. |
| catch | The "catch" block is used to handle the exception. It must be preceded by try block which means we can't use catch block alone. It can be followed by finally block later. |
| finally | The "finally" block is used to execute the necessary code of the program. It is executed whether an exception is handled or not. |
| throw | The "throw" keyword is used to throw an exception. |
| throws | The "throws" keyword is used to declare exceptions. It specifies that there may occur an exception in the method. It doesn't throw an exception. It is always used with method signature. |

## Java Exception Handling Example

Let's see an example of Java Exception Handling in which we are using a try-catch statement to handle the exception.

**JavaExceptionExample.java**

**public** **class** JavaExceptionExample{

**public** **static** **void** main(String args[]){

**try**{

      //code that may raise exception

**int** data=100/0;

   }**catch**(ArithmeticException e){System.out.println(e);}

   //rest code of the program

   System.out.println("rest of the code...");

  }

}

**Output:**

Exception in thread main java.lang.ArithmeticException:/ by zero

rest of the code...

In the above example, 100/0 raises an ArithmeticException which is handled by a try-catch block.

## Common Scenarios of Java Exceptions

There are given some scenarios where unchecked exceptions may occur. They are as follows:

### 1) A scenario where ArithmeticException occurs

If we divide any number by zero, there occurs an ArithmeticException.

1. **int** a=50/0;//ArithmeticException

### 2) A scenario where NullPointerException occurs

If we have a null value in any [variable](https://www.javatpoint.com/java-variables), performing any operation on the variable throws a NullPointerException.

1. String s=**null**;
2. System.out.println(s.length());//NullPointerException

### 3) A scenario where NumberFormatException occurs

If the formatting of any variable or number is mismatched, it may result into NumberFormatException. Suppose we have a [string](https://www.javatpoint.com/java-string) variable that has characters; converting this variable into digit will cause NumberFormatException.

1. String s="abc";
2. **int** i=Integer.parseInt(s);//NumberFormatException

### 4) A scenario where ArrayIndexOutOfBoundsException occurs

When an array exceeds to it's size, the ArrayIndexOutOfBoundsException occurs. there may be other reasons to occur ArrayIndexOutOfBoundsException. Consider the following statements.

1. **int** a[]=**new** **int**[5];
2. a[10]=50; //ArrayIndexOutOfBoundsException

# Types of Exception in Java

In Java, **exception** is an event that occurs during the execution of a program and disrupts the normal flow of the program's instructions. Bugs or errors that we don't want and restrict our program's normal execution of code are referred to as **exceptions**. In this section, we will focus on the **types of exceptions in Java** and the differences between the two.

Exceptions can be categorized into two ways:

1. Built-in Exceptions
   * Checked Exception
   * Unchecked Exception
2. User-Defined Exceptions
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## Built-in Exception

[Exceptions](https://www.javatpoint.com/exception-handling-in-java) that are already available in **Java libraries** are referred to as **built-in exception**. These exceptions are able to define the error situation so that we can understand the reason of getting this error. It can be categorized into two broad categories, i.e., **checked exceptions** and **unchecked exception**.

### Checked Exception

**Checked** exceptions are called **compile-time** exceptions because these exceptions are checked at compile-time by the compiler. The compiler ensures whether the programmer handles the exception or not. The programmer should have to handle the exception; otherwise, the system has shown a compilation error.

**CheckedExceptionExample.java**

**import** java.io.\*;

**class** CheckedExceptionExample {

**public** **static** **void** main(String args[]) {

        FileInputStream file\_data = **null**;

        file\_data = **new** FileInputStream("C:/Users/ajeet/OneDrive/Desktop/Hello.txt");

**int** m;

**while**(( m = file\_data.read() ) != -1) {

            System.out.print((**char**)m);

        }

        file\_data.close();

    }

}

In the above code, we are trying to read the **Hello.txt** file and display its data or content on the screen. The program throws the following exceptions:

1. The **FileInputStream(File filename)** constructor throws the **FileNotFoundException** that is checked exception.
2. The **read()** method of the **FileInputStream** class throws the **IOException**.
3. The **close()** method also throws the IOException.

**Output:**
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### How to resolve the error?

There are basically two ways through which we can solve these errors.

1) The exceptions occur in the main method. We can get rid from these compilation errors by declaring the exception in the main method using **the throws** We only declare the IOException, not FileNotFoundException, because of the child-parent relationship. The IOException class is the parent class of FileNotFoundException, so this exception will automatically cover by IOException. We will declare the exception in the following way:

1. **class** Exception{
2. **public** **static** **void** main(String args[])  **throws** IOException {
3. ...
4. ...
5. }

If we compile and run the code, the errors will disappear, and we will see the data of the file.
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2) We can also handle these exception using **try-catch** However, the way which we have used above is not correct. We have to a give meaningful message for each exception type. By doing that it would be easy to understand the error. We will use the try-catch block in the following way:

**Exception.java**

**import** java.io.\*;

**class** Exception{

**public** **static** **void** main(String args[]) {

        FileInputStream file\_data = **null**;

**try**{

            file\_data = **new** FileInputStream("C:/Users/ajeet/OneDrive/Desktop/programs/Hell.txt");

        }**catch**(FileNotFoundException fnfe){

            System.out.println("File Not Found!");

        }

**int** m;

**try**{

**while**(( m = file\_data.read() ) != -1) {

                System.out.print((**char**)m);

            }

            file\_data.close();

        }**catch**(IOException ioe){

            System.out.println("I/O error occurred: "+ioe);

        }

    }

}

We will see a proper error message **"File Not Found!"** on the console because there is no such file in that location.
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### Unchecked Exceptions

The **unchecked** exceptions are just opposite to the **checked** exceptions. The compiler will not check these exceptions at compile time. In simple words, if a program throws an unchecked exception, and even if we didn't handle or declare it, the program would not give a compilation error. Usually, it occurs when the user provides bad data during the interaction with the program.

#### Note: The RuntimeException class is able to resolve all the unchecked exceptions because of the child-parent relationship.

**UncheckedExceptionExample1.java**

**class** UncheckedExceptionExample1 {

**public** **static** **void** main(String args[])

   {

**int** postive = 35;

**int** zero = 0;

**int** result = positive/zero;

    //Give Unchecked Exception here.

System.out.println(result);

   }

}

In the above program, we have divided 35 by 0. The code would be compiled successfully, but it will throw an ArithmeticException error at runtime. On dividing a number by 0 throws the divide by zero exception that is a uncheck exception.

**Output:**
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**UncheckedException1.java**

**class** UncheckedException1 {

**public** **static** **void** main(String args[])

   {

**int** num[] ={10,20,30,40,50,60};

    System.out.println(num[7]);

   }

}

**Output:**
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In the above code, we are trying to get the element located at position 7, but the length of the array is 6. The code compiles successfully, but throws the ArrayIndexOutOfBoundsException at runtime.

## User-defined Exception

In [Java](https://www.javatpoint.com/java-tutorial), we already have some built-in exception classes like [**ArrayIndexOutOfBoundsException**](https://www.javatpoint.com/arrayindexoutofboundsexception-in-java)**, NullPointerException**, and **ArithmeticException**. These exceptions are restricted to trigger on some predefined conditions. In Java, we can write our own exception class by extends the Exception class. We can throw our own exception on a particular condition using the throw keyword. For creating a user-defined exception, we should have basic knowledge of **the**[**try-catch**](https://www.javatpoint.com/try-catch-block) block and [**throw** keyword](https://www.javatpoint.com/throw-keyword).

Let's write a [Java program](https://www.javatpoint.com/java-programs) and create user-defined exception.

**UserDefinedException.java**

**import** java.util.\*;

**class** UserDefinedException{

**public** **static** **void** main(String args[]){

**try**{

**throw** **new** NewException(5);

        }

**catch**(NewException ex){

            System.out.println(ex) ;

        }

    }

}

**class** NewException **extends** Exception{

**int** x;

    NewException(**int** y) {

        x=y;

    }

**public** String toString(){

**return** ("Exception value =  "+x) ;

    }

}

**Output:**

![Types of Exception in Java](data:image/png;base64,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)

**Description:**

In the above code, we have created two classes, i.e., **UserDefinedException** and **NewException**. The **UserDefinedException** has our main method, and the **NewException** class is our user-defined exception class, which extends **exception**. In the **NewException** class, we create a variable **x** of type integer and assign a value to it in the constructor. After assigning a value to that variable, we return the exception message.

In the **UserDefinedException** class, we have added a **try-catch** block. In the try section, we throw the exception, i.e., **NewException** and pass an integer to it. The value will be passed to the NewException class and return a message. We catch that message in the catch block and show it on the screen.

## Difference Between Checked and Unchecked Exception

|  |  |  |
| --- | --- | --- |
| **S.No** | **Checked Exception** | **Unchecked Exception** |
| 1. | These exceptions are checked at compile time. These exceptions are handled at compile time too. | These exceptions are just opposite to the checked exceptions. These exceptions are not checked and handled at compile time. |
| 2. | These exceptions are direct subclasses of exception but not extended from RuntimeException class. | They are the direct subclasses of the RuntimeException class. |
| 3. | The code gives a compilation error in the case when a method throws a checked exception. The compiler is not able to handle the exception on its own. | The code compiles without any error because the exceptions escape the notice of the compiler. These exceptions are the results of user-created errors in programming logic. |
| 4. | These exceptions mostly occur when the probability of failure is too high. | These exceptions occur mostly due to programming mistakes. |
| 5. | Common checked exceptions include IOException, DataAccessException, InterruptedException, etc. | Common unchecked exceptions include ArithmeticException, InvalidClassException, NullPointerException, etc. |
| 6. | These exceptions are propagated using the throws keyword. | These are automatically propagated. |
| 7. | It is required to provide the try-catch and try-finally block to handle the checked exception. | In the case of unchecked exception it is not mandatory. |

Bugs or errors that we don't want and restrict the normal execution of the programs are referred to as **exceptions**.

**ArithmeticException, ArrayIndexOutOfBoundExceptions, ClassNotFoundExceptions** etc. are come in the category of **Built-in Exception**. Sometimes, the built-in exceptions are not sufficient to explain or describe certain situations. For describing these situations, we have to create our own exceptions by creating an exception class as a subclass of the **Exception** class. These types of exceptions come in the category of **User-Defined Exception**.

# Difference between throw and throws in Java

The throw and throws is the concept of exception handling where the throw keyword throw the exception explicitly from a method or a block of code whereas the throws keyword is used in signature of the method.

There are many differences between [throw](https://www.javatpoint.com/throw-keyword) and [throws](https://www.javatpoint.com/throws-keyword-and-difference-between-throw-and-throws) keywords. A list of differences between throw and throws are given below:

|  |  |  |  |
| --- | --- | --- | --- |
| **Sr. no.** | **Basis of Differences** | **throw** | **throws** |
| 1. | Definition | Java throw keyword is used throw an exception explicitly in the code, inside the function or the block of code. | Java throws keyword is used in the method signature to declare an exception which might be thrown by the function while the execution of the code. |
| 2. | Type of exception Using throw keyword, we can only propagate unchecked exception i.e., the checked exception cannot be propagated using throw only. | Using throws keyword, we can declare both checked and unchecked exceptions. However, the throws keyword can be used to propagate checked exceptions only. |  |
| 3. | Syntax | The throw keyword is followed by an instance of Exception to be thrown. | The throws keyword is followed by class names of Exceptions to be thrown. |
| 4. | Declaration | throw is used within the method. | throws is used with the method signature. |
| 5. | Internal implementation | We are allowed to throw only one exception at a time i.e. we cannot throw multiple exceptions. | We can declare multiple exceptions using throws keyword that can be thrown by the method. For example, main() throws IOException, SQLException. |

## Java throw Example

**TestThrow.java**

**public** **class** TestThrow {

    //defining a method

**public** **static** **void** checkNum(**int** num) {

**if** (num < 1) {

**throw** **new** ArithmeticException("\nNumber is negative, cannot calculate square");

        }

**else** {

            System.out.println("Square of " + num + " is " + (num\*num));

        }

    }

    //main method

**public** **static** **void** main(String[] args) {

            TestThrow obj = **new** TestThrow();

            obj.checkNum(-3);

            System.out.println("Rest of the code..");

    }

}

**Output:**

Play Video

![Difference between throw and throws in Java](data:image/png;base64,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)

## Java throws Example

**TestThrows.java**

**public** **class** TestThrows {

    //defining a method

**public** **static** **int** divideNum(**int** m, **int** n) **throws** ArithmeticException {

**int** div = m / n;

**return** div;

    }

    //main method

**public** **static** **void** main(String[] args) {

        TestThrows obj = **new** TestThrows();

**try** {

            System.out.println(obj.divideNum(45, 0));

        }

**catch** (ArithmeticException e){

            System.out.println("\nNumber cannot be divided by 0");

        }

        System.out.println("Rest of the code..");

    }

}

**Output:**

![Difference between throw and throws in Java](data:image/png;base64,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)

## Java throw and throws Example

**TestThrowAndThrows.java**

**public** **class** TestThrowAndThrows

{

    // defining a user-defined method

    // which throws ArithmeticException

**static** **void** method() **throws** ArithmeticException

    {

        System.out.println("Inside the method()");

**throw** **new** ArithmeticException("throwing ArithmeticException");

    }

    //main method

**public** **static** **void** main(String args[])

    {

**try**

        {

            method();

        }

**catch**(ArithmeticException e)

        {

            System.out.println("caught in main() method");

        }

    }

}

**Output:**

![Difference between throw and throws in Java](data:image/png;base64,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)

Java finally block

**Java finally block** is a block used to execute important code such as closing the connection, etc.

Java finally block is always executed whether an exception is handled or not. Therefore, it contains all the necessary statements that need to be printed regardless of the exception occurs or not.

The finally block follows the try-catch block.

Flowchart of finally block

![Java finally block](data:image/png;base64,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)

Note: If you don't handle the exception, before terminating the program, JVM executes finally block (if any).

Why use Java finally block?

* finally block in Java can be used to put "**cleanup**" code such as closing a file, closing connection, etc.
* The important statements to be printed can be placed in the finally block.

Usage of Java finally

Case 1: When an exception does not occur

Let's see the below example where the Java program does not throw any exception, and the finally block is executed after the try block.

**TestFinallyBlock.java**

**class** TestFinallyBlock {

**public** **static** **void** main(String args[]){

**try**{

//below code do not throw any exception

**int** data=25/5;

   System.out.println(data);

  }

//catch won't be executed

**catch**(NullPointerException e){

System.out.println(e);

}

//executed regardless of exception occurred or not

**finally** {

System.out.println("finally block is always executed");

}

System.out.println("rest of phe code...");

  }

}

**Output:**

![Java finally block](data:image/png;base64,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)

Case 2: When an exception occurr but not handled by the catch block

Let's see the the fillowing example. Here, the code throws an exception however the catch block cannot handle it. Despite this, the finally block is executed after the try block and then the program terminates abnormally.

**TestFinallyBlock1.java**

**public** **class** TestFinallyBlock1{

**public** **static** **void** main(String args[]){

**try** {

        System.out.println("Inside the try block");

        //below code throws divide by zero exception

**int** data=25/0;

       System.out.println(data);

      }

      //cannot handle Arithmetic type exception

      //can only accept Null Pointer type exception

**catch**(NullPointerException e){

        System.out.println(e);

      }

      //executes regardless of exception occured or not

**finally** {

        System.out.println("finally block is always executed");

      }

      System.out.println("rest of the code...");

      }

    }

**Output:**

![Java finally block](data:image/png;base64,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)

Case 3: When an exception occurs and is handled by the catch block

**Example:**

Let's see the following example where the Java code throws an exception and the catch block handles the exception. Later the finally block is executed after the try-catch block. Further, the rest of the code is also executed normally.

**TestFinallyBlock2.java**

**public** **class** TestFinallyBlock2{

**public** **static** **void** main(String args[]){

**try** {

        System.out.println("Inside try block");

        //below code throws divide by zero exception

**int** data=25/0;

       System.out.println(data);

      }

      //handles the Arithmetic Exception / Divide by zero exception

**catch**(ArithmeticException e){

        System.out.println("Exception handled");

        System.out.println(e);

      }

      //executes regardless of exception occured or not

**finally** {

        System.out.println("finally block is always executed");

      }

      System.out.println("rest of the code...");

      }

    }

**Output:**

![Java finally block](data:image/png;base64,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)