**Project: A-Maze-ING Stack and Queue**

In this project, you will implement the Stack interface using a LinkedList to generate mazes and the Queue interface using a LinkedList to solve mazes. You will do so without using the java.util library, which means, you will have to do ALL the implementation work yourself.

***Due Data:*** The project is due on Tuesday, December 5th at 2355

***Project Presentation Day:*** On Wednesday, December 6th during class time.

***Supporting files:*** All supporting files are uploaded into project directory. Extract stdlib.jar file using following command then update Maze.java in the same directory.

jar xf *jar-file*

***Project Description:*** ***Generate a perfect maze*** like the following two

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAMAAAADACAIAAADdvvtQAAAD00lEQVR42u3d0WojMQwF0Pz/T3f7tl0oLdmMons9R4Q+hODxOMcqEbbn8SHEC/EwBAIgAZAASAAkBEACIFEP6CHEv/E0oDNnTNh9tfQHIIAAAgggXxhAAAEEkP4ABFA6oJ26wnz7affb0p+sDPRs+2mfn57ZLeMJEEAAAQQQQAABBBBAAAEEUDSgN9R7rqlP5NWrptvZaX96Rl4mfXgGp41DWj8BAggggAACCCCAAAIIIIAASgfUXu+Z/vzWOqcz1wNdCGKlP1uZo+W6AAEEEEAAAQQQQAABBBBAAFUCWny/pZ60VT/bqQ9tzeC0DLeVCdor3QABBBBAAAEEEEAAAQQQQAClA2rZD9Ve7+lofzpzpM3Ircx06k5fgAACCCCAAAIIIIAAAggggNIB3e0cnbT609bnrwG0NcPSZt74zG7ZGQwQQAABBBBAAAEEEEAAAQRQMqDA82/S6k9n1nvSViS2ZKC0fsbtGAYIIIAAAggggAACCCCAAAIoBFDLc6zSntO+U4+Zb/+aDNQy89LaT8ugNY+8BAgggAACCCCAAAIIIIAAAugVQIHn+rT0Z/q+OvaFtWSClsyUdkIZQAABBBBAAAEEEEAAAQQQQKcBulsdaGedTd66q50M1HJS2N3uq+aIO4AAAggggNwXQAABBBBAAAE0ASjwXOmW/nfvL2uZYc/Gf/b/8+/XV96KwbiMC9Df9797AQQQQAABBBBAAAEEEEB+hcUCSjvHeav/09fN6v+W3LQZeep1x/sDEEAAAQQQQAABBBBAAAEEUDiglvU9p143ax9c+4w59YmFV0VcJRoggAACCCCAAAIIIIAAAgigIUDt5yxv1bemxyFrHVJaBlK5zrwuQAAB5IsECCCAAAIIIIAAAqgSUFG95NR61U6959QnFqZVzNPGoeZfGEAAAQQQQAABBBBAAAEEEEAvArrXecc9z2+/13qgrRm51c50ZtrKWAABBBBAAAEEEEAAAQQQQABVAgrcb7W1zuaqelLLfc0Cmp5hW5msfUds4opEgAACCCCAAAIIIIAAAggggN4JKO056tP1mOk6TXedrCUDpa0kvNvOXYAAAggggAACCCCAAAIIIIBaAaXth9raz9U+PjuApmf21sy7WzsAAQSQLx4ggAACCCCAtAOQL/4WgG54Xk5a3Shrv9hVQmWm3XFby0wAAQQQQAABBBBAAAEEEEAAhQA6df/XqeuWdsb/F4mff7++5mfwVvvt/dm63x8BffsCCCCAAAIIIIAAAggggPwKA2gGkBC/14c+hHglMxkCAZAASAAkABICIPHG+APiHEyRPUrNxAAAAABJRU5ErkJggg==)![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAMAAAADACAIAAADdvvtQAAADDklEQVR42u3dQW6DMBAFUO5/adpFd0VqCM50/vh9ZZFFhAf7MZFiQY5T5EEOUyAACUACkAAkApAAJAAJQCIACUASDuiQXbMMUC/1R17jXFVz5bkDBBBAAAEEEEAAAQQQQAABBBBAAAEEEEAAAQTQIECl+y+19VTWXHnu7QDFXYWVx+k2PwABBBBAAAEEEEAAAQQQQAABBBBAAAEEEEAAAQTQu5+Zuj8189wrAXXL1M5aeu4AAQQQQAABBBBAAAEEEEAAAQQQQAABBBBAAAEUA2jmMwD77WH1OvduV0bilTp1LICMBZBFBciiAgQQQAAZCyCLCpBFBQgggAAyFkDGygGUeK9W4t7TvveFlapvVk+3ORz7FQYQQAABBBBAAAEEEEAAAQQQQAABBBBAAAEEEEAfX/jKPaNWoBvep5YHaFWmXs2J8wMQQAABBBBAAAEEkAkCCCCAAAIIIIAAMkEAAQRQDqBuzzZUz/N66gBN7S7dxqqsGSCAAAIIIIAAAggggAACCCCAAAIIIIAAAggggHIAJf4/V+V5Tf0ftH070NTO0a2LA/Tz7uIFEEAvjXWpJ9kQQAABBBBAAAEEEEAAAQQQQADNBXT6HQig9mMB9Pdnpu4ZTa05rwNN3bXWgQBSM0AAAQQQQBYDIIDUDBBAAAEEkMUACCCAAFJze0DF93zZL5v2jMSpXSrxCayRNxYCBBBAAAEEEEAAAQQQQAABBBBAAAEEEEAAAQTQxwEl7j3lLZgOlNUVui1Yu5oBAggggAACCCCAAAIIIIAAAggggAACCCCAAAJoDqDN/3cscX7aARrZpVbVUxmAAAIIIIAAAggggAACCCCAAAIIIIAAAggggAAC6N3P7Hx/WbfnKEYC0oF0IIAAAggggAACCCCAAAIIIIAAAggggAACCCCAALoJaOfnDSYmrwMlHiexc7TrUvcO9P3m9wsggF460KWeO4YAAggggAACCCCAAAIIIIAAAgigKkCn34EAegiox2IAlAdI9swaQCIACUACkAAkApAAJAAJQAKQCEDyP/kCWT2wHJfWpDcAAAAASUVORK5CYII=)

Write a program Maze.java that takes a command-line argument n, and generates a random n-by-n perfect maze. A maze is *perfect* if it has exactly one path between every pair of points in the maze, i.e., no inaccessible locations, no cycles, and no open spaces. Here's a nice algorithm to generate such mazes. Consider an n-by-n grid of cells, each of which initially has a wall between it and its four neighboring cells. For each cell (x, y), maintain a variable north[x][y] that is true if there is wall separating (x, y) and (x, y + 1). We have analogous variables east[x][y], south[x][y], and west[x][y] for the corresponding walls. Note that if there is a wall to the north of (x, y) then north[x][y] = south[x][y+1] = true.

Construct the maze by knocking down some of the walls as follows:

1. Start at the lower level cell (1, 1).
2. Find a neighbor at random that you haven't yet been to.
3. If you find one, move there, knocking down the wall. If you don't find one, go back to the previous cell.
4. Repeat steps ii. and iii. until you've been to every cell in the grid.

*Hint:* maintain an (n+2)-by-(n+2) grid of cells to avoid tedious special cases.

***Getting out of the maze:*** Given an n-by-n maze (like the one created in the previous exercise), write a program to find a path from the start cell (1, 1) to the finish cell (n, n), if it exists. To find a solution to the maze, run the following algorithm, starting from (1, 1) and stopping if we reach cell (n, n).

Solving a Maze with a Queue: The process of solving a maze with queue is a lot like "hunting" out the end point from the start point. To do that, we must ensure that we test all possible paths. The queue will allow us to track which spaces we should visit next.

The basic routine works as follows:

* Initialize a queue with the start index (0,0)
* Loop Until: queue is empty
  + Dequeue current index and mark it as visited
  + If current index is the finish point
    - Break! We've found the end
  + Enqueue all indexes for reachable and unvisited neighbors of the current index
  + Continue the loop.

Looking over this routine, imagine the queue, full of spaces. Each time you dequeue space you are searching around for more spaces to search out next. If you find any, you add them to the queue to eventually be analyzed later.

Because of the FIFO nature of a queue, the resulting search pattern is a lot like a water rushing out from the start space, through all possible path in the maze until the end is reached.

***Drawing a Maze with a Stack:*** The process of drawing a maze is very similar to solving a maze, but instead the goal is to explore all spaces, removing walls along the way, such that there exist a path between any two spaces through a series of reachable spaces. That also means that there will exist a path from the from the start to the end.

The algorithm to ensure all reachability will work as follows:

* Initialize a stack with the start index (0,0)
* Loop Until: stack is empty
  + pop current index off the stack and mark it as visited
  + If current index has any unvisited neighbors
    - Choose a random unvisited neighbor index
    - Remove the wall between the chosen neighbor index and the current index
    - push the current index on the stack
    - push the randomly choose neighbor index on the stack
  + Continue the loop.

Looking over this routine, you should be able to invision how this procedure will dive through the maze randomly, like a snake, until the snake reaches a dead end (a space without any unlisted neighbors). The exploration of the snake would then have to backtrack until there is a space with unvisited neighbors and explore from there. Eventually, the snake will have explored the entire maze, at which point, you're done.