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15.1

题目：

采用DP思想设计算法，判断一个n元正整数集合A中是否存在一个子集B,B中所有元素之和为一个给定的正整数S。

设计思想：

因为题目要求是判断是否存在，所以我们采用一个二维bool数组来维护解的迭代。容易发现，如果我们将所有前i个元素(1≤i≤n)的可能组成的和写出，那么我们就可以判断这n个元素的自然数系数(取值仅限0或1)的线性组合张成的空间中是否有一维向量S了。

因此我们可以这样设计这个二维bool数组T。二维数组的行是0~S的所有可能值，二维数组的列为0,1,2,3,…,n。T(P,i)代表的含义为:前i个元素的自然数系数的线性组合张成的空间中是否有P这个一维向量。

接下来考虑DP中最重要的一环，即状态转移方程。显然，对于任意P(1≤P≤S)而言，T(P,i)是否为真都有三种情况。

1. 第一种，前(i-1)个元素已经构成了P，即T(P,i-1)为真；
2. 第二种，第i个元素自身就可以构成P，即ai=P；
3. 第三种，前(i-1)个元素可以构成P-ai，这样算上第i个元素ai，就可以构成P了。即，T(P-ai,i-1)为真。

T(P,i)为真当且仅当以上三种情况中至少存在一种为真。那么可以得到状态转移方程：

最后，我们采用bottom-up的思想，从前1个元素能构成的所有可能值开始不断迭代，直到我们获得一组可行解，即前k个元素能构成的所有可能值中存在S。

另外，我们需要给出一种可以回溯得到解的方式。其实就是利用状态转移方程不断检查已经得到的二维数组，检查S及其前置的和的构成方式是三种情况的哪一种，并向解向量中更新对应的结果即可。

设计思想图解：

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| ***P/i*** | 0 | 1 | 2 | … | n |
| 0 | True | True | True | True | True |
| 1 | False | … |  |  |  |
| 2 | False |  |  |  |  |
| … | False |  |  |  |  |
| S | False |  |  |  |  |

伪代码：

Judge() // To judge whether there exists a solution

{

Firstly sort the collection A in an **ascending order** // It’s not necessary but I’d like to

For each column in the DP table

For each row in the DP table

if current row is the last row and T(P,i) is true

return true // strategy to terminate timely

return false

}

TraceBack() // To get the final solution

{

If Judge() returns false // To save our time since there’s no solution

return

For each column as i in DP table as T

if T(sum,i) is false

continue // find the first column that gains the result

if = sum

// the solution vector is a bool vector

return // we still needs the rest of sum and happens to have it

if T(sum-,i-1) is true

// get two 1-coefficient at one time!

sum -= // update the rest of sum

continue

// this following one is unnecessary but we still keep it for a better understanding

if T(sum,i-1) is true

}

复杂度分析：

先对迭代部分分析。

时间复杂度：

初始化二维表：θ(sum\*n)。

迭代：因为及时终止了迭代过程，所以为O(sum\*n)。

总计： θ(sum\*n)。

空间复杂度：

维护了一个二维表，θ(sum\*n)。

再对回溯部分分析。

时间复杂度：

初始化解向量：θ(n)。

构建解向量：θ(n)。

总计：θ(n)。

空间复杂度：

维护了一个解向量，θ(n)。

整个问题总计：

时间复杂度：θ(sum\*n)。

空间复杂度：θ(sum\*n)。

编码分析：

采用java语言编写。其中包含了测试部分，经检测结果正确。
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代码具体如下：

package com.DP.allocatedSumForSubSet;  
  
import java.util.ArrayList;  
import java.util.Arrays;  
import java.util.List;  
  
*/\*\*  
 \* 复杂度上:  
 \* 对于迭代而言:  
 \* 初始化: θ(n\*sum)  
 \* 迭代: O(sum\*n)  
 \* 因此总体为: θ(sum\*n)  
 \* 对于回溯解而言:  
 \* 初始化: θ(n)  
 \* 回溯: θ(n)  
 \* 总体为: θ(n)  
 \*/*public class JudgeWhetherCouldFormTheAllocatedSum {  
 //我不想采取类字段的形式将该类封装为一个单纯的工具类，需要为每一个实例创建对象加以判断  
 private final int[] A;//给定的正整数集合A  
 private final int sum;//给定的和S  
 private boolean[][] DPTable;//用来迭代更新的DP2维数组  
 private boolean[] solution;  
  
 public JudgeWhetherCouldFormTheAllocatedSum(int[] A,int sum){  
 //先按照升序排列一下  
 Arrays.*sort*(A);  
 this.A=A;  
 this.sum=sum;  
 initDPTable();  
 initSolution();  
 }  
  
 private void initDPTable(){  
 this.DPTable = new boolean[sum+1][A.length];  
 for (boolean[] rows : DPTable) {  
 for (boolean grid : rows) {  
 grid = false;  
 }  
 }  
 for (boolean firstRow : DPTable[0]) {  
 firstRow = true;  
 }  
 }  
  
 private void initSolution(){  
 this.solution = new boolean[A.length];  
 for (boolean b : solution) {  
 b=false;  
 }  
 }  
  
 */\*\*  
 \* 状态转移方程:  
 \* T(P,i) = T(P,i-1) || (ai==P) || T(P-ai,i-1) (注意ai范围防止数组越界)  
 \* ∑是累or的意思  
 \** ***@return*** *是否能得到给定和  
 \*/* public boolean Judge(){  
 //应不断迭代列,i为列,P为行  
 for(int i=1;i<=A.length-1;i++){ //A.length为(n+1),规定A零索引弃用  
  
 for(int P=1;P<=sum;P++){  
 //第一个是前一列能不能形成P，第二个是第i个元素能否形成P，第三个是由当前元素和前一列能够形成的所有数中的某一个组合能否形成P  
 DPTable[P][i] = DPTable[P][i-1] || (A[i]==P) || JudgeForeColumnCombineWithCurrentNumberForAllocatedSum(P,i);  
 if(P==sum&& DPTable[P][i]){  
 return true;  
 }  
 }  
  
 }  
 return false;  
 }  
  
 */\*\*  
 \* T(P,i)的形成可能是由当前元素和前一列能够形成的所有数中的某一个组合形成的  
 \** ***@param*** *P 给定的和(local)  
 \** ***@param*** *i 给定的元素索引  
 \** ***@return*** *能否组成给定和P  
 \*/* private boolean JudgeForeColumnCombineWithCurrentNumberForAllocatedSum(int P,int i){  
 if(A[i]>P){  
 return false;  
 }  
 else if(A[i]==P){  
 return true;  
 }  
 else{  
 return DPTable[P-A[i]][i-1];  
 }  
 }  
  
 public List<Integer> getSolution(){  
 generateSolution();  
 ArrayList<Integer> result = new ArrayList<>();  
 for(int i=1;i<=A.length-1;i++){  
 if (solution[i]){  
 result.add(A[i]);  
 }  
 }  
 return result;  
 }  
  
 private void generateSolution(){  
 //没解直接返回  
 if(!Judge()){  
 return;  
 }  
 int tempSum = sum;  
 //检查DPTable的相邻两列  
 for(int i=A.length-1;i>=2;i--){  
 //找到第一个达成sum的列  
 if(!DPTable[tempSum][i]){  
 continue;  
 }  
 //还需要tempSum,结果ai就是tempSum，直接返回了  
 if(A[i]==tempSum){  
 solution[i]=true;  
 return;  
 }  
 //tempSum是由ai和前i-1项的自然数系数的线性组合组合成的  
 if(DPTable[tempSum-A[i]][i-1]){  
 solution[i]=true;  
 solution[i-1]=true;  
 tempSum-=A[i];  
 continue;  
 }  
 //这一段其实可以不用写，但是为了表意，还是写了，意思就是前i-1个的自然数系数的线性组合已经组成了tempSum  
 if(DPTable[tempSum][i-1]){  
 solution[i]=false;  
 }  
 }  
 }  
  
 public static void main(String[] args) {  
 //A test for the DP code  
 //supposed to be {true,true,false}  
 int[] A = {-1,1,4,5,7,9};  
 int S = 17;  
 JudgeWhetherCouldFormTheAllocatedSum judgeWhetherCouldFormTheAllocatedSum = new JudgeWhetherCouldFormTheAllocatedSum(A, 17);  
 System.*out*.println("The first test result: "+ judgeWhetherCouldFormTheAllocatedSum.Judge());  
 System.*out*.println("The first solution result: "+ judgeWhetherCouldFormTheAllocatedSum.getSolution() );  
 S= 19;  
 JudgeWhetherCouldFormTheAllocatedSum judgeWhetherCouldFormTheAllocatedSum1 = new JudgeWhetherCouldFormTheAllocatedSum(A, S);  
 System.*out*.println("The second test result: " + judgeWhetherCouldFormTheAllocatedSum1.Judge());  
 System.*out*.println("The second solution result: "+ judgeWhetherCouldFormTheAllocatedSum1.getSolution());  
 S= 24;  
 JudgeWhetherCouldFormTheAllocatedSum judgeWhetherCouldFormTheAllocatedSum2 = new JudgeWhetherCouldFormTheAllocatedSum(A, S);  
 System.*out*.println("The third test result: " + judgeWhetherCouldFormTheAllocatedSum2.Judge());  
 System.*out*.println("The third solution result: "+judgeWhetherCouldFormTheAllocatedSum2.getSolution());  
 }  
}

15.2

题目：

有n堆棋子(n为正整数)，每堆有正整数个棋子。每次合并只能合并**相邻**的两个堆，每次合并的开销为**两个堆棋子数之和**。分别采用**DP和Greedy**的思想，设计算法，求解开销最小的合并方式。

设计思想：

1. DP思想

这道题和课堂上讲过的“矩阵乘法链”的DP算法如出一辙。

对于任意一个序列，其最小开销为所有两个子序列开销之和再加上将这两个子序列合并的开销中的最小值。

如果我们让**T(i,j)**表示从序列中的**第i个元素开始，到第j个元素结束的子序列的最小合并开销**,则可以得到状态转移方程:

这里两个子序列合并的开销，就是把整个序列中的每个堆的棋子合并到一起，因此合并开销就是从i到j的元素开销之和。

注意这里是要取所有开销中的**最小值(min)**。

因为在计算一个序列的最小的开销时需要使用其所有子序列的开销，因此我们需要使用bottom-up的思想。

显然，一个子序列的长度显然小于等于原序列的长度，因此我们在维护DP的二维表的时候，本质上迭代的结果是一个**带状矩阵**。

如果我们用数字来描述被迭代时for循环中的索引，那么整个过程应该如下图所示。

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| **i/j** | 1 | 2 | 3 | … | n |
| 1 | 0 | 1 | 2 | … | n |
| 2 | x | 0 | 1 | … | n-1 |
| 3 | x | x | 0 | … |  |
| … | x | x | … | 0 | 1 |
| n | x | x | … | … | 0 |

另外，我们需要在迭代时记录每个子序列的**“断点”**(breaking point)，例如，序列1~7是由子序列1~4和5~7合并而成，那么断点为4。这件事可以在迭代维护DP二维表时完成。

最后，当我们需要回溯一个解时，就要用到这个断点表。由于本题DP做法和矩阵乘法链的DP做法极为相似，我们采用矩阵乘法链的解的形式，即形如，
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括号代表提升这次合并操作的优先级。在这个例子中，先合并a1,a2，再合并a3,a4。将其各自结果合并。再与先做a6,a7合并，再与a5合并的结果合并，可得到最小开销。

为了获得这样的解，我们可以根据解表格递归回溯这个解。如果我们想回溯序列(i,j)的解，那么相当于回溯**子序列(i,断点)和子序列(断点索引+1,j)的解**。

1. Greedy思想

Greedy算法一般比较直观，在这里显然每一步最优是选择两个**相邻和最小**的堆进行合并。算法正确性在后面部分证明。

一般我们采用数组来存放每次合并后的新序列，这导致索引与最初的数组索引不同，因此我们很难用一种方式存放断点，然后在求得最优解后回溯得到解向量。因此我们需要在迭代新序列时同时更新每一步得到的解向量。

下面以测试时的一个用例为例来解释解向量的形成过程。这个例子中的数据为**{a1,a2,a3,a4,a5,a5,a7} = {2,3,2,5,7,1,6}**

首先，解向量表中的每一个元素都是一个字符串，不断拼接得到最终的解向量。

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| **2** | **3** | **2** | **5** | **7** | **1** | **6** |
|  | **(2+3)** | **2** | **5** | **7** | **1** | **6** |
|  |  | **((2+3)+2)** | **5** | **7** | **1** | **6** |
|  |  |  | **((2+3)+2)** | **5** | **7** | **(1+6)** |
|  |  |  |  | **…** | **…** | **…** |
|  |  |  |  |  | **…** | **…** |
|  |  |  |  |  |  | **…** |

在每次数组发生实际合并时，同时将解向量表中同样位置的字符串拼接合并，放到下一行中，不断迭代形成解向量。（整张表的最右下角的元素）

设计思想图解：

1. DP思想

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| **i/j** | 1 | 2 | 3 | … | n |
| 1 | 0 | a1+a2 |  |  |  |
| 2 | x | 0 | a2+a3 |  |  |
| 3 | x | x | 0 | … |  |
| … | x | x | … | 0 |  |
| n | x | x | … | … | 0 |

显然，我们需要维护的DP二维表是一个**三角矩阵（可以通过映射函数减少内存空间申请）**，因为从i到j的开销本质上就是从j到i的开销。同时，一堆棋子是没有合并的概念的，因此对角线上的元素都为0。

1. Greedy思想

DP思想中画出设计图是因为需要一个图解。但Greedy思想实在太过于显然，因此在这里不再浪费篇幅画出图解。

伪代码：

1. DP思想

Calculate\_Minimal\_Cost() //

{

For every possible length as l of the subsequence

For each row as i in the DP table as T

j = i+l-1 // set the end index

min,mink // min is the minimal cost and mink is the breaking point

For each possible offset as k

cost =

if cost < min

min = cost // update minimal cost

mink = i+k // update the breaking point

T(i,j) = min // the final minimal cost for sequence(i,j)

S(i,j) = mink // **S is the solution breaking point table**

return T(1,n) // final answer for the whole sequence

}

Trace\_Back\_Solution(start,end) // get the solution of the **subsequence(start,end)**

{

if start = end

return ‘a’ + start // It’s ok to select one of {start,end} since they are equal

else

// **recursively** get the solution

return ‘(‘ +

Trace\_Back\_Solution(start,S(i,j))+

Trace\_Back\_Solution(S(i,j)+1,end)

+ ‘)’

}

1. Greedy思想

Calculate\_Minimal\_Cost()

{

totalCost = 0; // final minimal cost

row = 1; //solution table’s updating index

while(rest of the elements in weights[] are more than 1)

totalCost = totalCost + merge(row)

row = row + 1

return totalCost

}

merge(row) // we update the **solution** table and the **weights[]** array **concurrently**

{

initialize variable min,formerIndex // to **record the two merged elements**

For each possible position as i in weights[]

if(weights[i]+weights[i+1] < min)

min = weights[i]+weights[i+1]

formerIndex = i

//**merge the two selected elements**

weights[formerIndex] = weights[formerIndex]+ weights[formerIndex+1]

For each element as e whose index is behind latterIndex=formerIndex+1

// keep the **elements’ positions right**

weights[e.index-1] = weights[e.index]

// update the solution table

nextRow = row+1

// there’re a lot of boring shitty **hard codes** in this part

// but as a **coder** we have to **tolerate all of these**

For each string as s in solutionTable[row] whose index before formerIndex

solutionTable[nextRow][s.index+1] = s

//concat the solution string

solutionTable[nextRow][latterIndex] = ‘(‘+

solutionTable[row][formerIndex]+

solutionTable[row][latterIndex]+

‘)’

For each string as s in solutionTable[row] whose index behind latterIndex

solutionTable[nextRow][s.index] = s

// since we merge two elements ,there’re less elements than before

weights[].length-=1

return min

}

复杂度分析：

1. DP思想

时间复杂度:

**初始化DP表、解断点表：**两张表都是n\*n的表，θ(n²)

**迭代DP表、解断点表:** 最外层循环θ(n)次，次外层循环θ(n-l)次,最内层循环θ(l)次，计算子序列和θ(l)次。

如果仅仅从代数角度上考虑这个计算问题，那么步骤将是浩繁的。

但关键在于，这个算法做了一个实际的操作：迭代一个矩阵。

所以如果结合矩阵的wilkinson图（如上述的图解）来看，这个问题会简化很多。

**=**

**= = O**

**回溯解：**鉴于解断点表的断点个数可能是不确定的，所以一定是O的复杂度。

同时，断点个数最多为(n-1)个，（不断地向一个堆合并）则一个断点产生2个 分支，（前、后子序列的回溯）前者为θ(1)，后者为T 通过递归树，可以得 到，时间复杂度为θ(n)。

在**最坏情况下**时间复杂度为θ(n)，则在所有情况下为O(n)。

**总计：**O

空间复杂度：

维护两个表：θ(n²)

1. Greedy思想

时间复杂度：

**初始化解向量表：**表是n\*n的，因此为θ(n²)

**合并相邻和最小的两个元素：**

找到这两个元素需要遍历数组θ(r),r为当前数组剩余元素的个数。

合并需要θ(1)

这样的过程共计(n-1)次，因此总计:

= O(n2)。

**迭代更新解向量表：**这个过程相当于把上一行的临时解向量中的两项合并(θ(1)时间)后将整行移动到下一行。所以和合并并更新数组的操作所需时间的计算公式是完全一致的，结果也为O(n2)。

**总计：**θ(n2)。

空间复杂度：

**迭代更新了一个数组，并维护了一个解向量表：**θ(n2)

算法正确性分析：

1）DP思想

对于DP而言，这是显然的，因为**状态转移方程等价于整个题目的最优子结构的迭代求解方法**。则DP思想一般不需要证明正确性。于是重点来到Greedy思想的算法正确性证明上。

2）Greedy思想

1.每次合并时，在总代价中产生的额外代价为当前选择的两个元素的代价和,weights[i]+weights[i+1]。因此每次选择相邻和最小的两个元素进行合并会在总代价中产生最小的额外开销。

2.对于任意的一个序列，其最小总代价为两个代价最小的子序列的代价和再加上整个序列中所有元素的开销的和，注意到这一事实对整个序列也成立。

综合1、2，由于总代价为每次合并的代价的总和，且每次合并的代价又最小，则该算法会导致最小的总代价。

编码分析：

java语言编写，包含了测试结果。经检验两种算法结果均正确。

![](data:image/png;base64,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)

（result by greedy algorithm）
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(result by DP algorithm)

这里最小开销形成方式的答案不一致是很正常的，因为**解本来就不止一个**。

DP code:

package com.DP.moveChess;  
  
*/\*\*  
 \* 这题完完全全就是矩阵乘法链的改版  
 \*/*public class moveChess {  
 private final int[] weights;//零索引弃用  
 private int[][] DPTable;  
 private int[][] solutionTable;//保存解的二维表  
 private final int n;//方阵行数  
  
 public moveChess(int[] weights){  
 this.weights=weights;  
 this.n = weights.length-1;  
 initDPTable();  
 initSolutionTable();  
 }  
  
 private void initDPTable(){  
 //其实DP表是个三角矩阵，可以通过一些映射函数缩小申请的内存空间，但我懒得做了，因为渐进复杂度都是n²  
 this.DPTable = new int[weights.length][weights.length];  
 //一堆棋子没有合并的必要，对角线元素均为0  
 for(int i=1;i<=n;i++){  
 DPTable[i][i]=0;  
 }  
 }  
  
 private void initSolutionTable(){  
 this.solutionTable = new int[weights.length][weights.length];  
 }  
  
 //其实一堆int相加不一定也是int，但这里主要考虑的内容是算法，溢出无所谓，就当是脏数据  
  
 */\*\*  
 \* 状态转移方程:  
 \* T(i,j) = min(0≤k≤(j-i)/2) { T(i,i+k) + T(i+k+1,j) + ∑(p start from i,j) weight[p] }  
 \** ***@return*** *最小耗费  
 \*/* public int calculateMinimalCost(){  
 //先两个两个，再三个三个，最后n个n个  
 //eg. 1-2,2-3,...,n-1-n; 1-3,2-4,......  
 //l为本次迭代的序列长度  
 for(int l=2;l<=n;l++){  
  
 //i为本次迭代的行号  
 for(int i=1;i<=n-l+1;i++){  
 int j = i+l-1;//j为对应的列号,(i,j)意即从第i堆棋子到第j堆棋子  
 int subSum = sumOfItoJ(i, j);  
 //DP方程计算计算最小消费  
 int min = DPTable[i][i]+DPTable[i+1][j]+ subSum;  
 int minK = i;//记录断点位置  
 for(int k=0;k<=l-2;k++){  
 int cur = DPTable[i][i + k] + DPTable[i + k + 1][j] + subSum;  
 if(cur < min){  
 min = cur;  
 minK = i+k;  
 }  
 }  
 //迭代二维表  
 DPTable[i][j]=min;  
 //更新解表断点  
 solutionTable[i][j] = minK;  
 }  
  
 }  
 return DPTable[1][n];//返回T(1,n)的值  
 }  
  
 private int sumOfItoJ(int i,int j){  
 int sum=0;  
 for(int index=i;index<=j;index++){  
 sum+=weights[index];  
 }  
 return sum;  
 }  
  
 public String getSolution(){  
 return traceBackSolution(1, n);  
 }  
  
 private String traceBackSolution(int start,int end){  
 if(start==end){  
 return "a"+start;  
 }  
 else{  
 return "("+  
 traceBackSolution(start,solutionTable[start][end])+  
 traceBackSolution(solutionTable[start][end]+1,end)+  
 ")";  
 }  
 }  
  
 public static void main(String[] args) {  
 //test for the segment of DP code  
 //answer supposed to be 30,71(by the greedy algorithm)  
 int[] test = {-1,5,2,7,1};  
 moveChess moveChess = new moveChess(test);  
 int i = moveChess.calculateMinimalCost();  
 System.*out*.println("The first test result: "+i);  
 System.*out*.println("The first test solution: "+moveChess.getSolution());  
 int[] test2 = {-1,2,3,2,5,7,1,6};  
 moveChess moveChess1 = new moveChess(test2);  
 int i1 = moveChess1.calculateMinimalCost();  
 System.*out*.println("The second test result: "+i1);  
 System.*out*.println("The first test solution: "+moveChess1.getSolution());  
 }  
}

Greedy code:

package com.Greedy.moveChess;  
  
import java.util.Arrays;  
  
*/\*\*  
 \* 贪心相对于DP在这道题上的优势是更加直观  
 \* 但是缺点是需要证明正确性  
 \* 简单来说，策略就是每次挑选两个相邻的且和最小的元素合并，累计cost  
 \*/*public class moveChess {  
 private final int[] weights;//零索引弃用  
 private int n;//dynamic length  
 private String[][] solutionTable;//和合并过程一起迭代  
  
 public moveChess(int[] weights) {  
 this.weights = weights;  
 this.n = weights.length-1;  
 initSolutionTable();  
 }  
  
 private void initSolutionTable(){  
 this.solutionTable = new String[weights.length][weights.length];  
 //为了防空指针我还是全部初始化成空串了，其实不需要的  
 for(int i=1;i<=n;i++){  
 for(int j=1;j<=n;j++){  
 solutionTable[i][j]="";  
 }  
 }  
 for(int j=1;j<=n;j++){  
 solutionTable[1][j] = "a"+j;  
 }  
 }  
  
 public int calculateMinimalCost(){  
 int totalCost=0;  
 int row =1;//记录解表行数  
 while(n>1){ //合并到最后一个值  
 totalCost+=mergeAdjacentMinimalSum(row);  
 row+=1;  
 }  
 return totalCost;  
 }  
  
 */\*\*  
 \* 合并相邻和最小的两个元素  
 \** ***@return*** *本次合并的开销  
 \*/* private int mergeAdjacentMinimalSum(int row){  
 if(n<=1){  
 return weights[1];  
 }  
 int min = weights[1]+weights[2];  
 int formerIndex = 1;  
 //找到当前合并的两个元素的前面的索引，并更新最小值  
 for(int i=1;i<=n-1;i++){  
 int sum = weights[i] + weights[i + 1];  
 if(sum <min){  
 formerIndex=i;  
 min = sum;  
 }  
 }  
 weights[formerIndex]=weights[formerIndex]+weights[formerIndex+1];//merge  
 for(int i=formerIndex+2;i<=n;i++){  
 weights[i-1]=weights[i];//update  
 }  
 //下一行索引  
 int nextRow = row+1;  
 //把formerIndex之前的全部顺延挪到下一行  
 for(int i=row;i<formerIndex+row-1;i++){  
 solutionTable[nextRow][i+1] = solutionTable[row][i];  
 }  
 //formerIndex和formerIndex+1合并到下一行的formerIndex+1处  
 solutionTable[nextRow][formerIndex+1+row-1] = "("+solutionTable[row][formerIndex+row-1]+solutionTable[row][formerIndex+1+row-1]+")";  
 //formerIndex+1之后的直接挪到下一行  
 for(int i = formerIndex+1+1+row-1;i<= weights.length-1;i++){  
 solutionTable[nextRow][i] = solutionTable[row][i];  
 }  
 n-=1;  
 return weights[formerIndex];  
 }  
  
 public String getSolution(){  
 return solutionTable[weights.length-1][weights.length-1];  
 }  
  
 public static void main(String[] args) {  
 //test for the segment of DP code  
 //answer supposed to be 30,71(by DP)  
 int[] test = {-1,5,2,7,1};  
 com.Greedy.moveChess.moveChess moveChess = new com.Greedy.moveChess.moveChess(test);  
 int i = moveChess.calculateMinimalCost();  
 System.*out*.println("The first test result: "+i);  
 System.*out*.println("The first solution result: "+moveChess.getSolution());  
 int[] test2 = {-1,2,3,2,5,7,1,6};  
 com.Greedy.moveChess.moveChess moveChess1 = new com.Greedy.moveChess.moveChess(test2);  
 int i1 = moveChess1.calculateMinimalCost();  
 System.*out*.println("The second test result: "+i1);  
 System.*out*.println("The second solution result: "+moveChess1.getSolution());  
 }  
}