**实验1机动车**

**1.相关知识点**

类是Java中最重要的数据类型。类的目的是抽象出一类事物的共有属性和行为，即抽象出数据以及在数据上所进行的操作。类的类体由两部分组成：变量的声明和方法的定义，其中的构造方法（方法名与类名相同，无类型）用于创建对象，其他方法供该类创建的对象调用。

抽象的目的是产生类，而类的目的是创建具有属性和行为的对象。使用new运算符和类的构造方法为声明的对象分配变量，即创建对象。对象不仅可以操作自己的变量改变状态，而且能调用类中的方法产生一定的行为。通过使用运算符“.”，对象可以实现对自己的变量访问和方法的调用。

Java程序以类为“基本单位”，即一个Java程序就是由若干个类所构成。一个Java程 序可以将它使用的各个类分别存放在不同的源文件中，也可以将它使用的类存放在一个源文件中。因此，要学习Java编程就必须学会怎样去写类，即怎样用Java的语法去描述一类事物共有的属性和行为。

**2.实验目的**

本实验的目的是让学生**使用类来封装对象的属性和功能。**

**3.实验要求**

编写一个Java应用程序，该程序中有两个类：Vehicle (用于刻画机动车）和User (主类)。具体要求如下：

* Vehicle类有一个double类型的变量speed,用于刻画机动车的速度，一个int型变量power，用于刻画机动车的功率。方法定义了 speedUp(int s)方法，体现机动车有减速功能。定义了speedDown()方法，体现机动车有减速功能。方法定义了setPower(int p)方法，用于设置机动车的功率。定义了getPower()方法，用于获取机动车的功率。
* 在主类User的main()方法中用Vehicle类创建对象，并让该对象调用方法设置功率，演示加速和减速功能。

**4. 程序模板**

请按模板要求，将【代码】替换为Java程序代码。

**Vehicle.java**

public class Vehicle {

【代码1】//声明double型变量speed,刻画速度

【代码2】//声明int型变量power,刻画功率

void speedUp(int s) {

【代码3】 //将参数s的值与成员变量speed的和赋值给成员变量speed

}

void speedDown(int d) {

【代码4】 //将成员变量speed与参数d的差赋值给成员变量speed

}

void setPower(int p) {

【代码5】 //将参数p的值赋值给成员变量power

}

int getPower() {

【代码6】 //返回成员变量power的值

}

double getSpeed() {

return speed;

}

}

**User.java**

public class User {

public static void main(String args[]) {

Vehicle car1,car2;

【代码7】 //使用new 运算符和默认的构造方法创建对象car1

【代码8】 //使用new 运算符和默认的构造方法创建对象car2

car1.setPower(128);

car2.setPower(76);

System.out.println("car1的功率是："+car1.getPower());

System.out.println("car2的功率是："+car2.getPower());

【代码9】 //car1调用speedUp方法将自己的speed的值增加80

【代码10】 //car2调用speedUp方法将自己的speed的值增加80

System.out.println("car1目前的速度："+car1.getSpeed());

System.out.println("car2目前的速度："+car2.getSpeed());

car1.speedDown(10);

car2.speedDown(20);

System.out.println("car1目前的速度："+car1.getSpeed());

System.out.println("car2目前的速度："+car2.getSpeed());

}

}

**public class Vehicle {**

**//【代码1】//声明double型变量speed,刻画速度**

**double speed;**

**//【代码2】//声明int型变量power,刻画功率**

**int power;**

**void speedUp(int s) {**

**//【代码3】 //将参数s的值与成员变量speed的和赋值给成员变量speed**

**this.speed=s+this.speed;**

**}**

**void speedDown(int s) {**

**//【代码4】 //将成员变量speed与参数d的差赋值给成员变量speed**

**this.speed=this.speed-s;**

**}**

**void setPower(int p) {**

**//【代码5】 //将参数p的值赋值给成员变量power**

**this.power=p;**

**}**

**int getPower() {**

**//【代码6】 //返回成员变量power的值**

**return power;**

**}**

**double getSpeed() {**

**return speed;**

**}**

**}**

**public class User {**

**public static void main(String args[]) {**

**Vehicle car1,car2;**

**//【代码7】 //使用new 运算符和默认的构造方法创建对象car1**

**car1=new Vehicle();**

**//【代码8】 //使用new 运算符和默认的构造方法创建对象car2**

**car2=new Vehicle();**

**car1.setPower(128);**

**car2.setPower(76);**

**System.out.println("car1的功率是："+car1.getPower());**

**System.out.println("car2的功率是："+car2.getPower());**

**//【代码9】 //car1调用speedUp方法将自己的speed的值增加80**

**car1.speedUp(80);**

**//【代码10】 //car2调用speedUp方法将自己的speed的值增加80**

**car2.speedUp(80);**

**System.out.println("car1目前的速度："+car1.getSpeed());**

**System.out.println("car2目前的速度："+car2.getSpeed());**

**car1.speedDown(10);**

**car2.speedDown(20);**

**System.out.println("car1目前的速度："+car1.getSpeed());**

**System.out.println("car2目前的速度："+car2.getSpeed());**

**}**

**}**

**类的创建：car2=new Vehicle();**

**关于User.java:48: 错误: 编码 GBK 的不可映射字符 (0x9A) 错误：**

**在命令行输入：**

**javac -encoding UTF-8 文件名.java**

**5. 实验指导**

创建一个对象时，成员变量被分配内存空间，这些内存空间称做该对象的实体或变量，而对象中存放着引用，以确保这些变量被该对象操作使用。

**空对象**(**没有实际遇到过**)不能使用，**即不能让一个空对象去调用方法产生行为**。假如程序中使用了空对象，在运行时会出现异常：NullPointerException。对象是动态地分配实体的，

Java的编译器对空对象不做检查。因此，在编写程序时要避免使用空对象。

**6. 实验后的练习**

(1)改进speedUP()方法，使得Vehicle类的对象加速时不能将speed值超过200。

(2) 改进speedDown()方法，使得Vehicle类的对象在减速时不能将speeds小于0。

(3) 增加一个刹车方法voidbrake()，Vehicle类的对象调用它能将speed的值变成0。

**public class User {**

**public static void main(String args[]) {**

**Vehicle car1,car2;**

**//【代码7】 //使用new 运算符和默认的构造方法创建对象car1**

**car1=new Vehicle();**

**//【代码8】 //使用new 运算符和默认的构造方法创建对象car2**

**car2=new Vehicle();**

**car1.setPower(128);**

**car2.setPower(76);**

**System.out.println("car1的功率是："+car1.getPower());**

**System.out.println("car2的功率是："+car2.getPower());**

**//【代码9】 //car1调用speedUp方法将自己的speed的值增加80**

**car1.speedUp(280);**

**//【代码10】 //car2调用speedUp方法将自己的speed的值增加80**

**car2.speedUp(80);**

**System.out.println("car1目前的速度："+car1.getSpeed());**

**System.out.println("car2目前的速度："+car2.getSpeed());**

**car1.speedDown(-10);**

**car2.speedDown(20);**

**System.out.println("car1目前的速度："+car1.getSpeed());**

**System.out.println("car2目前的速度："+car2.getSpeed());**

**}**

**}**

**public class Vehicle {**

**//【代码1】//声明double型变量speed,刻画速度**

**double speed;**

**//【代码2】//声明int型变量power,刻画功率**

**int power;**

**void speedUp(int s) {**

**//【代码3】 //将参数s的值与成员变量speed的和赋值给成员变量speed**

**if(s<=200)**

**this.speed=s+this.speed;**

**}**

**void brake(){**

**this.speed=0;**

**}**

**void speedDown(int s) {**

**//【代码4】 //将成员变量speed与参数d的差赋值给成员变量speed**

**if(s>0)**

**this.speed=this.speed-s;**

**}**

**void setPower(int p) {**

**//【代码5】 //将参数p的值赋值给成员变量power**

**this.power=p;**

**}**

**int getPower() {**

**//【代码6】 //返回成员变量power的值**

**return power;**

**}**

**double getSpeed() {**

**return speed;**

**}**

**}**

当仅仅执行 java Vehicle时，会报错

**错误: 在类 Vehicle 中找不到 main 方法, 请将 main 方法定义为:**

**public static void main(String[] args)**

**否则 JavaFX 应用程序类必须扩展javafx.application.Application**

**问题解释的很清楚了**

**7. 填写实验报告**

**实验2家中的电视**

**1. 相关知识点**

**类的成员变量可以是某个类的对象，**如果用这样的类创建对象，那么该对象中就会有其他对象，也就是说该类的对象将其他对象作为自己的组成部分，这就是人们常说的 Has-A。一个对象a通过组合对象b来复用对象b的方法，即对象a委托对象b调用其方法。当前对象随时可以更换所组合对象，使得当前对象与所组合的对象是弱耦合关系。

**2. 实验目的**

本实验的目的是让学生掌握**对象的组合以及参数传递**。

**3. 实验要求**

编写一个Java应用程序，模拟家庭买一台电视，即家庭将电视作为自己的一个成员，即通过调用一个方法将某个电视的引用传递给自己的电视成员。具体要求如下。

•有三个源文件：TV.java、Familiy.java 和 MainClass.java，其中 TV.java 中的 TV类负责创建“电视”对象，Family.java中的Family类负责创建“家庭”对象，MainCiass.java 是主类。

•在主类的main()方法中首先使用TV类创建一个对象haierTV，然后使用Familiy类再创建一个对象zhangSanFamily，并将先前TV类的实例haierTV的引用传递给 zhangSanFamily对象的成员变量homeTV。

Family类组合TV类的实例的UML图如图4.4所示。

![](data:image/png;base64,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)

图4.4 Family组合TV的实例的UML图

**4. 程序模板**

请按模板要求，将【代码】替换为Java程序代码。

TV.java

public class TV {

int channel; //电视频道

void setChannel(int m) {

if(m>=1){

channel=m;

}

}

int getChannel(){

return channel;

}

void showProgram(){

switch(channel) {

case 1 : System.out.println("综合频道");

break;

case 2 : System.out.println("经济频道");

break;

case 3 : System.out.println("文艺频道");

break;

case 4 : System.out.println("国际频道");

break;

case 5 : System.out.println("体育频道");

break;

default : System.out.println("不能收看"+channel+"频道");

}

}

}

**Family.java**

public class Family {

TV homeTV;

void buyTV(TV tv) {

【代码1】 //将参数tv赋值给homeTV

**homeTV=tv;**

}

void remoteControl(int m) {

homeTV.setChannel(m);

}

void seeTV() {

homeTV.showProgram(); //homeTV调用showProgram()方法

}

}

**MainClass.java**

public class MainClass {

public static void main(String args[]) {

TV haierTV = new TV();

【代码2】 //haierTV调用setChannel(int m),并向参数m传递5

**haierTV.setChannel(5);**

System.out.println("haierTV的频道是"+haierTV.getChannel());

Family zhangSanFamily = new Family();

【代码3】//zhangSanFamily调用void buyTV(TV tv)方法,并将haierTV传递给参数TV

**zhangSanFamily.buyTV(haierTV);**

System.out.println("zhangSanFamily开始看电视节目");

zhangSanFamily.seeTV();

int m=2;

System.out.println("hangSanFamily将电视更换到"+m+"频道");

zhangSanFamily.remoteControl(m);

System.out.println("haierTV的频道是"+haierTV.getChannel());

System.out.println("hangSanFamily再看电视节目");

zhangSanFamily.seeTV();

}

}

**5.实验指导**

当参数是引用类型时，“传值”传递的是变量中存放的“引用”，而不是变量所引用的实体。需要注意的是，对于两个同类型的引用型变量，如果具有同样的引用，就会有同样的实体，因此，如果改变参数变量所引用的实体，就会导致原变量的实体发生同样的变化。

通过组合对象来复用方法也称“黑盒”复用，因为当前对象只能委托它所包含的对象调用其方法，这样一来，当前对象对它所包含的对象的方法的细节是一无所知的。

**6.实验后的练习**

(1) 省略【代码2】程序能否通过编译？若能通过编译，程序输出的结果是怎样的？

**可以的**

**运行结果：**

**haierTV的频道是0**

**zhangSanFamily开始看电视节目**

**不能收看0频道**

**hangSanFamily将电视更换到2频道**

**haierTV的频道是2**

**hangSanFamily再看电视节目**

**经济频道**

**第一行：hairTV的频道为0(默认)，一开始的代码是修改为5**

(2) 在主类的main()方法的最后增添下列代码，并解释运行效果。

Family lisiFamily = new Family();

lisiFamily.buyTV(haierTV);

lisiFamily.seeTV();

**hangSanFamily再看电视节目**

**经济频道**

**经济频道**

**在类中对成员类的对象进行修改的作用是，永久的**

**7.填写实验报告**

**实验3共饮同井水**

**1.相关知识点**

类有两种基本的成员：变量和方法，变量用来刻画对象的属性，方法用来体现对象的功能，即方法使用某种算法操作变量来实现一个具体的行为(功能)。

成员变量用来刻画类创建的对象的属性，其中一部分成员变量称作实例变量，另一部分称作静态变量或类变量。类变量是与类相关联的数据变量，而实例变量是仅仅和对象相关联的数据变量。不同的对象的实例变量将被分配不同的内存空间，如果类中有类变量，那么所有对象的这个类变量都分配给相同的一处内存，改变其中一个对象的这个类变量会 影响其他对象的这个类变量。也就是说，对象共享类变量。

方法是类体的重要成员之一。其中的构造方法是具有特殊地位的方法，供类创建对象时使用，用来给出类所创建的对象的初始状态，另一部分方法可分为实例方法和类方法，类所创建的对象可以调用这些方法形成一定的算法，体现对象具有某种行为。一个类的类方法也可以直接通过该类的类名调用。

当对象调用方法时，方法中出现的成员变量就是指分配给该对象的变量。类中的方法可以操作成员变 量，当对象调用方法时，方法中出现的成员变量就是指 分配给该对象的变量，其中的类变量和所有的其他对象共享。

实例方法可操作实例成员变量和静态成员变量，静态方法只能操作静态成员变量，如图4.6所示。
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图4.6实例成员与类成员

**2. 实验目的**

本实验的目的是让学生掌握**类变量与实例变量，以及类方法与实例方法的区别**。

**3. 实验要求**

编写程序模拟两个村庄共用同一口井水。编写一个Village类，该类有一个静态的int 型成员变量waterAmount，用于**模拟井水的水量**。在主类Land的main()方法中**创建两个村庄**，**一个村庄改变了 waterAmount的值，另一个村庄查看waterAmount的值。**

**4. 程序模板**

请按模板要求，将【代码】替换为Java程序代码。

**Village.java**

public class Village {

static int waterAmount; //模拟水井的水量

int peopleNumber; //村庄的人数

String name; //村庄的名字

Village(String s) {

name = s;

}

static void setWaterAmount(int m) {

if(m>0)

waterAmount = m;

}

void drinkWater(int n){

if( waterAmount-n>=0) {

waterAmount = waterAmount-n;

System.out.println(name+"喝了"+n+"升水");

}

else

waterAmount = 0;

}

static int lookWaterAmount() {

return waterAmount;

}

void setPeopleNumber(int n) {

peopleNumber = n;

}

int getPeopleNumber() {

return peopleNumber;

}

}

**Land.java**

public class Land {

public static void main(String args[]) {

【代码1】 //用类名调用setWaterAmount(int m),并向参数传值200

int leftWater =【代码2】 //用Village类的类名访问waterAmount

System.out.println("水井中有 "+leftWater+" 升水");

Village zhaoZhuang,maJiaHeZhi;

zhaoZhuang = new Village("赵庄");

maJiaHeZhi = new Village("马家河子");

zhaoZhuang.setPeopleNumber(80);

maJiaHeZhi.setPeopleNumber(120);

【代码3】//zhaoZhuang调用drinkWater(int n),并向参数传值50

leftWater = 【代码4】//maJiaHeZhi调用lookWaterAmount()方法

String name=maJiaHeZhi.name;

System.out.println(name+"发现水井中有 "+leftWater+" 升水");

maJiaHeZhi.drinkWater(100);

leftWater = 【代码5】//zhaoZhuang调用lookWaterAmount()方法

name=zhaoZhuang.name;

System.out.println(name+"发现水井中有 "+leftWater+" 升水");

int peopleNumber = zhaoZhuang.getPeopleNumber();

System.out.println("赵庄的人口:"+peopleNumber);

peopleNumber = maJiaHeZhi.getPeopleNumber();

System.out.println("马家河子的人口:"+peopleNumber);

}

}

**public class Village {**

**static int waterAmount; //模拟水井的水量**

**int peopleNumber; //村庄的人数**

**String name; //村庄的名字**

**Village(String s) {**

**name = s;**

**}**

**static void setWaterAmount(int m) {///设置水井的水量**

**if(m>0)**

**waterAmount = m;**

**}**

**void drinkWater(int n){///喝水了**

**if( waterAmount-n>=0) {**

**waterAmount = waterAmount-n;**

**System.out.println(name+"喝了"+n+"升水");**

**}**

**else**

**waterAmount = 0;**

**}**

**static int lookWaterAmount() {///查看水井的水量**

**return waterAmount;**

**}**

**void setPeopleNumber(int n) {///设置村庄的人数**

**peopleNumber = n;**

**}**

**int getPeopleNumber() {///返回村庄的人数**

**return peopleNumber;**

**}**

**}**

**public class Land {**

**public static void main(String args[]) {**

**//【代码1】 //用类名调用setWaterAmount(int m),并向参数传值200**

**Village.setWaterAmount(200);**

**//int leftWater =【代码2】 //用Village类的类名访问waterAmount**

**int leftWater = Village.lookWaterAmount();**

**System.out.println("水井中有 "+leftWater+" 升水");**

**Village zhaoZhuang,maJiaHeZhi;**

**zhaoZhuang = new Village("赵庄");**

**maJiaHeZhi = new Village("马家河子");**

**zhaoZhuang.setPeopleNumber(80);**

**maJiaHeZhi.setPeopleNumber(120);**

**//【代码3】//zhaoZhuang调用drinkWater(int n),并向参数传值50**

**zhaoZhuang.drinkWater(50);///喝了50单位的水**

**//leftWater = 【代码4】//maJiaHeZhi调用lookWaterAmount()方法**

**leftWater = maJiaHeZhi.lookWaterAmount();///马家还剩多少单位的水**

**String name=maJiaHeZhi.name;**

**System.out.println(name+"发现水井中有 "+leftWater+" 升水");**

**maJiaHeZhi.drinkWater(100);**

**//leftWater = 【代码5】//zhaoZhuang调用lookWaterAmount()方法**

**leftWater = zhaoZhuang.lookWaterAmount();**

**name=zhaoZhuang.name;**

**System.out.println(name+"发现水井中有 "+leftWater+" 升水");**

**int peopleNumber = zhaoZhuang.getPeopleNumber();**

**System.out.println("赵庄的人口:"+peopleNumber);**

**peopleNumber = maJiaHeZhi.getPeopleNumber();**

**System.out.println("马家河子的人口:"+peopleNumber);**

**}**

**}**

**5. 实验指导**

当Java程序执行时，类的字节码文件被加载到内存，如果该类没有创建对象，类的实例变量不会被分配内存。但是，类中的类变量，在该类被加载到内存时，就分配了相应的内存空间。如果该类创建对象，那么不同对象的实例变量互不相同，即分配不同的内存空间，而类变量不再重新分配内存，所有的对象共享类变量。

当类的字节码文件被加载到内存时，类的实例方法不会被分配入口地址，只有当该类创建对象后，类中的实例方法才分配入口地址。当使用new运算符和构造方法创建对象时，首先分配成员变量给该对象，同时实例方法分配入口地址，然后再执行构造方法中的语句，完成必要的初始化。因而实例方法必须由对象调用执 行。**需要注意的是**，当创建第一个对象时，类中的实例方法就分配了入口地址， 当再创建对象时，不再分配入口地址，也就是说，方法的入口地址被所有的对象共享。对于类中的类方法，在该类被加载到内存时，就分配了相应的入口地址，即使该类没有创建对象，也可以直接通过类名调用类方法（当然，类方法也可以通过对象调用）。

**6. 实验后的练习**

(1) 【代码3】是否可以是Village.drinkWater(50);

**不可以**

**Land.java:15: 错误: 无法从静态上下文中引用非静态 方法 drinkWater(int)**

**Village.drinkWater(50);**

**^**

**1 个错误**

(2) 【代码 4】是否可以是 Village.lookWaterAmount();

**可以的**

**水井中有 200 升水**

**赵庄喝了50升水**

**马家河子发现水井中有 200 升水**

**马家河子喝了100升水**

**赵庄发现水井中有 50 升水**

**赵庄的人口:80**

**马家河子的人口:120**

(3) Land类main()方法中倒数第2行代码是否可以更改为：

peopleNumber = Village .getPeopleNumber ();

**Land.java:29: 错误: 无法从静态上下文中引用非静态 方法 getPeopleNumber()**

**peopleNumber = Village .getPeopleNumber ();**

**^**

**1 个错误**

**7.填写实验报告**