1. Write a program to construct a queue using Linked List with comments on each line.

#include <stdio.h>

#include <stdlib.h>

struct node

{

int info;

struct node \*ptr;

}\*front,\*rear,\*temp,\*front1;

int frontelement();

void enq(int data);

void deq();

void empty();

void display();

void create();

void queuesize();

int count = 0;

int main()

{

int no, ch, e;

printf("\n 1 - Enque");

printf("\n 2 - Deque");

printf("\n 3 - Front element");

printf("\n 4 - Empty");

printf("\n 5 - Exit");

printf("\n 6 - Display");

printf("\n 7 - Queue size");

create();

while (1)

{

printf("\n Enter choice : ");

scanf("%d", &ch);

switch (ch)

{

case 1:

printf("Enter data : ");

scanf("%d", &no);

enq(no);

break;

case 2:

deq();

break;

case 3:

e = frontelement();

if (e != 0)

printf("Front element : %d", e);

else

printf("\n No front element in Queue as queue is empty");

break;

case 4:

empty();

break;

case 5:

exit(0);

case 6:

display();

break;

case 7:

queuesize();

break;

default:

printf("Wrong choice, Please enter correct choice ");

break;

}

}

}

/\* Create an empty queue \*/

void create()

{

front = rear = NULL;

}

/\* Returns queue size \*/

void queuesize()

{

printf("\n Queue size : %d", count);

}

/\* Enqueing the queue \*/

void enq(int data)

{

if (rear == NULL)

{

rear = (struct node \*)malloc(1\*sizeof(struct node));

rear->ptr = NULL;

rear->info = data;

front = rear;

}

else

{

temp=(struct node \*)malloc(1\*sizeof(struct node));

rear->ptr = temp;

temp->info = data;

temp->ptr = NULL;

rear = temp;

}

count++;

}

/\* Displaying the queue elements \*/

void display()

{

front1 = front;

if ((front1 == NULL) && (rear == NULL))

{

printf("Queue is empty");

return;

}

while (front1 != rear)

{

printf("%d ", front1->info);

front1 = front1->ptr;

}

if (front1 == rear)

printf("%d", front1->info);

}

/\* Dequeing the queue \*/

void deq()

{

front1 = front;

if (front1 == NULL)

{

printf("\n Error: Trying to display elements from empty queue");

return;

}

else

if (front1->ptr != NULL)

{

front1 = front1->ptr;

printf("\n Dequed value : %d", front->info);

free(front);

front = front1;

}

else

{

printf("\n Dequed value : %d", front->info);

free(front);

front = NULL;

rear = NULL;

}

count--;

}

/\* Returns the front element of queue \*/

int frontelement()

{

if ((front != NULL) && (rear != NULL))

return(front->info);

else

return 0;

}

/\* Display if queue is empty or not \*/

void empty()

{

if ((front == NULL) && (rear == NULL))

printf("\n Queue empty");

else

printf("Queue not empty");

}
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2. Write a program to construct a Circular Linked List with comments on each line.

#include<stdio.h>

#include<stdlib.h>

typedef struct Node

{

int data;

struct Node \*next;

}node;

void insert(node \*pointer, int data)

{

node \*start = pointer;

/\* Iterate through the list till we encounter the last node.\*/

while(pointer->next!=start)

{

pointer = pointer -> next;

}

/\* Allocate memory for the new node and put data in it.\*/

pointer->next = (node \*)malloc(sizeof(node));

pointer = pointer->next;

pointer->data = data;

pointer->next = start;

}

int find(node \*pointer, int key)

{

node \*start = pointer;

pointer = pointer -> next; //First node is dummy node.

/\* Iterate through the entire linked list and search for the key. \*/

while(pointer!=start)

{

if(pointer->data == key) //key is found.

{

return 1;

}

pointer = pointer -> next;//Search in the next node.

}

/\*Key is not found \*/

return 0;

}

void delet(node \*pointer, int data)

{

node \*start = pointer;

/\* Go to the node for which the node next to it has to be deleted \*/

while(pointer->next!=start && (pointer->next)->data != data)

{

pointer = pointer -> next;

}

if(pointer->next==start)

{

printf("Element %d is not present in the list\n",data);

return;

}

/\* Now pointer points to a node and the node next to it has to be removed \*/

node \*temp;

temp = pointer -> next;

/\*temp points to the node which has to be removed\*/

pointer->next = temp->next;

/\*We removed the node which is next to the pointer (which is also temp) \*/

free(temp);

/\* Beacuse we deleted the node, we no longer require the memory used for it .

free() will deallocate the memory.

\*/

return;

}

void print(node \*start,node \*pointer)

{

if(pointer==start)

{

return;

}

printf("%d ",pointer->data);

print(start,pointer->next);

}

int main()

{

/\* start always points to the first node of the linked list.

temp is used to point to the last node of the linked list.\*/

node \*start,\*temp;

start = (node \*)malloc(sizeof(node));

temp = start;

temp -> next = start;

/\* Here in this code, we take the first node as a dummy node.

The first node does not contain data, but it used because to avoid handling special cases

in insert and delete functions.

\*/

printf("1. Insert\n");

printf("2. Delet\n");

printf("3. Print\n");

printf("4. Find\n");

while(1)

{

int query;

printf("Enter your choice:");

scanf("%d",&query);

if(query==1)

{

int data;

printf("Enter the data:");

scanf("%d",&data);

insert(start,data);

}

else if(query==2)

{

int data;

scanf("%d",&data);

delet(start,data);

}

else if(query==3)

{

printf("The list is ");

print(start,start->next);

printf("\n");

}

else if(query==4)

{

int data;

scanf("%d",&data);

int status = find(start,data);

if(status)

{

printf("Element Found\n");

}

else

{

printf("Element Not Found\n");

}

}

}

}

![2.circular-linkedlist.png](data:image/png;base64,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)

3. Write a program to implement Stack as a circular list with comments on each line.

#include<stdio.h>

#include<stdlib.h>

typedef struct Node

{

int data;

struct Node \*next;

}node;

void insert(node \*pointer, int data)

{

node \*start = pointer;

/\* Iterate through the list till we encounter the last node.\*/

while(pointer->next!=start)

{

pointer = pointer -> next;

}

/\* Allocate memory for the new node and put data in it.\*/

pointer->next = (node \*)malloc(sizeof(node));

pointer = pointer->next;

pointer->data = data;

pointer->next = start;

}

int find(node \*pointer, int key)

{

node \*start = pointer;

pointer = pointer -> next; //First node is dummy node.

/\* Iterate through the entire linked list and search for the key. \*/

while(pointer!=start)

{

if(pointer->data == key) //key is found.

{

return 1;

}

pointer = pointer -> next;//Search in the next node.

}

/\*Key is not found \*/

return 0;

}

void delet(node \*pointer, int data)

{

node \*start = pointer;

/\* Go to the node for which the node next to it has to be deleted \*/

while(pointer->next!=start && (pointer->next)->data != data)

{

pointer = pointer -> next;

}

if(pointer->next==start)

{

printf("Element %d is not present in the list\n",data);

return;

}

/\* Now pointer points to a node and the node next to it has to be removed \*/

node \*temp;

temp = pointer -> next;

/\*temp points to the node which has to be removed\*/

pointer->next = temp->next;

/\*We removed the node which is next to the pointer (which is also temp) \*/

free(temp);

/\* Beacuse we deleted the node, we no longer require the memory used for it .

free() will deallocate the memory.

\*/

return;

}

void print(node \*start,node \*pointer)

{

if(pointer==start)

{

return;

}

printf("%d ",pointer->data);

print(start,pointer->next);

}

int main()

{

/\* start always points to the first node of the linked list.

temp is used to point to the last node of the linked list.\*/

node \*start,\*temp;

start = (node \*)malloc(sizeof(node));

temp = start;

temp -> next = start;

/\* Here in this code, we take the first node as a dummy node.

The first node does not contain data, but it used because to avoid handling special cases

in insert and delete functions.

\*/

printf("1. Insert\n");

printf("2. Delete\n");

printf("3. Print\n");

printf("4. Find\n");

while(1)

{

int query;

printf("Enter your choice:");

scanf("%d",&query);

if(query==1)

{

int data;

printf("Enter data:");

scanf("%d",&data);

insert(start,data);

}

else if(query==2)

{

int data;

scanf("%d",&data);

delet(start,data);

}

else if(query==3)

{

printf("The list is ");

print(start,start->next);

printf("\n");

}

else if(query==4)

{

int data;

scanf("%d",&data);

int status = find(start,data);

if(status)

{

printf("Element Found\n");

}

else

{

printf("Element Not Found\n");

}

}

}

}
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5. Write a program to implement Doubly Linked List with comments on each line.

#include<stdio.h>

#include<stdlib.h>

typedef struct Node

{

int data;

struct Node \*next;

struct Node \*prev;

}node;

void insert(node \*pointer, int data)

{

/\* Iterate through the list till we encounter the last node.\*/

while(pointer->next!=NULL)

{

pointer = pointer -> next;

}

/\* Allocate memory for the new node and put data in it.\*/

pointer->next = (node \*)malloc(sizeof(node));

(pointer->next)->prev = pointer;

pointer = pointer->next;

pointer->data = data;

pointer->next = NULL;

}

int find(node \*pointer, int key)

{

pointer = pointer -> next; //First node is dummy node.

/\* Iterate through the entire linked list and search for the key. \*/

while(pointer!=NULL)

{

if(pointer->data == key) //key is found.

{

return 1;

}

pointer = pointer -> next;//Search in the next node.

}

/\*Key is not found \*/

return 0;

}

void delet(node \*pointer, int data)

{

/\* Go to the node for which the node next to it has to be deleted \*/

while(pointer->next!=NULL && (pointer->next)->data != data)

{

pointer = pointer -> next;

}

if(pointer->next==NULL)

{

printf("Element %d is not present in the list\n",data);

return;

}

/\* Now pointer points to a node and the node next to it has to be removed \*/

node \*temp;

temp = pointer -> next;

/\*temp points to the node which has to be removed\*/

pointer->next = temp->next;

temp->prev = pointer;

/\*We removed the node which is next to the pointer (which is also temp) \*/

free(temp);

/\* Beacuse we deleted the node, we no longer require the memory used for it .

free() will deallocate the memory.

\*/

return;

}

void print(node \*pointer)

{

if(pointer==NULL)

{

return;

}

printf("%d ",pointer->data);

print(pointer->next);

}

int main()

{

/\* start always points to the first node of the linked list.

temp is used to point to the last node of the linked list.\*/

node \*start,\*temp;

start = (node \*)malloc(sizeof(node));

temp = start;

temp -> next = NULL;

temp -> prev = NULL;

/\* Here in this code, we take the first node as a dummy node.

The first node does not contain data, but it used because to avoid handling special cases

in insert and delete functions.

\*/

printf("1. Insert\n");

printf("2. Delete\n");

printf("3. Print\n");

printf("4. Find\n");

while(1)

{

int query;

printf("Enter choice:");

scanf("%d",&query);

if(query==1)

{

int data;

printf("Enter data:");

scanf("%d",&data);

insert(start,data);

}

else if(query==2)

{

int data;

scanf("%d",&data);

delet(start,data);

}

else if(query==3)

{

printf("The list is ");

print(start->next);

printf("\n");

}

else if(query==4)

{

int data;

scanf("%d",&data);

int status = find(start,data);

if(status)

{

printf("Element Found\n");

}

else

{

printf("Element Not Found\n");

}

}

}

}
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6. Write a program to implement Circular Doubly Linked List with comments on each line.

#include<stdio.h>

#include<stdlib.h>

struct node {

int data;

struct node \*prev, \*next;

};

struct node \*head = NULL, \*tail = NULL;

struct node \*createNode(int);

void insertNode(int);

void deleteNode(int);

void display();

struct node\* createNode(int data) {

struct node \*ptr = (struct node \*)malloc(sizeof (struct node));

ptr->data = data;

ptr->prev = NULL;

ptr->next = NULL;

return (ptr);

}

/\* insertion in circular linked list \*/

void insertNode(int data) {

struct node \*temp, \*ptr = createNode(data);

/\* list is empty \*/

if (!head) {

head = ptr;

head->next = head;

head->prev = head;

tail = head;

return;

} else {

/\* only one node present in list \*/

if (head->next == head && head->prev == head) {

temp = head;

ptr->next = temp;

ptr->prev = temp->prev;

temp->prev = ptr;

temp->next = ptr;

tail = ptr;

} else {

/\* do insertion next to head \*/

temp = head->next;

ptr->next = temp;

ptr->prev = temp->prev;

temp->prev->next = ptr;

temp->prev = ptr;

}

}

}

void deleteNode(int data) {

struct node \*ptr, \*temp = head;

/\* if list is not present \*/

if (head == NULL) {

printf("Data unavailable\n");

return;

} else if (temp->data == data) {

/\* deleting head node \*/

if (head == tail) {

temp->prev = NULL;

temp->next = NULL;

free(temp);

head = tail = NULL;

} else {

temp->next->prev = tail;

tail->next = temp->next;

head = temp->next;

temp->next = temp->prev = NULL;

free(temp);

}

} else {

while (temp->next != head && temp->data != data) {

ptr = temp;

temp = temp->next;

}

if (temp->next == head && temp->data != data) {

printf("Given data unvavailable in list\n");

return;

} else if (temp->next != head && temp->data == data) {

/\* deleting any node in between head & tail \*/

ptr->next = temp->next;

temp->next->prev = temp->prev;

temp->next = NULL;

temp->prev = NULL;

free(temp);

printf("Data deleted successfully\n");

} else if (temp->next == head && temp->data == data) {

/\* deleting the tail node \*/

ptr->next = temp->next;

temp->next->prev = ptr;

tail = ptr;

free(temp);

printf("Data deleted successfully\n");

}

}

}

/\* traversing the list \*/

void display() {

struct node \*ptr = head;

int i = 0;

while (ptr) {

printf("%-3d\t", ptr->data);

if (ptr->next == head)

break;

ptr = ptr->next;

i++;

}

printf("\n");

}

int main() {

int ch, data;

while (1) {

printf("1.Insertion\t2.Deletion\n");

printf("3.Display\t4.Exit\n");

printf("Enter ur choice:");

scanf("%d", &ch);

switch (ch) {

case 1:

printf("Enter data to insert:");

scanf("%d", &data);

insertNode(data);

break;

case 2:

printf("Enter data to delete:");

scanf("%d", &data);

deleteNode(data);

break;

case 3:

display();

break;

case 4:

exit(0);

default:

printf("please enter right option\n");

break;

}

}

return 0;

}
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