COMP 282 - Final (Fall, 2018) Name:

**Question 1** Give the best data structure to use in the following scenarios. Justify your answer. You may assume sufficient system resources to support whichever data structure you choose.

1. You want to store a large number of integers. They do not change often, but you need to be able to search them quickly.
2. You need to be able to store an unknown number of floating point values. You only need to access and delete latest value that had been stored.
3. You want to store a large number of integers. They change often, and you need to search them quickly.
4. You have a series of bank records, consisting of a name, account number, and balance. You need to be able to quickly insert new records, update a given record, and delete records.
5. You have a very small number of strings. You do not need to insert or delete strings, but you do need to search them quickly.

**Question 2** Use *Djikstra’s algorithm* to find all-pairs shortest paths from *v*0 to vertices in its connected component in the following graph.
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**Question 3** Given the following tables, and SQL statement, construct a table that represents the results you would expect when running this query.

**CustomerId Name**

1. Bob Roberts
2. Claire McClaireskill
3. Dean VonDeanerson
4. Elanor Elanorsky

**Customers**

|  |  |  |  |
| --- | --- | --- | --- |
|  | **ProductId** | **Name** | **Price** |
| 1 | Party Hat | 2.25 |
| 2 | Cat-Sized Party Hat | 1.00 |
| **Products** | 3 | Fire-Retardant Sparklers | 4.00 |
|  | 4 | Tactical Pumpkin | 4.50 |
|  | 5 | Turkey-Flavored Cranberry Sauce | 5.00 |
|  | 6 | Chimney Security Alarm | 15.00 |

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| **CustomerId** | | | **ProductId** | **Quantity** | **Date** |
| 2 | | | 1 | 1 | 2018-01-01 |
| **Orders** 2 | | | 2 | 3 | 2018-01-01 |
| 1 | | | 4 | 15 | 2018-10-31 |
| 4 | | | 5 | 37 | 2018-11-22 |
| 3 | | | 6 | 1 | 2018-12-25 |
| SELECT |  |  | | | |
| c.Name as Name, |  |
| p.Name as Product, |  |
| o.Quantity as Quantity, |  |
| o.Quantity \* p.Price as | Total |

FROM Customers as c, Products as p, Orders as o WHERE c.CustomerId = o.CustomerId

AND p.ProductId = o.ProductId AND o.Quantity > 3;

**Question 4** Construct an *AVL Tree* by inserting the following values in order. Show all intermediate trees, as well as the balance factor calculated for each node.

1, 2, 3, 7, 8, 5

**Question 5** Build a *Hash Table* of size 8 by inserting the following values in order. Use the algorithm provided to calculate hash values, and open addressing to resolve all collisions. Show all intermediate tables, include both the value and its index in your illustrations.

12, 456, 137, 10907, 1144, 953, 4, 3713

int hash (int input) { int h = input ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABMAAAAgCAYAAADwvkPPAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAB/UlEQVRIiaXWv2+NURgH8E9/aJsmDUXShIVImjBYhVi0jAwG1cSGmZnZUhX+gHYQUjZR1rKS6EQMxI+BbjWIQX8Iwzmv+9zT996q+01Ocp73+7zfe55znx9vj2YMoR+rNsd2dGG9JIYxj7VMPsHONkL78B1fMBiJHizid7EW0d1C7E7wG4nE+UBM41awJ2qEBrCc+WcleT+8fAzHg323Rmwy8JMl+TKQw9JdVfaLGrGFzH3Lp/yLXqwEu1/zPZX/6gGM5f09/IxkN94H+1BeFSIHF8N+pubUTmmENYcHwR4voljSOnykxJu3MTUeZ67CmcBdaiUGfVJKfM5rOj+LqH7wh1Qp/429+JXFau9qK7iuEeKRToS68TELvdZ8j1vGeDjVlU6E4GEWWsGuToR2Z5EqBzvCVY0QxzbxbYsuvMlCH7Tubf+Eo+FU1zoRgtkstI49nQgNSWVT1WjENtzEp7ym8rOWuKwR4unwvCuLl03hkTbJXHXfJan1VIgJXLarE3VCh4PDjYKb1ZwqJ4M902sjYq+aLbjRsH+rObTRUmwAF/J+QSrwiNjjVguxvjIRz0oTivq+FWfCQc3z4l3p/FyKf1kxxjImNO5oSurIlX0uOo4E4naNEK0/JV4pym0QX6Vk3d9CjDSkn0qVsSZ95AzXOQ5gRxuhiCHFYPkD47qea+3pyWEAAAAASUVORK5CYII=) 10;

h += (input / 10) ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABMAAAAgCAYAAADwvkPPAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAB/UlEQVRIiaXWv2+NURgH8E9/aJsmDUXShIVImjBYhVi0jAwG1cSGmZnZUhX+gHYQUjZR1rKS6EQMxI+BbjWIQX8Iwzmv+9zT996q+01Ocp73+7zfe55znx9vj2YMoR+rNsd2dGG9JIYxj7VMPsHONkL78B1fMBiJHizid7EW0d1C7E7wG4nE+UBM41awJ2qEBrCc+WcleT+8fAzHg323Rmwy8JMl+TKQw9JdVfaLGrGFzH3Lp/yLXqwEu1/zPZX/6gGM5f09/IxkN94H+1BeFSIHF8N+pubUTmmENYcHwR4voljSOnykxJu3MTUeZ67CmcBdaiUGfVJKfM5rOj+LqH7wh1Qp/429+JXFau9qK7iuEeKRToS68TELvdZ8j1vGeDjVlU6E4GEWWsGuToR2Z5EqBzvCVY0QxzbxbYsuvMlCH7Tubf+Eo+FU1zoRgtkstI49nQgNSWVT1WjENtzEp7ym8rOWuKwR4unwvCuLl03hkTbJXHXfJan1VIgJXLarE3VCh4PDjYKb1ZwqJ4M902sjYq+aLbjRsH+rObTRUmwAF/J+QSrwiNjjVguxvjIRz0oTivq+FWfCQc3z4l3p/FyKf1kxxjImNO5oSurIlX0uOo4E4naNEK0/JV4pym0QX6Vk3d9CjDSkn0qVsSZ95AzXOQ5gRxuhiCHFYPkD47qea+3pyWEAAAAASUVORK5CYII=) 10;

return h ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABMAAAAgCAYAAADwvkPPAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAB/UlEQVRIiaXWv2+NURgH8E9/aJsmDUXShIVImjBYhVi0jAwG1cSGmZnZUhX+gHYQUjZR1rKS6EQMxI+BbjWIQX8Iwzmv+9zT996q+01Ocp73+7zfe55znx9vj2YMoR+rNsd2dGG9JIYxj7VMPsHONkL78B1fMBiJHizid7EW0d1C7E7wG4nE+UBM41awJ2qEBrCc+WcleT+8fAzHg323Rmwy8JMl+TKQw9JdVfaLGrGFzH3Lp/yLXqwEu1/zPZX/6gGM5f09/IxkN94H+1BeFSIHF8N+pubUTmmENYcHwR4voljSOnykxJu3MTUeZ67CmcBdaiUGfVJKfM5rOj+LqH7wh1Qp/429+JXFau9qK7iuEeKRToS68TELvdZ8j1vGeDjVlU6E4GEWWsGuToR2Z5EqBzvCVY0QxzbxbYsuvMlCH7Tubf+Eo+FU1zoRgtkstI49nQgNSWVT1WjENtzEp7ym8rOWuKwR4unwvCuLl03hkTbJXHXfJan1VIgJXLarE3VCh4PDjYKb1ZwqJ4M902sjYq+aLbjRsH+rObTRUmwAF/J+QSrwiNjjVguxvjIRz0oTivq+FWfCQc3z4l3p/FyKf1kxxjImNO5oSurIlX0uOo4E4naNEK0/JV4pym0QX6Vk3d9CjDSkn0qVsSZ95AzXOQ5gRxuhiCHFYPkD47qea+3pyWEAAAAASUVORK5CYII=) 8;

}

**Question 6** Briefly explain the following data structures:

1. Binary Tree
2. 2-3-4 Tree
3. Linked List
4. Hash Table
5. Sorted Array

**Question 7** Give a definition for the following terms:

1. Collision Chaining
2. Adjacent Nodes
3. Perfect Hashing
4. Maximum Path Height
5. Primary Key

**Question 8** Construct a *Red-Black Tree* by inserting the following values in-order. Show all interme- diate steps. Indicate a red node with a dashed circle, and a black node with a solid circle.

10, 5, 15, 0, 2, 12, 20, 13, 11, 14

**Question 9** Use Kruskal’s algorithm to construct a minimum spanning forest for the following graph. Yes, you may the draw graphs. Show all steps.
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**Question 10** Is the following function a “good” candidate for a hashing function? Why or why not? Supply evidence for your claim.

public class Hasher {

public static int hash (int input, int limit) { int odd = input;

if (odd ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABMAAAAgCAYAAADwvkPPAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAB/UlEQVRIiaXWv2+NURgH8E9/aJsmDUXShIVImjBYhVi0jAwG1cSGmZnZUhX+gHYQUjZR1rKS6EQMxI+BbjWIQX8Iwzmv+9zT996q+01Ocp73+7zfe55znx9vj2YMoR+rNsd2dGG9JIYxj7VMPsHONkL78B1fMBiJHizid7EW0d1C7E7wG4nE+UBM41awJ2qEBrCc+WcleT+8fAzHg323Rmwy8JMl+TKQw9JdVfaLGrGFzH3Lp/yLXqwEu1/zPZX/6gGM5f09/IxkN94H+1BeFSIHF8N+pubUTmmENYcHwR4voljSOnykxJu3MTUeZ67CmcBdaiUGfVJKfM5rOj+LqH7wh1Qp/429+JXFau9qK7iuEeKRToS68TELvdZ8j1vGeDjVlU6E4GEWWsGuToR2Z5EqBzvCVY0QxzbxbYsuvMlCH7Tubf+Eo+FU1zoRgtkstI49nQgNSWVT1WjENtzEp7ym8rOWuKwR4unwvCuLl03hkTbJXHXfJan1VIgJXLarE3VCh4PDjYKb1ZwqJ4M902sjYq+aLbjRsH+rObTRUmwAF/J+QSrwiNjjVguxvjIRz0oTivq+FWfCQc3z4l3p/FyKf1kxxjImNO5oSurIlX0uOo4E4naNEK0/JV4pym0QX6Vk3d9CjDSkn0qVsSZ95AzXOQ5gRxuhiCHFYPkD47qea+3pyWEAAAAASUVORK5CYII=) 2 == 0) odd += 1;

input = 0;

while (odd > 0) { input += odd ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABMAAAAgCAYAAADwvkPPAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAB/UlEQVRIiaXWv2+NURgH8E9/aJsmDUXShIVImjBYhVi0jAwG1cSGmZnZUhX+gHYQUjZR1rKS6EQMxI+BbjWIQX8Iwzmv+9zT996q+01Ocp73+7zfe55znx9vj2YMoR+rNsd2dGG9JIYxj7VMPsHONkL78B1fMBiJHizid7EW0d1C7E7wG4nE+UBM41awJ2qEBrCc+WcleT+8fAzHg323Rmwy8JMl+TKQw9JdVfaLGrGFzH3Lp/yLXqwEu1/zPZX/6gGM5f09/IxkN94H+1BeFSIHF8N+pubUTmmENYcHwR4voljSOnykxJu3MTUeZ67CmcBdaiUGfVJKfM5rOj+LqH7wh1Qp/429+JXFau9qK7iuEeKRToS68TELvdZ8j1vGeDjVlU6E4GEWWsGuToR2Z5EqBzvCVY0QxzbxbYsuvMlCH7Tubf+Eo+FU1zoRgtkstI49nQgNSWVT1WjENtzEp7ym8rOWuKwR4unwvCuLl03hkTbJXHXfJan1VIgJXLarE3VCh4PDjYKb1ZwqJ4M902sjYq+aLbjRsH+rObTRUmwAF/J+QSrwiNjjVguxvjIRz0oTivq+FWfCQc3z4l3p/FyKf1kxxjImNO5oSurIlX0uOo4E4naNEK0/JV4pym0QX6Vk3d9CjDSkn0qVsSZ95AzXOQ5gRxuhiCHFYPkD47qea+3pyWEAAAAASUVORK5CYII=) 10; odd /= 10;

}
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}

}