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**1. 트랜잭션의 4대 특징**

1. 원자성(Atomicity)

- 트랜잭션의 작업이 부분적으로 실행되거나 중단되지 않는 것

- 하나의 덩어리로 전부 되는 것 아니면 아무것도 되지 않음.

- 작업의 단위를 일부분만 실행하지 않음

1. 일관성(Consistency)

- 트랜잭션이 성공적으로 완료되면 일관적인 DB상태를 유지하는 것

ex) employees 테이블의 first\_name의 데이터 타입이 Char에서 int형으로 바뀌지 않음

- 트랜잭션이 진행되는 동안에 DB가 변경되더라도 업데이트된 DB로 트랜잭션

이 되는 것이 아니라 처음에 트랜잭션을 진행하기 위해 참조한 DB로 진행됨.

1. 격리성(Isolation)

- 트랜잭션 수행 시 다른 트랜잭션의 작업이 끼어들지 못하는 것

- 트랜잭션끼리 서로 간섭할 수 없음

1. 지속성(Durability)

- 성공적으로 수행된 트랜잭션은 영원히 반영이 되는 것

- 한번 commit을 하면 현재 상태는 영원히 보장됨

DB에서 일관성의 특징으로 사용자가 DB로 검색을 하는 등 이용할 때 서로 다른 사용자들이 일관성 있는 DB를 볼 수 있어서 서로 다른 DB를 보는 경우가 없다. 또한 일관성의 특징으로 employees 테이블에서 특정 사람이 부서를 옮겼을 때 개발 부서 테이블에서는 마케팅 부서로 옮겼다고 뜨는데 마케팅 부서에서는 아무 들어온 사람이 없는 경우가 없어야 한다. 일관성 특징으로 은행 DB에서 입출금 오류 등 심각한 문제를 막을 수 있어서 중요한 특징이다.

격리성은 한 DB에서 병행처리를 막아 공통된 데이터가 혼란스러워지는 경우를 막는 특징이다. 이와 같이 간섭이 일어날 경우 갱신분실, 오손판독, 반복불가능, 팬텀문제 등 여러가지 문제점들이 발생하기 때문에 Lock과 unlock 기능으로 격리성을 보장한다. 이 격리성은 DB를 이용하는데 서로 같은 데이터를 봐야하는 일관성 특징으로 비슷한 이유로 주요한 특징이다.

**2. MySQL의 인덱스 종류**

인덱스의 데이터 저장 방식별로 구분하는 것은 많은 분류가 가능하겠지만, 대표적으로 BTREE 인덱스와 HASH인덱스로 구분할 수 있다.

- BTREE

가장 일반적으로 사용되는 인덱스 알고리즘으로서, 칼럼의 값을 변형하지 않고, 원래의 값을 이용해 인덱싱하는 알고리즘

- HASH

컬럼의 값으로 해시 값을 계산해서 인덱싱하는 알고리즘으로, 매우 빠른 검색을 지원한다. 하지만 전방일치와 같이 값의 일부만 검색할 수 없고 비교문을 쓸 수 없다.

여기서 스토리지엔진에 따라 HASH를 못 쓸 수 있다.

MySQL 문법에서 테이블 생성 시 지정할 수 있는 인덱스 타입이 2개로 나타난다.

|  |
| --- |
| index\_type:  USING {BTREE | HASH} |

이는 문법 호환성을 위해서 문법적으로 허용만 할 뿐, MySQL은 스토리지엔진에 따라 지원되는 인덱스의 타입이 다르다.

|  |  |  |  |
| --- | --- | --- | --- |
| 스토리지엔진 | 지원되는 인덱스 | Full-text search indexes | Clustered 인덱스 |
| InnoDB | BTREE | No | Yes |
| Memorry/HEAP | HASH, BTREE | No | No |
| NDB | HASH, BTREE | No | No |
| MyISAM | BTREE, RTREE | Yes | No |
| Archive |  | No | No |

Clustered Index

테이블 레코드들이, 인덱스 컬럼의 정렬 순서대로 적재되어 있는 것. 인덱스 자체가 테이블 레코드 순서와 같다. 인덱스 자체의 리프 페이지가 곧 데이터이다. 그러므로 인덱스 자체에 데이터가 포함되어있다고 볼 수 있다.

MySQL에서 InnoDB를 스토리지엔진 기반에서의 경우

테이블에서 Primary key가 있다면 Primary key를 Clustered 인덱스로, 없다면 UNIQUE 하면서 NOT NULL인 컬럼을 Clustered 인덱스로, 그것도 없다면 임의로 보이지 않는 컬럼을 만들어 Clustered 인덱스로 만든다.

Secondary Index

보조 인덱스의 생성시에는 데이터 페이지는 그냥 둔 상태에서 별도의 페이지에 인덱스를 구성한다. 보조 인덱스의 인덱스 자체의 리프 페이지는 데이터가 아니라 데이터가 위치하는 주소값을 가진다.

Clustered 인덱스는 Secondary 인덱스 보다 검색(R) 속도는 더 빠르다. 하지만 입력/수정/삭제(CUD)는 느리다.

**3. 와일드카드(like)기반 검색**

검색하려는 값을 정확하게 모를 경우에도 검색할 수 있도록 하는 것

|  |  |
| --- | --- |
| 와일드 카드 | 기술 |
| % | 0개 이상의 문자를 대체 |
| \_ | 단일 문자에 대한 대체 |
| [charlist] | 문자 세트 및 범위가 일치 |
| [^charlist] 또는 [!charlist] | 문자 세트를 제외한 문자들로 대체 |

-예시

1) A%

‘A’로 시작하는 모든 문자열

2) ‘%A’%

‘A’가 포함된 모든 문자열

3) ‘\_A%’

두 번째 문자가 ‘A’인 모든 문자열

4) ‘[ABC]%’

첫 번째 문자가 ‘A’ 또는 ‘B’ 또는 ‘C’인 모든 문자열

5) ‘[^A]%’

첫 번째 문자가 ‘A’가 아닌 모든 문자열

6)[0-9][0-9][0-9][0-9]

4자리 숫자를 가지는 문자열

-단점

와일드카드 문자를 이용한 검색은 텍스트 열(문자열)에서만 사용할 수 있다.

NULL값은 와일드 카드로 매칭되지 않음

‘%’나 ‘\_’ 또는 ‘[‘ 등 와일드카드 연산자를 검색할 때는 주의가 필요함
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