**滑动窗口的最大值**

问题描述

给出一个可能包含重复的整数数组，和一个大小为 k 的滑动窗口。从左到右在数组中滑动这个窗口，编程找到数组中每个窗口内的最大值。

输入

有多组测试数据。每组有2行，第1行有两个整数n和k；第2行有n个整数。

输出

对每组测试数据，依次输出每一个滑动窗口内的最大值的数组。

输入样例

5 3

1 2 7 7 8

输出样例

7 7 8

代码实现

#include <deque>

#include <iostream>

using namespace std;

//Get the max in A[0] - A[size-1]

int getMax(int \*A, int size){

int mx = A[0];

for(int i=1; i<size; i++){

if(A[i] > mx)

mx = A[i];

}

return mx;

}

//Order solution get the max in windows move

void maxInWindows(int \*A, int n, int k, int \*B){

for(int i=0; i<n-k; i++)

B[i] = getMax(A+i,k);

}

// Bidirectional Queue Implementation

void maxSlidingWindow(int \*A, int n, int k, int \*B){

deque<int> Q;

for (int i = 0; i < k; i++){

while (!Q.empty() && A[i] >= A[Q.back()])

Q.pop\_back();

Q.push\_back(i);

}

for (int i = k; i < n; i++) {

B[i-k] = A[Q.front()];

while (!Q.empty() && A[i] >= A[Q.back()])

Q.pop\_back();

while (!Q.empty() && Q.front() <= i-k)

Q.pop\_front();

Q.push\_back(i);

}

B[n-k] = A[Q.front()];

}

int main(int argc, char \*argv[]){

int i,array\_size,window\_size;

cout<< "Please Enter your array size and window length: ";

cin>> array\_size >> window\_size;

int \*A = new int[array\_size];

int \*B = new int[array\_size - window\_size + 1];

for (i=0; i<array\_size; i++)

cin >> A[i];

maxInWindows(A, array\_size, window\_size, B);

for (i=0; i<array\_size - window\_size + 1; i++)

cout<< B[i];

cout<< endl;

maxSlidingWindow(A, array\_size, window\_size, B);

for (i=0; i<array\_size - window\_size + 1; i++)

cout<< B[i];

cout<< endl;

}

**最小差**

问题描述

若给定两个有序整数数组（第一个是数组 A，第二个是数组 B），在数组 A 中找 A[ i ]，数组 B 中找B[ j ]，使A[ i ] 和 B[ j ] 两者的差取得最小。

编程求最小差。

要求：时间复杂度 O(n log n)。

输入

有多组测试数据，每组有3行。

每组的第1行是一个整数，（n<10000）。接着有2行，每行上有个数为n的整数序列，分别表示数组A和B。

输出

对每组测试数据中的两个整数数组 A 和 B，输出所要求的最小差。

输入样例

4

3 4 6 7

2 3 8 9

输出样例

0

代码实现

#include <math.h>

#include <iostream>

using namespace std;

// A[],B[] are two ordered arrays. n is the length of arrays.

int min\_dist(int \*A, int \*B, int n){

int min\_distance = fabs(A[0] - B[0]);

int low, high, middle, target;

for (int i = 0; i < n; i++){

low = 0;

high = n - 1;

middle = 0;

target = A[i];

while (low <= high){

middle = low + (high - low) / 2;

if (B[middle] == target){

min\_distance = 0;

break;

}

else if (B[middle] < target){

low = middle + 1;

}

else{

high = middle - 1;

}

}

if(min\_distance == 0)

break;

if(fabs(A[i] - B[middle]) < min\_distance)

min\_distance = fabs(A[i] - B[middle]);

if(middle > 0)

if (fabs(A[i] - B[middle - 1]) < min\_distance)

min\_distance = fabs(A[i] - B[middle - 1]);

if(middle < n - 1)

if (fabs(A[i] - B[middle + 1]) < min\_distance)

min\_distance = fabs(A[i] - B[middle + 1]);

}

return min\_distance;

}

int main(int argc, char \*argv[]){

int i,array\_size,min\_distance;

cout<< "Please Enter your array size: ";

cin>> array\_size;

int \*A = new int[array\_size];

int \*B = new int[array\_size];

for (i=0; i<array\_size; i++)

cin >> A[i];

for (i=0; i<array\_size; i++)

cin >> B[i];

min\_distance = min\_dist(A,B,array\_size);

cout << "The min distance between array A[] and B[] is " << min\_distance << " !"<<endl;

}

**新的区间列表**

问题描述

给出一个无重叠的按照区间起始端点排序的区间列表。在列表中插入一个新的区间，你要确保列表中的区间仍然有序且不重叠（如果有必要的话，可以合并区间）。编程实现这个功能。

输入

有多组测试数据，每组有3行。每组的第1行是一个整数n，表示原始区间数目，第2行有2n个整数，表示是原始区间列表，其中每两个相邻的整数表示一个区间。第3行是2个整数，表示是待插入的区间端点。

输出

对每组测试数据，输出插入后形成的新的区间列表，每两个相邻的整数表示一个区间。

输入样例

2

1 2 5 9

2 5

输出样例

1 9

代码实现

#include <iostream>

#include <vector>

#include <utility>

using namespace std;

int main(){

vector <pair<int,int>> A;

vector <pair<int,int>> C;

pair <int,int> B;

int n;

int start\_tmp,end\_tmp;

int insert\_pos;

while(cin >> n){

insert\_pos = 0;

A.clear();

C.clear();

for(int i=0; i<n; i++){

cin>>start\_tmp>>end\_tmp;

A.push\_back(make\_pair(start\_tmp,end\_tmp));

//cout<<start\_tmp<<" "<<end\_tmp<<endl;

}

cin>>B.first>>B.second;

//cout<<B.first<<" "<<B.second<<endl;

for(int i=0; i<n; i++){

//cout<<A[i].first<<" "<<A[i].second<<endl;

if(A[i].second < B.first){

C.push\_back(A[i]);

insert\_pos++;

}

else if(A[i].first > B.second){

C.push\_back(A[i]);

}

else{

B.first = min(A[i].first,B.first);

B.second = max(A[i].second,B.second);

}

}

C.insert(C.begin()+insert\_pos,B);

for(int i=0; i<C.size(); i++){

if(i) cout<<" ";

cout << C[i].first <<" "<< C[i].second;

}

cout<<endl;

}

return 0;

}

**区间最小数**

问题描述

给定一个整数数组A，及对于一个宽带长的查询区间[ start, end ]，求在该查询区间范围中的最小数。这里start、end表示对A查询的开始与结束的序号（A的元素序号从0开始）。

输入

有多组测试数据。每组是一个带查询的整数数组和要查询的区间数组。

每组的第一行是2个正整数n和q，第2行有n个整数，构成序列A，第3行有2q个整数，每2个整数q2i、q2i+1表示一个查询区间[q2i、q2i+1]。

输出

对于每组测试数据，及q个查询列表，输出一行，即依次输出序列A在q个查询区间中数的最小值序列。

挑战：每次查询在O(log n)的时间内完成。

输入样例

5 3

1 2 7 8 5

1 2 0 4 2 4

输出样例

2 1 5

代码实现

#include <iostream>

using namespace std;

int search(int \*A, int start, int end){

int min = A[start];

for(int i=start+1; i<=end; i++){

if(min>A[i])

min = A[i];

}

return min;

}

int main(){

int n,q;

while(cin>>n>>q){

int\* A = new int[n];

int\* B = new int[2\*q];

for(int i=0; i<n; i++)

cin>>A[i];

for(int i=0; i<2\*q; i++)

cin>>B[i];

for(int i=0; i<q; i++){

int start = B[2\*i];

int end = B[2\*i+1];

//cout << start << " " <<end <<endl;

int result = search(A,start,end);

if(i) cout<<" ";

cout<<result;

}

cout<<endl;

delete[] A;

delete[] B;

}

return 0;

}

**能否得到0**

问题描述

给定3个数，请判定能否用加减乘除运算符号（不用括号）连起来得到结果0。

输入

第一行是一个整数T，表示测试数据的个数。

接着有T行，每行有3个整数，表示一组测试数据。

输出

对每组测试数据，输出一个判定结果。如果有这样的表达式，那么输出“Yes”，否则输出“No”。

输入样例

3

2 3 1

5 4 3

输出样例

Yes

No

代码实现

在一个二维数组中，每一行都按照从左到右递增的顺序排序，每一列都按照从上到下递增的顺序排序。请完成一个函数，输入这样的一个二维数组和一个整数，判断数组中是否含有该整数。

//从右上角开始搜索

class Solution {

public:

bool Find(int target, vector<vector<int> > array) {

int rowCount = array.size();//行

int colCount = array[0].size();//列

int i,j;

for(i=0,j=colCount-1;i<rowCount&&j>=0;)

{

if(target == array[i][j])

return true;

if(target > array[i][j])

{

i++;

continue;//continue：终止当前循环中的一次操作，继续执行循环；break：直接跳出当前循环，执行循环外的语句。

}

if(target < array[i][j])

{

j--;

continue;

}

}

return false;

}

};

请实现一个函数，将一个字符串中的空格替换成“%20”。例如，当字符串为We Are Happy.则经过替换之后的字符串为We%20Are%20Happy。

//采用从后向前的替换方式。

//若采用从前往后的替换方式，则找到的第一个空格位置，则其后所有的字符均要后移。

//比如，若第一个空格在第5个位置，指针p值向它，若要将其替换成“%20”，则需要：

// \*p = "%";

// \*(p +1) = "2";

// \*(p +2) = "0";

//但这里，\*(p +1)和\*(p +2)原本就指向字符串中的后续字符，直接按照上述代码操作会丢失这部分的信息，则需要先保存p位置所有的字符（将这些字符后移）。

//若采用从后往前的替换方式，则找到最后一个空格后，只需将该空格后的字符移动到最终位置。故而采取这种方案。

//思路：先获取空格数。再从后往前遍历寻找空格进行替换。

class Solution {

public:

void replaceSpace(char \*str,int length) {

int count = 0;

for(int i=0; i<length; i++){

if(str[i] == ' ')

count++;

}

for(int i = length-1; i>=0; i--){

if(str[i] != ' ')

str[i+count\*2] = str[i];

else{

count --;

str[i+count\*2] = '%';

str[i+count\*2+1] = '2';

str[i+count\*2+2] = '0';

}

}

}

};

输入一个链表，从尾到头打印链表每个节点的值。

/\*\*

\* struct ListNode {

\* int val;

\* struct ListNode \*next;

\* ListNode(int x) :

\* val(x), next(NULL) {

\* }

\* };

\*/

class Solution {

public:

vector<int> printListFromTailToHead(ListNode\* head) {

vector<int> value;

if(head != NULL){

value.insert(value.begin(),head->val);

if(head->next != NULL){

vector<int> tmpVec = printListFromTailToHead(head->next);

if(tmpVec.size() > 0)

value.insert(value.begin(),tmpVec.begin(),tmpVec.end());

}

}

return value;

}

};

**硬币问题：**

给予不同面值的硬币若干种，如何利用若干种硬币组合为某种面额的钱，使硬币个数最少。

代码实现

#include<iostream>

using namespace std;

//money需要找零的钱

//coin可用的硬币硬币种类

void FindMin(int money,int \*coin, int n)

{

int \*coinNum=new int[money+1]();//存储1...money找零最少需要的硬币的个数

int \*coinValue=new int[money+1]();//最后加入的硬币，方便后面输出是哪几个硬币

coinNum[0]=0;

for(int i=1;i<=money;i++)

{

int minNum=i;//i面值钱，需要最少硬币个数

int usedMoney=0;//这次找零，在原来的基础上需要的硬币

for(int j=0;j<n;j++)

{

if(i>=coin[j])//找零的钱大于这个硬币的面值

{

//if(coinNum[i-coin[j]]+1<=minNum)//所需硬币个数减少了

/\*

上面的判断语句有问题，在更新时，需要判断i-coin[j]是否能找的开，如果找不开，就不需要更新。

多谢zywscq 指正

\*/

if(coinNum[i-coin[j]]+1<=minNum&&(i==coin[j]||coinValue[i-coin[j]]!=0))//所需硬币个数减少了

{

minNum=coinNum[i-coin[j]]+1;//更新

usedMoney=coin[j];//更新

}

}

}

coinNum[i]=minNum;

coinValue[i]=usedMoney;

}

//输出结果

if(coinValue[money]==0)

cout<<"找不开零钱"<<endl;

else

{

cout<<"需要最少硬币个数为："<<coinNum[money]<<endl;

cout<<"硬币分别为:";

while(money>0)

{

cout<<coinValue[money]<<",";

money-=coinValue[money];

}

}

delete []coinNum;

delete []coinValue;

}

int main()

{

int Money=18;

int coin[]={1,2,5,9,10};

FindMin(Money,coin,5);

}

**数字三角形-3支**

问题描述

给定每行由数字组成的数字三角形，寻找从顶至低某处的一条路径，使该路径所经过的数字的总和最大，每一步只能向左下、向下或向右下走，如图所示。

![](data:image/png;base64,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)

输入

输入有若干测试数据。每一组测试数据的第一行为一个整数H，表示有高度为H的数字三角形，接下来的H行描述一个数字三角形，其中的第i行有2i-1个整数，整数之间用一个空格分开。

输出

对每组测试数据输出对应的数字三角形从顶至低边某处的一条最优路径所经过的最大数字之和。

输入样例

4

6

2 1 6

4 3 4 6 9

1 2 3 4 5 6 2

5

7

3 8 6

8 1 0 4 6

2 7 4 4 3 5 3

4 5 2 6 5 8 3 9 3

输出样例

27

33

算法实现

#include <iostream>

using namespace std;

const int H = 1000;

int A[H][H];

int main(){

int h;

while(cin>>h){

for(int i=1; i<=h; i++){

for(int j=1; j<=2\*i-1; j++){

cin>>A[i][j];

}

}

//动态规划问题

for(int i=h-1; i>=1; i--){

for(int j=1; j<=2\*i-1; j++){

A[i][j] += max(A[i+1][j],max(A[i+1][j+1],A[i+1][j+2]));

//cout<<A[i][j]<<endl;

}

}

cout<<A[1][1]<<endl;

}

return 0;

}

**点与三角形**

问题描述

给定点P和三角形ABC，确定点P与三角形的位置关系，并求三角形面积。

输入

输入的第一行上有正整数n，表示有n组测试数据，接下来的2n行是n组测试数据的描述。每组测试数据有2行：第一行上有6个整数x1 y1 x2 y2 x3 y3，整数之间用一个空格隔开，他们分别表示三角形ABC的三个顶点坐标A(x1，y1)、B(x2，y2)、C(x3，y3)；第二行是2个整数u，v，整数之间用一个空格隔开，它们表示点P的坐标P(u,v)。

输出

对输入的每组测试数据，在输出文件中先输出一行，内容是“Case i:”，其中i是数组的编号（从1开始）。在下一行上输出三角形的面积（四舍五入保留1位小数），空1格，接着对给定的三角形ABC和点P，确定点P与三角形ABC的位置关系。如果点P在三角形内部（应在真正内部），那么输出“Yes”；否则输出“No”。

输入样例

3

0 0 3 4 0 4

0 2

0 0 3 4 0 4

0 -3

0 0 3 4 0 4

1 2

输出样例

Case 1:

6.0 No

Case 2:

6.0 No

Case 3:

6.0 Yes

代码实现：

#include <iostream>

#include <iomanip>

#include <vector>

#include <utility>

#include <math.h>

using namespace std;

void cal(vector<pair<int,int>> triangle, pair<int,int> point){

pair<int,int>a,b,c,p;//向量AB、AC、BC、AP

float u,v,area,al,bl,cl,l;

string inside;

a.first = triangle[1].first - triangle[0].first;

a.second = triangle[1].second - triangle[0].second;

b.first = triangle[2].first - triangle[0].first;

b.second = triangle[2].second - triangle[0].second;

c.first = triangle[2].first - triangle[1].first;

c.second = triangle[2].second - triangle[1].second;

p.first = point.first - triangle[0].first;

p.second = point.second - triangle[0].second;

//海伦公式求面积

al = sqrt(a.first\*a.first + a.second\*a.second);

bl = sqrt(b.first\*b.first + b.second\*b.second);

cl = sqrt(c.first\*c.first + c.second\*c.second);

l = (al+bl+cl)/2;

area = sqrt(l\*(l-al)\*(l-bl)\*(l-cl));

//盘点点与三角形的位置关系

u = (p.first\*a.second - a.first\*p.second)/(float)(b.first\*a.second - a.first\*b.second);

v = (p.first\*b.second - b.first\*p.second)/(float)(a.first\*b.second - b.first\*a.second);

if(u>0 && v>0 && u+v<1)

inside = "Yes";

else

inside = "No";

cout<< setiosflags(ios::fixed) <<setprecision(1) << area << " " << inside << endl;

}

int main(){

int n,ver\_x,ver\_y,point\_x,point\_y;

int i = 1;

vector<pair<int,int>> triangle;

pair<int,int> point;

cin >> n;

while(i<=n){

for(int i=0; i<3; i++){

cin >> ver\_x >> ver\_y;

triangle.push\_back(make\_pair(ver\_x,ver\_y));

}

cin>>point.first>>point.second;

cout<<"Case " << i << ":" <<endl;

cal(triangle,point);

i++;

}

return 0;

}

**是否一个海岛**

问题描述

输入一个长方形表示海域G，判定G中是否只有一个海岛。区域中每个方格位置用0或1表示，其中1表示是高于海平面的小区域，0表示低于海平面的小区域。水平或垂直直接相邻的两个方格称为区域相邻，其他位置的方格不是直接相邻的，高出海平面的连通区域构成海岛。

现在要求你编写一个程序，判断该长方形区域中是否只有一个海岛。如下图所示是一个6×8的海域，有一个海岛。

![](data:image/png;base64,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)

输入

有多个海域图数据。

每个海域图描述的第1行是两个整数m和n，（0<m，n<100）,分别表示海域的行数和列数。接着有m行，每行有n个数字，每个数字是0或1，之间用一个空格分开。

输出

对每个海域图，如果是里面只有一个海岛，那么输出“Yes”，否则输出“No”。

输入样例

6 8

1 1 0 0 1 1 1 1

0 1 1 0 1 0 1 0

1 1 1 1 1 1 1 0

0 1 1 0 0 1 0 0

0 0 1 0 0 1 0 0

0 0 0 0 0 1 1 0

输出样例

Yes

代码实现

#include <iostream>

using namespace std;

const int N = 100;

int mp[N][N];

int dx[4] = {0, 0, -1, 1};

int dy[4] = {1, -1, 0, 0};

int n,m;

bool vis[N][N];

void dfs(int r, int c){

vis[r][c] = true;

for(int i=0; i<4; i++){

int nr = r+dx[i];

int nc = c+dy[i];

if(nr>=0 && nr<m && nc>=0 && nc<n && !vis[nr][nc] && mp[nr][nc]==1){

dfs(nr,nc);

}

}

}

int main(){

while(cin >> m >> n){

for(int i=0; i<m; i++){

for(int j=0; j<n; j++){

cin >> mp[i][j];

vis[i][j] = false;

}

}

int res = 0;

for(int i=0; i<m; i++){

for(int j=0; j<n; j++){

if(mp[i][j]==1 && !vis[i][j]){

res++;

dfs(i,j);

}

}

}

if(res == 1)

cout<< "Yes" << endl;

else

cout << "No" << endl;

}

return 0;

}

**卷积最大值子采样**

问题描述

给出一个可能包含重复整数的m\*n数组，和一个大小为k\*k卷积核，现用该核进行最大值采样，即滑动大小为k\*k的窗口，从左上角开始，自左至右，自上而下，在m\*n数组中滑动这个窗口，取出这个窗口中的最大值。

编程找到m\*n数组中每个窗口内的最大值构成的矩阵。

输入

有多组测试数据。每组有2行，第1行有3个整数m、n和k；第2行开始有m行，每行n个整数。（0<m,n<=100, k<=m, k<=n）。

输出

对每组测试数据，先输出“Case #”，下一行上依次输出m\*n数组中每个窗口内的最大值构成的矩阵。

输入样例

5 5 3

7 1 1 0 0

0 1 1 1 0

0 0 4 1 1

0 0 1 1 8

6 1 1 0 0

3 4 2

94 48 91 16

35 95 89 92

98 99 74 31

输出样例

Case 1

7 4 4

4 4 8

6 4 8

Case 2

70 99 99

92 99 99

92 99 99

代码实现

#include <iostream>

using namespace std;

//获取0-m,0-n内的最大值

//int getMax(vector<vector<int>> A, int n){

int getMax(int \*A, int k){

int mx = A[0];

for(int i=0; i<k; i++){

for(int j=0; j<k; j++){

if(A[i\*k+j]>mx)

mx = A[i\*k+j];

}

}

return mx;

}

//获取k\*k的数组

void getArray(int \*A, int index\_i, int index\_j, int n, int k, int \*B){

for(int i=0; i<k; i++){

for(int j=0; j<k; j++){

B[i\*k+j] = A[index\_i\*n+index\_j+i\*n+j];

}

}

}

int main(){

int m,n,k;

int mx;

int i=1;

while(cin >> m >> n >> k){

int \*A = new int[m\*n];

int \*B = new int[k\*k];

for(int i=0; i<m; i++){

for(int j=0; j<n; j++){

cin>>A[i\*n+j];

}

}

cout<< "Case " << i << endl;

for(int i=0; i<m-k+1; i++){

for(int j=0; j<n-k+1; j++){

getArray(A,i,j,n,k,B);

mx = getMax(B,k);

if(j!=0 && j!=n-k+1) cout<<" ";

cout<< mx;

}

cout << endl;

}

i++;

}

return 0;

}

**特殊物品装包**

问题描述

现有n个特殊的物品需要装入容量为c的背包，但这n个物品重量越轻价值越大，即设这n个物品的第i个的体积为wi，价值为vi（i=1,2,……,n），假如按重量排序，不妨设，w1≤w2≤...≤wn,w2，那么此时有v1≥ v2≥…≥vn\。如“金、银、铜、铁”等物品就是这种情况。

现在您的任务是根据物品的重量和价值，给出一个将物品放入背包的方案使得包中物品的价值最大。注意：物品不能切割，也即要么整块放入、要么不放。

输入

输入有若干组测试数据(不超过20组)。

每组测试数据有3行：其第1行上有2个整数n和c，分别是物品个数n和包所能容纳物品的体积，（n<=50,c<=500），第2行上有n个整数v1、v2、…、vn，依次是n个物品的价值，第3行上有n个整数w1、w2、…、wn,，分别是n个物品的重量。诸整数之间用一个空格分开。

输出

现对输入中的每组测试数据，输出1行：先输出“Case #:”，其中“#”是测试数据的组号（从1开始）。接着输出包能装的物品的最大价值。

输入样例

3 4

1 3 4

3 2 1

5 20

6 3 5 4 2

2 6 3 5 8

输出样例

Case 1: 7

Case 2: 18

代码实现

#include <iostream>

#include <vector>

#include <utility>

using namespace std;

vector<pair<int,int>> getLightest(vector<pair<int,int>> v){

pair<int,int> c;

for(int i=0; i<v.size()-1; i++ ){

for(int j=0; j<v.size()-i-1; j++){

if(v[j].first>v[j+1].first){

c = v[j];

v[j] = v[j+1];

v[j+1] = c;

}

}

}

return v;

}

int main(){

int n,c,wei,val,k;

int j = 1;

while(cin >> n >> c){

wei = 0;

val = 0;

int \*value = new int[n];

int \*weight = new int[n];

vector<pair<int,int>> mat,order\_mat;

for(int i=0; i<n; i++)

cin >> value[i];

for(int i=0; i<n; i++)

cin >> weight[i];

for(int i=0; i<n; i++)

mat.push\_back(make\_pair(weight[i],value[i]));

order\_mat = getLightest(mat);

k = 0;

while(wei < c){

wei = wei + order\_mat[k].first;

if(wei > c) break;

val = val + order\_mat[k].second;

k++;

}

cout << "Case " << j << ": " << val << endl;

j++;

}

return 0;

}

**点与四边形**

问题描述

给定点P和四边形ABCD，确定点P与四边形的位置关系。

输入

输入的第一行上有正整数n，表示有n组测试数据，每组数据有2行。

每组的第一行上有8个整数x1、y1、x2、y2、x3、y3、x4、y4，整数之间用一个空格隔开，他们分别表示四边形ABCD的四个顶点坐标A(x1，y1)、B(x2，y2)、C(x3，y3)、D(x4、y4)；第二行是2个整数u、v，整数之间用一个空格隔开，他们表示一个点的坐标P(u,v)。

输出

对输入的每组测试数据，先输出一行，内容是“Case i:”，其中i是数组的编号（从1开始）。接着对给定的四边形ABCD和点P，确定点P与四边形ABCD的位置关系。如果点P在四边形内部或边上（包括端点），那么输出“In”；否则输出“Out”。

输入样例：

2

0 0 3 4 0 4 -1 1

7 4

0 0 3 4 0 4 -1 1

0 2

输出样例：

Case 1:

Out

Case 2:

In

代码实现

#include <iostream>

#include <vector>

#include <utility>

using namespace std;

void cal(vector< pair<int,int> > triangle, pair<int,int> point){

pair<int,int>ab,ap,bc,bp,cd,cp,da,dp;

int a,b,c,d;

string inside;

//AB

ab.first = triangle[1].first - triangle[0].first;

ab.second = triangle[1].second - triangle[0].second;

//AP

ap.first = point.first - triangle[0].first;

ap.second = point.second - triangle[0].second;

//BC

bc.first = triangle[2].first - triangle[1].first;

bc.second = triangle[2].second - triangle[1].second;

//BP

bp.first = point.first - triangle[1].first;

bp.second = point.second - triangle[1].second;

//CD

cd.first = triangle[3].first - triangle[2].first;

cd.second = triangle[3].second - triangle[2].second;

//CP

cp.first = point.first - triangle[2].first;

cp.second = point.second - triangle[2].second;

//DA

da.first = triangle[0].first - triangle[3].first;

da.second = triangle[0].second - triangle[3].second;

//DP

dp.first = point.first - triangle[3].first;

dp.second = point.second - triangle[3].second;

a = (ab.first\*ap.second - ab.second\*ap.first);

b = (bc.first\*bp.second - bc.second\*bp.first);

c = (cd.first\*cp.second - cd.second\*cp.first);

d = (da.first\*dp.second - da.second\*dp.first);

//cout<< "a= " << a << " b= " << b << " c= " << c << " d= " << d <<endl;

if((a >= 0 && b >= 0 && c >= 0 && d >= 0) || (a <= 0 && b <= 0 && c <= 0 && d <= 0))

cout<< "In" << endl;

else

cout<< "Out" << endl;

}

int main(){

int n,ver\_x,ver\_y,point\_x,point\_y;

int i = 1;

vector< pair<int,int> > rectangle;

pair<int,int> point;

cin >> n;

while(i<=n){

rectangle.clear();

for(int i=0; i<4; i++){

cin >> ver\_x >> ver\_y;

rectangle.push\_back(make\_pair(ver\_x,ver\_y));

}

cin>>point.first>>point.second;

cout<<"Case " << i << ":" <<endl;

cal(rectangle,point);

i++;

rectangle.clear();

}

return 0;

}