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# Цель работы

Исследование эффекта от использования классов.

# Задание

Строчные русские буквы: множество, содержащие буквы, общие для множеств A, B, C и не встречающиеся в D.

# Результаты эксперимента с четырьмя структурами данных на основе классов

Ниже представлены примеры работы программы (рис. 1–4).

![](data:image/png;base64,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)

Рис.1 Выполнение программы с множеством символов
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Рис.2 Выполнение программы со списками
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Рис.3 Выполнение программы с массивом битов
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Рис.4 Выполнение программы с машинным словом

Результат измерения времени обработки для каждого из способов

Таблица 2. Результаты измерения времени обработки

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| Мощность множеств | t, c | | | |
| Массив символов | Список | Унивёрсум | Машинное слово |
| 2 | 8,00E-05 | 9,00E-05 | 7.7e-05 | 7.5e-05 |
| 4 | 8.9e-05 | 1.1e-04 | 7.6e-05 | 7.7e-05 |
| 6 | 1.1e-04 | 1.2e-04 | 7.8e-05 | 8,00E-05 |
| 8 | 1.1e-04 | 1.2e-04 | 8.1e-05 | 8,00E-05 |
| 10 | 1.3e-04 | 1.2e-04 | 8.1e-05 | 7.4e-05 |
| 12 | 1.4e-04 | 1.3e-04 | 8,00E-05 | 7.7e-05 |
| 14 | 1.7e-04 | 1.5e-04 | 7.6e-05 | 7.6e-05 |
| 16 | 1.7e-04 | 1.7e-04 | 7.6e-05 | 7.8e-05 |
| 18 | 1.8e-04 | 1.9e-04 | 7.8e-05 | 7.9e-05 |
| 20 | 2,00E-04 | 2.3e-04 | 7.7e-05 | 7.8e-05 |
| 22 | 2.2e-04 | 2.4e-04 | 8,00E-05 | 8.2e-05 |
| 24 | 2.3e-04 | 2.6e-04 | 8,00E-05 | 8.1e-05 |
| 26 | 2.4e-04 | 2.6e-04 | 7.6e-05 | 7.9e-05 |
| 28 | 2.7e-04 | 3,00E-04 | 7.9e-05 | 7.5e-05 |
| 30 | 2.9e-04 | 3.2e-04 | 8.3e-05 | 7.9e-05 |
| 32 | 3.4e-04 | 3.3e-04 | 8.2e-05 | 7.8e-05 |

Для получения более точных данных измеряемый процесс обработки множеств для каждого способа представления повторялся 10000 раз. При представлении множеств в виде массива символов и списка заметно, что время обработки множеств с увеличением мощности также увеличивается. Для универсума и машинного слова время обработки практически неизменно, т.е. не зависит от размера входа.

В сравнении с бесклассовой реализацией (см. Отчёт “Зачётная работа №1. Множество в памяти ЭВМ”), скорость выполнения алгоритма практически не изменяется вне зависимости от используемого типа данных. Это исходит от того, что любой класс - абстракция, занимающая минимальную память.

# Результат эксперимента с отслеживанием вызовов функций-членов

Множество: функция вставки вызывается для каждого из четырёх множеств n-ое количество раз, где n - длина множества. После этого происходит проверка на факт правильной заполненности после сохранения адресов начала и конца (для перемещения). Функция вызывается единожды для каждого из множеств. После поиска совпадений в соответствии с логикой задания set E заполняется вставкой (поиск происходит для каждого будущего элемента отдельно). Работа программы заканчивается вызовом деструктора, удаляющим множества по адресу. Использованные функции: insert(), begin(), end(), contains().

Список: в первую очередь, вызывается конструктор класса LinkedList(). При каждом вызове создаётся список (всего пять). Сразу после ввода все элементы записываются в список через push\_back. Получив адреса первого и последнего элемента каждого списка (т. е. подтвердив существование и корректную последовательность), программа схожим с множественной реализацией образом находит элементы и заполняет итоговый лист. Деструктор удаляет листы по адресам.

Унивёрсум (массив битов): в отличие от предыдущих представлений данных, заполнение происходит с помощью непостоянного оператора. Это вызвано особенностью расположения в памяти. Позиция бита в массиве определяется ASCII-кодом символа. Однако он всё ещё заполняется поэлементно, поэтому оператор не может возвращать постоянное значение. Деструктор отсутствует.

Машинное слово: после создания слов и получения данных, последние копируются через оператор. Результат инвертируется через маску до значения 33 бит (при изначальных 64) для оптимизации пространства памяти.

# Выводы

В ходе лабораторной работы было выяснено, что классы практически не имеют влияние на время выполнения программы. Это несомненное преимущество перед “голой” реализацией через структуры, как это было в прошлой работе, так как помимо экономии, объектное представление обеспечивает безопасность и удобство (в том числе и постоянном использовании одного и того же шаблона). Использование конструкторов упроща
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# Приложение. Текст программы

#ifndef SET\_H #define SET\_H

#include #include

template class Set { private: struct Node { T data; Node\* left; Node\* right;

Node(const T& value) : data(value), left(nullptr), right(nullptr) {}  
};  
  
Node\* root;  
  
class Iterator {  
private:  
 static const int MAX\_HEIGHT = 64;  
 Node\* stack[MAX\_HEIGHT];  
 int top;  
  
 void pushLeft(Node\* node) {  
 while (node && top < MAX\_HEIGHT) {  
 stack[top++] = node;  
 node = node->left;  
 }  
 }  
  
public:  
 Iterator(Node\* root = nullptr) : top(0) {  
 pushLeft(root);  
 }  
  
 T& operator\*() {  
 return stack[top - 1]->data;  
 }  
  
 const T& operator\*() const {  
 return stack[top - 1]->data;  
 }  
  
 Iterator& operator++() {  
 if (top <= 0) return \*this;  
 Node\* current = stack[--top];  
 pushLeft(current->right);  
 return \*this;  
 }  
  
 bool operator!=(const Iterator& other) const {  
 if (top == 0 && other.top == 0) return false;  
 if (top == 0 || other.top == 0) return true;  
 return stack[top - 1] != other.stack[other.top - 1];  
 }  
};  
  
// вспомогательные функции   
Node\* insert(Node\* node, const T& value) {  
 if (!node) return new Node(value);  
 if (value < node->data) {  
 node->left = insert(node->left, value);  
 } else if (value > node->data) {  
 node->right = insert(node->right, value);  
 }  
 return node;  
}  
  
bool contains(Node\* node, const T& value) const {  
 if (!node) return false;  
 if (value == node->data) return true;  
 if (value < node->data) return contains(node->left, value);  
 return contains(node->right, value);  
}  
  
Node\* findMin(Node\* node) const {  
 while (node && node->left) node = node->left;  
 return node;  
}  
  
Node\* remove(Node\* node, const T& value) {  
 if (!node) return node;  
 if (value < node->data) {  
 node->left = remove(node->left, value);  
 } else if (value > node->data) {  
 node->right = remove(node->right, value);  
 } else {  
 if (!node->left) {  
 Node\* temp = node->right;  
 delete node;  
 return temp;  
 } else if (!node->right) {  
 Node\* temp = node->left;  
 delete node;  
 return temp;  
 }  
 Node\* temp = findMin(node->right);  
 node->data = temp->data;  
 node->right = remove(node->right, temp->data);  
 }  
 return node;  
}  
  
void inorder(Node\* node) const {  
 if (node) {  
 inorder(node->left);  
 std::cout << node->data << " ";  
 inorder(node->right);  
 }  
}  
  
void destroy(Node\* node) {  
 if (node) {  
 destroy(node->left);  
 destroy(node->right);  
 delete node;  
 }  
}

public: // конструктор Set() : root(nullptr) { std::cout << "Set::Set() called\n"; }

// конструктор с начальной инициалиацией  
Set(std::initializer\_list<T> init) : root(nullptr) {  
 std::cout << "Set::Set(initializer\_list) called\n";  
 for (const T& value : init) {  
 insert(value);  
 }  
}  
  
// деструктор  
~Set() {  
 std::cout << "Set::~Set() called\n";  
 destroy(root);  
}  
  
Iterator begin() const {  
 std::cout << "Set::begin() called\n";  
 return Iterator(root);  
}  
  
Iterator end() const {  
 std::cout << "Set::end() called\n";  
 return Iterator(nullptr);  
}  
  
// методы интерфейса  
void insert(const T& value) {  
 std::cout << "Set::insert() called\n";  
 root = insert(root, value);  
}  
  
void remove(const T& value) {  
 std::cout << "Set::remove() called\n";  
 root = remove(root, value);  
}  
  
bool contains(const T& value) const {  
 std::cout << "Set::contains() called\n";  
 return contains(root, value);  
}  
  
void print() const {  
 std::cout << "Set::print() called\n";  
 inorder(root);  
 std::cout << std::endl;  
}  
  
bool empty() const {  
 std::cout << "Set::empty() called\n";  
 return root == nullptr;  
}

};

#endif

#ifndef LIST\_H #define LIST\_H

#include #include // стандартный заголовок #include

template class LinkedList { private: struct Node { T data; Node\* next;

Node(const T& value) : data(value), next(nullptr) {}  
};  
  
Node\* head;  
size\_t size\_;  
  
class Iterator {  
private:  
 Node\* current;  
  
public:  
 Iterator(Node\* node) : current(node) {}  
  
 T& operator\*() {  
 return current->data;  
 }  
  
 const T& operator\*() const {  
 return current->data;  
 }  
  
 Iterator& operator++() {  
 if (current) current = current->next;  
 return \*this;  
 }  
  
 bool operator!=(const Iterator& other) const {  
 return current != other.current;  
 }  
};  
  
void clear() {  
 while (head) {  
 Node\* temp = head;  
 head = head->next;  
 delete temp;  
 }  
 size\_ = 0;  
}

public: // конструктор по умолчанию LinkedList() : head(nullptr), size\_(0) { std::cout << "LinkedList::LinkedList() called\n"; }

// конструктор с начальной иницализацией  
LinkedList(std::initializer\_list<T> init) : head(nullptr), size\_(0) {  
 std::cout << "LinkedList::LinkedList(initializer\_list) called\n";  
 for (const T& value : init) {  
 push\_back(value);  
 }  
}  
  
// деструктор  
~LinkedList() {  
 std::cout << "LinkedList::~LinkedList() called\n";  
 clear();  
}  
  
// копирование  
LinkedList(const LinkedList& other) : head(nullptr), size\_(0) {  
 std::cout << "LinkedList::LinkedList(const LinkedList&) called\n";  
 Node\* current = other.head;  
 while (current) {  
 push\_back(current->data);  
 current = current->next;  
 }  
}  
  
LinkedList& operator=(const LinkedList& other) {  
 std::cout << "LinkedList::operator= called\n";  
 if (this != &other) {  
 clear();  
 Node\* current = other.head;  
 while (current) {  
 push\_back(current->data);  
 current = current->next;  
 }  
 }  
 return \*this;  
}  
  
// основные методы  
Iterator begin() {  
 std::cout << "LinkedList::begin() called\n";  
 return Iterator(head);  
}  
  
Iterator begin() const {  
 std::cout << "LinkedList::begin() const called\n";  
 return Iterator(head);  
}  
  
Iterator end() {  
 std::cout << "LinkedList::end() called\n";  
 return Iterator(nullptr);  
}  
  
Iterator end() const {  
 std::cout << "LinkedList::end() const called\n";  
 return Iterator(nullptr);  
}  
  
void push\_front(const T& value) {  
 std::cout << "LinkedList::push\_front() called\n";  
 Node\* newNode = new Node(value);  
 newNode->next = head;  
 head = newNode;  
 ++size\_;  
}  
  
void push\_back(const T& value) {  
 Node\* newNode = new Node(value);  
 std::cout << "LinkedList::push\_back() called\n";  
 if (!head) {  
 head = newNode;  
 } else {  
 Node\* current = head;  
 while (current->next) {  
 current = current->next;  
 }  
 current->next = newNode;  
 }  
 ++size\_;  
}  
  
bool remove(const T& value) {  
 std::cout << "LinkedList::remove() called\n";  
 if (!head) return false;  
  
 if (head->data == value) {  
 Node\* temp = head;  
 head = head->next;  
 delete temp;  
 --size\_;  
 return true;  
 }  
  
 Node\* current = head;  
 while (current->next && current->next->data != value) {  
 current = current->next;  
 }  
  
 if (current->next) {  
 Node\* temp = current->next;  
 current->next = current->next->next;  
 delete temp;  
 --size\_;  
 return true;  
 }  
  
 return false;  
}  
  
bool contains(const T& value) const {  
 std::cout << "LinkedList::contains() called\n";  
 Node\* current = head;  
 while (current) {  
 if (current->data == value) return true;  
 current = current->next;  
 }  
 return false;  
}  
  
size\_t size() const {  
 std::cout << "LinkedList::size() called\n";  
 return size\_;  
}  
  
bool empty() const {  
 std::cout << "LinkedList::empty() called\n";  
 return head == nullptr;  
}  
  
void print() const {  
 std::cout << "LinkedList::print() called\n";  
 Node\* current = head;  
 while (current) {  
 std::cout << current->data << " ";  
 current = current->next;  
 }  
 std::cout << std::endl;  
}

};

#endif

#ifndef BITWORD\_H #define BITWORD\_H

#include #include #include

class BitWord { private: static const size\_t ALPHABET\_SIZE = 33; std::string alphabet = "АБВГДЕЁЖЗИЙКЛМНОПРСТУФХЦЧШЩЪЫЬЭЮЯ"; unsigned long long data;

// вспомогательная функция: позволяет получить индекс буквы в алфавите  
size\_t getLetterIndex(char c) const {  
 for (size\_t i = 0; i < ALPHABET\_SIZE; ++i) {  
 if (c == alphabet[i]) {  
 return i;  
 }  
 }  
 throw std::invalid\_argument("Символ не является заглавной буквой русского алфавита");  
}

public: // конструктор по умолчанию — пустое множество BitWord() : data(0) { std::cout << "BitWord::BitWord() called\n"; }

void set(char letter) {  
 std::cout << "BitWord::set() called\n";  
 size\_t idx = getLetterIndex(letter);  
 if (idx >= 64) return;  
 data |= (1ULL << idx);  
}  
  
void reset(char letter) {  
 std::cout << "BitWord::reset() called\n";  
 size\_t idx = getLetterIndex(letter);  
 if (idx >= 64) return;  
 data &= ~(1ULL << idx);  
}  
  
bool test(char letter) const {  
 std::cout << "BitWord::reset() called\n";  
 size\_t idx = getLetterIndex(letter);  
 if (idx >= 64) return false;  
 return (data & (1ULL << idx)) != 0;  
}  
  
void clear() {  
 std::cout << "BitWord::clear() called\n";  
 data = 0;  
}  
  
bool empty() const {  
 std::cout << "BitWord::empty() called\n";  
 return data == 0;  
}  
  
size\_t count() const {  
 std::cout << "BitWord::count() called\n";  
 size\_t cnt = 0;  
 unsigned long long n = data;  
 while (n) {  
 cnt += n & 1;  
 n >>= 1;  
 }  
 return cnt;  
}  
  
void print() const {  
 std::cout << "BitWord::print() called\n";  
 for (size\_t i = 0; i < ALPHABET\_SIZE; ++i) {  
 if (data & (1ULL << i)) {  
 std::cout << alphabet.substr(i\*2, 2) << " ";  
 }  
 }  
 std::cout << std::endl;  
}  
  
unsigned long long getValue() const {  
 std::cout << "BitWord::getValue() called\n";  
 return data;  
}  
  
BitWord operator|(const BitWord& other) const {  
 std::cout << "BitWord::operator| (BitWord) called\n";  
 BitWord result;  
 result.data = this->data | other.data;  
 return result;  
}  
BitWord& operator|=(unsigned long long mask) {  
 std::cout << "BitWord::operator|= (unsigned long long) called\n";  
 data |= mask;  
 return \*this;  
}  
friend BitWord operator~(const BitWord& bw) {  
 std::cout << "BitWord::operator|= (BitWord) called\n";  
 const unsigned long long MASK = (1ULL << 33) - 1;  
 BitWord result;  
 result.data = (~bw.data) & MASK;  
 return result;  
}  
  
BitWord operator&(const BitWord& other) const {  
 std::cout << "BitWord::operator& (BitWord) called\n";  
 BitWord result;  
 result.data = this->data & other.data;  
 return result;  
}  
  
BitWord& operator|=(const BitWord& other) {  
 std::cout << "BitWord::operator&= called\n";  
 data |= other.data;  
 return \*this;  
}  
  
BitWord& operator&=(const BitWord& other) {  
 std::cout << "BitWord::operator~ called\n";  
 data &= other.data;  
 return \*this;  
}

};

#endif

#ifndef BITARRAY\_H #define BITARRAY\_H

#include #include #include

struct Bit { unsigned int bit : 1; // 0 или 1

Bit() : bit(0) {}  
Bit(unsigned int b) : bit(b & 1) {}

};

class BitArray { private: static const size\_t ALPHABET\_SIZE = 33; std::string alphabet = "АБВГДЕЖЗИЙКЛМНОПРСТУФХЦЧШЩЪЫЬЭЮЯЁ"; Bit bits[ALPHABET\_SIZE];

// Прокси-класс для доступа к биту  
class BitProxy {  
 Bit& bit\_ref;  
public:  
 BitProxy(Bit& b) : bit\_ref(b) {}  
  
 // Присваивание: proxy = 0 или proxy = 1  
 BitProxy& operator=(unsigned int value) {  
 bit\_ref.bit = value & 1;  
 return \*this;  
 }  
  
 // Преобразование в bool (для чтения)  
 operator bool() const {  
 return bit\_ref.bit != 0;  
 }  
};  
  
// вспомогательная функция: позволяет получить индекс буквы в алфавите  
size\_t getLetterIndex(char c) const {  
 for (size\_t i = 0; i < ALPHABET\_SIZE; ++i) {  
 if (c == alphabet[i]) {  
 return i;  
 }  
 }  
 throw std::invalid\_argument("Символ не является буквой русского алфавита");  
}

public:

// конструктор по умолчанию — все биты 0  
BitArray() {  
 std::cout << "BitArray::BitArray() called\n";  
 for (size\_t i = 0; i < ALPHABET\_SIZE; ++i) {  
 bits[i].bit = 0;  
 }  
}  
  
BitProxy operator[](size\_t index) {  
 std::cout << "BitArray::operator[] (non-const) called\n";  
 return BitProxy(bits[index]);  
}  
  
bool operator[](size\_t index) const {  
 std::cout << "BitArray::operator[] (const) called\n";  
 if (index >= ALPHABET\_SIZE) return false;  
 return bits[index].bit != 0;  
}  
  
void set(char letter) {  
 std::cout << "BitArray::set() called\n";  
 size\_t idx = getLetterIndex(letter);  
 bits[idx].bit = 1;  
}  
  
void reset(char letter) {  
 std::cout << "BitArray::reset() called\n";  
 size\_t idx = getLetterIndex(letter);  
 bits[idx].bit = 0;  
}  
  
int get(int idx) {  
 std::cout << "BitArray::get() called\n";  
 return bits[idx].bit;  
}  
  
bool test(char letter) const {  
 std::cout << "BitArray::test() called\n";  
 size\_t idx = getLetterIndex(letter);  
 return bits[idx].bit == 1;  
}  
  
void clear() {  
 std::cout << "BitArray::clear() called\n";  
 for (size\_t i = 0; i < ALPHABET\_SIZE; ++i) {  
 bits[i].bit = 0;  
 }  
}  
  
void print() const {  
 std::cout << "BitArray::print() called\n";  
 for (size\_t i = 0; i < ALPHABET\_SIZE; ++i) {  
 if (bits[i].bit) {  
 std::cout << alphabet.substr(i\*2, 2) << " ";  
 }  
 }  
 std::cout << std::endl;  
}  
  
bool empty() const {  
 std::cout << "BitArray::empty() called\n";  
 for (size\_t i = 0; i < ALPHABET\_SIZE; ++i) {  
 if (bits[i].bit) return false;  
 }  
 return true;  
}  
  
size\_t count() const {  
 std::cout << "BitArray::count() called\n";  
 size\_t cnt = 0;  
 for (size\_t i = 0; i < ALPHABET\_SIZE; ++i) {  
 cnt += bits[i].bit;  
 }  
 return cnt;  
}

};

#endif

#include #include #include #include "./headers/bitarray.h"

#include

using namespace std;

int f(string s) { if (s[1]-'0'+160 == -15) return 32; // Ё return s[1]-'0'+160; }

void input(BitArray& b) { string line; getline(cin, line, '\n');

for (int i = 0; i < line.size(); i+=2) b[f(line.substr(i, 2))] = 1;

}

int main() { setlocale(LC\_ALL, "Russian");

BitArray bA;   
BitArray bB;   
BitArray bC;   
BitArray bD;   
BitArray bE;   
  
cout << "A: "; input(bA);  
cout << "B: "; input(bB);  
cout << "C: "; input(bC);  
cout << "D: "; input(bD);  
  
auto t1 = std::chrono::high\_resolution\_clock::now();  
auto tt1 = clock();  
  
cout << endl;  
  
cout << "A: "; bA.print();  
cout << "B: "; bB.print();  
cout << "C: "; bC.print();  
cout << "D: "; bD.print();  
  
// Находим A ∩ B ∩ C - D  
for (int i = 0; i < 33; i++) bE[i] = bA[i] && bB[i] && bC[i];   
  
for (int i = 0; i < 33; i++) bE[i] = not (bE[i] <= bD[i]);  
  
// // Вывод результата  
cout << "Множество E = A ∩ B ∩ C - D: "; bE.print();  
  
auto t2 = std::chrono::high\_resolution\_clock::now();  
auto tt2 = clock();  
  
cout << "Время выполнения: " << std::chrono::duration\_cast<std::chrono::duration<double, micro>>(t2-t1).count() << " мкс" << endl;  
cout << "Счетчик тиков: " << tt2-tt1 << endl;  
  
  
return 0;

}

#include #include #include #include "./headers/bitword.h"

#include

using namespace std;

int f(string s) { if (s[1]-'0'+160 == -15) return 32; // Ё return s[1]-'0'+160; }

void input(BitWord& w) { string line; getline(cin, line, '\n');

for (int i = 0; i < line.size(); i+=2) w |= (1LL << f(line.substr(i, 2))); }

int main() { setlocale(LC\_ALL, "Russian");

BitWord wA; BitWord wB; BitWord wC; BitWord wD; BitWord wE;

cout << "A: "; input(wA); cout << "B: "; input(wB); cout << "C: "; input(wC); cout << "D: "; input(wD);

auto t1 = std::chrono::high\_resolution\_clock::now(); auto tt1 = clock();

cout << endl;

cout << "A: "; wA.print(); cout << "B: "; wB.print(); cout << "C: "; wC.print(); cout << "D: "; wD.print();

// Находим A ∩ B ∩ C - D wE = wA & wB & wC;

wE = wE & (~wD);

// Вывод результата cout << "Множество E = A ∩ B ∩ C - D: "; wE.print();

auto t2 = std::chrono::high\_resolution\_clock::now();  
auto tt2 = clock();  
  
cout << "Время выполнения: " << std::chrono::duration\_cast<std::chrono::duration<double, micro>>(t2-t1).count() << " мкс" << endl;  
cout << "Счетчик тиков: " << tt2-tt1 << endl;

return 0; }

#include #include #include #include "./headers/new\_list.h"

#include

using namespace std;

void print(LinkedList &l) { for (auto ch : l) cout << ch << " "; cout << endl; }

void input(LinkedList &l) { string line; getline(cin, line, '\n');

for (int i = 0; i < line.size(); ) {  
 unsigned char ch = line[i];  
 size\_t len;  
  
 // Определяем длину UTF-8 символа по первому байту  
 if ((ch & 0x80) == 0) len = 1; // 0xxxxxxx  
 else if ((ch & 0xE0) == 0xC0) len = 2; // 110xxxxx  
 else if ((ch & 0xF0) == 0xE0) len = 3; // 1110xxxx  
 else if ((ch & 0xF8) == 0xF0) len = 4; // 11110xxx  
 else len = 1; // fallback (некорректный UTF-8)  
  
 // Ограничиваем длину размером строки  
 if (i + len > line.size()) len = 1;  
  
 l.push\_back(line.substr(i, len));  
 i += len;  
}

}

int main() { setlocale(LC\_ALL, "Russian");

LinkedList<string>\* listA = new LinkedList<string>;  
LinkedList<string>\* listB = new LinkedList<string>;  
LinkedList<string>\* listC = new LinkedList<string>;  
LinkedList<string>\* listD = new LinkedList<string>;  
LinkedList<string>\* listE = new LinkedList<string>;  
  
cout << "A: "; input(\*listA);  
cout << "B: "; input(\*listB);  
cout << "C: "; input(\*listC);  
cout << "D: "; input(\*listD);

auto t1 = std::chrono::high\_resolution\_clock::now(); auto tt1 = clock();

cout << endl;  
  
cout << "A: "; print(\*listA);  
cout << "B: "; print(\*listB);  
cout << "C: "; print(\*listC);  
cout << "D: "; print(\*listD);  
  
// Находим A ∩ B ∩ C - D  
bool found = 0;  
for (auto chA : \*listA) {  
 for (auto chB : \*listB) {  
 for (auto chC : \*listC) {  
 if (chA == chB && chA == chC) {  
 (\*listE).push\_back(chA); found = 1; break;  
 }  
 }  
 if (found) {found = 0; break;}  
 }  
}  
  
for (auto itE = (\*listE).begin(); itE != (\*listE).end(); ++itE) {  
 for (auto itD = (\*listD).begin(); itD != (\*listD).end(); ++itD) {  
 if (\*itE == \*itD) {(\*listE).remove(\*itE); break;}  
 }  
}  
  
  
// Вывод результата  
cout << "Множество E = A ∩ B ∩ C - D: "; print((\*listE));  
  
auto t2 = std::chrono::high\_resolution\_clock::now();  
auto tt2 = clock();  
  
delete listA;  
delete listB;  
delete listC;  
delete listD;  
delete listE;  
  
cout << "Время выполнения: " << std::chrono::duration\_cast<std::chrono::duration<double, micro>>(t2-t1).count() << " мкс" << endl;  
cout << "Счетчик тиков: " << tt2-tt1 << endl;  
  
return 0;

}

#include #include #include #include "./headers/new\_set.h" #include

using namespace std;

void input(Set& s) { string line; getline(cin, line, '\n');

for (int i = 0; i < line.size(); ) {  
 unsigned char ch = line[i];  
 size\_t len;  
  
 // Определяем длину UTF-8 символа по первому байту  
 if ((ch & 0x80) == 0) len = 1; // 0xxxxxxx  
 else if ((ch & 0xE0) == 0xC0) len = 2; // 110xxxxx  
 else if ((ch & 0xF0) == 0xE0) len = 3; // 1110xxxx  
 else if ((ch & 0xF8) == 0xF0) len = 4; // 11110xxx  
 else len = 1; // fallback (некорректный UTF-8)  
  
 // Ограничиваем длину размером строки  
 if (i + len > line.size()) len = 1;  
  
 s.insert(line.substr(i, len));  
 i += len;  
}

}

int main() { setlocale(LC\_ALL, "Russian");

Set<string> setA;  
Set<string> setB;  
Set<string> setC;  
Set<string> setD;  
Set<string> setE;  
  
cout << "A: "; input(setA);  
cout << "B: "; input(setB);  
cout << "C: "; input(setC);  
cout << "D: "; input(setD);  
  
auto t1 = std::chrono::high\_resolution\_clock::now();  
auto tt1 = clock();  
  
cout << endl;  
  
cout << "A: "; setA.print();  
cout << "B: "; setB.print();  
cout << "C: "; setC.print();  
cout << "D: "; setD.print();  
  
// Находим A ∩ B ∩ C - D  
for (const auto& ch : setA) {  
 if (setB.contains(ch) && setC.contains(ch) && !setD.contains(ch)) setE.insert(ch);  
}  
  
// Вывод результата  
cout << "Множество E = A ∩ B ∩ C - D: "; setE.print();  
  
auto t2 = std::chrono::high\_resolution\_clock::now();  
auto tt2 = clock();  
  
cout << "Время выполнения: " << std::chrono::duration\_cast<std::chrono::duration<double, micro>>(t2-t1).count() << " мкс" << endl;  
cout << "Счетчик тиков: " << tt2-tt1 << endl;  
  
  
return 0;

}

# 