SONAR PROJECT

Test Bed Design

* Oscillator board
* Phase difference board
  + phase shift board to simulate pinger location
  + function generator tests

Analog Board

* ~~Hydrophone maintenance~~
  + ~~(3x) RESON TC4013 Hydrophones~~
  + ~~Spaced 24mm apart in triangle at bottom of sub~~
* ~~Pinger~~
  + ~~Output: 22, 23, 24, 25, 26, 27, 28, 29 or 30 kHz~~
  + ~~Pings at 0.5 Hz (2 seconds) for 1.3ms with a sound level of 187 dB~~
  + ~~Separated by 0.9 seconds from practice pool ping~~
* Filter Design
  + Switched Capacitor Filter
    - Narrow bandpass for 20Khz to 40Khz range
    - Controlled by clock frequency in the 0-40Mhz range
    - MAX263
      * Supply voltage: 15V
      * Clock input (2.4min High, 0.8max Low)
  + Infinite Gain Amplifier
    - opamp
  + Phase Difference

Digital Board

* Microcontroller Board (interface with phase diff)
* Programmable Oscillator
  + Maxim DS1077, DS1085
  + Frequency range of 66-133MHz, adjustable over the I2C connection in 10KHz intervals
  + This is fed into a programmable divisor of 1-1025, making for a wide range of available output values
  + Pinout, voltage/current requirements
* Carrier Board >> Arduino >> Progammable Oscillator >> Switched Capacitor Filter
* Microcontroller software (Arduino)

ROS Sonar Node

* Messages (Dave’s implementation)
  + Pinger ID (#0 correct, #1 incorrect)
  + Heading
  + Magnitude
  + TimeSince
* PingerArray

Pinger >> water >> hydrophones >> VGA >> filter >> ADC >> Cheetah SPI >> ROS Sonar Node

Pinger >> water >> hydrophones >> preamp >> filter >> opamp >> ADC >> Cheetah SPI >> Sonar Node

Pinger >> water >> hydrophones >> preamp >> filter >> >> opamp >> phase comparator >> ADC >> Sonar Node

~~Pinger operation (turn on, set frequency, mount underwater, two pingers, interference)~~

~~Signal capture through hydrophones/connecters (compare/test signal amplitudes, signal degradation?)~~

~~Pre-amp to boost signal for filter? VGA. Signal conditioning~~

Signal filtering (test for filtered output, add noise)

* Switched cap filter input (function generator sine wave at 25kHz, 100mV)
* Clock input (function generator, square wave at 1MHz, 5V, interface with oscillator after)
* Variable frequency oscillator
* Supply voltage, control words (pin programmable with Arduino), operating modes, Qs, fclk/f0 ratio, cascading?
* MAX7490

Amplification

* Input (func gen to simulate filtered signal)
* Op-amp (gain to clip signal and turn into square wave), differential amplifier for low noise
* Zero crossing detector, rectifier, multilateration

![http://upload.wikimedia.org/wikipedia/en/thumb/e/e1/Zero_crossing_detector.svg/200px-Zero_crossing_detector.svg.png](data:image/png;base64,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)

* San Diego City used 100X gain

Filtered signal acquisition (ADCs, Cheetah sampling)

* Hook up ADC to func gen (DC voltage, sinusoid, square wave)
* Arduino to take in bytes from ADC (plot and verify)
* Repeat with Cheetah at faster sampling rates
* AD7865 simultaneous sampling four channel 14-bit ADC
* Clipped input from amplifier does not exceed voltage requirements? Clamping? Op-amp supply voltage
* FFT to find phase difference

Phase comparator

* Outputs a PWM signal whose pulse width is proportional to the difference in phase between the two signals
* MAX9382
* PWM signal goes to microcontroller to determine how long the pulse width is
* Pulse width is converted to a left or right degree error (directional error) by a look up table
* San Diego city uses 4 hydrophones mounted at 45 degrees to vertical, to determine when sub is right above the pinger
* PLL phase locked loop
  + A type II detector is sensitive only to the relative timing of the edges of the input and reference pulses, and produces a constant output proportional to phase difference when both signals are at the same frequency.

Ping detection (measure length of time, bin, windows)

* Analog voltage threshold triggers sampling and storing in serial memory
* Cross-correlation algorithm is performed on binned signal return samples to find phase differences
* Wait for min amplitude, accumulate samples, apply band pass filter on samples, calculate phase difference between hydrophones (reference channel and remaining), send phase difference, compare in lookup table for heading and elevation (value in the table with smallest difference)

Phase difference analyzer (angle-of-arrival calculation, closest hydrophone pair, 3rd hydrophone)

* From each hydrophone pair, two candidate rotation angles are found. The two angles which are closest to each other gives the final estimate of rotation needed to aim toward the pinger

Localization (sensor data for direction, phase difference tells you distance from source)

Test on SeaBee

Run 3-channels, triangulation

Analog filtering, digital signal processing

Cornell can compute heading and elevation to the pinger within one degree (4 hydrophones)

Hyperbolic positioning to determine directional vector towards the pinger

Distance between hydrophones is less than half the wavelength, to ensure unambiguous phase difference 🡪 along with physical placement of h-phones and speed of sound underwater, can determine the time difference and calculate angle of sound source

FPGA? DSP?

repurpose VGA for pressure sensor?

Parts lists and cost breakdown

Break up into smaller tasks (amplifier, phase comparator, ADC, find pinger)

**Jose**  
***Current Milestone***: Finish bandpass filter  
***Date:*** October 11th

**Dylan**  
***Current Milestone:*** Test bed oscillator  
***Date:*** September 20th

I'll start with the system as it was for the competition last year:

**Hardware:**

* (3x) RESON TC4013 Hydrophones (<http://www.reson.com/wp-content/uploads/2010/12/TC4013.pdf>)
* Cheetah SPI Host Adapter (<http://www.totalphase.com/products/cheetah_spi/>)
* LTC1400 12-Bit, 400ksps ADC (<http://cds.linear.com/docs/Datasheet/1400fa.pdf>)
* Custom PCB (Beosub Repository)
  + trunk/Electrical/Eagle/Wave Packet Sonar/SonarCheetah.brd
  + trunk/Electrical/Eagle/Wave Packet Sonar/SonarCheetah.sch

**Signal Path:**

Pinger  >>  ~~~ water ~~~  >>  hydrophones  >>  ADC  >>  Cheetah SPI  >>  ROS Sonar Node

**Software:**

* Initial Dev
  + Saliency Repository
    - src/Robots/SeaBeeIII/Sonar
* Current
  + ROS Node (<http://code.google.com/p/seabee3-ros-pkg/>)
* FFTW3 - FFT Library (<http://www.fftw.org/>)

**Walkthrough:**

* The initial dev software folder contains all of the testing software and development/experimentation code I initially used to determine how to approach coding the phase difference algorithm, frequency testing, Cheetah communications, etc...
* The ROS node is the most current version of the code (originally written for Box Turtle, but should be ok with C Turtle as well)
* Cheetah SPI (as configured in ROS node code)
  + **NOTE:** At the time only the 32-bit pre-compiled shared library was provided, so be aware of this when running / compiling on 64-bit systems
  + Communicates in asynchronous mode to keep actual sampling rates up
  + "True" sampling rate is calculated based on the speed of the Cheetah at runtime using a linear interpolation method from experimental data (signal generator, spectrogram, and max frequency bin identifier)
    - Initially I tried calculating this real-time in the principle loop but had major inaccuracies
    - Talked with Rand & Edward about it, but didn't come up with a function fix / solution, so went with the existing approximation
  + Uses slave select (SS) signals as convert (CONV) signals for ADCs
  + Generates a batch of conversions, which will occur in rapid succession without interruption once submitted
  + The collected data stream comes back as individual bytes, but the ADC output data is a combination of two consecutive bytes and must be combined so relevant information can be extracted (data, ready bit, etc.)  See ADC data sheet for spec and code for implementation
  + The extracted (valid) data is stored in their respective signal buffers corresponding to the 3 hydrophones
* Ping Detection
  + Each buffer is examined with a short sliding window for significant frequency content in the expected FFT bin
    - Since the window is short, the frequency resolution is poor but the temporal resolution is high so a full ping can be isolated in time with reasonable granularity
  + A running sample mean is kept to evaluate whether or not the current value of the FFT bin is large enough to be considered a peak
  + If peaks are found in all channels, an indicator is noted for that time step
    - This continues until the current time step does not have an indicator
  + Once a peak is not detected, the run of indicators is checked for sufficient length (i.e. was it a full ping, or just a small error)
  + The history data corresponding to all blocks marked with a positive indicator are extracted an an FFT is performed on the full ping sequence
    - The increased length of the FFT will provide more accurate frequency resolution and allow the phase information from just the ping frequency to be extracted
* Angle Calculation
  + An optimal-pair phase difference angle-of-arrival (<http://en.wikipedia.org/wiki/Angle_of_arrival>) algorithm was developed by Rand and I for relative angle estimation of sonar pingers
  + The best hydrophone pair is determined by finding the minimum phase difference between hydrophone pairs
  + The phase difference is adjusted for a phase factor (rear vs. front) using the remaining hydrophone
  + The phase difference is adjusted for an angular offset base on the chosen hydrophone pair
  + Angle estimate is calculated using the physical separation of the hydrophones

**Problems:**

* Signal strength
  + When the cables were redone just before the competition, the signal strength dropped significantly to the point that the peak detection stopped working
  + The cable attachements need to be redone and the analog front end (following section) will help with this
* Signal quality (SNR)
  + Without hardware filtering, the only signal isolation occurs through the FFT
  + Ambient noise and common hydrophone grounds cause significant phase distortions that decrease the accuracy of the angle estimate

Now the more recent work & future directions:

**Proposed New Hardware (Experimental):**

* LTC1569CS8-7 - Linear Phase, DC Accurate, Tunable 10th Order Lowpass Filter (<http://cds.linear.com/docs/Datasheet/15697fs.pdf>)
* AD8331ARQZ-ND - Single Variable-Gain Amplifier (VGA) with Ultralow Noise Preamplifier and Programmable RIN (<http://www.analog.com/static/imported-files/Data_Sheets/AD8331_8332_8334.pdf>)
* LTC1403ACMSE-1 - Serial 14-Bit, 2.8Msps ADC (<http://www.linear.com/pc/downloadDocument.do?navId=H0,C1,C1155,C1001,C1158,P2481,D1475>)
* Simple Arduino / Amtel chip to sample the signal path & control the VGA

This set of hardware was my initial suggestion for a revised analog frontend that filters out high-frequency noise (tunable filter), keeps the signal amplitude high (VGA), and samples with more precision at higher frequency (new ADC).  I'm happy with the idea, but I think to really address the problems we had with the sampling we need to use differential pair hardware and separate the grounds of the signal channels, which should remove a significant amount of interference; Since the signal paths would be independent differential pairs, the cross-talk & external noise will essentially be removed.  More research needs to be done to figure out what hardware should be used.

**Signal Path:**

Pinger  >>  ~~~ water ~~~  >>  hydrophones  >>  **VGA  >>  filter  >>  ADC** >>  Cheetah SPI  >>  ROS Sonar Node

DIAGNOSTIC BOARD