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**Мета:** розробка програмно-інформаційного продукту засобами.

**План роботи**

Завдання 1. Створити скрипт запуску лабораторних робіт 1-8 (Runner) з єдиним меню для управління додатками використовуючи патерн FACADE https://refactoring.guru/uk/design-patterns/facade

Завдання 2. Зробити рефакторінг додатків, які були зроблені в лб 1-8, для підтримки можливості запуску через Runner

Завдання 3. Зробити рефакторинг додатків, які були зроблені в лб 1-8, використовуючи багаторівневу архітектуру додатків (див. приклад нижче) та всі принципи об’єктно-орієнтованого підходу

Завдання 4. Створити бібліотеку класів, які повторно використовуються у всіх лабораторних роботах та зробити рефакторінг додатків для підтримки цієї бібліотеки. Таких класів в бібліотеці має буде як найменш 5

Завдання 5. Додати логування функцій в класи бібліотеки програмного продукту використовуючи https://docs.python.org/uk/3/howto/logging.html

Завдання 6. Додати коментарі до програмного коду та сформувати документацію програмного продукту засобами pydoc. Документація має бути представлена у вигляді сторінок тексту на консолі, подана у веб-браузері та збережена у файлах HTML

Завдання 7. Документація та код програмного продукту має бути розміщено в GIT repo

Завдання 8. Проведіть статичний аналіз коду продукту засобами PYLINT https://pylint.readthedocs.io/en/stable/ та виправте помилки, які були ідентифіковані. Первинний репорт з помилками додайте до звіту лабораторної роботи

Завдання 9. Підготуйте звіт до лабораторной роботи

**Реалізація:**

**ЛР 1 – Введення в Python:**

**Мета:** створення консольної програми-калькулятора за допомогою основних синтаксичних конструкцій Python, з іншим завданням на заміну тестуванню та валідації.

**План роботи**

Завдання 1: Введення користувача

Створіть Python-програму, яка приймає введення користувача для двох чисел і оператора (наприклад, +, -, \*, /).

Завдання 2: Перевірка оператора

Перевірте чи введений оператор є дійсним (тобто одним із +, -, \*, /). Якщо ні, відобразіть повідомлення про помилку і попросіть користувача ввести дійсний оператор.

Завдання 3: Обчислення

Виконайте обчислення на основі введення користувача (наприклад, додавання, віднімання, множення, ділення) і відобразіть результат.

Завдання 4: Повторення обчислень

Запитайте користувача, чи він хоче виконати ще одне обчислення. Якщо так, дозвольте йому ввести нові числа і оператор. Якщо ні, вийдіть з програми.

Завдання 5: Обробка помилок

Реалізуйте обробку помилок для обробки ділення на нуль або інших потенційних помилок. Відобразіть відповідне повідомлення про помилку, якщо виникає помилка.

Завдання 6: Десяткові числа

Змініть калькулятор так, щоб він обробляв десяткові числа (плаваючу кому) для більш точних обчислень.

Завдання 7: Додаткові операції

Додайте підтримку додаткових операцій, таких як піднесення до степеня (^), квадратний корінь (√) і залишок від ділення (%).

Завдання 8: Функція пам'яті

Реалізуйте функцію пам'яті, яка дозволяє користувачам зберігати і відновлювати результати. Додайте можливості для зберігання та отримання значень з пам'яті.

Завдання 9: Історія обчислень

Створіть журнал, який зберігає історію попередніх обчислень, включаючи вираз і результат. Дозвольте користувачам переглядати історію своїх обчислень.

Завдання 10: Налаштування користувача

Надайте користувачам можливість налаштувати поведінку калькулятора, таку як зміну кількості десяткових розрядів, які відображаються, або налаштування функцій пам'яті.  
  
**Реалізація:**

**Папка AppSettings, файл AppSettings.py:**  
decimal\_places = 2

**Папка functions, файл functions.py:**import math

from tools.tools import get\_from\_memory

def get\_numbers():

choice = input("Використати значення з пам'яті? (так/ні): ").lower()

if choice == 'так':

num1 = get\_from\_memory()

if num1 is None:

return get\_numbers()

print(f"Використано значення з пам'яті: {num1}")

else:

try:

num1 = float(input("Введіть перше число: "))

except ValueError:

print("Помилка: потрібно ввести дійсне число.")

return get\_numbers()

try:

num2 = float(input("Введіть друге число: "))

return num1, num2

except ValueError:

print("Помилка: потрібно ввести дійсне число.")

return get\_numbers()

def get\_operator():

operator = input("Введіть оператор (+, -, \*, /, %, ^, √): ")

if operator in ['+', '-', '\*', '/', '%', '^', '√']:

return operator

else:

print("Помилка: некоректний оператор.")

return get\_operator()

def calculate(num1, num2, operator):

try:

if operator == '+':

return num1 + num2

elif operator == '-':

return num1 - num2

elif operator == '\*':

return num1 \* num2

elif operator == '/':

if num2 == 0:

raise ZeroDivisionError

return num1 / num2

elif operator == '%':

return num1 % num2

elif operator == '^':

return num1 \*\* num2

elif operator == '√':

if num1 < 0:

raise ValueError("Корінь з від'ємного числа не існує.")

return math.sqrt(num1)

except ZeroDivisionError:

print("Помилка: ділення на нуль.")

except ValueError as e:

print(f"Помилка: {e}")

**Папка GlobalVariables, файл GlobalVariables.py:**

memory = None

history = []

decimal\_places = 2

**Папка interface, файл interface.py:**

def get\_user\_input(prompt):

return input(prompt)

def display\_output(message):

print(message)

**Папка logs, файл logs.py:**

def log\_error(error\_message):

with open("error\_log.txt", "a") as log\_file:

log\_file.write(f"Помилка: {error\_message}\n")

def log\_calculation(expression, result):

with open("calculation\_log.txt", "a") as log\_file:

log\_file.write(f"Обчислення: {expression} = {result}\n")

**Папка tools, файл tools.py:**

from GlobalVariables.GlobalVariables import memory, history

def save\_to\_memory(result):

global memory

memory = result

print(f"Збережено у пам'яті: {memory}")

def get\_from\_memory():

if memory is None:

print("Помилка: пам'ять порожня.")

return None

return memory

def show\_history():

for i, entry in enumerate(history, 1):

print(f"{i}: {entry}")

def customize():

global decimal\_places

try:

decimal\_places = int(input("Введіть кількість десяткових розрядів для результатів (за замовчуванням 2): "))

except ValueError:

print("Помилка: потрібно ввести ціле число.")

customize()

**Файл main.py:**

from functions.functions import get\_operator, get\_numbers, calculate

from GlobalVariables.GlobalVariables import memory, history, decimal\_places

from tools.tools import save\_to\_memory, get\_from\_memory, show\_history, customize

def run\_calculator():

global memory, history, decimal\_places

while True:

operator = get\_operator()

if operator == '√':

choice = input("Використати значення з пам'яті? (так/ні): ").lower()

if choice == 'так':

num1 = get\_from\_memory()

if num1 is None:

continue

else:

num1 = float(input("Введіть число для операції √: "))

num2 = 0

else:

num1, num2 = get\_numbers()

result = calculate(num1, num2, operator)

if result is not None:

result = round(result, decimal\_places)

print(f"Результат: {result}")

history.append(f"{num1} {operator} {num2} = {result}" if operator != '√' else f"√{num1} = {result}")

save\_choice = input("Зберегти результат у пам'ять? (так/ні): ").lower()

if save\_choice == 'так':

save\_to\_memory(result)

choice = input("Чи хочете виконати ще одне обчислення? (так/ні): ").lower()

if choice != 'так':

break

history\_choice = input("Бажаєте переглянути історію? (так/ні): ").lower()

if history\_choice == 'так':

show\_history()

customize\_choice = input("Бажаєте налаштувати калькулятор? (так/ні): ").lower()

if customize\_choice == 'так':

customize()

if \_\_name\_\_ == "\_\_main\_\_":

run\_calculator()

**ЛР 2 Основи побудови об’єктно-орієнтованих додатків на Python:**

**Мета:** Розробка консольного калькулятора в об’єктно орієнтованому стилі з використанням класів

**План роботи**

Завдання 1: Створення класу Calculator

Створіть клас Calculator, який буде служити основою для додатка калькулятора.

Завдання 2: Ініціалізація калькулятора

Реалізуйте метод \_\_init\_\_ у класі Calculator для ініціалізації необхідних атрибутів або змінних.

Завдання 3: Введення користувача

Перемістіть функціональність введення користувача в метод у межах класу Calculator. Метод повинен приймати введення для двох чисел і оператора.

Завдання 4: Перевірка оператора

Реалізуйте метод у класі Calculator, щоб перевірити, чи введений оператор є дійсним (тобто одним із +, -, \*, /). Відобразіть повідомлення про помилку, якщо він не є дійсним.

Завдання 5: Обчислення

Створіть метод у класі Calculator, який виконує обчислення на основі введення користувача (наприклад, додавання, віднімання, множення, ділення).

Завдання 6: Обробка помилок

Реалізуйте обробку помилок у межах класу Calculator для обробки ділення на нуль або інших потенційних помилок. Відобразіть відповідні повідомлення про помилку.

Завдання 7: Повторення обчислень

Додайте метод до класу Calculator, щоб запитати користувача, чи він хоче виконати ще одне обчислення. Якщо так, дозвольте йому ввести нові числа і оператор. Якщо ні, вийдіть з програми.

Завдання 8: Десяткові числа

Модифікуйте клас Calculator для обробки десяткових чисел (плаваюча кома) для більш точних обчислень.

Завдання 9: Додаткові операції

Розширте клас Calculator, щоб підтримувати додаткові операції, такі як піднесення до степеня (^), квадратний корінь (√) та залишок від ділення (%).

Завдання 10: Інтерфейс, зрозумілий для користувача

Покращте інтерфейс користувача у межах класу Calculator, надавши чіткі запити, повідомлення та форматування виводу для зручності читання.

**Реалізація:**

**Папка AppSettings, файл AppSettings.py:**  
decimal\_places = 2

**Папка classes, файл calculator.py:**

from GlobalVariables.GlobalVariables import memory, history

from functions.functions import get\_operator, calculate

from tools.tools import save\_to\_memory, get\_from\_memory, show\_history

from AppSettings.AppSettings import decimal\_places

class Calculator:

def \_\_init\_\_(self):

self.memory = memory

self.history = history

self.decimal\_places = decimal\_places

def get\_numbers(self):

choice = input("Використати значення з пам'яті? (так/ні): ").lower()

if choice not in ['так', 'ні']:

print("Помилка: введіть так або ні.")

return self.get\_numbers()

if choice == 'так':

num1 = get\_from\_memory()

if num1 is None:

return self.get\_numbers()

print(f"Використано значення з пам'яті: {num1}")

else:

try:

num1 = float(input("Введіть перше число: "))

except ValueError:

print("Помилка: потрібно ввести дійсне число.")

return self.get\_numbers()

try:

num2 = float(input("Введіть друге число: "))

return num1, num2

except ValueError:

print("Помилка: потрібно ввести дійсне число.")

return self.get\_numbers()

def run(self):

while True:

num1, num2 = self.get\_numbers()

operator = get\_operator()

result = calculate(num1, num2, operator)

if result is not None:

result = round(result, self.decimal\_places)

print(f"Результат: {result}")

self.history.append(f"{num1} {operator} {num2} = {result}")

self.ask\_save\_to\_memory(result)

if not self.ask\_continue():

break

if self.ask\_view\_history():

show\_history()

if self.ask\_customize():

self.customize()

def ask\_save\_to\_memory(self, result):

save\_choice = input("Зберегти результат у пам'ять? (так/ні): ").lower()

if save\_choice == 'так':

save\_to\_memory(result)

def ask\_continue(self):

return input("Чи хочете виконати ще одне обчислення? (так/ні): ").lower() == 'так'

def ask\_view\_history(self):

return input("Бажаєте переглянути історію? (так/ні): ").lower() == 'так'

def ask\_customize(self):

return input("Бажаєте налаштувати калькулятор? (так/ні): ").lower() == 'так'

def customize(self):

try:

new\_decimal\_places = int(input("Введіть кількість десяткових розрядів для результатів (за замовчуванням 2): "))

self.decimal\_places = new\_decimal\_places

print(f"Кількість десяткових розрядів змінена на: {self.decimal\_places}")

self.history.append(f"Користувач змінив кількість десяткових знаків на: {self.decimal\_places}")

except ValueError:

print("Помилка: потрібно ввести ціле число.")

self.history.append("Помилка при налаштуванні десяткових розрядів.")

**Папка functions, файл functions.py:**import math

def validate\_input(prompt, validation\_fn, error\_message):

while True:

user\_input = input(prompt)

if validation\_fn(user\_input):

return user\_input

print(error\_message)

def get\_operator():

return validate\_input("Введіть оператор (+, -, \*, /, %, ^, √): ",

lambda op: op in ['+', '-', '\*', '/', '%', '^', '√'],

"Помилка: некоректний оператор.")

def calculate(num1, num2, operator):

try:

operations = {

'+': lambda: num1 + num2,

'-': lambda: num1 - num2,

'\*': lambda: num1 \* num2,

'/': lambda: num1 / num2 if num2 != 0 else None,

'%': lambda: num1 % num2,

'^': lambda: num1 \*\* num2,

'√': lambda: math.sqrt(num1) if num1 >= 0 else None,

}

return operations.get(operator, lambda: None)()

except (ZeroDivisionError, ValueError) as e:

print(f"Помилка: {e}")

return None

**Папка GlobalVariables, файл GlobalVariables.py:**

memory = None

history = []

**Папка interface, файл interface.py:**

def get\_user\_input(prompt):

return input(prompt)

def display\_output(message):

print(message)

**Папка logs, файл logs.py:**

def log\_error(error\_message):

with open("error\_log.txt", "a") as log\_file:

log\_file.write(f"Помилка: {error\_message}\n")

def log\_calculation(expression, result):

with open("calculation\_log.txt", "a") as log\_file:

log\_file.write(f"Обчислення: {expression} = {result}\n")

**Папка tools, файл tools.py:**

from GlobalVariables.GlobalVariables import memory, history

def save\_to\_memory(result):

global memory

memory = result

print(f"Збережено у пам'яті: {memory}")

def get\_from\_memory():

if memory is None:

print("Помилка: пам'ять порожня.")

return None

return memory

def show\_history():

if history:

for i, entry in enumerate(history, 1):

print(f"{i}: {entry}")

else:

print("Історія порожня.")

**Файл main.py:**

import sys

import os

current\_dir = os.path.dirname(os.path.abspath(\_\_file\_\_))

parent\_dir = os.path.abspath(os.path.join(current\_dir, '..'))

sys.path.append(parent\_dir)

from classes.calculator import Calculator

def main():

calculator = Calculator()

calculator.run()

if \_\_name\_\_ == "\_\_main\_\_":

main()

**ЛР 3 Розробка ASCII ART генератора для візуалізації текстових даних:**

**Мета:** створення додатка Генератора ASCII-арту

**План роботи**

Завдання 1: Введення користувача

Створіть Python-програму, яка приймає введення користувача для слова або фрази, яку треба перетворити в ASCII-арт.

Завдання 2: Бібліотека ASCII-арту

Інтегруйте бібліотеку ASCII-арту (наприклад, pyfiglet або art) у вашу програму для генерації ASCII-арту з введення користувача

Завдання 3: Вибір шрифту

Дозвольте користувачам вибирати різні стилі шрифтів для свого ASCII-арту. Надайте список доступних шрифтів та дозвольте їм вибрати один.

Завдання 4: Колір тексту

Реалізуйте опцію вибору користувачем кольору тексту для їхнього ASCII-арту. Підтримуйте основний вибір кольорів (наприклад, червоний, синій, зелений).

Завдання 5: Форматування виводу

Переконайтеся, що створений ASCII-арт правильно відформатований та вирівнюється на екрані для зручності читання.

Завдання 6: Збереження у файл

Додайте функціональність для збереження створеного ASCII-арту у текстовому файлі, щоб користувачі могли легко завантажувати та обмінюватися своїми творіннями.

Завдання 7: Розмір ARTу

Дозвольте користувачам вказувати розмір (ширина і висота) ASCII-арту, який вони хочуть створити. Масштабуйте текст відповідно.

Завдання 8: Вибір символів

Дозвольте користувачам вибирати символи, які вони хочуть використовувати для створення ASCII-арту (наприклад, '@', '#', '\*', тощо).

Завдання 9: Функція попереднього перегляду

Реалізуйте функцію попереднього перегляду, яка показує користувачам попередній перегляд їхнього ASCII-арту перед остаточним збереженням.

Завдання 10: Інтерфейс, зрозумілий для користувача

Створіть зручний для користувача інтерфейс командного рядку для додатка, щоб зробити його інтуїтивно зрозумілим та легким у використанні.

**Реалізація:**

**Папка AppSettings, файл AppSettings.py:**  
from classes.ASCIIArtApp import ASCIIArtApp

if \_\_name\_\_ == "\_\_main\_\_":

app = ASCIIArtApp()

app.run()

**Папка assets, файл assets.py:**

import pyfiglet

def get\_available\_fonts():

"""Повертає список доступних шрифтів для ASCII-арту."""

return pyfiglet.FigletFont.getFonts()

def preview\_font\_example(font):

"""Показує приклад шрифту."""

return pyfiglet.figlet\_format("Example", font=font)

**Папка classes, файл ASCIIArt.py:**

import pyfiglet

from colorama import Fore

class ASCIIArt:

def \_\_init\_\_(self, text, font="standard", color=Fore.WHITE, width=80, custom\_char="#"):

self.text = text

self.font = font

self.color = color

self.width = width

self.custom\_char = custom\_char

self.ascii\_art = ""

def generate\_art(self):

self.ascii\_art = pyfiglet.figlet\_format(self.text, font=self.font, width=self.width)

self.\_apply\_custom\_characters()

return self.color + self.ascii\_art + Fore.RESET

def \_apply\_custom\_characters(self):

self.ascii\_art = self.ascii\_art.replace('@', self.custom\_char)

self.ascii\_art = self.ascii\_art.replace('#', self.custom\_char)

def preview(self):

print("Попередній перегляд ASCII-арту:")

print(self.generate\_art())

def save\_to\_file(self, file\_path):

with open(file\_path, "w") as f:

f.write(self.ascii\_art)

print(f"ASCII-арт збережено у файл {file\_path}")

**Папка classes, файл ASCIIArtApp.py:**

from colorama import Fore

import re

from classes.ASCIIArt import ASCIIArt

from functions import functions

class ASCIIArtApp:

def \_\_init\_\_(self):

self.colors = {

1: Fore.RED,

2: Fore.BLUE,

3: Fore.GREEN,

4: Fore.WHITE,

5: Fore.YELLOW

}

def get\_font\_choice(self):

fonts = functions.get\_available\_fonts()

return functions.font\_selection(fonts)

def get\_user\_input(self):

# Завдання 1: Введення користувача

text = functions.get\_validated\_text()

# Завдання 2: Вибір шрифту

print("Доступні шрифти:")

selected\_font = self.get\_font\_choice()

# Завдання 8: Вибір символів

custom\_char = functions.get\_validated\_custom\_char()

# Завдання 7: Розмір ARTу

width = functions.get\_width()

# Завдання 4: Колір тексту

color = functions.get\_color\_choice(self.colors)

return ASCIIArt(text, selected\_font, color, width, custom\_char)

def run(self):

art = self.get\_user\_input()

# Завдання 5: Форматування виводу

print(art.generate\_art())

# Завдання 6: Збереження у файл

save\_choice = functions.get\_save\_choice()

if save\_choice == "так":

file\_path = r"C:\Users\Vlad\Desktop\унік\пітоній\Calculator\_Pro\_Max\_beta\_v033\art.txt"

art.save\_to\_file(file\_path)

# Завдання 9: Попередній перегляд

art.preview()

**Папка functions, файл functions.py:**import pyfiglet

import re

from colorama import Fore

def validate\_latin\_input(text):

"""Перевірка, чи містить введений текст тільки латинські символи."""

if re.match("^[A-Za-z0-9 ]+$", text):

return True

print("Помилка: Текст має містити тільки латинські символи та цифри.")

return False

def validate\_custom\_char(char):

"""Перевірка, чи введений символ не містить кирилицю."""

if re.match("^[^\u0400-\u04FF]+$", char): # Регулярний вираз, що виключає кирилицю

return True

print("Помилка: Символ не має містити кириличні символи.")

return False

def font\_selection(fonts):

page\_size = 10

current\_page = 0

total\_pages = len(fonts) // page\_size + (1 if len(fonts) % page\_size else 0)

while True:

print(f"\nСторінка {current\_page + 1}/{total\_pages}")

start\_index = current\_page \* page\_size

end\_index = min(start\_index + page\_size, len(fonts))

for index, font in enumerate(fonts[start\_index:end\_index], start=start\_index + 1):

print(f"{index}. {font}")

user\_action = input("\nВведіть номер шрифту (від 1 до 549), або '>' для наступної сторінки, '<' для попередньої, або 'приклад [номер]' для перегляду прикладу: ")

if user\_action == '>':

if current\_page < total\_pages - 1:

current\_page += 1

else:

print("Ви на останній сторінці.")

elif user\_action == '<':

if current\_page > 0:

current\_page -= 1

else:

print("Ви на першій сторінці.")

elif user\_action.startswith("приклад"):

try:

font\_index = int(user\_action.split()[1]) - 1

if 0 <= font\_index < len(fonts):

print(f"\nПриклад шрифту '{fonts[font\_index]}':")

print(pyfiglet.figlet\_format("Example", font=fonts[font\_index]))

else:

print("Неправильний номер шрифту.")

except (IndexError, ValueError):

print("Неправильний формат команди.")

else:

try:

font\_choice = int(user\_action) - 1

if 0 <= font\_choice < len(fonts):

return fonts[font\_choice]

else:

print("Помилка: Виберіть правильний номер шрифту.")

except ValueError:

print("Помилка: Введіть число або команду.")

def get\_available\_fonts():

return pyfiglet.FigletFont.getFonts()

def get\_validated\_text():

while True:

text = input("Введіть слово або фразу для генерації ASCII-арту (латиницею): ")

if validate\_latin\_input(text):

return text

def get\_validated\_custom\_char():

while True:

custom\_char = input("Введіть символ для ASCII-арту (або натисніть Enter для використання '#'): ")

if not custom\_char:

return '#'

if validate\_custom\_char(custom\_char):

return custom\_char

def get\_width():

default\_width = 80

while True:

width\_input = input(f"Введіть ширину ASCII-арту (за замовчуванням {default\_width}): ")

if not width\_input:

return default\_width

try:

return int(width\_input)

except ValueError:

print("Помилка: Введіть число для ширини.")

def get\_color\_choice(colors):

print("Доступні кольори:")

print("1. Червоний")

print("2. Синій")

print("3. Зелений")

print("4. Білий")

print("5. Жовтий")

while True:

try:

color\_choice = int(input("Виберіть номер кольору: "))

if 1 <= color\_choice <= 5:

return colors.get(color\_choice, Fore.WHITE)

else:

print("Помилка: Виберіть номер кольору від 1 до 5.")

except ValueError:

print("Помилка: Введіть число.")

def get\_save\_choice():

while True:

save\_choice = input("Бажаєте зберегти ASCII-арт у файл? (так/ні): ").strip().lower()

if save\_choice in ["так", "ні"]:

return save\_choice

print("Помилка: Введіть 'так' або 'ні'.")

**Папка GlobalVariables, файл GlobalVariables.py:**

GLOBAL\_DATA = {}

**Папка interface, файл interface.py:**

def display\_menu():

print("Вітаємо в Генераторі ASCII-арту!")

print("Оберіть необхідну дію:")

**Папка logs, файл logs.py:**

def log\_action(action):

with open("log.txt", "a") as log\_file:

log\_file.write(action + "\n")

**Файл main.py:**

from classes.ASCIIArtApp import ASCIIArtApp

if \_\_name\_\_ == "\_\_main\_\_":

app = ASCIIArtApp()

app.run()

**ЛР 4 Розробка ASCII ART генератора для візуалізації 2D-фігур:**

**Мета:** Створення Генератора ASCII-арту без використання зовнішніх бібліотек

**План роботи**

Завдання 1: Введення користувача

Створіть програму Python, яка отримує введення користувача щодо слова або фрази, яку вони хочуть перетворити в ASCII-арт.

Завдання 2: Набір символів

Визначте набір символів (наприклад, '@', '#', '\*', тощо), які будуть використовуватися для створення ASCII-арту. Ці символи будуть відображати різні відтінки.

Завдання 3: Розміри Art-у

Запитайте у користувача розміри (ширина і висота) ASCII-арту, який вони хочуть створити. Переконайтеся, що розміри в межах керованого діапазону

Завдання 4: Функція генерації Art-у

Напишіть функцію, яка генерує ASCII-арт на основі введення користувача, набору символів та розмірів. Використовуйте введення користувача, щоб визначити, які символи використовувати для кожної позиції в Art-у.

Завдання 5: Вирівнювання тексту

Реалізуйте опції вирівнювання тексту (ліво, центр, право), щоб користувачі могли вибирати, як їх ASCII-арт розміщується на екрані.

Завдання 6: Відображення мистецтва

Відобразіть створений ASCII-арт на екрані за допомогою стандартних функцій друку Python.

Завдання 7: Збереження у файл

Додайте можливість зберігати створений ASCII-арт у текстовий файл, щоб користувачі могли легко завантажувати та обмінюватися своїми творіннями.

Завдання 8: Варіанти кольорів

Дозвольте користувачам вибирати опції кольорів (чорно-білий, відтінки сірого) для свого ASCII-арту.

Завдання 9: Функція попереднього перегляду

Реалізуйте функцію попереднього перегляду, яка показує користувачам попередній перегляд їх ASCII-арту перед остаточним збереженням

Завдання 10: Інтерфейс, зрозумілий для користувача

Створіть інтерфейс для користувача у командному рядку, щоб зробити програму легкою та інтуїтивно зрозумілою для використання.

**Реалізація:**

**Папка AppSettings, файл AppSettings.py:**  
DEFAULT\_WIDTH = 80

DEFAULT\_SYMBOL = '#'

COLORS = {

1: 'Червоний',

2: 'Синій',

3: 'Зелений',

4: 'Білий',

5: 'Жовтий'

}

**Папка classes, файл ASCIIArt.py:**

class ASCIIArt:

def \_\_init\_\_(self, text, font="basic", color="Білий", width=80, custom\_char="#"):

self.text = text

self.font = font

self.color = color

self.width = width

self.custom\_char = custom\_char

self.ascii\_art = ""

self.color\_codes = {

"Червоний": "\033[91m",

"Синій": "\033[94m",

"Зелений": "\033[92m",

"Білий": "\033[97m",

"Жовтий": "\033[93m",

}

self.reset\_code = "\033[0m"

def generate\_art(self):

"""Генерує ASCII-арт за допомогою вибраного шрифту, вирівнюючи символи в одному рядку."""

lines = [""] \* 5 # Кількість рядків у символах шрифту (в даному випадку 5)

# Перетворюємо кожен символ на його ASCII представлення

for char in self.text:

ascii\_char = self.\_convert\_char\_to\_ascii(char)

ascii\_lines = ascii\_char.split("\n")

# Додаємо кожен рядок ASCII символу до відповідного рядка в загальному арті

for i in range(len(ascii\_lines)):

lines[i] += ascii\_lines[i]

self.ascii\_art = "\n".join(lines)

self.\_apply\_custom\_characters()

return self.\_apply\_color(self.ascii\_art)

def \_convert\_char\_to\_ascii(self, char):

"""Перетворює символ у його ASCII подання на основі вибраного шрифту."""

fonts = {

'basic': {

'A': [

" # ",

" # # ",

" # # ",

" ##### ",

" # # "

],

#решта букв і цифр

'block': {

'A': [

" ███ ",

" █ █ ",

" █████ ",

" █ █ ",

" █ █ "

#решта букв і цифр

],

},

'slant': {

'A': [

" /\ ",

" / \ ",

" /\_\_\_\_\ ",

" / \ ",

" / \ "

],

#решта букв і цифр

}

}

font\_dict = fonts.get(self.font, fonts['basic']) # За замовчуванням шрифт basic

return "\n".join(font\_dict.get(char.upper(), [char]))

def \_apply\_custom\_characters(self):

"""Замінює стандартні символи на користувацькі."""

self.ascii\_art = self.ascii\_art.replace('#', str(self.custom\_char)).replace('█', str(self.custom\_char))

#.replace('|', str(self.custom\_char)).replace('-', str(self.custom\_char)).replace('|', str(self.custom\_char)).replace('/', str(self.custom\_char)).replace('\_', str(self.custom\_char)).replace('\\', str(self.custom\_char))

def \_apply\_color(self, art):

"""Застосовує вибраний колір до ASCII-арту."""

color\_code = self.color\_codes.get(self.color, self.color\_codes["Білий"])

return f"{color\_code}{art}{self.reset\_code}"

def preview(self):

print("Попередній перегляд ASCII-арту:")

print(self.generate\_art())

def save\_to\_file(self, file\_path):

with open(file\_path, "w", encoding="utf-8") as f:

f.write(self.ascii\_art)

print(f"ASCII-арт збережено у файл {file\_path}")

**Папка classes, файл ASCIIArtApp.py:**

from classes.ASCIIArt import ASCIIArt

from functions import functions

class ASCIIArtApp:

def \_\_init\_\_(self):

self.colors = {

1: 'Червоний',

2: 'Синій',

3: 'Зелений',

4: 'Білий',

5: 'Жовтий'

}

def get\_font\_choice(self):

fonts = functions.get\_available\_fonts()

return functions.font\_selection(fonts)

def get\_user\_input(self):

text = functions.get\_validated\_text()

print("Доступні шрифти:")

selected\_font = self.get\_font\_choice()

custom\_char = functions.get\_validated\_custom\_char()

width = functions.get\_width()

# Вибір кольору

color = functions.get\_color\_choice(self.colors)

# Повертаємо об'єкт ASCIIArt

return ASCIIArt(text, selected\_font, color, width, custom\_char)

def run(self):

# Виклик методу для отримання введених даних

art = self.get\_user\_input()

# Генерація та відображення арту

print(art.generate\_art())

save\_choice = functions.get\_save\_choice()

if save\_choice == "так":

file\_path = r"C:\\Users\\Vlad\\Desktop\\унік\\пітоній\\ASIIART\_Pro\_Max\_beta\_v04\\art.txt"

art.save\_to\_file(file\_path)

art.preview()

**Папка functions, файл functions.py:**from AppSettings.AppSettings import COLORS

def get\_available\_fonts():

"""Повертає список доступних шрифтів для ASCII-арту."""

return ["basic", "block", "slant"]

def preview\_font\_example(font):

"""Показує приклад шрифту."""

examples = {

"basic": "Example:\n ### \n # # \n ##### \n # # \n # # \n",

"block": "Example:\n ███ \n █ █ \n █████ \n █ █ \n █ █ \n",

"slant": "Example:\n /\\ \n / \\ \n /\_\_\_\_\\ \n / \\ \n/ \\\n"

}

return examples.get(font, "Приклад не знайдено.")

def validate\_latin\_input(text):

"""Перевірка, чи містить введений текст тільки латинські символи."""

for char in text:

# Перевіряємо, чи символ є латинським символом або цифрою

if not (('a' <= char <= 'z') or ('A' <= char <= 'Z') or ('0' <= char <= '9') or char.isspace()):

print("Помилка: Текст має містити тільки латинські символи та цифри.")

return False

return True

def font\_selection(fonts):

print("Доступні шрифти:")

for i, font in enumerate(fonts):

print(f"{i + 1}. {font}")

while True:

choice = input("Виберіть шрифт: ")

try:

selected\_font = fonts[int(choice) - 1]

print(f"Приклад шрифту:\n{preview\_font\_example(selected\_font)}")

return selected\_font

except (IndexError, ValueError):

print("Помилка: Виберіть правильний номер шрифту.")

def get\_validated\_text():

while True:

text = input("Введіть слово або фразу для генерації ASCII-арту (латиницею): ")

if validate\_latin\_input(text):

return text

def validate\_custom\_char(char):

"""Перевірка, чи введений символ не містить кирилицю."""

# Тут ми можемо перевірити, чи символ не є кириличним.

if 'а' <= char <= 'я' or 'А' <= char <= 'Я':

print("Помилка: Символ не має містити кириличні символи.")

return False

return True

def get\_validated\_custom\_char():

"""Отримує і перевіряє символ для ASCII-арту."""

while True:

custom\_char = input("Введіть символ для ASCII-арту, або натисніть Enter для використання # (працює тільки з шрифтами basic та block): ")

if not custom\_char: # Якщо нічого не введено, використати '#'

return '#'

if len(custom\_char) != 1: # Перевіряємо, що введено лише один символ

print("Помилка: Ви повинні ввести рівно один символ.")

continue

if validate\_custom\_char(custom\_char): # Перевіряємо введений символ

return custom\_char

def get\_width():

"""Отримує ширину для ASCII-арту, або повертає значення за замовчуванням."""

default\_width = 80 # Значення за замовчуванням

while True:

width\_input = input(f"Введіть ширину ASCII-арту (за замовчуванням {default\_width}): ")

if not width\_input: # Якщо нічого не введено, використати значення за замовчуванням

return default\_width

try:

width = int(width\_input) # Спробуйте перетворити на число

if width > 0: # Переконайтесь, що ширина більше нуля

return width

else:

print("Помилка: Введіть число більше нуля.")

except ValueError:

print("Помилка: Введіть число для ширини.")

def get\_color\_choice(colors):

while True:

print("Виберіть колір:")

for num, color in colors.items():

print(f"{num}: {color}")

try:

color\_choice = int(input("Введіть номер кольору: "))

if color\_choice in colors:

return colors[color\_choice]

else:

print("Помилка: Виберіть номер кольору з наявних.")

except ValueError:

print("Помилка: Введіть число.")

def get\_save\_choice():

"""Запитує у користувача, чи хоче він зберегти ASCII-арт у файл."""

while True:

save\_choice = input("Бажаєте зберегти ASCII-арт у файл? (так/ні): ").strip().lower()

if save\_choice in ["так", "ні"]:

return save\_choice

print("Помилка: Введіть 'так' або 'ні'.")

**Папка interface, файл interface.py:**

def display\_menu():

print("Вітаємо в Генераторі ASCII-арту!")

print("Оберіть необхідну дію:")

**Папка logs, файл logs.py:**

def log\_action(action):

with open("log.txt", "a") as log\_file:

log\_file.write(action + "\n")

**Файл main.py:**

from classes.ASCIIArtApp import ASCIIArtApp

if \_\_name\_\_ == "\_\_main\_\_":

app = ASCIIArtApp()

app.run()

**ЛР 5 Розробка ASCII ART генератора для візуалізації 3D-фігур:**

**Мета:** Створення додатка для малювання 3D-фігур у ASCII-арті на основі об’єктно - орієнтованого підходу та мови Python

**План роботи**

Завдання 1: Проектування класів

Розробіть структуру класів для вашого генератора 3D ASCII-арту. Визначте основні компоненти, атрибути та методи, необхідні для програми.

Завдання 2: Введення користувача

Створіть методи у межах класу для введення користувача та вказання 3D-фігури, яку вони хочуть намалювати, та її параметрів (наприклад, розмір, кольори).

Завдання 3: Представлення фігури

Визначте структури даних у межах класу для представлення 3D-фігури. Це може включати використання списків, матриць або інших структур даних для зберігання форми фігури та її властивостей.

Завдання 4: Проектування з 3D в 2D

Реалізуйте метод, який перетворює 3D-представлення фігури у 2D-представлення, придатне для ASCII-арту.

Завдання 5: Відображення ASCII-арту

Напишіть метод у межах класу для відображення 2D-представлення 3D-фігури як ASCII-арту. Це може включати відображення кольорів і форми за допомогою символів ASCII.

Завдання 6: Інтерфейс, зрозумілий для користувача

Створіть зручний для користувача командний рядок або графічний інтерфейс користувача (GUI) за допомогою об'єктно-орієнтованих принципів, щоб дозволити користувачам спілкуватися з програмою.

Завдання 7: Маніпуляція фігурою

Реалізуйте методи для маніпулювання 3D-фігурою, такі масштабування або зміщення, щоб надавати користувачам контроль над її виглядом.

Завдання 8: Варіанти кольорів

Дозвольте користувачам вибирати варіанти кольорів для їхніх 3D ASCII-арт-фігур. Реалізуйте методи для призначення кольорів різним частинам фігури.

Завдання 9: Збереження та експорт

Додайте функціональність для зберігання згенерованого 3D ASCII-арту у текстовий файл

Завдання 10: Розширені функції

Розгляньте можливість додавання розширених функцій, таких як тінь, освітлення та ефекти перспективи, для підвищення реалізму 3D ASCII-арту.

**Реалізація:**

**Папка AppSettings, файл AppSettings.py:**  
DEFAULT\_WIDTH = 80

DEFAULT\_SYMBOL = '#'

COLORS = {

1: 'Червоний',

2: 'Синій',

3: 'Зелений',

4: 'Білий',

5: 'Жовтий'

}

**Папка classes, файл ASCIIArtApp.py:**

from functions import functions

# Словник з 2D та 3D ASCII фігурами

shapes = {

'cube': {

'3D': [

" +------+ ",

" / /| ",

" / / | ",

" +------+ + ",

" | | / ",

" | |/ ",

" +------+ "

],

'2D': [

" +------+ ",

" | | ",

" | | ",

" +------+ "

]

},

'pyramid': {

'3D': [

" /\\ ",

" / \\ ",

" /\_\_\_\_\\ ",

" /| |\\ ",

" /\_|\_\_\_\_|\_\\ "

],

'2D': [

" /\\ ",

" / \\ ",

" /\_\_\_\_\\ "

]

}

}

class ASCIIArtApp:

def \_\_init\_\_(self):

self.colors = {

1: 'Червоний',

2: 'Синій',

3: 'Зелений',

4: 'Білий',

5: 'Жовтий'

}

def get\_user\_input(self):

shape\_name = functions.get\_shape\_type() # Отримати тип фігури

# Цикл для отримання розміру фігури (2D або 3D)

while True:

dimension\_choice = input("Введіть '1' для 3D або '2' для 2D: ")

if dimension\_choice == '1':

is\_3d = True

break

elif dimension\_choice == '2':

is\_3d = False

break

else:

print("Невірний вибір. Будь ласка, спробуйте ще раз.")

color\_choice = functions.get\_color\_choice(self.colors) # Отримати вибір кольору

symbol = functions.get\_validated\_custom\_char() # Отримати символ

return shape\_name, is\_3d, color\_choice, symbol

def get\_ansi\_color(self, color):

color\_codes = {

"Червоний": "\033[91m",

"Синій": "\033[94m",

"Зелений": "\033[92m",

"Білий": "\033[97m",

"Жовтий": "\033[93m",

}

return color\_codes.get(color, "\033[97m") # За замовчуванням білий

def display\_shape(self, shape\_name, is\_3d, color, symbol):

ansi\_color = self.get\_ansi\_color(color) # Отримуємо ANSI-код кольору

reset\_color = "\033[0m" # Код для скидання кольору

shape\_type = '3D' if is\_3d else '2D'

shape = shapes[shape\_name][shape\_type]

art\_lines = [] # Список для зберігання рядків ASCII-арту

for line in shape:

# Заміна символу на вибраний символ

colored\_line = line.replace('+', symbol).replace('/', symbol).replace('\\', symbol).replace('|', symbol).replace('-', symbol).replace('\_', symbol)

art\_lines.append(f"{ansi\_color}{colored\_line}{reset\_color}") # Додаємо кольоровий рядок до списку

print(art\_lines[-1]) # Виводимо останній рядок

return art\_lines # Повертаємо список рядків ASCII-арту

def save\_to\_file(self, file\_path, shape\_name, is\_3d, symbol):

shape\_type = '3D' if is\_3d else '2D'

shape = shapes[shape\_name][shape\_type]

with open(file\_path, 'w', encoding='utf-8') as f:

for line in shape:

# Заміна символів у рядку на вибраний символ без кольору

saved\_line = line.replace('+', symbol).replace('/', symbol).replace('\\', symbol).replace('|', symbol).replace('-', symbol).replace('\_', symbol)

f.write(saved\_line + '\n') # Запис рядка без кольорових кодів

def run(self):

shape\_name, is\_3d, color\_choice, symbol = self.get\_user\_input()

# Відображення фігури

art\_lines = self.display\_shape(shape\_name, is\_3d, color\_choice, symbol)

save\_choice = functions.get\_save\_choice()

if save\_choice.lower() == "так":

file\_path = r"C:\\Users\\Vlad\\Desktop\\унік\\пітоній\\ASIIART\_Pro\_Max\_beta\_v05.1\\art.txt"

self.save\_to\_file(file\_path, shape\_name, is\_3d, symbol) # Зберігаємо файл

print(f"ASCII-арт збережено у файл {file\_path}")

**Папка functions, файл functions.py:**from AppSettings.AppSettings import COLORS

def get\_shape\_type():

shapes = ["cube", "pyramid"]

print("Доступні фігури:")

for i, shape in enumerate(shapes, 1):

print(f"{i}. {shape}")

while True:

choice = input("Виберіть фігуру: ")

try:

return shapes[int(choice) - 1]

except (IndexError, ValueError):

print("Помилка: Виберіть правильний номер фігури.")

def get\_shape\_dimension():

while True:

dimension = input("Якщо 3D - введіть 1, якщо 2D - введіть 2,: ").strip().lower()

if dimension in ['1', '2']:

return dimension

print("Неправильний ввід. Спробуйте ще раз.")

def get\_color\_choice(colors):

while True:

print("Виберіть колір:")

for num, color in colors.items():

print(f"{num}: {color}")

try:

color\_choice = int(input("Введіть номер кольору: "))

if color\_choice in colors:

return colors[color\_choice]

else:

print("Помилка: Виберіть номер кольору з наявних.")

except ValueError:

print("Помилка: Введіть число.")

def get\_validated\_custom\_char():

while True:

custom\_char = input("Введіть символ для ASCII-арту (Enter для використання #): ")

if not custom\_char:

return '#'

if len(custom\_char) == 1:

return custom\_char

print("Помилка: Ви повинні ввести рівно один символ.")

def get\_save\_choice():

while True:

save\_choice = input("Бажаєте зберегти ASCII-арт у файл? (так/ні): ").strip().lower()

if save\_choice in ["так", "ні"]:

return save\_choice

print("Помилка: Введіть 'так' або 'ні'.")

**Папка interface, файл interface.py:**

def display\_menu():

print("Вітаємо в Генераторі ASCII-арту!")

print("Оберіть необхідну дію:")

**Папка logs, файл logs.py:**

def log\_action(action):

with open("log.txt", "a") as log\_file:

log\_file.write(action + "\n")

**Файл main.py:**

from classes.ASCIIArtApp import ASCIIArtApp

if \_\_name\_\_ == "\_\_main\_\_":

app = ASCIIArtApp()

app.run()

**ЛР 6 Розробка та Unit тестування Python додатку:**

**Мета:** Cтворення юніт-тестів для додатка-калькулятора на основі класів

**План роботи**

Завдання 1: Тестування Додавання

Напишіть юніт-тест, щоб перевірити, що операція додавання в вашому додатку-калькуляторі працює правильно. Надайте тестові випадки як для позитивних, так і для негативних чисел.

Завдання 2: Тестування Віднімання

Створіть юніт-тести для переконання, що операція віднімання працює правильно. Тестуйте різні сценарії, включаючи випадки з від'ємними результатами.

Завдання 3: Тестування Множення

Напишіть юніт-тести, щоб перевірити правильність операції множення в вашому калькуляторі. Включіть випадки з нулем, позитивними та від'ємними числами.

Завдання 4: Тестування Ділення

Розробіть юніт-тести для підтвердження точності операції ділення. Тести повинні охоплювати ситуації, пов'язані з діленням на нуль та різними числовими значеннями.

Завдання 5: Тестування Обробки Помилок

Створіть юніт-тести, щоб перевірити, як ваш додаток-калькулятор обробляє помилки. Включіть тести для ділення на нуль та інших потенційних сценаріїв помилок. Переконайтеся, що додаток відображає відповідні повідомлення про помилки.

**Реалізація:**

**Папка AppSettings, файл AppSettings.py:**  
decimal\_places = 2

**Папка classes, файл calculator.py:**

from GlobalVariables.GlobalVariables import memory, history

from functions.functions import get\_operator, calculate

from tools.tools import save\_to\_memory, get\_from\_memory, show\_history

from AppSettings.AppSettings import decimal\_places

class Calculator:

def \_\_init\_\_(self):

self.memory = memory

self.history = history

self.decimal\_places = decimal\_places

def get\_numbers(self):

choice = input("Використати значення з пам'яті? (так/ні): ").lower()

if choice not in ['так', 'ні']:

print("Помилка: введіть так або ні.")

return self.get\_numbers()

if choice == 'так':

num1 = get\_from\_memory()

if num1 is None:

return self.get\_numbers()

print(f"Використано значення з пам'яті: {num1}")

else:

try:

num1 = float(input("Введіть перше число: "))

except ValueError:

print("Помилка: потрібно ввести дійсне число.")

return self.get\_numbers()

try:

num2 = float(input("Введіть друге число: "))

return num1, num2

except ValueError:

print("Помилка: потрібно ввести дійсне число.")

return self.get\_numbers()

def run(self):

while True:

num1, num2 = self.get\_numbers()

operator = get\_operator()

result = calculate(num1, num2, operator)

if result is not None:

result = round(result, self.decimal\_places)

print(f"Результат: {result}")

self.history.append(f"{num1} {operator} {num2} = {result}")

self.ask\_save\_to\_memory(result)

if not self.ask\_continue():

break

if self.ask\_view\_history():

show\_history()

if self.ask\_customize():

self.customize()

def ask\_save\_to\_memory(self, result):

save\_choice = input("Зберегти результат у пам'ять? (так/ні): ").lower()

if save\_choice == 'так':

save\_to\_memory(result)

def ask\_continue(self):

return input("Чи хочете виконати ще одне обчислення? (так/ні): ").lower() == 'так'

def ask\_view\_history(self):

return input("Бажаєте переглянути історію? (так/ні): ").lower() == 'так'

def ask\_customize(self):

return input("Бажаєте налаштувати калькулятор? (так/ні): ").lower() == 'так'

def customize(self):

try:

new\_decimal\_places = int(input("Введіть кількість десяткових розрядів для результатів (за замовчуванням 2): "))

self.decimal\_places = new\_decimal\_places

print(f"Кількість десяткових розрядів змінена на: {self.decimal\_places}")

self.history.append(f"Користувач змінив кількість десяткових знаків на: {self.decimal\_places}")

except ValueError:

print("Помилка: потрібно ввести ціле число.")

self.history.append("Помилка при налаштуванні десяткових розрядів.")

**Папка functions, файл functions.py:**import math

def validate\_input(prompt, validation\_fn, error\_message):

while True:

user\_input = input(prompt)

if validation\_fn(user\_input):

return user\_input

print(error\_message)

def get\_operator():

return validate\_input("Введіть оператор (+, -, \*, /, %, ^, √): ",

lambda op: op in ['+', '-', '\*', '/', '%', '^', '√'],

"Помилка: некоректний оператор.")

def calculate(num1, num2, operator):

try:

operations = {

'+': lambda: num1 + num2,

'-': lambda: num1 - num2,

'\*': lambda: num1 \* num2,

'/': lambda: num1 / num2 if num2 != 0 else None,

'%': lambda: num1 % num2,

'^': lambda: num1 \*\* num2,

'√': lambda: math.sqrt(num1) if num1 >= 0 else None,

}

return operations.get(operator, lambda: None)()

except (ZeroDivisionError, ValueError) as e:

print(f"Помилка: {e}")

return None

**Папка GlobalVariables, файл GlobalVariables.py:**

memory = None

history = []

**Папка interface, файл interface.py:**

def get\_user\_input(prompt):

return input(prompt)

def display\_output(message):

print(message)

**Папка logs, файл logs.py:**

def log\_error(error\_message):

with open("error\_log.txt", "a") as log\_file:

log\_file.write(f"Помилка: {error\_message}\n")

def log\_calculation(expression, result):

with open("calculation\_log.txt", "a") as log\_file:

log\_file.write(f"Обчислення: {expression} = {result}\n")

**Папка tools, файл tools.py:**

from GlobalVariables.GlobalVariables import memory, history

def save\_to\_memory(result):

global memory

memory = result

print(f"Збережено у пам'яті: {memory}")

def get\_from\_memory():

if memory is None:

print("Помилка: пам'ять порожня.")

return None

return memory

def show\_history():

if history:

for i, entry in enumerate(history, 1):

print(f"{i}: {entry}")

else:

print("Історія порожня.")

**Файл main.py:**

import sys

import os

current\_dir = os.path.dirname(os.path.abspath(\_\_file\_\_))

parent\_dir = os.path.abspath(os.path.join(current\_dir, '..'))

sys.path.append(parent\_dir)

from classes.calculator import Calculator

def main():

calculator = Calculator()

calculator.run()

if \_\_name\_\_ == "\_\_main\_\_":

main()

**Файл test\_calculator.py**import unittest

from classes.calculator import Calculator

from functions.functions import calculate

import sys

import os

sys.path.append(os.path.abspath(os.path.join(os.path.dirname(\_\_file\_\_), '..')))

class TestCalculatorOperations(unittest.TestCase):

def setUp(self):

# Ініціалізуємо калькулятор перед кожним тестом

self.calculator = Calculator()

# Завдання 1: Тестування Додавання

def test\_addition(self):

result = calculate(5, 3, '+')

self.assertEqual(result, 8, "Додавання не працює з позитивними числами")

result = calculate(-5, -3, '+')

self.assertEqual(result, -8, "Додавання не працює з від'ємними числами")

# Завдання 2: Тестування Віднімання

def test\_subtraction(self):

result = calculate(10, 5, '-')

self.assertEqual(result, 5, "Віднімання не працює з позитивними числами")

result = calculate(5, 10, '-')

self.assertEqual(result, -5, "Віднімання не працює для отримання від'ємного результату")

result = calculate(-5, -3, '-')

self.assertEqual(result, -2, "Віднімання не працює з від'ємними числами")

# Завдання 3: Тестування Множення

def test\_multiplication(self):

result = calculate(0, 5, '\*')

self.assertEqual(result, 0, "Множення не працює з нулем")

result = calculate(3, 3, '\*')

self.assertEqual(result, 9, "Множення не працює з позитивними числами")

result = calculate(-3, 3, '\*')

self.assertEqual(result, -9, "Множення не працює з від'ємними числами")

# Завдання 4: Тестування Ділення

def test\_division(self):

result = calculate(10, 2, '/')

self.assertEqual(result, 5, "Ділення не працює з позитивними числами")

result = calculate(10, 0, '/')

self.assertIsNone(result, "Ділення на нуль не обробляється правильно")

result = calculate(-10, 2, '/')

self.assertEqual(result, -5, "Ділення не працює з від'ємними числами")

# Завдання 5: Тестування Обробки Помилок

def test\_error\_handling(self):

# Тест на неіснуючий оператор

result = calculate(10, 2, '?')

self.assertIsNone(result, "Некоректний оператор не обробляється правильно")

# Тест ділення на нуль

result = calculate(10, 0, '/')

self.assertIsNone(result, "Помилка ділення на нуль не обробляється правильно")

if \_\_name\_\_ == '\_\_main\_\_':

unittest.main()

**ЛР 7 Робота з API та веб-сервісами:**

**Мета:** Створення консольного об’єктно - орієнтованого додатка з використанням API та патернів проектування

**План роботи**

Завдання 1: Вибір провайдера API та патернів проектування

Виберіть надійний API, який надає через HTTP необхідні дані для віддаленого зберігання, вивантаження або реалізуйте свій. Для прикладу це може бути jsonplaceholder.org. Крім того, оберіть 2-3 патерна проектування для реалізаціі імплементаціі цієї лабораторноі роботи. Для прикладу, це може бути патерн Unit of Work та Repository

Завдання 2: Інтеграція API

Виберіть бібліотеку для роботи з API та обробки HTTP запитів (для прикладу це може бути бібліотека Requests). Інтегруйте обраний API в ваш консольний додаток на Python. Ознайомтеся з документацією API та налаштуйте необхідний API-ключ чи облікові дані.

Завдання 3: Введення користувача

Розробіть користувальницький інтерфейс, який дозволяє користувачам візуалізувати всі доступні дані в табличному вигляді та у вигляді списку. Реалізуйте механізм для збору та перевірки введеного даних користувачем.

Завдання 4: Розбір введення користувача

Створіть розбірник для видобування та інтерпретації виразів користувача на основі регулярних виразів, наприклад, для візуалізації дат, телефонів, тощо. Переконайтеся, що розбірник обробляє різні формати введення та надає зворотний зв'язок про помилки.

Завдання 5: Відображення результатів

Реалізуйте логіку для візуалізації даних через API в консолі. Обробляйте відповіді API для отримання даних у вигляді таблиць, списків. Заголовки таблиць, списків мають виділяться кольором та шрифтом, які задається користувачем

Завдання 6: Збереження даних

Реалізуйте можливості збереження даних у чіткому та читабельному форматі JSON, CSV та TXT

Завдання 7: Обробка помилок

Розробіть надійний механізм обробки помилок для керування помилками API, некоректним введенням користувача та іншими можливими проблемами. Надавайте інформативні повідомлення про помилки.

Завдання 8: Ведення історії обчислень

Включіть функцію, яка реєструє запити користувача, включаючи введені запити та відповідні результати. Дозвольте користувачам переглядати та рецензувати історію своїх запитів.

Завдання 9: Юніт-тести

Напишіть юніт-тести для перевірки функціональності вашого додатку. Тестуйте різні операції, граничні випадки та сценарії помилок.

**Реалізація:**

**Папка api\_client, файл api\_client.py:**  
import requests

class APIClient:

BASE\_URL = "https://jsonplaceholder.typicode.com"

def get\_data(self, parsed\_input):

if isinstance(parsed\_input, tuple):

resource\_name, resource\_id = parsed\_input

response = requests.get(f"{self.BASE\_URL}/{resource\_name}/{resource\_id}")

else:

resource\_name = parsed\_input

response = requests.get(f"{self.BASE\_URL}/{resource\_name}")

if response.status\_code == 404:

raise ValueError(f"Error: {response.status\_code} - Запитаний ресурс не знайдено.")

try:

data = response.json()

return data

except ValueError:

raise ValueError("Невідомий формат даних.")

**Папка app, файл app.py:**

from api\_client.api\_client import APIClient

from input\_parser.input\_parser import InputParser

from data\_visualizer.data\_visualizer import DataVisualizer

from data\_storage.data\_storage import DataStorage

from error\_handler.error\_handler import ErrorHandler

from query\_history.query\_history import QueryHistory

def main():

api\_client = APIClient()

input\_parser = InputParser()

data\_visualizer = DataVisualizer()

data\_storage = DataStorage()

error\_handler = ErrorHandler()

query\_history = QueryHistory()

resource\_counts = {

"posts": 100,

"comments": 500,

"users": 10,

"albums": 100,

"photos": 5000,

"todos": 200,

}

print("Доступні ресурси та їх кількість:")

for resource, count in resource\_counts.items():

print(f"{resource} - {count}")

while True:

try:

user\_input = input("Введіть ваш запит у форматі 'назва запиту' - якщо хочете побачити всі запити, або 'назва запиту/id запиту' - для конкретного запиту (або 'exit' для виходу): ")

if user\_input.lower() == 'exit':

break

parsed\_input = input\_parser.parse(user\_input)

data = api\_client.get\_data(parsed\_input)

data\_visualizer.visualize(data)

data\_storage.save(data)

query\_history.record(user\_input, data)

except Exception as e:

error\_handler.handle(e)

if \_\_name\_\_ == "\_\_main\_\_":

main()

**Папка data\_storage, файл data\_storage.py:**import json

class DataStorage:

def save(self, data):

try:

with open('data.json', 'w') as json\_file:

json.dump(data, json\_file, indent=4) # Записуємо дані у JSON форматі

except Exception as e:

print(f"Помилка при збереженні даних: {e}")

**Папка data\_visualizer, файл data\_visualizer.py:**

class DataVisualizer:

def visualize(self, data):

if isinstance(data, list):

self.display\_paginated(data) # Стратегія для відображення списків

elif isinstance(data, dict):

self.display\_item(data) # Стратегія для одного елемента

else:

print("Невідомий формат даних.")

def display\_paginated(self, data):

# Кількість записів на сторінці

items\_per\_page = 10

total\_items = len(data)

total\_pages = (total\_items + items\_per\_page - 1) // items\_per\_page # Обчислюємо загальну кількість сторінок

while True:

# Відображення кількості сторінок

print(f"\nКількість сторінок: {total\_pages}")

# Запит на введення номера сторінки

user\_input = input(f"Введіть номер сторінки (1-{total\_pages}) або 'back' для повернення: ")

if user\_input.lower() == 'back':

print("Повертаємося до основного меню...")

# Виводимо доступні запити та їх кількість

self.show\_available\_requests()

return # Повертаємося до основного меню

try:

page\_number = int(user\_input)

if page\_number < 1 or page\_number > total\_pages:

print("Помилка: Неправильний номер сторінки. Спробуйте ще раз.")

continue

# Виводимо елементи на вибраній сторінці

start\_index = (page\_number - 1) \* items\_per\_page

end\_index = min(start\_index + items\_per\_page, total\_items)

page\_items = data[start\_index:end\_index]

for item in page\_items:

self.display\_item(item)

print("\n" + "-" \* 40) # Відокремлюємо кожен елемент

except ValueError:

print("Помилка: Введіть коректний номер сторінки.")

def display\_item(self, item):

# Метод для виведення окремого елемента

print(item)

def show\_available\_requests(self):

resource\_counts = {

"posts": 100,

"comments": 500,

"users": 10,

"albums": 100,

"photos": 5000,

"todos": 200,

}

print("Доступні запити та їх кількість:")

for resource, count in resource\_counts.items():

print(f"{resource} - {count}")

**Папка error\_handler, файл error\_handler.py:**

class ErrorHandler:

def handle(self, error):

print(f"Помилка: {error}")

**Папка input\_parser, файл input\_parser.py:**

class InputParser:

def parse(self, user\_input):

if not user\_input.strip(): # Перевірка на пустий рядок

raise ValueError("Неправильний формат запиту.")

parts = user\_input.split('/')

if len(parts) == 1:

return parts[0] # Повертає тільки назву запиту

elif len(parts) == 2:

resource\_name, resource\_id = parts

if not resource\_id.isdigit(): # Перевірка, що ID є числом

raise ValueError("ID запиту має бути числом.")

return (resource\_name, resource\_id) # Повертає кортеж з назви запиту та ID

else:

raise ValueError("Неправильний формат запиту.")

**Папка query\_history, файл query\_history.py:**

class QueryHistory:

\_instance = None

def \_\_new\_\_(cls, \*args, \*\*kwargs):

if cls.\_instance is None:

cls.\_instance = super(QueryHistory, cls).\_\_new\_\_(cls)

return cls.\_instance

def \_\_init\_\_(self):

if not hasattr(self, 'history'): # Ініціалізуємо тільки один раз

self.history = []

def record(self, query, result):

self.history.append({"query": query, "result": result})

def show\_history(self):

for entry in self.history:

print(f"Запит: {entry['query']}, Результат: {entry['result']}")

**Файл tests.py:**

import unittest

from input\_parser.input\_parser import InputParser

class TestInputParser(unittest.TestCase):

def setUp(self):

self.parser = InputParser()

def test\_parse\_invalid\_input(self):

with self.assertRaises(ValueError):

self.parser.parse("") # Тестуємо на пустий рядок

self.parser.parse("invalid\_format/") # Тестуємо на неправильний формат

self.parser.parse("posts/abc") # Тестуємо на недійсне ID (не число)

def test\_parse\_valid\_input(self):

result = self.parser.parse("posts/1")

self.assertEqual(result, ("posts", "1"))

result = self.parser.parse("comments")

self.assertEqual(result, "comments")

if \_\_name\_\_ == "\_\_main\_\_":

unittest.main()

**Файл main.py:**

from app.app import main

if \_\_name\_\_ == "\_\_main\_\_":

main()

**ЛР 8 Візуалізація та обробка даних за допомогою спеціалізованих бібліотек Python**

**Мета:** Розробка додатка для візуалізації CSV-наборів даних за допомогою Matplotlib та базових принципів ООП (наслідування, інкапсуляція, поліморфізм)

**План роботи**

Завдання 1: Вибір CSV-набору даних

Оберіть CSV-набір даних, який ви хочете візуалізувати. Переконайтеся, що він містить відповідні дані для створення змістовних візуалізацій.

Завдання 2: Завантаження даних з CSV

Напишіть код для завантаження даних з CSV-файлу в ваш додаток Python. Використовуйте бібліотеки, такі як Pandas, для спрощення обробки даних.

Завдання 3: Дослідження даних

Визначте екстремальні значення по стовцям

Завдання 4: Вибір типів візуалізацій

Визначте, які типи візуалізацій підходять для представлення вибраних наборів даних. Зазвичай це може бути лінійні графіки, стовпчикові діаграми, діаграми розсіювання, гістограми та секторні діаграми.

Завдання 5: Підготовка даних

Попередньо обробіть набір даних за необхідністю для візуалізації. Це може включати виправлення даних, фільтрацію, агрегацію або трансформацію.

Завдання 6: Базова візуалізація

Створіть базову візуалізацію набору даних, щоб переконатися, що ви можете відображати дані правильно за допомогою Matplotlib. Розпочніть з простої діаграми для візуалізації однієї змінної.

Завдання 7: Розширені візуалізації

Реалізуйте більш складні візуалізації, виходячи з характеристик набору. Поекспериментуйте з різними функціями Matplotlib та налаштуваннями.

Завдання 8: Декілька піддіаграм

Навчіться створювати кілька піддіаграм в межах одного малюнка для відображення декількох візуалізацій поруч для кращого порівняння.

Завдання 9: Експорт і обмін

Реалізуйте функціональність для експорту візуалізацій як зображень (наприклад, PNG, SVG) або інтерактивних веб-додатків (наприклад, HTML)

**Реалізація:**

**Папка classes, файл base\_visualizer.py:**

import matplotlib.pyplot as plt

from abc import ABC, abstractmethod

class BaseVisualizer(ABC):

def \_\_init\_\_(self, data):

self.data = data

@abstractmethod

def plot(self):

pass

def save\_plot(self, filename):

plt.savefig(filename)

print(f"Файл збережено як {filename}")

plt.close()

def show\_plot(self):

plt.show()

**Папка classes, файл data\_explorer.py:**

class DataExplorer:

def \_\_init\_\_(self, data):

self.data = data

def print\_extreme\_values(self):

print("Максимальні значення:\n", self.data.max())

print("Мінімальні значення:\n", self.data.min())

**Папка classes, файл data\_loader.py:**import pandas as pd

class DataLoader:

def \_\_init\_\_(self, filepath):

self.filepath = filepath

def load\_data(self):

data = pd.read\_csv(self.filepath)

return data

**Папка classes, файл histogram\_visualizer.py:**

import matplotlib.pyplot as plt

from classes.base\_visualizer import BaseVisualizer

class HistogramVisualizer(BaseVisualizer):

def plot(self):

if 'y\_column' not in self.data.columns:

print("Дані для візуалізації не знайдені!")

return

plt.figure()

plt.hist(self.data['y\_column'], bins=10, color='g', edgecolor='black')

plt.title("Гістограма")

plt.xlabel("Значення")

plt.ylabel("Частота")

self.save\_plot("histogram\_plot.png")

**Папка classes, файл error\_handler.py:**

class ErrorHandler:

def handle(self, error):

print(f"Помилка: {error}")

**Папка classes, файл line\_plot\_visualizer.py:**

import matplotlib.pyplot as plt

from classes.base\_visualizer import BaseVisualizer

class LinePlotVisualizer(BaseVisualizer):

def plot(self):

if 'x\_column' not in self.data.columns or 'y\_column' not in self.data.columns:

print("Дані для візуалізації не знайдені!")

return

plt.figure()

plt.plot(self.data['x\_column'], self.data['y\_column'], marker='o', color='b', linestyle='-')

plt.title("Лінійний графік")

plt.xlabel("X-вісь")

plt.ylabel("Y-вісь")

plt.grid(True)

self.save\_plot("line\_plot.png")

**Папка classes, файл subplots.py:**

import matplotlib.pyplot as plt

class Subplots:

def \_\_init\_\_(self, data):

self.data = data

def create\_subplots(self):

fig, axs = plt.subplots(1, 2, figsize=(10, 5))

axs[0].plot(self.data['x\_column'], self.data['y\_column'], marker='o', color='b', linestyle='-')

axs[1].hist(self.data['y\_column'])

plt.show()

**Файл main.py:**

from classes.data\_loader import DataLoader

from classes.data\_explorer import DataExplorer

from classes.line\_plot\_visualizer import LinePlotVisualizer

from classes.histogram\_visualizer import HistogramVisualizer

from classes.subplots import Subplots

def main():

# Завантаження даних

loader = DataLoader("data.csv")

data = loader.load\_data()

# Дослідження даних

explorer = DataExplorer(data)

explorer.print\_extreme\_values()

# Вибір візуалізації

visualizer = LinePlotVisualizer(data) # Використовуємо лінійний графік

visualizer.plot()

# Інша візуалізація

visualizer\_hist = HistogramVisualizer(data) # Використовуємо гістограму

visualizer\_hist.plot()

# Декілька піддіаграм

subplots = Subplots(data)

subplots.create\_subplots()

if \_\_name\_\_ == "\_\_main\_\_":

main()

**Файл data.csv:**

x\_column,y\_column

1,5

2,27

3,20

4,25

5,35

6,45

7,50

8,55

9,65

10,70

**ЛБ 9:**

**Файл runner.py:**

import os

import subprocess

from Calculator\_Pro\_Max\_beta\_v012.main import main as run\_lr1

from Calculator\_Pro\_Max\_beta\_v021.main import main as run\_lr2

from ASIIART\_Pro\_Max\_beta\_v033.main import main as run\_lr3

from ASIIART\_Pro\_Max\_beta\_v04.main import main as run\_lr4

from ASIIART\_Pro\_Max\_beta\_v051.main import main as run\_lr5

from Calculator\_Pro\_Max\_beta\_v06.main import main as run\_lr6

from API\_Pro\_Max\_beta\_v07.main import main as run\_lr7

from CSV\_Pro\_Max\_beta\_v08.main import main as run\_lr8

class LabRunner:

def \_\_init\_\_(self):

self.labs = {

1: run\_lr1,

2: run\_lr2,

3: run\_lr3,

4: run\_lr4,

5: run\_lr5,

6: run\_lr6,

7: run\_lr7,

8: run\_lr8,

}

def run\_lab(self, lab\_number):

try:

if lab\_number in self.labs:

print(f"Запускаємо лабораторну роботу №{lab\_number}...")

self.labs[lab\_number]()

else:

print("Некоректний номер лабораторної роботи.")

except AttributeError:

print(f"Помилка: лабораторна робота №{lab\_number} не має коректної функції main.")

def run\_tests(self, lab\_number):

"""

Запуск юніт-тестів для вказаної лабораторної роботи.

"""

test\_files = {

6: "Calculator\_Pro\_Max\_beta\_v06/test\_calculator.py",

7: "API\_Pro\_Max\_beta\_v07/tests.py",

}

test\_file = test\_files.get(lab\_number)

if not test\_file:

print(f"Для лабораторної роботи №{lab\_number} тести не знайдено.")

return

if os.path.exists(test\_file):

print(f"Запускаємо тести для лабораторної роботи №{lab\_number}...")

subprocess.run(["python", "-m", "unittest", test\_file])

else:

print(f"Файл з тестами не знайдено: {test\_file}.")

if \_\_name\_\_ == "\_\_main\_\_":

runner = LabRunner()

while True:

try:

print("\nМеню:")

print("1-8: Запуск лабораторної роботи")

print("9: Запуск тестів для 6-ї лабораторної")

print("10: Запуск тестів для 7-ї лабораторної")

print("0: Вихід")

choice = int(input("Введіть номер дії: "))

if choice == 0:

break

elif choice == 9:

runner.run\_tests(6)

elif choice == 10:

runner.run\_tests(7)

elif 1 <= choice <= 8:

runner.run\_lab(choice)

else:

print("Некоректний вибір.")

except ValueError:

print("Помилка: введіть коректне число.")

**Папка common:**

**Файл api\_tools.py:**

import requests

class APITools:

@staticmethod

def get(endpoint):

"""

Виконує GET-запит до API.

"""

try:

response = requests.get(endpoint)

response.raise\_for\_status()

return response.json()

except requests.RequestException as e:

print(f"Помилка запиту: {e}")

return None

**Файл data\_storage.py:**

import json

import csv

class DataStorage:

@staticmethod

def save\_to\_json(data, filepath):

"""

Зберігає дані у JSON файл.

"""

try:

with open(filepath, 'w', encoding='utf-8') as f:

json.dump(data, f, ensure\_ascii=False, indent=4)

print(f"Дані збережено у файл: {filepath}")

except Exception as e:

print(f"Помилка збереження у JSON: {e}")

@staticmethod

def load\_from\_json(filepath):

"""

Завантажує дані з JSON файлу.

"""

try:

with open(filepath, 'r', encoding='utf-8') as f:

return json.load(f)

except Exception as e:

print(f"Помилка завантаження з JSON: {e}")

return None

@staticmethod

def save\_to\_csv(data, filepath, fieldnames):

"""

Зберігає дані у CSV файл.

"""

try:

with open(filepath, 'w', encoding='utf-8', newline='') as f:

writer = csv.DictWriter(f, fieldnames=fieldnames)

writer.writeheader()

writer.writerows(data)

print(f"Дані збережено у CSV файл: {filepath}")

except Exception as e:

print(f"Помилка збереження у CSV: {e}")

@staticmethod

def load\_from\_csv(filepath):

"""

Завантажує дані з CSV файлу.

"""

try:

with open(filepath, 'r', encoding='utf-8') as f:

reader = csv.DictReader(f)

return list(reader)

except Exception as e:

print(f"Помилка завантаження з CSV: {e}")

return None

**Файл logger.py:**

import logging

class Logger:

def \_\_init\_\_(self, log\_file="application.log"):

logging.basicConfig(

filename=log\_file,

level=logging.INFO,

format="%(asctime)s - %(levelname)s - %(message)s"

)

def log\_info(self, message):

logging.info(message)

def log\_error(self, message):

logging.error(message)

**Файл validation.py:**

class Validation:

"""

Клас для перевірки введених даних.

"""

@staticmethod

def validate\_number(value):

"""

Перевірка, чи є значення числом.

"""

try:

return float(value)

except ValueError:

print("Помилка: введене значення не є числом.")

return None

@staticmethod

def validate\_non\_empty\_string(value):

"""

Перевірка, чи є значення непорожнім рядком.

"""

if isinstance(value, str) and value.strip():

return value

print("Помилка: рядок порожній або некоректний.")

return None

**Результат виконання:**

**![](data:image/png;base64,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)**

**Висновок:** на цій лабораторній роботі я об’єднав і доопрацював всі лабораторні роботи в один великий проект, який працює через runner.py