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**背景**

近年来，微服务架构[1]及容器技术备受关注，在各类文章、演讲、博客中频频亮相，成为业界最热门的话题。在时尚的词汇和热情满满的讨论背后，人们开始严肃的重新思考互联网时代服务的架构以及应用开发、运维的方法。微服务以一种全新的架构设计模式，牵动了互联网应用从设计到运维整个流程方法论的变革。而以Docker为代表的容器技术则为微服务理念提供了匹配的实现机制，进而实质性的改变了新一代应用开发和发布的方式。

**【研究内容】**

（1）云环境下基于容器的微服务组件间关联度的分析预测

目前，基于容器的微服务架构虽然摒弃了以往的单一应用的加载编译耗时长、代码管理复杂、横向扩展难、各模块之间的耦合程度高等问题。但各服务组件间的依赖是依然存在的。故本文通过分析组件容器间通信频繁程度及通信量为依据，结合部署前人为设置关联度，设计出一个组件关联度预测模型。

1. 云环境下微服务组件调度过程优化

当前，容器化加速了微服务的成长，是一种部署服务的的非常有效的方式之一。通过对组件容器的并行调度，以适应微服务环境下云计算资源调度，最终实现云系统的负载均衡和服务的性能提升。

（3）云环境下微服务部署原型系统

在实际的云应用中，云管理者需要一套完整的基于容器的微服务资源部署方案。所以要实现一个高可靠度，可扩展的云环境容器微服务调度系统。 在系统中将服务器集群分为控制节点和普通物理节点。在控制节点中添加模块，对预测和调度过程进行控制。

**、、、、、、、、、、、、、**

基于容器的微服务框架下，进行有效的，快速的，可扩展微服务组件容器的部署。将微服务组件容器进行并行调度，快速实现集群的负载均衡，同时尽可能的提高服务性能。本课题通过对微服务组件间的依赖情况进行分析，并与部署前人为设置关联度相结合，以平均通信时间最短为原则，预测出微服务组件间的关联度，在着重集群整体负载均衡的基础上进行微服务组件容器的部署，实行云资源的负载均衡和服务的性能提升。