**2021**年中兴精选**50**面试题及答案

1. 优先队列时间复杂度。

优先级队列用堆实现，只是需要构建初始堆，这个时间复杂度是0(n)插入和删除只是 修改了堆顶和堆底，不需要所有的都排序，只是需要再次调整好堆，因此时间复杂度都 是0(log2n).

1. 堆的维护时间复杂度。

假如有N个节点，那么高度为H=logN,最后一层每个父节点最多只需要下调1次，倒 数第二层最多只需要下调*2*次，顶点最多需要下调H次，而最后一层父节点共有2YH-1) 个，倒数第二层公有2、(H-2),顶点只有1(2八。)个，所以总共的时间复杂度为s = 1 \* 2A(H-1) + 2 \* 2A(H-2) + ... + (H-l) \* 2A1 + H \* 2A0 将 H 代入后 s= 2N - 2 - 10g2(N),近似的时间复杂度就是C(N)o

1. CPU是怎么执行指令的？

计算机每执行一条指令都可分为三个阶段进行*。*即职指令——分析指令——执行指 令。

取指令的任务是：根据程序计数器pc中的值从程序存储器读出现行指令，送到指令寄 存器。

分析指令阶段的任务是：将指令寄存器中的指令操作码取出后进行译码，分析其指令性 质。如指令要求操作数，则寻找操作数地址。

计算机执行程序的过程实际上就是逐条指令地重复上述操作过程,直至谒到停机指令可 循环等待指令。

—般计算机进行工作时,首先要通过外部没备把程序和数据通过输入接口电路和数据总 线送入到存储器，然后逐条取出执行。但革片机中的程序一般事先我们都已通过写入器 固化在片内或片外程序存储器中。因而一开机即可执行指令。

下面我们将举个实例来说明指令的执行E程：

幵机时，程序计算器pc变为。。。。川然活单片机在时序电路作用下自动进入执行程序 过程。执行过程实际上就是取出指令(取出存储器中事先存放的指令阶段)和执行指令 (分析和执行指令)的循环过程。

例如执行指令：MOV A,#0E0H,其机器码为“74H EOH”，该指令的功能是把操作数 E0H送入累加器，

0000H单元中已存放74H, 0001H单元中已存放EOH。当单片机开始运行时，首先是进 入取指阶段，其次序是：

1程序计数器的内容(这时是0000H)送到地址寄存器；

*2*程序计数器的内容自动加1 (变为。。。川)；

3地址寄存器的内容(。。。纺)通过内部地址总线送到存储器，以存储器中地址译码电

跟，使地址为。。。釦的单元被选中；

4 CPU使读控制线有效；

5在读命令控制下被选中存储器单元的内容（此时应为74H）送到内部数据总线上，因 为是取指阶段，所以该内容通过数据总绒被送到指令寄存器。至此，取指阶段完成，进 入译码分析和执行指令阶段。

由于本次进入指令寄存器中的内容是74H （操作码），以译码器译码后单片机就会知道 该指令是要将一个数送到A累加器，而该数是在这个代码的下一个存储单元。所以，执 行该指令还必须把数据（E0H）从存储器中取出送到CPU,即还要在存储器中取第二个 字节。其过程与取指阶段很相似，只是此时PC已为。。。1田指令译码器结合时序部件, 产生74H操作码的微操作系列，使数字E0H从。001H单元取出。因为指令是要求把取 得的数送到A累加器，所以取出的数字经内部数据总线进入A累加器，而不是进入指 令寄存器。至此，一条指令的执行完毕。单片机中PC="0002H", PC在CPU每次向存 储器取指或取数时自动加1,单片机又进入下一取指阶段。这一过程一直重复下去，直 至收到暫停指令或循环等待指令暂停。

cpu就是这样一条一条地执行指令,完成所有规定*。*

1. 什么函数不能声明为虚函数？

常见的不能声明为虚函数的有普通函数（非成员函数）、静态成员函数、内联成员函数、 构造函数和友元函数。以下将分别对这只种情况进行分析。

1） 普通函数（非成员函数）只能overload （重载），不能被override （覆盖），不 能 被声明为虚函数，因此，编译器会在编译时绑定函数。

2） 静态成员函数不能是虚函数，因为静态成员函数对于每个类来说只有一份代码，所 有的对象都共享这一份代码，它不归某个对象所有，所以，它也没有动态绑定的必要性。

3） 内联成员函数不能是虚函数，因为内联函数本身就是为了在代码中直接展开，减少 函数调用花费的代价而设立的,而虚函数至为了在继承后对象能够准确地执行自己的动 作，这是不可能统一的。再说，inline函数在编译时被展开，虚函数在运行时才能动 态地绑定函数。

4） 构造函数之所以不能是虚函数，因为或I造函数本来是为了明确初始化对象成员才产 生的，然而虚函数主要是为了在不完全了解细节的情况下也能正确处理对象。另外，虚 函数是在不同类型的对象产生不同的动作，现在对象还没有产生，如何使用虚函数来完 成你想完成的动作？

5） 友元函数。C++语言不支持友元函数钓继承，对于没有继承特性的函数没有虚函数 的说法。友元函数不属于类的成员函数，不能被继承。所以，友元函数不能是虚函数。

1. 在函数内定义一个字符数组，用gets函数输入字符串的

时候，如果输入越界，为什么程序会崩溃？

因为gets无法截断数组越界部分，会将所有输入都写入内存，这样越界部分就可能覆 盖其他内容，造成程序崩溃。

1. 线上CPU爆高，请问你如何找到问题所在。

1、 top命令：Linux命令。可以查看实时的CPU使用情况。也可以查看最近一段时间 的CPU使用情况。

2、 PS命令：Linux命令。强大的进程状态监控命令。可以查看进程以及进程中线程的 当前CPU使用情况。属于当前状态的采栏数据。

3、 jstack： Java提供的命令。可以查看某个进程的当前线程栈运行情况。根据这个 命令的输出可以定位某个进程的所有线程的当前运行状态、运行代码，以及是否死锁等

4、pstack: Linux命令。可以查看某个进程的当前线程栈运行情况。

1. 从innodb的索引结构分析，为什么索引的key长度不 能太长？

key太长会导致一个页当中能够存放的key的数目变少，间接导致索引树的页数目变 多，索引层次増加，从而影响整体查询变更的效率。

1. MySQL的数据如何恢复到任意时间点？

恢复到任意时间点以定时的做全量备份，以及备份増量的binlog日志为前提。恢复 到任意时间点首先将全量备份恢复之后，再此基础上回放増加的binlog直至指定的 时间点。

1. 曹操南下攻打刘备，刘备派关羽守锦州，关羽派张飞去守城 门。刘备又派诸葛亮去向孙权求援。孙权派兵攻打曹操.请画 岀UML图.

![](data:image/jpeg;base64,/9j/4AAQSkZJRgABAQEAYABgAAD/2wBDABALDA4MChAODQ4SERATGCgaGBYWGDEjJR0oOjM9PDkzODdASFxOQERXRTc4UG1RV19iZ2hnPk1xeXBkeFxlZ2P/wAALCADQAeABAREA/8QAHwAAAQUBAQEBAQEAAAAAAAAAAAECAwQFBgcICQoL/8QAtRAAAgEDAwIEAwUFBAQAAAF9AQIDAAQRBRIhMUEGE1FhByJxFDKBkaEII0KxwRVS0fAkM2JyggkKFhcYGRolJicoKSo0NTY3ODk6Q0RFRkdISUpTVFVWV1hZWmNkZWZnaGlqc3R1dnd4eXqDhIWGh4iJipKTlJWWl5iZmqKjpKWmp6ipqrKztLW2t7i5usLDxMXGx8jJytLT1NXW19jZ2uHi4+Tl5ufo6erx8vP09fb3+Pn6/9oACAEBAAA/ANzw/oWlT6DYSzadavI8CMzNECScdTWh/wAI7o3/AEC7P/vytH/CO6N/0C7T/vytY95L4TsrxrWbT7cSodrD7OPlPy+vswPHbNJPJ4VhTd/ZcDbo45I1FuoMgkJA27semfpWjYaV4f1C0iubfTbNkkUH/VoSuRnBx3FWP+Ed0b/oF2f/AH5Wj/hHdG/6Bdn/AN+VqhbWNrYeM0Szt4oFbT3JEahQT5i+ldEa5uLTrK/8U6v9stYZ9kdvt8xA2Mhs4z9BWj/wjujf9Au0/wC/K/4Uf8I7o3/QLs/+/K1WvdL0CxRXn0u22k8lbcHaPU4HAqP7D4eKStHpVvJ5YJwsC5YhmXaAe+VIqSx0zw9foz2+l25VTglrbbz+Iqz/AMI7o3/QLs/+/K0f8I7o3/QLs/8AvytZniLRdMtNIee2sLaKVZYdrpGARmVR1rphWDf2VtfeK7eK7gjnjFlIwWRQwB3oM8/U1b/4R3Rv+gXZ/wDflaP+Ed0b/oF2f/flajn0TRIIXkbSbZgg+6sCkn2qmlp4fmhllg0WOVYlDH/RlTPqBuxyO+f55FMtoNBuHjVdARQ7mMs0UWFYMy84Ynqp5GRWn/wjujf9Au0/78rR/wAI7o3/AEC7P/vytUtb0HSYdDv5YtOtUdLaRlZYgCCFOCK1dJ/5BFl/1wT/ANBFZlxYWl/4rlW8topwljGVEiBsfvH9at/8I7o3/QLs/wDvytH/AAjujf8AQLs/+/K1T1HTtA05Y2m0m1YSNtG1IwfyYjP4ZNMhsdDubdZrbQY5gyI4Cwxg/MM45IGQMZ57jrUtlpmg3q/LpFvG4LBkeFcqVYqckZHUHvVr/hHdG/6Bdn/35Wj/AIR3Rv8AoF2f/flay/E2iaVbeHb6aDT7aORI8q6xAEH2NdOKwNbtYLzxHo8N1DHNGY7glXUEdEq5/wAI7o3/AEC7T/vytB8O6KP+YXaf9+VqrdaXoVpGXl0aEgSLGNtsGyWIAPHbn/PFVbiHQoY4HXw75qzpvTy4I84z3BIPce3NAi8OrYLeXGix20bkhRLbpk49cEgHORg4PBq1Yad4d1GIyW2m2rIOMmAAZ9M45q1/wjujf9Auz/78rUdz4e0dbaVl0y0BCEgiIelT+H/+Re03/r1i/wDQBWhXOQ6dZX/inV/tlrDP5cdvt8xA23IbOM/QVof8I7o3/QLs/wDvytH/AAjujf8AQLs/+/K1Bd6RoNnF5s2lW23IHyW+7k9OgqCSz8OR211OdMtmW1GXCwqSRtDcD6HvjvT7fT/DtzN5UWmW5Y7sFrXaDtODyR6mrf8Awjujf9Auz/78rR/wjujf9Auz/wC/K1meItF0y00h57awt4pVlh2ukYBGZFFafhn/AJFvTf8Ar2T+QrUpK47xDpeo3WpzTWNjNhkADiYLlx/EMSr2CdR/CPSjUtLvLq6Y2um3MESQxRwnzYiF2FjjaWPHK4PYjPtW7oUM1tatDNDOrB875mQl+MZ+UnHAHB/M1q0ViN/yO0X/AGDn/wDRi1tVi6b/AMjVrX/XO3/k9bVLWbrEMk6JGtvJKhDbjGUBHGAPmI4OT69KxZbbUzBdRx2N0rv8yOkqJkmRnYcSZA+fHXnHapvDsOp2lxK19ZzIHCqux02LjIyRvPbaOOwx2rpQc0tY/iv/AJAEv/XWH/0ala9ZEn/I4Qf9eEn/AKMStiiqOqm4+zAW0MsshbH7uQKVGDyckZHtmsuCG7t1khW11F42BIkM0JbJOSCCxXk55x3/ABqCztbyAWxOlXIZZ3c/v4sIpdmA+9833u9dQKWs7xB/yL2p/wDXpL/6Aal0n/kEWX/XBP8A0EVUj/5G64/68Iv/AEZJWvRWZrKTssJtreaWTJUvFKEKKcZPJGenT2rN0CG80y1SKTS7nhAOJ0YA4GeC+OTk8etT2q3VrqRMGlypBPKXldnjBAIycgPyd3OfQkdhW6DmlrH8Xf8AIr6j/wBcj/OtesbUf+Rp0b/rncfyStqkNcrr+mXN3czNDpvnDzEdSREVf5QDnLBh90dCM45yKguNKvp7Kzi/szmCIr5bCIIHJBLDD89D+dWRZXJs4LddNvLcRuzK0c8eYgTnAG/BJGRk9MmregRXtvNOlzZzorH5ZpJkcvhmwSAxwduwcDt9K3aiu/8Aj0m/3D/Kqnh//kXtM/69Iv8A0AVoVi6b/wAjVrX/AFztv5PW3RWXr8M89pDHbwSzHz42by5Au1VYMTyRnp09axJdOv5bK7jSxuYWliaJVDxYcbIwCTv45Q+vDGtGxF3DdCVtMuFVyQVMsbeV05zv5zjn/HJO6DmlrG8V/wDIBl/66w/+jUrO0LxLpFroljBPeBJI4EVlKNwQPpV//hLdD/5/1/79v/hR/wAJbof/AD/r/wB+3/wo/wCEs0P/AJ/l/wC/b/4Uf8JZoX/P+v8A37f/AAo/4SzQ/wDn/X/v2/8AhR/wluh/8/6/9+3/AMKP+Et0P/n/AF/79v8A4VUsdStNT8YrLZTeaiWDqxCkYPmL6iulrmP7VstL8U6qb6cQ+bHBsypOcBs9B7irv/CW6H/z/r/37f8Awo/4S3Q/+f8AX/v2/wDhR/wlmh/8/wCv/ft/8KP+Es0If8v6/wDft/8ACj/hLND/AOf9f+/b/wCFH/CW6H/z/r/37f8Awo/4S3Q/+f8AX/v2/wDhWdr3iHS7/S2trW7EkzyxbVCMM4kUnqPQV1YrntT1C103xRbz3kvlRGzkQMQTzvQ44+hqf/hLdD/5/wBf+/b/AOFH/CW6H/z/AK/9+3/wo/4SzQ/+f9f+/b/4Uf8ACW6F3v1/79v/AIUf8JZof/P8v/ft/wDCj/hLdD/5/wBf+/b/AOFH/CW6H/z/AK/9+3/wqnrPibR7nRr6CG9DySW8iIoRuSVIA6Vt6T/yCLP/AK4J/wCgism81Sz0vxVI97MIlksYwpKk5Id/QVP/AMJbof8Az/r/AN+3/wAKP+Et0P8A5/1/79v/AIUf8Jbof/P+v/ft/wDCj/hLNC/5/wBf+/b/AOFH/CWaH/z/AK/9+3/wo/4S3Q/+f9f+/b/4Uf8ACW6H/wA/6/8Aft/8KzfEniTSbzQL23t7wSSyR4VQjcn8q6yuf169t9P8QaRcXcnlxLHcAtgnBIT0qb/hLdD/AOf9f+/b/wCFH/CW6H/z/r/37f8Awo/4SzQ/+f8AX/v2/wDhR/wlmhf8/wCv/ft/8KP+Es0P/n/X/v2/+FH/AAlmh/8AP+v/AH7f/Cj/AIS3Q/8An/X/AL9v/hUdx4q0R7eRVvgSVIA8tvT6Vf8AD/Hh7TQf+fWL/wBAFX65katZaX4o1U30/kiWODZlSc4DZ6D3FXP+Et0P/n/X/v2/+FH/AAluh/8AP+v/AH7f/Cj/AIS3Q/8An/X/AL9v/hR/wlmhf8/6/wDft/8ACj/hLND/AOf9f+/b/wCFH/CW6H/z/r/37f8Awo/4S3Q/+f8AX/v2/wDhWdr3iDS7/S2trW7EkzyxbVCMM4kUnqPQGurAoooNVLL/AI+b/wD67j/0WlW6KRmVSASAWOB7n/IqKe4gtlD3E0cSk4DSMFGfTn6UouYWtzOsimIAkuDxx1/lTBe2puPs4uYTP/zz3jd0z061LHLHLu8t1faxVtpzgjqD70+iqV9/x96d/wBfB/8ARUlXaKKCKBSYpaKKoa1/x5R/9fVv/wCjkq+KKKCKO1GOaKKKqX3+us/+u/8A7I1W6KKCMigUEc0UUVV1L/jxf6r/AOhCrIpaKMUAYFFAFFFFUr//AI+9O/6+D/6Kkq7RRRiloopDUUMqSSTqq4Mb7WPqdqn+RFTUVTvLfzbuymCbjDKxJz90FGH8yKjvRJ9jJjjbKyiQhiScK27jGSc44A556dqxbnTVWwvZWs1M08B2MbYys2XzhgPmLcrjPTbnsQNOGAQXUNtArgQW0i7vK2KCxQjBAC9j0p+k4LkopVFgiQgjo4zkfUZArTNYtn4o0661C4sHk8i5hlaPbJwHwccH8Olak0yRy26suTLIVQ+h2s2fyBqeiiiiiiiioLyZLeFXkXcpkjQDHdnCg/mRUwpaKKKKKKKhnlSN4QwyXfavscE/0NS0tFFFFFFFRXMixQs7jcoI4/GpBS0UUUUUUUVBPMkctujrkyybEPodrNn8gampaKKKKKqann7BIAzLkgZRip5I6Ecis3UdMgtrcSQy3iO9xCrEXk3IaRFOfm/u8Vd/si2/563v/gdN/wDF0f2Rbf8APW9/8Dpv/i6P7Htv+el7/wCB03/xdH9j23/PS9/8Dpv/AIuj+x7b/npe/wDgdN/8XR/Y9t/z0vf/AAOm/wDi6P7Htv8Anpe/+B03/wAXQdItv+et7/4HTf8AxdcTbeCbi/1q8nud8Np9okKliS7jccHJ5P1P15rptJ0a2eyXzJLtjDPKiH7XKNoV3UYAYAfLxxWrpmfsKAs7YLLl2LHAYjknk1boooooooqnqcLz2qJGMsJ4X/BZFY/oDVsUZooyPWijNBIHUijcPUfnQCD0IqtdxNJLalRkRy7m56Daw/qKs0tFFFFFFFV76NpbVkQZYkcfiDU460tFFFFFFFFVLyF5bmydBkRTF256Dy3H8yKtUtFFFFFVNS/48n+q/wDoQqLWv+PKP/r6t/8A0clX6Wiiiiikoqjo/wDx5yf9fNx/6OepNNP+hr/vP/6EatUUUUUUUVV1Kd7e2R4yAxnhQ5HZpFU/oTUdqrRXd35jyMrOpUt7joO2BwP585NRaekkc+oiSSbb9qUozc5Hlx9PbORx71n3MN813I0FrPlZQ+7eoEgEsRwOf7obrjv1qnqMsn/CPtbhI/3ljAGYrnYGDKSxz0Bx0BPse0glLeF1lVwXaRghgTt5uG+8Mcn1A9KqW/nQ6XYRBx5jzSAeYVDqERscKMY3ICTk+hyDVi7ju7/Sp7eCOKe3luco7FsYeZ1O0r1xw2T2b2qGC0maG5neGJWeCAKsKM+QfLGMsp6eXnGG+9znAqTTTeW0sLwTTPvUxmB41AO1Zj0CqcBinPHLY9hq2c7RXEUVvK0tu/lHzWO4szI5PP0VD/wI+tbdFFFFFFFU31WxTUPsD3KJc4BEbHBIPTHrUt7K0Vszp94EdfcgVOKWiiiiiiiiqt3M8VxZouMSzFG+nlu381FWaWiiiiiqmpf8eT/Vf/QhUWtf8eUf/X1b/wDo5Kv0tFFFFFFFUNI/485P+vm4/wDRz1DY2kz225dQuYwXfCqseB8x9UJqx9in/wCgnd/98xf/ABFH2Kf/AKCd3/3zF/8AEUfYp/8AoJ3f/fMX/wARR9in/wCgnd/98xf/ABFH2Kf/AKCd3/3zF/8AEUfYp/8AoJ3f/fMX/wARR9in/wCgnd/98xf/ABFH2Kf/AKCd3/3zF/8AEVFdaZLPEqPqd1gSI/KxdVYMP4PUCpRZT/8AQTu/++Yv/iKPsM//AEErr/vmL/4ij7DP/wBBK6/75i/+Io+xT/8AQTu/++Yv/iKPsM//AEE7v/vmL/4ij7FP/wBBK6/75i/+Io+wz/8AQTu/++Yv/iKPsU//AEErr/vmL/4ij7FP/wBBO7/75i/+IqA6SQU2X9wm2QyfKkQyxByeE6nJqf7FP/0E7v8A75i/+Io+xT/9BO7/AO+Yv/iKPsU//QTu/wDvmL/4ij7FP/0E7v8A75i/+Io+xT/9BO7/AO+Yv/iKPsU//QTu/wDvmL/4ij7FP/0E7v8A75i/+Io+xT/9BO7/AO+Yv/iK4DxVot9qPiowWxluW8pMyOFGOvXAArpdH0i+iiksL3VbhwiIwC7TjJbjLKT/AA1tWDSh7uKWZ5vKmCqzhQcFEbsAOpNSR3LPezW5i2iNEYMT97du7dvu0RXLPdzQtFs8tVZSTncCWH4fdpsF28r3CmBh5MwjADAlhhTu/wDHvrgevFUda1iXT7W6kt445ZIsKqOSmGKlu+N/QcLz1Hamya5Ktgk4t4wzqWB80MgwcEbhwTgZxn19DVfU9du7PT7eRVhFxJLsOInkRgMbmG3GPXGT0I5plvr17cW91JH5LbJhHGRAwGN7L1ZwG4APBGM1Y0zX5LmGZrq2aMogdSuMH93GxH3jzl+PYjvmta0uHmEiyoEkjbayq2R0BHP0IpZ4Flmt3LYMMhcD1O1l/wDZj+VTUtFFFFFVNS/48n+q/wDoQqLWv+PKP/r6t/8A0clX6WiiiiiiiqGj/wDHnJ/183H/AKOepNN/481/33/9CNW6KKKKKKKoaycWUeP+fq3/APRyVeFLRRRRRRRVO+/11l/13/8AZGq3S0UUUUUUm0ZJwMnqfWqkX/IVuv8ArjF/N6rwXJivdQXyJpMzg5Rcj/VJTmmBklkW2vFeRAhYIOAM4xnv8xpfP/fPKLW7DuqqSEHQEkfzNIswRpGS2vFaVw7EIOwAx9MKKqXltHeSu8kF8N+35QgK8ex4P1I47YyaY9lC1tDD9nvcRAAZTIwDnhc7QfcDPap2igaNIzZXRSNiY1MYwmQRge3PTtx2FRGyt2gML29+UZlY7QEzt6DK4OP196SGyhggEKW15sERjyUySTjkknJ4VQPQACuOg8W6npeu30RX7Uj3L7o3BDDBxgdccDpzjFdnDqbanHYXcNndBEmZnBUcYR1Pfn5jWvbzLcQrIgYK2eGGCMcVNRRRRRVTUv8Ajyf6r/6EKi1r/jyj/wCvq3/9HJV+loooooooqho//HnJ/wBfNx/6OepNN/481/33/wDQjUt1dQ2cDTXD7I1GScZpZrhIEDOHIJwAiFj+QphvbYWxuDOnkgAl88DIBH55H5iq8es2TsymQo6k5VxjgZ59MEAn/Jpi67ZG5t7cs6yzqGUMhGMnAB985/L6Znk1KCOOR23/ACb+Mcnb1xUpu4Rc/Z9x8z0wcdM4z0zjnFTVDeSQxQq067kMkagYz8xcBf1IqYUtFFFFFFFQzvGrwiQZLPhOOhwf6A1LS0UUUUUUVTi/5C11/wBcYv5vSWP/AB96j/18D/0VHV2iiiiiikrIsvDlhaXtxeGMS3E8rSlnGduSTgD8as6P/wAecn/Xzcf+jnqTTf8AjzH++/8A6Eat0UUUUVU1L/jyf6r/AOhCota/48o/+vq3/wDRyVfpaKKKKKKKoaR/x5yf9fNx/wCjnpNPuYEtQrTRqQ75BcZHzGl1CSC7sLi3W5hVpYmQEuOMgim31x5sDR29xbgtgEmfadvfBAOD6H39qUyWr2pgeWKJMBQIZtu0YHQjBH+H5VnQWVuJbjz7lZFe2SHc1wT5hw+4lSSMfN0OapWOkvbPbH7fAiwgfuo5AqDDKQCMfMcmQ59x0q1Lplo8O5ZLZZcSEfvOQW5A3d8ZPP8AtH1NWyyfbCPMi8szifzPMXH3cbcZznIrKu/G8Gna9cWN3EGtkK7JojkjKgnI78k9K1ry/tdQ06GS0uIpVaeBxhh0Eqk8HpgA1qxyJKu6NlZfUHNRLdxNePaqSZEUM3HAz2z6+3uPWkF2Dc+SY5Fzna5GA2OuO/6YpYryKWSZEbmFgjEjAyewPf0+vFVrvWLazuRDIszHA3tFC8gQn7oO0HBPp16etRyeINPikCPKwLBSqiNi5LbuNgG4HC55HcUtlrUd5b28sdvNm4VmRCmDgAEnnjHIGenIqYaiMOHt5UkVgojbbuYnpjBx27mrUEyTwpLGdyOAynGODUN5Gzy2pUEhJtzew2sP61ZpaKKKKKKKpxf8ha6/64xfzeksf+PvUf8Ar4H/AKKjq7RRRRRRRSGqOj/8ecn/AF83H/o56k03/jzH++//AKEat0UUUUVU1L/jyf6r/wChCota/wCPKP8A6+rf/wBHJV+loooooooqho//AB5yf9fNx/6OejT7eFrQM0MZJd8kqP7xqz9mt/8AnhF/3wKPs1v/AM8Iv++BR9mt/wDnhH/3wKPs1v8A88Iv++BR9mt/+eEf/fAo+zW//PCL/vgUfZrf/nhH/wB8CuVu/Bqaj4kur66IS1Yp5caDlsIoP05Bra0rT7S2kvYYreNUScAAjP8AyzTuabBqOm2N1ewz3tpbMJgdjyqhx5adiaG1bSftTTrrFgCY9gBnQjrnPWohqunm9edtc00rsKxJ5i/JnGed/OSB2+mOcyrq+kpNLIusWGZNvBnTjH41U1K60O7Kul1o8krSRmR5bhAdqkE465PGMcfWq+oNpVzcpJDrWnxxxhdkQmjCgqGA/wDQ27+lSaXcaZp5t1Os6fJHBG8Yb7QoYglNuRn0Tn8Kc+qWRumum1HTiY5Q0aR3iMWUKy85wAcN0z261jWPjdNOv5bK9WOa2VztntjuAzz+IyTzXSN4k0phbtFqNptkfDb5QpUYJ5BORyB1rVguIbmFZreWOaNvuvGwZT24IqWiiiiiiiqcX/IWuv8ArjF/N6Sx/wCPvUf+vgf+io6u0UUUUUUUhqjo/wDx5yf9fNx/6OepNN/48x/vv/6Eat0UUUUVU1L/AI8n+q/+hCota/48o/8Ar6t//RyVfpaKKKKKKKoaP/x5yf8AXzcf+jnqTTf+PNf99/8A0I1boooooooqlZf8fWo/9fA/9FR0tj/r77/rv/7TSrdFFFFFGK5dPB1vNrdzqN8wkEkpdIh0x71t6XGkS3McahEWcgKBgDgUmj/8ekn/AF83H/o56v0UUUUUUVTi/wCQtdf9cYv5vSWP/H3qP/XwP/RUdXaKKKKKKKQ1R0f/AI85P+vm4/8ARz1Jpv8Ax5j/AH3/APQjVuiiiiiqmpf8eT/Vf/QhUWtf8eUf/X1b/wDo5Kv0tFFFFFFFUNH/AOPOT/r5uP8A0c9Sab/x5r/vv/6Eat0UUUUUUVSsv+PvUf8Ar4H/AKKjpsE0cEl+8rqiCcZJP/TNKtQTCaJZAjqG6Bxg/l2qWiiiikoqpYfeu/8Aruf5CmaP/wAecn/Xzcf+jnq/RRRRRRRVOL/kLXX/AFxi/m9JY/8AH3qP/XwP/RUdXaKKKKKKKQ1R0f8A485P+vm4/wDRz1Jpv/HmP99//QjVuiiiiiqmpf8AHk/1X/0IVFrX/HlH/wBfVv8A+jkq/S0UUUUUUVQ0f/jzk/6+bj/0c9Sab/x5j/ff/wBCNWqWiiiiiiqVl/x9aj/18D/0VHWZ9huDq13ewzSOFmUGHC8DYvKlgcH8s+orVZJLlVkjuLi3GPuBFB/HcpqRYZFgKG5lZj0kIXcP0x+lMit5kkDNezyAfwsEAP5KD+tEltM7llvbiMH+FRHgfmpNPmhkkChbmWLHUoFOfrkGiKGSNGVrmWUt0ZwuV+mAB+dMS1mVwxv7hwD91ljwfyXNLNbyyPuW8niGPuoEx+qk1W+yNbsB/aN0pmk/ux8tj/c9BVq0thaw+Urs43M5Z8ZJZixPAA6k1YoooooooqnF/wAha6/64xfzeksf+PvUf+vgf+io6u0UUUUUUUhqjo//AB5yf9fNx/6OepNN/wCPMf77/wDoRq3RRRRRVTUv+PJ/qv8A6EKi1r/jyj/6+rf/ANHJV+loooooooqho/8Ax5yf9fNx/wCjnqO2u44LRUAaSYs5WJBlj8x/L6mtCMsUBcBWI5AOcGnUUZozRmjNGRVOyP8Apeof9fA/9FR0tj/r77/ruP8A0WlXKKKKKKKKqXqs01pgE7ZsnHYbWq1S0UUUUUUVTi/5C11/1xi/m9JY/wDH3qP/AF8D/wBFR1dooooooopDVHR/+POT/r5uP/Rz1Jpv/HmP99//AEI1boooooqpqX/Hk/1X/wBCFRa1/wAeUf8A19W//o5Kv0tFFFFFFFUNH/485P8Ar5uP/Rz1nWOl+QGu7ZpGMkrvJEZmUMdx5GDj8CMfStZ7WO5xJJ56MQPlWdlx+CnFPFrGIDDul2nuZW3f99Zz+tNhsooX3o05P+3O7D8iSKSSwhkcuz3AJ5IW4kUfkGxT5LWOWNUZpQF6FZWU/iQcmiG1jg3bGlO7rvmd/wAsk4qMafCG3B7nOc83Mn/xVPntI52DO0wIGPkmdB+hFUb2zt7KHzY/P3STRI3+kyDO51TJ+bqAf0rQt7eO2RliDfMdxLOWJPTqTntU1FFFFFFFV7iYxSQKAD5smw57fKT/AEqeloooooooqnF/yFrr/rjF/N6Sx/4+9R/6+B/6Kjq7RRRRRRRSGqOj/wDHnJ/183H/AKOepNN/48x/vv8A+hGrdFFFFFVNS/48n+q/+hCota/48o/+vq3/APRyVfpaKKKKKKKoaP8A8ecn/Xzcf+jnqTTf+PNf99//AEI1apaKKKKKKrX9ubqBY1YKRNFJk/7Lq39KsCloooooooqvcwmWSBgQPKk3n3+Uj+tT0tFFFFFFFU4v+Qtdf9cYv5vSWP8Ax96h/wBfA/8ARUdXKWiiiiiikNUdH/485P8Ar5uP/Rz1Jpv/AB5j/ff/ANCNW6KKKKKqal/x5P8AVf8A0IVFrX/HlH/19W//AKOSr9LRRRRRRRVDR/8Ajzk/6+bj/wBHPUmm/wDHmv8Avv8A+hGrdFFFFFFFUdXdo7SNkYqTcwLkehlQH9CauiloooooooqpeuyzWgUkBpsHHcbWq1S0UUUUUUVTi/5Ct1/1xi/m9Zsl3LDe6hFGu3dMpD4GWPloNq5IXd9T371esZ5VKxHT7yNTyZZpI259Thyf0p817PHKyJpl3Ko6OjRAH83B/SpJLmVLdJFsp3dusSlNy/XLAfkaLa6lmZhJZXFvgZBlMZz9NrGovt9xvx/ZN5jON26HH1/1lS3NzLAyiOyuLjI5MTRjH13MKI7mV4HkaynjZekTFNzfTDEfmRUcN7PJKqPpt3Ep6u7RED64cn9KWe8nilKJp11Mo/jRogD/AN9OD+lZ9nfXFlEsM2lXm+a4lKYeE53M7gff/u/yrS05XSzQSxmNyWJQkEjLE4OCR3q1RRRRRVTUv+PJ/qv/AKEKi1r/AI8o/wDr6t//AEclX6WiiiiiiiqGj/8AHnJ/183H/o56k03/AI81/wB9/wD0I1boooooooqveCFoVFwQE8yMjP8Ae3jb/wCPYqcUtFFFFFFFQziIvD5mNwfKf72D/TNS0tFFFFFFFU4v+Qrdf9cYv5vTLWNJZ9SSRQ6NOAVYZBHlR1aggWCPYhbaOgZs49ue1SYoxRiijFGKMUYqGcQmW3MpG8SExf721v8A2XdU2KWiiiiiqmpf8eT/AFX/ANCFRa1/x5R/9fVv/wCjkq/S0UUUUUUVQ0f/AI85P+vm4/8ARz1Jpv8Ax5r/AL7/APoRq3RRRRRRRVDWFLWcYUEn7Tbnj/rslXhS0UUUUUUVUvQTNZkAnE+T7fI1WqWiiiiiiiqcX/IWuv8ArjF/N6Sx/wCPvUf+vgf+io6u0UUUUUUUVSvgTd6cQCQLgk+37qSrlLRRRRRVTUv+PJ/qv/oQqLWv+PKP/r6t/wD0clX6WiiiiiiiqGj/APHnJ/183H/o56k03/jzX/ff/wBCNW6KKKKKKKr3tx9lgWQruzLHHjP95wuf/HqnFLRRRRRRRUE83lPCu3PmybPpwT/SpqWiiiiiiiqcX/IWuv8ArjF/N6Sx/wCPvUf+vgf+io6u0UUUUUUUVXuJ/Jmto9ufPkKZ9PkZs/8Ajv61PS0UUUUVU1L/AI8n+q/+hCota/48o/8Ar6t//RyVfpaKKKKKKKoaP/x5yf8AXzcf+jnqTTjiyB/23/8AQjVlSGGRyD6U6iiiiiiquo273NskaEAiaKTn0WRWP6A1ZFLRRRRRRRVe5iaWS3ZcYjl3nPptI/rU9LRRRRRRRVOL/kLXX/XGL+b0lj/x96j/ANfA/wDRUdXaKKKKKKKKq3UDS3Fo64xDKXbPpsdf5sKs0tFFFFFVNS/48n+q/wDoQqLWv+PKP/r6t/8A0clX6WiiiiiiiqGkf8ecn/Xzcf8Ao56x1lvG2xSRxeQZHCLJMYlkO44yQrZ+hx9DW7CbsWp3W8CSrwkazEpjtztGPypkMmotKBPa2qR92S5ZiPwKD+dE0morKRBa2rx9me5ZSfwCH+dSO94LdWjggaf+JGmIUfRtpJ/KktnvWY/are3jXHBjnZyT+KCojLqm/izs9uev2ps4+nl1LcveqV+zQQSAj5vMmKY+mFOaWJ7wwuZoIElH3FSYsp+p2jH5GqF9c6pHFEXt7aFDcQqzx3LOwBkUEYMYznOOverk8moLKRb2ttJH2aS4ZD+QQ/zp7PefZgywQG47oZiEH/Atuf0ptu980hFzb28aY4Mc7Oc/QoP51G0uqBzts7Mrngm6YEj6eXUtw96oT7NBBISPm8yZkwfbCHP6UqveG2LNBAJ+yCYlT/wLbn9KZBJqDSgXFtbRx92juGc/kUH86SWTUhIwhtbV4/4We5ZSfwEZx+dSSveiFDDBA8p+8rzFVH0IU5/IVVae/E1uLiGCFWlx+6nL7vlY4OVGOgqQS6pvANnZhc9ftbZx9PLqW5e9Vl+y29vKuOTLOyEH8EalR7w27NJBAs4+6izEqfq20Efkajhk1FpQJ7W1SPuyXLMR+BQfzomk1FZSILW1ePsz3LKT+AQ/zqR3vBbq0cEDT/xI0xCj6NtJP5Uls96zH7Vb28a44Mc7OSfxQVEZdU34FnZ7c9ftTZx9PLqW5e9Ur9mggkyPm8yYpg+2EOaz5ZNVtpZrt7OzKsiJtF03GCf+mf8AtfpV3TorhDcyXSRI80u8LHIXAGxV6kD+76VdooooooooqneyOl1YqrECScqwHceW5/mBVuloooooqpqX/Hk/1X/0IVFrX/HlH/19W/8A6OSrjTRo6ozgM/Cgnk1JRRRRRRRVDR/+POT/AK+bj/0c9OsY1lsNjqGVmcEMMg/MatxoI0CKMKowBTqKKKKKKgvI4pYVWc4QSRsOcfMHBX9QKmFLRRRRRRRUM6Ru8JkOCr5TnqcH+hNS0tFFFFFFFRXCRyQlZThCRk5x3qQUtFFFFFFFFQTxxPLbtIcMkm6Pnq21h/ImpqWiiiiiqmpf8eT/AFX/ANCFVvEIlOl4t2VJTPAEZhkBvNTGfaq+mLcw3gW8ng+0MPmDQMHcf7LFyMewHHoM1oTJqJlYw3VqkfZXtmYj8Q4/lT5FvDAgjmgWb+J2iLKfou4EfmaLZbxSxup4JBjgRwlCPzY1F5ep7s/a7Tbnp9lbOPr5lS3C3jMv2aeCMY58yEvk/gwojW7EDrJNA0x+66wkKPqu45/MUyKPUVkUzXVq8fdUtmUn8d5x+VLMl+0pMFzbJH2V7dmP5hx/Ks9YtTsDBAl3aOLi4k5Nq3ylt8h/5aeoxWnZQtb2yxO4dhklgu0Ek56ZPr61YoooooooqhrPNlH/ANfVv/6OSrwpaKKKKKKKp33+usv+u/8A7I1W6Wiiiiiiiqupf8eL/Vf/AEIVZFLRRRRRRRRVG/8A+PvTv+vg/wDoqSrtLRRX/9k=)

1. 信号的生命周期？

信号产生-》信号在进程中注册-》信号在进程中的注销-》执行信号处理函数

1. 信号的产生方式？

（1） 当用户按某些终端键时产生信号

（2） 硬件异常产生信号【内存非法访问】

（3） 软件异常产生信号【某一个条件达到时】

（4） 调用kill函数产生信号【接受和发送的所有者必须相同，或者发送的进程所有 者必须为超级用户】（5）运行kill命令产生信号

1. 信号处理方式？

（1） 执行默认处理方式

（2） 忽略处理

（3） 执行用户自定义的函数

1. 红黑树如何插入和删除的？

插入：

（1） 如果父节点为黑色，直接插入不处理

（2） 如果父节点为红色，叔叔节点为红色，则父节点和叔叔节点变为黑色，祖先节 点变为红色，将节点操作转换为祖先节点

（3） 如果当前节点为父亲节点的右节点，则以父亲结点为中心左旋操作

（4） 如果当前节点为父亲节点的左节点，则父亲节点变为黑色，祖先节点变为红色, 以祖先节点为中心右旋操作

删除：

（1） 先按照排序二叉树的方法，删除当前节点，如果需要转移即转移到下一个节点

（2） 当前节点，必定为这样的情况：没有左子树。

（3） 删除为红色节点，不需要处理，直接按照删除二叉树节点一样

（4） 如果兄弟节点为黑色，兄弟节点的两个子节点为黑色，则将兄弟节点变为红色, 将着色转移到父亲节点

（5） 如果兄弟节点为红色，将兄弟节点设为黑色，父亲结点设为红色节点，对父亲 结点进行左旋操作

（6） 如果兄弟节点为黑色，左孩子为红色，右孩子为黑色，对兄弟节点进行右旋操 作

（7） 如果兄弟节点为黑色，右孩子为红色，则将父亲节点的颜色赋值给兄弟节点， 将父亲节点设置为黑色，将兄弟节点的右孩子设为黑色，对父亲节点进行左旋

1. 输入某班级学生的姓名、分数，并对分数进行降幕排列

并输岀；

Sinclude <iostream> using namespace std;

struct Node

{

char name[100]; int score;

Node \*next;

void show(Node \*head)

{

while(head)

{

cout<<head->name«" "<<head->score<<endl;

head = head->next;

int linkLen(Node \*head)

int len = 0; while(head)

len++;

head = head->next;

return len;

void sort(Node

\*head)

=linkLen(head); j=len-l; j>0; j--)

int len for(int

Node "tempHead = head;  
for(int i=0; i<j; i++)

if(tempHead->score> tempHead->next->score)

char tempName[100];

int tempScore;

strcpy(tempName,tempHead->next->name);

strcpy(tempHead->next->name,

tempHead->name);

strcpy(tempHead->name, tempName); tempScore = tempHead->next->score; tempHead->next->score = tempHead->score; tempHead->score = tempScore;

int main()

char name[100];

int score;

Node \*head = NULL; Node "tail = NULL; scanf("%s %d”， name, while(score != -1) Node \*temp = new Node; strcpy(temp->name, name); temp->score = score; temp->next = NULL;

&score);

if(head == NULL)

{

head = temp;

tail = temp;

}

else

{

tail->next = temp; tail = temp;

}

scanf("%s %d", name, &score);

}

show(head);

sort(head);

show(head);

return 0;

}

1. 随即产生一字符串，每次产生的字符串内容、长度都不 同3

ffinclude <iostream>

using namespace std;

int main()

{

〃可见字符的范围为32〜126 srand(time(0));

int len = rand()%l。。。；

char \*a = new char[len+l]; for(int i=0; i<len; i++) {

a[i] = char(rand()%95 + 32);

a[len] = *'\Q';* cout<<a<<endl; return 0;

1. 设X[l..n]和Y[l..n]为两个数组每个都包含n个已排好序 的数。请使用伪代码给岀一个求数组X和Y中所有2n个元 素的中位数的O(lgn)时间的算法。

数组X有n个元素，数组Y有n个元素，且都是从小到大排好的。那么找中位数是找 第(2n+l) /2个元素是哪个。

一共有2n的元素，职各自数组中间的一个第(n-1) /2个元素，设为Xmid和Ymid (下标为。到n-1)

1. n为奇数的时候，对于数组X和数组Y有(n-l)/2个元素在第Xmid和Ymid之前， 现在假设a.Xmid>Ymid这个时候如果两个数组有序的排好后，会有至少(n-l)/2\*2+l(这 个1为Ymid) = n个元素在Xmid之前也就是说，这个待寻找的中位数也在Xmid之前， 也就是说这个中位数不可能在X数组Xmid元素之后，所以可以排除一半X数组中的元素*。* 而且最多会有(n-l)/2-2 = n-1个元素在Ymid之前,所以这个中位数肯定不会比Ymid小, 所以不会出现在Y数组Ymid之前，排除一半*Y*中的元素(同理Xmid<Ymid的时候也是这样 分析)b.Xmid = Ymid这个就比较好了，中位数就是Xmid 了。
2. n为偶数的时候，也取Xmid =X[(n-l)/2]

a.Xmid>Ymid,这个时候各自有(n-2)/2个元素在Xmid和Ymid元素之前，那么如果 这两个数组排序，会有至少(n-2)/2\*2+l=n-l个元素在Xmid之前，如果为偶数那么中位 数为第(2n+l)/2=n个元素，这个时候Xmid至少为第n个元素，所以这个中位数也不可能 出现在Xmid这个元素之后*。*至多会有n-2个元素在Ymid之前，所以中位数肯定在Ymid 之后。同样排除了一半的X和Y中的元素。

1. static casto^ynamic casto^onst castojeinterpret cast

。的各自作用和使用环境？

static\_cast：能完成大部分转换功能，但是并不确保安全

const\_cast：无法从根本上转变类型，妇果是const,它就依旧是con st,只是如果原 对象不是const,可以通过此转换来处理，针对指针和引用而言*。*

dynamic\_cast：针对基类和派生类指针和引用转换，基类和派生类之间必须要继承关 系，是安全的

reinterpret\_cast：允许将任何指针缱转为其他指针类型，是安全的

1. 岀现异常时，try和catch做了什么？

Catch(Ep a)发生异常-》建立一个异常対象-》拷贝一个异常对象->catch处理

Catch(Ep &a )发生异常-》建立一个异常对象-》引用异常对象-》cat ch处理

异常对象通常建立在全局或者堆中【需要在函数外进行捕捉】

Catch捕捉异常的转换：异常处理时，如果用基类的处理派生类的对象会导致派生类完 全当做基类来使用，即便有虚函数也没用，所以派生类必须放在基类前处理。

1. 为什么要字节对齐？

（1） 有些特殊的CPU只能处理4倍开始的内存地址

（2） 如果不是整倍数读取会导致读取多次

（3） 数据总线为读职数据提供了基础

1. 什么是虚拟设备?为什么在操作系统中引入虚拟设备？

虚拟设备是通过虚拟技术将一台独占设备变换为若干台逻辑设备,供若干个用户进程同 时使用，通常把这种经过虚拟技术处理后的设备称为虚拟设备。

在操作系统设备管理中，引入虚拟设备是为了克服独占设备速度较慢、降低设备资源利 用率的缺点，从而提高设备的利用率。

1. 程序员规范中要求不要写岀类似（++）+「++）或f（++i;i++这 样的代码,请说明原因。

计算子表达式的顺序由编译器决定的,虽然参数的压栈顺序在给定的调用方式下式固定 的但参数表达式的计算顺序也由编译器决定的。不同的编译器或不同的表达式计算的顺 序可能不一致

1. 操作系统中进程调度策略有哪几种？

FCFS（先来先服务），优先级，时间片轮转，多级反馈-调度算法。

先来先服务调度算法：是一种最简单的调度算法，每次调度是从进程队列中选择一 个最先进入该队列的进程，为之分配资'飕入运行。该进程一直运行完成或发生某事件 而阻塞后才继续处理后面的进程。

优先级调度算法：有短进程优先级、高优先权优先级、高响应比优先级等，按照优 先级来执行就绪进程队列中的调度。：高响应比：（等待时间+服务运行时间）/服 务运行时间）

时间片轮转调度算法:系统还是按照先来先服务调度就绪进程，但每次调度时,CPU 都会为队首进程分配并执行一个时间片〔几朗’〜百血‘）*。*执行时间片用完后计时器即 产生时钟中断，停止该进程并将它送到队尾，其他依次执行。这样保证系统能在给定的 时间内执行所有用户进程的请求。

多级反馈调度算法：前面都有局限性，综合-> 多级反馈调度算法则不必事先知道 各进程所需的执行时间，而且还可以满足各类型进程的需要，因而它是目前被公认的一 种较好的进程调度算法。

（1） 设置多个就绪队列，每个队列优先坂依次减小。为各个队列分配的时间片大小不 同，优先级队列越高，里面进程规定的执行时间片就越小。

（2） 队列中还是按照FCFS原则排队等待，如果第一队列队首进程在规定的时间片内 未执行完，则直接调送至第二队尾，依次向后放一个队列的队尾。因此一个长作业进程

会分配到n个队列的时间片执行。

（3）按照队列先后依次执行，如果新进的待处理进程优先级较高，则新进程将抢占正 在运行的进程，被抢占的进程放置正在运行的队尾。

1. Linux操作系统重要组成部分？

Linux系统一般有4个主要部分：内核、shell.文件系统和应用程序。内核、shell 和文件系统一起形成了基本的操作系统结构，它们使得用户可以运行程序、管理文件并 使用系统。

1. Linux内核是操作系统的核心，具有艰多最基本功能，如虚拟内存、多任务、共 享库、需求加载、可执行程序和TCP/IP网络功能。Linux内核的模块分为以下几个 部分：存储管理、CPU和进程管理、文件系统、设备管理和駆动、网络通信、系统的初 始化和系统调用等。
2. Linux shell是系统的用户界面，提供了用户与内核进行交互操作的一种接口。 它接收用户输入的命令并把它送入内核去执行，是一个命令解释器。另外，shell编 程语言具有普通编程语言的很多特点，用这种编程语言编写的shell程序与其他应 用程序具有同样的效果。
3. Linux文件系统文件系统是文件存放在磁盘等存储设备上的组织方法。Linux系统 能支持多种目前流行的文件系统，如EXT2、EXT3、FAT、FAT32、VFAT和ISO966。。
4. Linux应用程序标准的Linux系统一般都有一套都有称为应用程序的程序集，它 包括文本编辑器、编程语言、XWindow、办公套件、Internetl具和数据库等。
5. 简述中断装置的主要职能.

中断装置的职能主要有三点：

1）检查是否有中断事件发生

2 ）若有中断发生，保护好被中断进程的断点及现场信息,以便进程在适当时候能恢复驼 行

3）启动操作系统的中断处理程序

1. 什么是RAII资源管理？

即资源获职就是初始化，利用对象生命醐来控制程序资源，简单来说就是通过局部对 象来处理一些资源问题

1. 如果在构造函数中调用memset（this, 0, sizeof（\*this））来初 始化内存空间，有什么问题吗？

对于有虚函数和虚表存在的类，在进行memset后不能调用虚函数和虚基表继承而来的 数据和函数

1. struct{chara[0];}的作用？有什么好处？

充当可变緩冲区的作用，同时char a[。]不占用内存空间。

1. TCP的nagle算法和延迟ack,还有CORK呢?他们有什么 好处？ 一起用会有什么效果？你觉得可以有什么改进？

nagle算法：防止网络中存在太多小包而造成网络拥塞

延迟ack:减少ACK包的频繁发送

CORK:将多个包变成一个包发送，提高网络利用率，使载荷率更大

不可一起使用

1. 什么是协程？

协程是一种比线程更加轻量级的存在。正如一个进程可以拥有多个线程一样，一个 线程也可以拥有多个协程。
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进程A

代码

数据

打开的

文件

地址  
空间

线程2

操作系统

最重要的是，协程不是被操作系统内核所管理，而完全是由程序所控制（也就是在用户 态执行）。

这样的好处就是性能得到了很大的提升，不会像线程切换那样消耗资源。

其中yield是python当中的语法。当切程执行到yield关键字时，会暂停在那一行, 等到主线程调用send方法发送了数据，协程才会接到数据继续执行。

但是,yield让协程暂停，和线程的阻塞是有本质区别的。协程的暂停完全由程序控制, 线程的阻塞状态是由操作系统内核来进行切换。

因此，协程的开销远远小于线程的开销。

1. 编写类String的构造函数、析构函数和赋值函数。

已唉String的原酔

class String

(

public:

String(const char \*str = NULL);

String(const String &other)j 〃拷贝构造兩歡

2 String(void); //析构醜

String & operator =(const String &other); 〃赋 private:

char \*m\_String; 〃私有成保存字符串

)5

ffinclude <iostream>

using namespace std;

class String

{

public:

String(const char \*,str = NULL); //普通构造函数

String(const String &other); //拷贝构造函数

~ String(void); 〃析构函数

String & operator =(const String &other); /瀨值函数

private:

char -m\_String; 〃私有成员，保存字符串

}；

String::~String(void)

{

cout << "Destructing"<< endl;

if (m\_String != NULL) 〃如果 m\_String不为 NULL,释放堆内存

{

delete [] m\_String;

m\_String = NULL; 〃释放后置为 NULL

String::String(const char \*str)

cout << "Construcing" << endl; if(str == NULL) ,

//如果str为NULL,存空字符串””

m\_String = new char[l];

\*m\_String = '\0'；

〃分配一个字节

//W之赋值为字符串结束符

else

〃分配空间容纳str内容

m\_String = new char[strlen(str) + 1]; 〃拷贝str到私有成员 strcpy(m\_String, str);

String::String(const String Sother)

cout << "Constructing Copy" << endl;

〃分配空间容纳str内容

m\_String = new char[strlen(other.m\_String) + 1]; 〃拷贝str到私有成员

strcpy(m\_String, other.m\_String);

String & String:perator = (const String &other)

{

cout << "Operate = Function" << endl;

if(this == &other) //如果对象与other是同一个对象

{ 〃直接返回本身

return "this;

}

delete [] m\_String; 〃释放堆内存

m String = new char[strlen(other.m String)+11;

strcpy(m\_String, other.m\_String);

return

int main()

{

〃调用普通构造函数 〃调用普通构造函数

String a("hello”)；

String b("world");

String c(a); 〃调用拷贝构造函数

c = b; 〃调用赋值函数

return 0;

1. 确保线程安全的几种方法?

确保线程安全的方法有这几个：竞争与原子操作、同步与锁、可重入、过度优化。

1 .竞争与原子操作

多个线程同时访问和修改一个数据，可育隨成很严重的后果。出现严重后果的原因是很 多操作被操作系统编译为汇编代码之后不止一条指令,因此在执行的时候可能执行了一 半就被调度系统打断了而去执行别的代码了。一般将单指令的操作称为原子的 (Atomic),因为不管怎样，单条指令的执行是不会被打断的。

因此，为了避免出现多线程操作数据的出既异常，Linux系统提供了一些常用操作的原 子指令，确保了线程的安全。但是，它们只适用于比较简单的场合，在复杂的情况下就 要选用其他的方法了。

1. 同步与锁

为了避免多个线程同时读写一个数据而产生不可预料的后果,幵发人员要将各个线程对 同一个数据的访问同步，也就是说，在一个线程访问数据未结束的时候，其他线程不得 对同一个数据进行访问。

同步的最常用的方法是使用锁(Lock),它是一种非强制机制，每个线程在访问数据或 资源之前首先试图获取锁，并在访问结束之后释放锁；在锁已经被占用的时候试图获取 锁时，线程会等待，直到锁重新可用。

二元信号量是最简单的一种锁，它只有两种状态：占用与非占用，它适合只能被唯一一 个线程独占访问的资源。对于允许多个线程并发访问的资源，要使用多元信号量(简称 信号量)。

1. 可重入

—个函数被重入，表示这个函数没有执行完成，但由于外部因素或内部因素，又一次进 入该函数执行。一个函数称为可重入的*，*表明该函数被重入之后不会产生任何不良后果。 可重入是并发安全的强力保障*，*—个可重入的函数可以在多线程环境下放心使用。

1. 过度优化

在很多情况下，即使我们合理地使用了锁，也不一定能够保证线程安全，因此，我们可 能对代码进行过度的优化以确保线程安全。

我们可以使用volatile关键字试图阻止过度优化，它可以做两件事：第一，阻止编译 器为，提高速度将一个变量缓存到寄存器而不写回；第二，阻止编译器调整操作 volatile变量的指令顺序。

在另一种情况下，CPU的乱序执行让多线程安全保障的努力变得很困难，通常的解决办 法是调用CPU提供的一条常被称作barrier的指令，它会阻止CPU将该指令之前的指 令交换到barrier之后，反之亦然。

|  |  |
| --- | --- |
|  | 零声学「謐理出品  更多、更全大厂面试斐料加Q群：762073882 |

1. 请求页面置换策略有哪些方式？他们的区别是什么？各 自有什么算法解决？

全局和局部

全局：在整个内存空间置换

局部：在本进程中进行置换

|  |  |
| --- | --- |
| 全局： | （1） 工作集算法  （2） 缺页率置换算法 |
| 局部： | （1） 最优算法  （2） FIFO先进先出算法  （3） LRU最近最久未使用  （4） 时钟算法 |

1. 系统调用与函数调用的区别？

（1） —个在用户地址空间执行；一个在内核空间执行

（2） —个是过程调用，开销小；一个需要切换用户空间和内核上下文，开销大

（3） —般相同；不同系统不同

1. 当接受方的返回的接受窗口为0时，发送方会进行什么 操作？

幵启计时器，发送零窗口探测报文

1. 虚函数表是在什么时候确定的？那虚表指针呢？

编译时确定虚函数表，虚表指针则是运行时

1. 创建进程的步骤？

（1） 申请空的PCB

（2） 为新进程分配资源

（3） 初始化PCB

（4） 将新进程插入就绪队列中

1. 进程切换发生的原因？处理进程切换的步骤？

原因：中断发生；更高优先级进程唤醇；进程消耗完了时间片；资源阻塞；

步骤：

（1） 保存处理器的上下文

（2） 用新状态和其它相关信息更新壬在运行进程的PCB

（3） 将原来的进程移到合适的队列中【就绪，阻塞】

（4） 选择另外一个执行的进程，更新被选中进程的PCB,将它加载进CPU

1. DNS协议如何实现将域名解析为IP地址的？

（1） 客户机的应用程序调用解析程序将域名已UDP数据报的形式发给本地DNS服务器

（2） 本地DNS服务器找到对应IP以UDP形式放松回来

（3） 弱本地DNS服务器找不到，则需要将域名发送到根域名服务器，根域名服务器返 回下一个要访问的域名服务器，则访问下一个域名服务器。

1. 停止等待协议的缺点？为什么？

信道利用率太低，每次都需要等上一次ACK包接收到了才能再次发送

1. 拥塞控制的方式？具体怎么做的？快重传的时机是什

么？

（1） 慢开始

（2） 拥塞避免

（3） 快重传【收到3个失序分组确认】

（4） 快恢复

1. 浮点数为什么会有误差？

因为二进制无法精准的表示十进制小数,0-3和。.2都无法完整的用二进制表示。

1. 将”引用”作为函数返回值类型的格式、好处和需要遵 守的规则

格式：类型标识符&困数名（形参列表及类型说明）｛〃函数体｝

格式：在内存中不产生被返回值的副本：（注意：正是因为这点原因，所以返回一个局 部变量的引用是不可职的。因为随着该扇8变量生存期的结束，相应的引用也会失效。） 注意事项：

不能返回局部变量的引用。主要原因是扇8变量会在函数返回时被销毁，因此被返回的 引用就成为了”无所指的”引用，程序会进入未知状态。

不能返回函数内部new分配的内存的引用。虽然不存在局部变量的被动销毁问题，可 对于这种情况（返回函数内部new分配内存的引用），又面临其它尴尬的局面。如，被 函数返回的引用只是作为一个临时变量出现，而没有被赋予一个实际的变量，那么这个 引用所指向的空间（由new分配）就无法释放。

可以返回类成员的引用，但最好是consto主要原因是当对象的属性是与某种业务规则 相关联时，其赋值常常与某些其它属性或者对象的状态有关，因此有必要将赋值操作封 装在一个业务规则当中。如果其它对象可以获得该属性的非常量引用（或指针）,那么 对该属性的单纯赋值就会破坏业务规则的完整性。

43.给定三角形ABC和一点P（x,y,z）,判断点P是否在ABC内， 给岀思路并手写代码.

Sinclude <iostream>

Sinclude <math.h>

using namespace std; ffdefine ABS\_FLOAT\_0 0.0001 struct point\_float

float x; float y;

｝；

/\*\*

\* @brief计算三角形面积

float GetTriangleSquar( const

const

const

point\_float point\_float point\_float

pt。, ptl, Pt2)

point\_float AB, AB.x =

AB.y =

BC.x =

BC.y = return

ptl.x -

ptl.y -

pt2.x -

pt2.y -

BC; ptO.x; ptO.y; ptl.x; ptl.y;

fabs((AB.x \* BC.y - AB.y \* BC.x)) / 2.Of;

/\*\*

\* @brief判断给定一点是否在三角形内或边上 \*/

bool IsInTriangle(

const point\_float A,

const point\_float B,

const point\_float C,

const point\_float D)

{

float SABC, SADB, SBDC, SADC;

SABC = GetTriangleSquar(A, B」C);

SADB = GetTriangleSquar(A, *D,* B);

SBDC = GetTriangleSquar(B, D, C);

SADC = GetTriangleSquar(A, *D,* C); float SumSuqar = SADB + SBDC + SADC;

if ((-ABS\_FLOAT\_0 < (SABC - SumSuqar)) &&

((SABC - SumSuqar) < ABS\_FLOAT\_0)) {

return true;

}else{

return false;

}

}

1. linux信号有哪些？

|  |  |
| --- | --- |
| 常用信号 信号 值  SIGHUP 1  SIGINT 2  SIGQUIT 3  SIGILL 4  SIGABRT 6  SIGFPE 8  SIGKILL 9  SIGSEGV 11  SIGPIPE 13  SIGALRM 14  SIGTERM 15  SIGUSR 130,10,16  SIGUSR 231,12,17  SIGCHLD 20,17,18  SIGCONT 19,18,25  SIGSTOP 17,19,23  SIGTSTP 18,20,24  SIGTTIN 21,21,26  SIGTTOU *22,22,27* | 动作解释  终端线路挂断  Term键盘输入的中断命令，从终端输入Ctrl-C时发生  Core键盘输入的退出命令  Core错误指令  Coreabopt(3)发出的中止信号  Core浮点数异常  TermKILL 信号  Core非法内存访问  TermW道断开  Termalarm(2)发出的中止信号  Term强制中止信号  Term用户自定义信号1  Term用户目定义信号2  Ign子进程中止信号  Cont继续执行一个停止的进程  Stop非终端来的停止信号  Stop终端来的停止信号  Stop后台进程读终端  Stop后台进程写终端 |

1. 缓冲溢出报警及解决？

缓冲区溢出的目的在于扰乱具有某些特权运行程序的功能,这样就可以让攻击者取得程 序的控制权，从而进行緩冲区溢出攻击行为。假如该程序具有足够的权限，那么整个主 机甚至服务器就被控制了。

1. .在被攻击程序地址空问里安排攻击代码的方法
2. .植人：去

攻击者向被攻击的程序输人一个字符串，程序会把这个字符串放到緩冲区里。这个字 符串所包含的数据是可以在这个被攻击的硬件平台运行的指令流。在这里攻击者用被攻 击

程序的緩冲区来存放攻击代码，具体方式有以下两方面差别：

.攻击者不必为达到此目的而溢出任何緩冲区，；叮以找到足够的空间来放置攻击代码；

.緩冲区可设在任何地方:堆栈(存放白动变量)、堆(动态分配区)和静态数据区初始化 或未初始化的资料.

1. .利用已经存在的代码

很多时候攻击者所要的代码已经存在于被攻击的程序中了,攻击者所要做的只是对代码 传逢一些参数，然后使程序跳转到想要扱行的代码那里。比方说，攻击代码要求执行 “ex-ec( "/bin/sh") ",而在 libc 庠中的代码执行 “exec( arg) ",其中 arg是 —个指向字符串的指针参数，那么攻击者只要把传人的参数指针改为指向"/bin/sh", 然后跳转到libc库中相应的指令序列即可。

1. .控制程序转移到攻击代码的方法

上面讲到的方法都是在试图改变程序的执行流程，使之跳转到攻击代码。其基本特点就 是给没有边界检查或有其他弱点的程序送出一个超长的緩冲区,以达到扰乱程序正常执 行顺序的目的。通过溢出一个緩冲区，攻击者可以用近乎暴力的方法(穷尽法)改写相 邻的程序空问而直接跳过系统的检查。

这里的分类基准是攻击者所寻求的緩冲区溢出的程序空问类型。原则上可以是任意的空 问。比如起初的HomsWorm(穆尔斯蠕虫)就是使用了 fingerd程序的緩冲区溢出，扰 乱fingerd要执行的文件的名字。其实许多緩冲的区溢出是用暴力的方法来寻求改变 程序指针的。这类程序不同的地方就是程序空间的突破和内存空间的定位不同。通常情 况下，控制程序转移到攻击代码的方法有下面几种：

1. .函数返回地址

在一个函数调用发生时，调用者会在堆栈中留下函数返回地址，它包含了函数结束时返 回的地址。攻击者通过溢出这些自动变量，使这个返回地址指向攻击代码，这样当函数 调用结束时，程序跳转到攻击者设定的地址，而不是原先的地址。这种緩冲区溢出被称 为“stacksmashing attack"，是目前常用的緩冲区溢出攻击方式。

1. .函数指针

“void( \* foo)()”中声明了一个返回值为void函数指针的变量千。。°函数指针定 位任何地址空间,所以攻击者只要在任何空间内的函数指针附近找到一个能够溢出的緩 冲区，然后溢出来改变A数指针，当程序通过函数指针调用函数时，程序的流程就会发 生改变而实现攻击者的目的。

1. .长跳转緩冲区

在C语言中包含了一个简单的检燈/，恢复系统，称为"setjmp/longjmp"，意思是在检 捡点设定"setjmp ( buffer) ",用<4longjmp( buffer)”来恢复检验点。可是, 假如攻击时能够进人緩冲区的空间，那么“longjmp( bu仟er)〃实际\_1:是跳转到攻 击者的代码。像函数指针一样，longjmp緩冲区能够指向任何地方，所以攻击者所要 做的就是找到一个可供溢出的緩冲区。一个典型的例子就是Perl 5.003,攻击者首先 进人用来恢复緩冲区溢出的longjmp緩冲区，然后诱导进人恢复模式，这样就使 Perl的解释器跳转到攻击代码L 了。

3.综合代码植人和流程控制技术

最常见和最简单的緩冲区溢出攻击类型就是在一个字符串里综合了代码植人和启动记 录。攻击者定位一个可供溢出的自动变Q,接着向程序传逢一个很大的字符串，在引发 缓冲区溢出改变启动记录的同时植人了代码(C语言程序员习惯上只为用户和参数开辟 很小的緩冲区)。

代码植人和緩冲区溢出不一定要在一次动作内完成,攻击者可以在一个緩冲区内放置代 码(这时并不能溢出緩冲区)，接着攻击者通过溢出另一个緩冲区来转移程序的指针。 这样的方法通常用来解决可供溢出的緩冲区不够大(不能放下全部的代码)。如果攻击 者试图使用已经常驻的代码而不是从外部植入代码，他们通常必须把代码作为参数。举 例说明，在Hbc(几乎所有的C程序都用它来连接)中的一部分代码段会执行 "exec( something) ",其中的something就是参数，攻击者使用緩冲区溢出改变 程序的参数，然后利用另一个緩冲区溢出攻击，使程序指针指向Hhc中的特定的代码 段。

1. 如何判断两个结构体是否相等？

判断两个结构体是否相等：重载操作符”==”

不能用函数memcpy来判断两个结构体是否相等：memcmp函数是逐个字节进行比较的, 而struct存在字节对齐，字节对齐时补的字节内容是随机的，会产生垃圾值，所以无 法比较。

#include<iostream>

using namespace std;

struct s

{

int a;

int b;

bool operator == (const s &rhs);

}；

bool s::operator == (const s &rhs)

return ((a == rhs.a) && (b == rhs.b));

int main()

{

struct s si, s2;

si.a = 1;

sl.b = 2;

s2.a = 1;

s2.b = 2;

if (si == s2)

cout ”两个结构体相等""endl;

else

cout << "两个结构体不相等"endl;

return 0;

1. 云盘中秒传功能是什么原理，说说其中一个算法.

秒传原理：

上传大文件时，会对文件进行比对操作，这里的对比操作其实就是将我们下载的插件对 要上传的文件进行”哈希值”的计算，跟百度的“哈希值”数据库中的文件进行匹配操作. 如果发现两者的”哈希值“相同，那么，将已存在于百度数据库里面的文件对应的文件链 接到我们对应的帐号里，做一个关联就可以，其实并没有对本地文件进行上传，所以我 们也就看到了秒传的效果.

1、 因为在上传文件之前，如果你是第一次使用百度网盘，那么会提示你安装一个极速 控件.

*2、* 该极速控件的下载是为了更方便的来检测我们将要上传文件的哈希值.也就是文件 的唯一识别码.

哈希算法

1. 栈上分配内存和堆上分配内存有什么区别？

栈上：分配简单，只需要移动栈顶指针，不需要其他的处理。

堆上：分配复杂，需要进行一定程度清理工作，同时是调用函数处理的。

1. 如何将一棵树转化成二又树？

将节点的孩子放在左子树； 将节点的兄弟放在右子树。

1. 请解释分段与分页机制.
2. .分段机制

1） 什么是分段机制

分段机制就是把虚拟地址空间中的虚拟内存组织成一些长度可变的称为段的内存 块单元。

2） 什么是段

每个段由三个参数定义：段基地址••段限长和段属性。

段的基地址、段限长以及段的保护属性存储在一个称为段描述符的结构项中。

3） 段的作用

段可以用来存放程序的代码、数据詛堆栈，或者用来存放系统数据结构。

4） 段的存储地址

系统中所有使用的段都包含在处理器线性地址空间中。

5） 段选择符

逻辑地址包括一个段选择符或一个徧移量，段选择符是一个段的唯一标识，提供了 段描述符表，段描述符表指明短的大小、访问权限和段的特权级、段类型以及 段的第一个字节在线性地址空间中的位置（称为段的基地址）。逻辑地址的偏 移量部分到段的基地址上就可以定位段中某个字节的位置。因此基地址加上偏 移量就形成了处理器线性地址空间中的地址*。*

1. ）逻辑地址到线性地址的变换过程

如果没有开启分页，那么处理器直搠巴线性地址映射到物理地址，即线性地址被送 到处理器地址总线上：如果对线性地址空间进行了分页处理，那么就会使用二级地 址转换把线性地址转换成物理地址。

1. ）虚拟地址到物理地址的变换过程
2. .分页机制

1） 什么是分页机制

分页机制在段机制之后进行的*，*它进一步将线性地址转换为物理地址。

2） 分页机制的存储

分页机制支持虚拟存储技术，在使用虚拟存储的环境中，大容量的线性地址空间 需要使用小块的物理内存（RAM或ROM）以及某些外部存储空间来模拟。当使用 分页时，每个段被划分成页面（通常每页为4K大小），页面会被存储于物理内存 中或硬盘中。操作系统通过维护一个页目录和一些页表来留意这些页面。当程序

（或任务）试图访问线性地址空间中的一个地址位置时，处理器就会使用页目录和 页表把线性地址转换成一个物理地址，然后在该内存位置上执行所要求的操作。

1. ）线性地址和物理地址之间的变换过程
2. 分段机制和分页机制的区别

1） 分页机制会使用大小固定的内存块，而分段管理则使用了大小可变的块来管理 内存。

2） 分页使用固定大小的块更为适合管理物理内存，分段机制使用大小可变的块更 适合处理复杂系统的逻辑分区。

1. ）段表存储在线性地址空间，而页表则保存在物理地址空间。
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