**2021**年滴滴精选**50**面试题及答案

1. 寻找两个有序数组的中位数

double findliledianSortedArrays (vectoi<intnumsl, vector<int>& nums2) { double ret - ~1;

vector<double> buff;

//合并两个数组

for (auto *e* : numsl)

buff. push\_back(e);

for (auto a : nums2)

buff. push\_back(a);

合并后的结果进行排序

sort (buff. beginO, buff, end：));

int size3 = buff. size();

/依取中位数

if (size3 % 2 == 0)

[

ret = ((buff[size3 / 2] + buff[size3 / 2 - 1]) / 2);

}

else

{

ret = buff[size3 / 2];

}

return ret;

}

1. C卄实现线程安全的单例模式

懒汉模式：

class singleton

[

protected:

singletonO

[

p thr e ad\_mut ex\_ini t(&mutex);

private：

static singleton\* p;

public：

static pthread\_\_mutex\_t mutex;

static singleton\* initance();

pthread\_mutex\_t singleton：:mutex;

singleton\* singleton：:p = NULL;

singleton\* singleton：:initance()

[

if (p == NULL)

[

p thr e ad\_mut ex\_lo ck(&mutex);

if (p == NULL)

p = new singletonO ;

p thr e ad\_mut ex\_unlo ck(&mutex；;

}

return p;

}

1. 数组中有三个数字出现超过1/4,求这三个数字?

#include <iostream>

using namespace std;

//求x!中k因数的个数。

int Grial(int x, int k)

[

int Ret = 0;

while (x)

{

Ret += x / k;

x /= k;

I

return Ret;

}

int main()

[

cout « Grial(10, 2) « endl;

return 0;

//假设要求一个n!中k的因子个数，那么必然满足例如以下的规则。

/用卩 x=n/k+n/k'2+n/k'3...(直到 n/k'x 小于 0);

#include <iostreajn>

using namespace std;

int Grial(int x, int k)

[

int count - 0;

int n = x;

while (n)

[

n &= (n - 1);

count++;

}

return x 一 count;

}

int main。

[

cout « Grial(3, 2) « endl;

return 0;

//找出数组中出现次数超过数组一半的数字*。* #include <iostreajn>

using namespace std;

int Grial(int a[], int n)

[

int count=0;

int key;

for (int i = 0; i < n; i++)

{

if (count == 0)

{

key = a[i]; count = 1;

}

else

!

if (key == a[i])

[

count++;

else

count一一；

return key;

}

int main()

[

int a[] = {1, 2, 3,4, 5,*6,* 3, 3, 3, 3, 3};

cout«Grial (a, sizeof (a) / sizeof (int)) «endl; return 0;

}

#include <iostreajn>

//上一題的扩展，有3个数字出现次数超过1/4。

using namespace std;

void Grial(int af], int n)

[

if (n <= 3)return;

int count1=0, key1=0;

int count2=0, key2=0;

int count3=0, key3=0;

for (int i = 0; i < n; i++)

[

if (Jcountl && key2 != a[i] && key3 != a[i]) [

count1++;

keyl = a[i];

}

else if (keyl == a[i])

{

count1++;

}

else if (key2J=a[i] && key3J=a[i])

{

count1一一；

I

if (!count2 &&key3 != a[i] && keyll=a[i])

[

count2++;

key2 = a[i];

}

else if (key2 == a[i])

count2++;

}

else if (keylJ=a[i] && key3.=a[i])

[

count2一一；

}

if (Jcounts && keyl!=a[i] && key2J=a[i])

[

count3++;

key3 = a[i];

}

else if (key3 == a[i])

[

count3++;

}

else if (keylJ=a[i] && key2.=a[i])

[

count3一一；

}

}

cout « keyl « endl;

cout « key2 « endl;

cout « key3 « endl;

}

int main()

{

int a[] = {爲5,5,5,5,2,3,爲2,2,，爲爲2};

Grial(a, sizeof(a) / sizeof(int：); return 0;

1. l-2n的数存储在空间为n的数组中，找岀出现两次的数 字，时间复杂度O (n)，空间复杂度O (1)

/\*

奇数零次偶数零次。

奇数一次 偶数零次-1

奇数两次偶数零次-2

奇数零次 偶数一次-3

奇数一次 偶数一次-4

奇数两次偶数一次-5

奇数零次偶数两次％

奇数一次偶数两次-7

奇数两次偶数两次-8

\*/

public class Main {

public static void main(String[. args) {

int[] nums = {1, 3, 5, 15,七 8, 5, 3, 6, 15};

f indNumber (nums, nums. length); print(nums);

public static void findNumber(int[] nums, int length) { for (int i = 0; i < length; ) {

if (nums[i] <= 0){

continue;

int index = nums[i] / 2. boolean isOdd = (nums[i： % 2 == 0) ? false : true; switch (nums[index]) {

case 0：

if (isOdd == true) {

nums[index] - ~1;

} else {

nums[index] - ~3;

}

break;

case ~1:

if (isOdd == true) { nums[index] - ~2;

} else {

nums[index] - ~4;

break;

case ~2:

nums[index] - -3;

break;

case -3：

if (isOdd == true) {

nums[index] - ~4;

} else { nums[index] - "6;

break;

case -4:

if (isOdd == true) { nums[index] - ~5;

} else { nums[index] - ~7;

break;

case ~5:

nums[index] = "6;

break;

case "6：

nums[index] - ~Q;

break;

case -7：

nums[index] - ~8;

break;

default：

swap(nums, i, index);

if (isOdd) { nums[index] - "1;

} else { nums[index] - ~3;

}

continue;

}

nums[i++]=0;

}

}

public static void swap(int[] nums, int i, int j) { int temp =nums[i];

nums[i]=nums[j];

nums fj]-temp;

public static void print(int[] nums) {

for (int i = 0; i < nums.length; i++) { if (nums[i] == ~2) {

System, out. println(i \* 2 + 1);

} else if (nums[i] == -6) {

System, out. println(i \* 2);
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System, out. println(L \* 2);

System, out. println(i \* 2 + 1);

1. 长度为1的线段，随机在其上选择两点，将线段分为三段,

问这3段能组成一个三角形的概率是多少？

可行域是

x+y+z=l, 0<X, y, Z<1

显然，可行域与我的博客一条长度为1依线段，随机煎两刀，求有一根大于。. 5的概率 问题一样。

要令三段成为一个三角形，必须满足

x+y>z, x+z>y, y+z>x

I x\_y I <z, I x-z I <y, | y-z I <x

又 x+y+z=l,当 x+y=z 时,有 z=0. 5 z=0.5z=0. 5,因此当 x, y, z 中有一个大于 0. 5 时, 就无法成立一个三角形。

当x-y=z时，将x-y=z代入x+y+z=l,可得x=0. 5。因此当x, y, z中有一个大于0. 5时， 就无法成立一个三角形。

因此解空间刚好与一条长度为1的线段，随机煎两刀，求有一根大于0.5的概率相反。 而一条长度为1的线段*，*随机萸两刀，求有一根大于0.5的概率的概率为0. 75。因此这3 段能组成一个三角形的概率是多少是1-0. 75=0. 25。

1. kmp算法next数组求解过程

KMP算法是用来求一个较长字符串是否包含另一个较短字符串的算法。

int \*next = new int[length];

//这里的Er是被包含的较短字符串，length是这个字符串的长度。

void next(char \*str, int \*next, int length)

[

next [0] = -1;

int k = -1;

for (int q = 1; q <= length-1; q++)

while (k > -1 && str[k + 1] \= str[q])

k = next [k]; //往前回溯

}

if (str [k + 1] == str [q])//jn果相同，k++ [

k = k + 1;

}

next[q] = k;

理解

这里是用被包含的较短字符串，自己与自己匹配，求得next数组，然后再进行算法的 后续步骤。

next数组中储存的是这个字符串前缀和后缀中相同字符串的最长长度。比如 abcdefgabc,前缀和后缀相同的是abc,长度是3。

next [i]储存的是string中前i+1位字符串前缀和后缀的最长长度。如abadefg,next [2] 存的是aba这个字符串前缀和后缀的最长长度。

但是这里为了和代码相对应，将T定义为相同长度为。，。定义为相同长度为1,…… 依次类推

这里用一个比较明显的字符串abababac来做例子，先创建一个和字符串长度相同的数 组next。第一位设为T。

-A — B *~C ~D~~ E* F 丨 G I H I J

1. index 0 1 2 3 4 5 6 7\_
2. str： abababac
3. next： -1

所以向后移一位开始比较

ABC

1. index 0 1
2. str: aba
3. next: -1

str：a b

J
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index 0 1 2 3 4 5 6 7

1. str： a b a b a b a c
2. next： -1 -1
3. str: a b a b aba c
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再向后移一位

到第7位时，c和b不再相等，这时就用到了回溯！！ ！先看下一次比较时，应该移动

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| 里。 | | | | | | |
|  | A | BCD | E F 二 | H | i Tj | K L |
| 1 | index | Ol 2 | 3 4 5 | 6 | *7* |  |
| 2 | Str： | aba | b a b | a | c |  |
| 3 | next: | -i -i 0 | 1 2 3 | 4 |  |  |
| 4 1 |  | str： a | b a b | *Q* | b a | c |
| 5 |  |  | stria b | a i | lb a | b a c |
| u |  |  |  |  |  |  |

原因要再回来看上一次比较，上一次比较相同长度为5。

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
|  | A | B *C* Ld\_ | E \_F\_ | G | H I l\_L | K L |
| 1 | index | 0 1 2 | 3 4 | 5 | 5 *7* |  |
| 2 | str: | aba | b a | b | a c |  |
| J | next: | -1 -1 0 | 1 2 | 3 | 4 |  |
| *4* |  | str J, | b a | b | a lb a | c |
| 5 |  |  | str:a | b | aba | b a c |
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|  | A | B | C D E | F G H I J K |
| --- | --- | --- | --- | --- |
| 1 | index | 0 | 1 2 3 | 4 5 6 7 |
| 2 | str: | a | b a b | abac |
| S | next: | -1 | -1 |  |
| 4 |  |  | str : a b | a b a b a c |
| 5 |  |  |  |  |

| A | BCDEFGHIJK |
| --- | --- |
| 1 一 index | 0 1 2 3 4 5 6 7 |
| 2 str： | a b a b a b a c |
| 3 next: | -1 -1 0 |
| 4 | str: a b a b a b a c |
| 5 |  |
| 再比较下一位，相同就比前一个加一。 | |
| A | B C D E F G E I J K |
| 1 index | 0 12 3 4 5 6 7 |
| 2 str： | abababac |
| 3 next: | -1 -1 0 12 3 4 |
|  | str: a b a b a b a c |

a和a相同，next数组存前一个k=~l加1等干0.

看这5个字符串相同的前后缀的长度，即next [4]中储存的值：2再加1,因为这5个 字符串就是str的前五个字符串！

bIcId eIfIg h i j-

0 1 2 3 4 5 6 7

1. ^indcz
2. str：
3. \_next:

b a b a b a c

-1 -1 0 1 匚H 3 4

str: a b a b a b a e

str :a b a b a b a

所以k先回溯到2,再比较下一个字符是否相同，这里是比较c和b,不同，再回溯， 这次前面剩下aba三个字符，k=next[2]=0,即前后缀还有一个字符相同，所以应该后移到 下图位置。

![](data:image/jpeg;base64,/9j/4AAQSkZJRgABAQEAYABgAAD/2wBDABALDA4MChAODQ4SERATGCgaGBYWGDEjJR0oOjM9PDkzODdASFxOQERXRTc4UG1RV19iZ2hnPk1xeXBkeFxlZ2P/2wBDARESEhgVGC8aGi9jQjhCY2NjY2NjY2NjY2NjY2NjY2NjY2NjY2NjY2NjY2NjY2NjY2NjY2NjY2NjY2NjY2NjY2P/wAARCABkAcYDASIAAhEBAxEB/8QAHwAAAQUBAQEBAQEAAAAAAAAAAAECAwQFBgcICQoL/8QAtRAAAgEDAwIEAwUFBAQAAAF9AQIDAAQRBRIhMUEGE1FhByJxFDKBkaEII0KxwRVS0fAkM2JyggkKFhcYGRolJicoKSo0NTY3ODk6Q0RFRkdISUpTVFVWV1hZWmNkZWZnaGlqc3R1dnd4eXqDhIWGh4iJipKTlJWWl5iZmqKjpKWmp6ipqrKztLW2t7i5usLDxMXGx8jJytLT1NXW19jZ2uHi4+Tl5ufo6erx8vP09fb3+Pn6/8QAHwEAAwEBAQEBAQEBAQAAAAAAAAECAwQFBgcICQoL/8QAtREAAgECBAQDBAcFBAQAAQJ3AAECAxEEBSExBhJBUQdhcRMiMoEIFEKRobHBCSMzUvAVYnLRChYkNOEl8RcYGRomJygpKjU2Nzg5OkNERUZHSElKU1RVVldYWVpjZGVmZ2hpanN0dXZ3eHl6goOEhYaHiImKkpOUlZaXmJmaoqOkpaanqKmqsrO0tba3uLm6wsPExcbHyMnK0tPU1dbX2Nna4uPk5ebn6Onq8vP09fb3+Pn6/9oADAMBAAIRAxEAPwDsJZrj7ZMkciqqhcArnqKPMu/+e0f/AH7/APr01v8Aj/uPon8qkpiG+Zd/89o/+/f/ANekMt2OTMnUD/V//XokfYvAJNRRlihLZyWHX6igCfzLj/nqv/fH/wBejzLj/nqv/fH/ANelooATzLj/AJ6r/wB8f/Xo8y4/56r/AN8f/XrO1OWUyrHb7C8C+e4LheB0H4889se9X4pEliWSNgyOMqR3FADvMuP+eq/98f8A16QzXO8L5q8gn7n096dTD/rl/wB0/wBKAHeZcf8APVf++P8A69HmXH/PVf8Avj/69I+3Y2/G3HOemKx9CEaQ2mxoCz243CJdpHAPzcnJ9+Op9aANnzLj/nqv/fH/ANekWW5ZQfNXkZ+5/wDXp1Nj/wBWv0FAC+Zcf89V/wC+P/r0eZcf89V/74/+vVS8ELTxC5CGDaxIkxt3cY6+2asQKiQRpENsaqAoxjA7UAO8253Y81en9z/69L5lx/z1X/vj/wCvSf8ALT8KZc7TbS78bNh3bumMd6AJPMuP+eq/98f/AF6PMuP+eq/98f8A16zdPEImtxaCMRmA+b5eMbvkxnHf71adADUmuWRW81eRn7n/ANel8y4/56r/AN8f/XpsX+qT/dFZeoRQSah+8a1UhEJ85QSRuOcEnjj60Aa3mXH/AD1X/vj/AOvSCW5JI81eP9j/AOvSRFWiRkztIBGc5x+NKv3m+v8ASgBfMuP+eq/98f8A16PMuP8Anqv/AHx/9eqeqpHJbxrJ5XMyBfNXcM59PzqWyt/s1uIyEBySdgwOvYdqAJjLcjH71eTj7n/16XzLj/nqv/fH/wBekfqv1qG9x9nO77m5d/8Au5GfwxQBP5lx/wA9V/74/wDr1G1zciUp5i8KD9z1z/hUFh5ANwLaKNIvM6xn5WO0cjt6D6g1NjNy/wDuL/M1hiZOFNuJpTSb1HfaLr/nov8A3xR9ouv+ei/98VV1RU+wSeYEK5X7/TqOtTwINrcRh9x37Omf8cYrzvb1bX5jblj2HC4uTIq+YvIP8FSeZcf89V/74/8Ar1GRiZPoalr0MNOU6d5GNRJPQTzLj/nqv/fH/wBejzLj/nqv/fH/ANeqVuLYarcGIReb5a7tuN3Vs5/T9KvV0GY1ZbllB81eRn7n/wBel8y4/wCeq/8AfH/16SP/AFa/QUOiyIUdQynggjINAC+Zcf8APVf++P8A69I0tyMfvV5OPuf/AF6qaMipo9mEUKDChOBjJKjJq2/8P1oAXzLj/nqv/fH/ANejzLj/AJ6r/wB8f/XpayNOWAXKcQ7d0v2fZjj5zu/HGPwHbuAa3mXH/PVf++P/AK9IstyVz5q/98f/AF6dTY/uCgBfMuP+eq/98f8A16PMuP8Anqv/AHx/9eqWr+V9jTztm3z4vv4x99c/pmrUUscwJikVwDglTkZoAc0tyqk+av8A3x/9el8y4/56r/3x/wDXpJPuGnUAJ5lx/wA9V/74/wDr0eZcf89V/wC+P/r1z12sP2y6jzF5UlwjuCRj5dmfzLD9a6KgBqzXLDPmr1I+57/Wl8y4/wCeq/8AfH/16bH90/7x/nWNraJuupQFMi2pVh1JQ5/kdp/CgDb8y4/56r/3x/8AXpBLcnP71eDj7n/16VVCqFUAKBgAdBSJ1b60AL5lx/z1X/vj/wCvR5lx/wA9V/74/wDr0tFAE1s0jbvMcN0xhcUUtt/F+FFIZVkUG8nOSDlRx9KXZ/tN+dK//H3P9R/IUj7QjeZjZg7t3THvVCEC56MfzoKZKgs3LDv71W0x4ntP3LIyK7j5CCB8x449sVb/AIk/31/mKQE/kRbtu87sZxu5xS/Zk9W/Oqk1xBFr9vG8sCySW7gBtof7y4APXB54/wBn2qva6nIwjP2uG4M3nCJVA+bYTjGDzx1pDNL7PEWKhiWHUbuRS/Zk9W/OsJdRKzXs1tdQ3Ext4OSQFUb3DEkZ4UNknnHerMeozjTBPNdWu8zhI2ifeso4+UMQAT15AwMexoA1PsyerfnTTbJ5i8t0Pf6VHpNybvT4pjPHMzZy0fQHPT3x0z361aP+sX6H+lAEf2ZPVvzo+yxju351PUc4YwSBM7ipxj1xQBGsML52yFtpwcNnBoS2TYvLdPWs+xKSajbm1K+XHbOlwE4Akym0MP7ww/B5GT0zWsn3F+lAEX2WP1b86DbxjqzD/gVT1mazNZwPZyXUkEbiYFGkYAgd8E/hmgC39mTf1bp60v2ZPVvzqX+P8KdQBB9ljHdvzpqRQOSEk3FTg4bOKs1j6LNZTTE2c8TqkSoiIwZto/ifHQn09vfAANCO2Ty15boO9L9ljPdvzqWP/Vr9BTqAKxigEgjMmHIyF3cn8KUWybm5br61nXrWo1BUUr9oNxGzwHh5fugMvfauMnHHyMD3rXH3m+tAEX2WP1b86PsyerfnU9U9TLLaFgQIgczHcFOzvgnAHbOSOM98UAOEMMiI8bl0bBVlbIIx1FP+zJ6t+dU9Amjm0HTzGVIWFEIDA4IXGOK06AKrpbRsFeYIx6AuAaPskZlY7nB2jofrWdqTR2+pyTmeITNAixwyRjMpDOQFJPJ+bkAZHHrWyP8AWH6D+tKSUlZgnbYh+yJ/fk/76pr28UalnlZVHUlsCrVZerfLc20k0yQ2yq4eSRQVVjt29eAfvDJ9SO9R7Gn/ACormfctC1iLIwdmBHB3U/7Mnq3502yz9lgBiEW1doRV2gAcDC/wjGOO3SrNXGKirITd9yD7LH6t+dRottI22OcOfRXBq3WbpdnBDLK8UQQRYt41H8CL/Unqe+B6UxFpLZNi8t09aZNp8E4USeZ8h3KVcqQcEdR7E1ZT7i/SnUAV0s4o0VEBVVGAoOAB6UNbJxy3X1qxTW7fWgCL7Mnq350fZY/VvzqeigCD7Mnq350iWybRy351YpqfdFAEX2WP1b86PssY7t+dT0UAV3tk2nlvzpfsyerfnUr/AHTTqAIPssfq350fZk9W/Op6KAK6WyY6t1Pf3pfssfq351Kn3fxP86dQBB9mT1b86RbZMty3X1qxTV6t9aAIvsyerfnR9mT1b86nooAjjiWPO0nn1NFSUUAZ0ihrufOeo6EjsKRlRVLMxCgZJLnAp7/8fc/1H8hUdyUFu7SKWUckDqaoQkRimQPFJ5iHoyyEj+dP2AMnLfeX+I+oqGyKssrhgzM+WwDjOBwPXjFWP4k/31/mKQF3YPVv++jRsHq3/fRrKluLg6uY1uWEauq+UijkYBOcrk9eoYADtkHJaqYr3VBJeTgvJuXKLhB5afMDt7dOc9O5zSGauwerf99GjYPVv++jWfoz3E1klxc3bTNJGm5DGF8tsc9BnuM57g4x0FqwKmxhKSyzLsGJJhh29yMDn8BQBNsHq3/fRppUeYvXoe59qkph/wBYv0P9KAF2D1b/AL6NGwerf99GsrSLq5lupI55zKrRiQBlAKHPK8Aflz9a16AG7B6t/wB9Go0aIsIvMHmBAxTfyAe+PTg1NWLqTyxXSyRTvEwtiUCoD5jA8LyDwfbn3FAGxsHq3/fRo2D1b/vo06igBmwb+p6eppdg9W/76NMmZkR3UFmVCQAMkn6d6zdHuriS7uLe4n89VRJEcgZySwK5CqOML27/AJAGrsHq3/fRo2D1b/vo06igCBHiLLD5g83YH2b/AJsdM49Kl2D1b/vo1k6kXS8tHW4eAC3lG5UBJOY8LyCOcelakDO8EbSLtcqCw9DjmgB2werf99GkCDLcn8zT6q38kkVpM0RYPwAyrkrkgZ/DOc4OOuD0IBY2D1b/AL6NGwerf99GqGjXE00U6XEvnNFJtWTGN6lQc8ADqSOAOlaNAEbIMjk9fU0kTRTIHikEiEkblfI4OD+tPbqv1rF0+SeO6WNZWYNdTiSHYAI03SMHzjOSdoznGG6Z5oA2tg9W/wC+jTQo3nr0Hc+9SVBcu0UM8iKzOkZZQq7iSAegyM/SgCXYPVv++jRsHq3/AH0azdHuJ5JJ4p7j7RsCsr4Gec5GQqjjHp3rUoAjKDcOT+Zp2werf99Gg/eX8aoWE08tx++lO5kJkgMeBCwIwA2Pr1Jz1GBQBf2D1b/vo0bB6t/30adRQBGiDYvJ6epp2werf99GhPuL9KdQA3YPVv8Avo0jIOOT19TT6a3b60AGwerf99GjYPVv++jTqKAG7B6t/wB9Gmog2jk/makpqfdFABsHq3/fRo2D1b/vo06igCN0G08n8zTtg9W/76ND/dNOoAbsHq3/AH0aNg9W/wC+jTqKAI0UY79T3PrTtg9W/wC+jQn3fxP86dQA3YPVv++jTVQZPJ6+pqSmr1b60AGwerf99GjYPVv++jTqKAEAA6Z/E5opaKAM6RQbufOeo6HHYUMEVSzMQB1JY8U5/wDj7n+o/kKbMQIyWQuBztAz+lUIbGYpV3Ryb16ZV8inbBuTlvvr/EfUVBY52ykh8GTIZ1Ks3A5IIH06dqs/xJ/vr/MUgLu0e/5mjaPf8zWQJ7tbu5ZpLpkW7SOOPyPlKFV3HIXJAO/nPan2T3pvp/tFzIYwXxF9lKhRn5SH6Nx6ZpDNTaPU/maAFIBBJB77jWRpr3Nx5qTXF6CY/wB2ZLcR8ZPJyuN3bHpzjnh1r/yLSpL9tXZCFYohWboM7QADx0HHb8aANXaPf8zTSo8xevQ9z7VJTD/rF+h/pQAu0e/5mjaPf8zTqgW3dZ/MN1My5J8shdv0+7n9aAHRvFKGMcgfacHa+cH0pyKNi9enqapaY6tPfbIpI1MwZd8TICNijIyBnkGryfcX6UAG0e/5mmO0UbKryBS5woL43H2oniaVQEnkhIPVNuT+YNUdQxAloHE87LMG3iEuwGec7V4oA0No39+nqaXaPf8AM0fx/hTqAG7R7/majjlgldkjmV2ThlV8lfrzU1ZOmpIDZRtHIrW1uY5SyEDd8vQn73Q8igDSRR5a9eg7mnbR7/maI/8AVr9BTqAIy0QlERkHmEbgm/kj1xShRluv5mqVw6prFqTFKT5bqXWFmAyVwCwGB0PU1eH3m+tABtHv+ZpkrwwJvmlEadNzvgVLVPUpFhjilMMksiP+72IzbWKkZIXnGCfzoAnUxyIjxvvRujK2QaftHv8AmarWCotnEEEmCzEmRCjMxJLMQemTk/jVugCCSe3hdUlnRHb7qtJgn6c08KN569B3PvVDVMFmRYZjKyqQUiJWXBOEYgcAe5A+bvzV/cokILAcDqfrQA7aPf8AM1HPJFbwSTTOVjjUszZPAFSeYn99fzrH8SrJLpkhgCzAI4MWWyxKkA/KDnGemOuDkYoA1yo3Dr+Zpdo9/wAzUNvOJ44nOFZlyV54PfqAfzAqxQA3aPf8zRtHv+Zp1FADEUbF69PU0u0e/wCZoT7i/SnUAN2j3/M0jKOOvX1NPprdvrQAbR7/AJmjaPf8zTqKAG7R7/maRFG0dfzNPpqfdFABtHv+Zo2j3/M06igBjqNp6/maXaPf8zQ/3TTqAG7R7/maNo9/zNOooAjRRjv1Pc+tO2j3/M0J938T/OnUAN2j3/M0iqMnr19TT6avVvrQAbR7/maNo9/zNOooAQDHr+dFLRQBlzorXk2RnkfyFN8tP7op8v8Ax+T/AFX+QqOdGkhdFbaWGM149dv2r1OqHwjY/JlBMeGAYqSPUcGneWoeMgf8tF/9CFVtNJ8qRWjMeHJA2Mox2xkCrh+9H/10T/0IVCbU0rj6GltX0o2r6U6ivbOQbtX0o2r6U6igBu1fSmlR5i8dj/SpKYf9Yv0P9KAF2r6UbV9KdRQA3avpSIq7F47U+mp9xfpQAbV9KNq+lOooAZtXf07Uu1fSj+P8KdQA3avpRtX0p1FAEaKPLXjsKdtX0oj/ANWv0FOoAbtX0pAq5bin00feb60AG1fSjavpTqKAGMq5HHel2r6UN1X61k27XD6t832oqsj7iQyLt5AyCNpHTG05PBPegDVXY2du04ODg965K60qy1Xx1cQX0PmxLZhwu9lwcgZ4I9TWrGn2eyv4gt7v3OwYbyc7vl29znvj8ax4rpIPE9y5kdZP7NOHmPlyO+R/f4Bz04x7YoA1P+EL8P8A/Ph/5Hk/+Ko/4Qvw/wD8+H/keT/4ql0fVrcyzpLqEbxgKyGTcnJzkZc5Pb/CtP8AtOx/5/bcf9tV5/WgDmpdG0/R/FuifYLfyRKJy/zs2cR8dSfU11kTRTRJLGQyOoZSO4PSuf1S4t5fFOgypcwMiecCfNXncu1cDPOTxxVnQ1nj+yx5ufLS22ziZCoWQbNoXIHAG8fL6DPODQBs7V9KNq+lOooAYirsXjtS7V9KzdUMvlwiOSZFwctGjuM8YyEw3r3x69qt2UrvZQPOGEhjUvuXBDY547c0AT7V9KRlXjjvT6TGaAI4mimTfGQy5K5x3Bwf1Bp+1fSsa0W4S9jSM3P/AB9TGZXQiNYjvIwSADlih4JPJ7dNugBu1fSkRV2jin1m6p5vlRCNpUUk5eNHfB7ZVPmPfuB69qANDavpRtX0qtpck0ul2sl0GFw0S+aGXad+Pm4+uat0AMdV2nimo0UjOq4Jjbawx0OAf5EU9/umsiYTJqMphNz5jzxFVCHy9nyByTjGdobqewxz1ANfavpRtX0p1JQA1FXHTuf50u1fSqOpeYYFWN5Ey5yyKzYHPULg/qKm02SWXTrd593mlAH3IVO7vwaALG1fSkVVyeO9PqpemUQHy9+3ePM8v7+zvt9/pzjOOcUAWdq+lG1fSobLd9lUsZDy2DKMNtycZ79MdefXmrFACAAdBRS0UAZksUcl5OXjRiCoyVB/hFMmjtYYmkkhQKvXEeT+QFTNxeXH1X/0EVHdL5lu6gFj6KcHrQ4p9AuxkC2s6FktwADj54Sh/JgKkFvCHQiGMHevIUeoqKyVkSQN5gTf8gkYswGB1JJPXNWcjcn++v8AMUcsewXZd8tP7i/lR5af3F/KlzRmgBPLT+4v5UeWn9xfypc0ZoATy0/uL+VNKJ5gG1eh7fSn5ppP7xfof6UAL5af3F/Kjy0/uL+VLmjNACeWn9xfypqImxflXp6U/NIh+RfpQAeWn9xfyo8tP7i/lS5ozQAzYm/7q9PSneWn9xfyoz8/4UuaAE8tP7i/lR5af3F/KlzRmgBiIhRflXoO1O8tP7i/lSRn92v0FOzQAnlp/cX8qaETLfKv5U/NID8zfWgA8tP7i/lR5af3F/KlzRmgBjInHyr19Kd5af3F/Khjyv1pc0AJ5af3F/Ks280HTL+6M11aJJJtAzkj19DWnmmg/vD9B/WgDI/4RTQ/+gen/fbf407/AIRfRSu02KEdByeP1rXzRmgDI/4RnSxPbSpAUNsQ0aqxwCDn8ea1BDGCTtHNOJ5Apc0AMEKDHHT1pREgz8o59qdmjNADREgH3QfqKQwoQRtHPfFOU5UH1FLmgBFUICFGBTqTNITjH1oAaYkPUd89KVYkUY2g/UU7NGaAGGJCfuj8BR5KYxjtT80inIzQAgjUNuA5p9JmjNACMit1UZ9cU0QoDnHfNOY4BNLmgBnkpnOB+VCwxqThRzT80ZoAZ5KYPyjn2pPITGMdsU9WyPxNLmgBhhQ54xn0pPITnjvmpM0gOc+xoAaYIyCNvBpfLT+4v5U7NGaAAKF6AD6CiiigCNreJnZ2QFm6k0n2aH/nmKKKAD7ND/zzFH2aHIPljg5oooAk2r/dH5UbV/uj8qKKADav90flRtX+6PyoooANq/3R+VGxc52iiigA2r/dH5UbV/uj8qKKADav90flQEUD7o/KiigA2r/dH5UbV/uj8qKKADYufuj8qNq/3R+VFFABtX+6Pyo2r/dH5UUUAARQMbRRtX+6PyoooANq/wB0flRsX+6PyoooANq/3R+VG1f7o/KiigA2L/dH5UbV/uj8qKKADav90flRsXOdo/KiigA2r/dH5UbV/uj8qKKADYv90flRtX+6PyoooANq/wB0flRtX+6PyoooAAigfdH5UbV/uj8qKKADav8AdH5UbF/uj8qKKADav90flRtX+6PyoooANq/3R+VGxR/CPyoooANq/wB0flRtX+6PyoooACin+EflRtX+6PyoooANq/3R+VG1f7o/KiigACKP4R+VG1f7o/KiigA2r/dH5UbF/uj8qKKADav90flRtX+6PyoooAUADoAKKKKAP//Z)

再比较c和b,还不同，再回溯,k=next[0]=-l,然后next[7]=T,这样就求出了 next 数组了。

a bI cIdIe 卩 gIhiIj

1. index 0 1 2 3 4 5 6 7
2. str: a b a b a b a c
3. next： -1 -1 0 1 2 3 4 -1
4. 智能指针的实现原理？

智能指针的基本原理就是将指针通过对象去管理，delete的操作利用析构函数执行， 而析构函数的调用是根据这个对象的作用域来确定的,离开了作用域，析构函数被调用。 delete的操作也将被执行。

1. 请解释什么是C1OK问题，后来是怎么解决的？
2. C10K问题

互联网还不够普及，用户也不多。一台服务器同时在线100个用户估计在当时已经算是 大型应用了。所以并不存在什么C10K的谁題。互联网的爆发期应该是在ww网站，浏 览器，雅虎出现后。最早的互联网称之为Webl.O,互联网大部分的使用场景是下载一 个Html页面，用户在浏览器中查看网页上的信息。这个时期也不存在C10K问题。

Web2.0时代到来后就不同了，一方面是普及率大大提高了，用户群体几何倍増长。*另* 一方面是互联网不再是单纯的浏览万维网网页，逐渐开始进行交互，而且应用程序的逻 辑也变的更复杂，从简单的表单提交，到即时通信和在线实时互动。C10K的问题才体 现出来了。每一个用户都必须与服务署保持KT连接才能进行实时的数据交互。 Facebook这样的网站同一时间的并发TCP连接可能会过亿。

腾讯QQ也是有C10K问题的，只不过他们是用了 UDP这种原始的包交换协议来实现的, 绕开了这个难题。当然过程肯定是痛苦的。如果当时有epoll技术，他们肯定会用TCPo 后来的手机QQ,微信都采用TCP协议。

这时候问题就来了，最初的服务器都是基于进程/线程模型的，新到来一个"P连接， 就需要分配1个进程（或者线程）。而进程又是操作系统最昂贵的资源，一台机器无法 创建很多进程。如果是C10K就要创建1万个进程，那么操作系统是无法承受的。如果 是采用分布式系统，维持1亿用户在线需要10万台服务器，成本巨大,也只有Facebook,

Google，雅虎才有财力购买如此多的服务器。这就是C10K问题的本质。

实际上当时也有异步模式，如:select/po：l模型，这些技术都有一定的缺点，如selelct 最大不能超过1024, poll没有限制，但毎次收到数据需要遍历每一个连接查看哪个连 接有数据请求。

1. 解决方案

解决这一问题，主要思路有两个：

—个是对于每个连接处理分配一个独立的进程/线程：

另一个思路是用同一进程/线程来同时处理若干连接。

每个进程/线程同时处理多个连接

1. 传统思路

最简单的方法是循环挨个处理各个连接，毎个连接对应一个socket,当所有socket都 有数据的时候，这种方法是可行的。

但是当应用读职某个socket的文件数据不ready的时候，整个应用会阻塞在这里等 待该文件句柄，即使别的文件句柄ready,也无法往下处理。

思路：直接循环处理多个连接。

问题：任一文件句柄的不成功会阻塞住整个应用。

1. select

要解决上面阻塞的问题，思路很简单，如果我在读职文件句柄之前，先查下它的状态, ready 了就进行处理，不ready就不进行处理，这不就解决了这个问题了嘛？ 于是有了 select方案。用一个fd\_set结构体来告诉内核同时监控多个文件句柄，当 其中有文件句柄的状态发生指定变化(例如某句柄由不可用变为可用)或超时，则调用 返回。之后应用可以使用FD.ISSET来逐个查看是哪个文件句柄的状态发生了变化。

这样做，小规模的连接问题不大，但当蟻数很多(文件句柄个数很多)的时候，逐个 检查状态就很慢了。因此，select往往存在管理的句柄上限(FILSETSIZE)。同时， 在使用上*，*因为只有一个字段记录关注和发生事件*，*每次调用之前要重新初始化fd\_set 结构体。

int select(int nfds, fd\_set \*readfds, fd\_set \*wxitefds, fd\_set \*exceptfds, struct timeval \*timeout);

思路：有连接请求抵达了再检查处理。

问题：句柄上限+重复初始化+逐个排查防有文件句柄状态效率不高。

1. poll

poll主要解决select的前两个问题：通过一个pollfd数组向内核传递需要关注的 事件消除文件句柄丄限，同时使用不同字段分别标注关注事件和发生事件，未避免重复 初始化。

int poll (struct pollfd \*fds, nfds\_\_t nfds, int timeout);

思路：设计新的数据结构提供使用效函。

问题：逐个排查所有文件句柄状态效率不高。

1. epoll

既然逐个排查所有文件句柄状态效率不高，很自然的，如果调用返回的时候只给应用提 供发生了状态变化(很可能是数据ready)的文件句柄，进行排查的效率不就高多了么。

epoll采用了这种设计，适用于大规模的应用场景。

实验表明，当文件句柄数目超过10之后，epoll性能将优于select和poll;当文 件句柄数目达到10K的时候，epoll已经超过select和poll两个数量级。

int epoll\_wait（int epfd, struct epoll\_event \*events, int maxevents, int timeout）;

思路：只返回状态变化的文件句柄。

问题：依赖特定平台（Linux）。

因为Linux是互联网企业中使用率最高的操作系统，Epoll就成为C10K killer、高并 发、高性能、异步非阻塞这些技术的代名词了。

1. libevent

由于epoll, kqueue, IOCP每个接口都有白己的特点，程序移植非常困难，于是需要对 这些接口进行封装，以让它们易于使用和移植，其中libevent库就是其中之一。跨平 台，封装底层平台的调用，提供统一的AH,但底层在不同平台上自动选择合适的调用。 按照libevent的官方网站，libevent库提供了以下功能：当一个文件描述符的特定事 件（如可读，可写或出错）发生了，或一个定时事件发生了，libevent就会自动执行 用户指定的回调函数，来处理事件。目前,libevent已支持以下接口/dev/poll, kqueue, event ports, select, poll和epollo Libevent的内部事件机制完全是基于所使用 的接口的。因此libevent非常容易移植，也使它的扩展性非常容易。目前，libevent 已在以下操作系统中编译通过：Linux, BSD, Mac OS X, Solaris和Windows。

1. 使用“反向代理服务器”的优点是什么？

CD提高访问速度

由于目标主机返回的数据会存在代理服务器的硬盘中，因此下一次客户再访问相同的站 点数据时，会直接从代理服务器的硬盘中读取，起到了緩存的作用，尤其对于热门站点 能明显提高请求速度。

（2）防火墙作用

由于所有的客户机请求都必须通过代理服务器访问远程站点,因此可在代理服务器上设 限，过滤某些不安全信息。

<3）通过代理服务器访问不能访问的目标站点

互联网上有许多开发的代理服务器，客户机可访问受限时，可通过不受限的代理服务器 访问目标站点，通俗说，我们使用的翻墙浏览器就是利用了代理服务器，可直接访问外 网。

1. 右值引用和move语义
2. move语又

最原始的左值和右值定义可以追溯到C语言时代，左值是可以出现在赋值符的左边 和右边，然而右值只能出现在赋值符的右边。在C卄里，这种方法作为初步判断左 值或右值还是可以的，但不只是那么准确了。你要说C卄中的右值到底是什么，*这* 真的很难给出一个确切的定义。你可以对某个值进行取地址运算，如果不能得到地 址，那么可以认为这是个右值。例如： int& foo();

foo() = 3; //ok, foo() is an lvalue

int bar ();

int a = bar (); // ok, bar () is an rvalue

为什么要move语又呢？它可以让你写出更高效的代码。看下面代码：

string foo ();

string name("jack");

name - f oo ();

第三句赋值会调用string的赋值操作符函数，发生了以下事情：

1. 首先要销毁name的字符串吧
2. 把f。。()返回的临时字符串拷贝到name吧
3. 最后还要销毁foo ()返回的临时字符串吧

这就显得很不高效，在5+11之前，你要些的高效点,可以是swap交换资源°C卄11 的move语又就是要做这事，这时重戮move赋值操作符

string& string：: operator= (s"：ring&& rhs);

move语义不仅仅用于右值，也用于左值。标;隹摩提供了 std：:move方法，将左值 转换 成右值。因此,对于swap函数，我们可以这样实现：

template^class T>

void swap(T& a, T& b)

[

T temp(std：:move(a));

a = std::move(b);

b = std：:move(temp);

1. 右值引用

为了支持移动操作，c质标准引入了一种新的引用类型一右值引用。所谓右值引 用就是必须绑定到右值的引用。我们通过&&而不是&来获得右值引用。如我们将要 看到的，右值引用有一个重要的性质一只能绑定到一个将要销毁的对象。因此，我 们可以自由地将一个右值引用的资源“移动”到另一个对象中。

—般而言，一个左值表达式表示的是一个对象的身份，而一个右值表达式表示的是 对象的值。

举例说明：

int i=42;

int &r=i； //正确，工引用i

int &&rr=i //错误，不能将一个右值引用绑定到一个左值上

int &r2=i\*42; //错误，i\*42是一个右值

const int &r3=i\*42; //正确，我们可以将一个const的引用绑定到一个右

值上

int &&r2=i\*42; //正确，将口2绑定到乘法结果上

1. 左值持久，右值短暫

左值有持久的状态，而右值要么是字面值常量，要么是表达式求值过程中创建的临 时对象。

由于右值引用只能绑定到临时龙象，我们得知

1. 所引用的对象将要被销毁
2. 该对象没有其他用户

这两个特征意味着：使用右值引用的代码可以自由地接管所引用的对象的资 源。

11-哪种排序算法最坏情况下是最快的？冒泡，希尔，归并，快 速？

归并

1. kafka的生产者和消费者的理解

生产者:

Producer将消息发布到指定的Topic中，同时Producer也能决定将此消息归属于哪个 partition;比如基于Joundrobin”方式或者通过其他的一些算法等.

消费者：

本质上kafka只支持Topic.每个consumer属于一个consumer group;反过来说，每个 group中可以有多个consumer.发送到Topic的消息，只会被订阅此Topic的每个group 中的一个consumer消费.

如果所有的consumer都具有相同的group,这种情况和queue模式很像;消息将会在 consumers之间负载均衡.

如果所有的consumer都具有不同的group,那这就是〃发布-订Rf;消息将会广播给所有 的消费者.

在kafka中，一个partition中的消息只会被group中的一个consumer消费海个group 中consumer消息消费互相独立;我们可以认为一个group是一个〃订阅〃者，一个Topic 中的每个partions, R会被一个"订阅者'中的一个consumer消费，不过一个consumer 可以消费多个partitions中的消息.kafka只能保证一个partition中的消息被某个 consumer消费时，消息是顺序的.事实上，从Topic角度来说,消息仍不是有序的.

1. kafka三种消费语义与保证精准消费

1.消费语义的介绍

at last once:至少消费一次（对一条消急有可能多次消费，有可能会造成重复消费数 据）

原因：Proudcer产生数据的时候，已经写入在broker中，但是由于broker的网 络异常，没有返回ACK,这时Producer,认为数据没有写入成功，此时producer会再次 与入，相当于一条数据，被写入了多次。

at most once:最多消费一次，对于消息，有可能消费一次，有可能一次也消费不了 原因：producer在产生数据的时候，有可能写数据的时候不成功，此时broker就

跳过这个消息，那么这条数据就会丢失，导致consumer无法消费。

exactly once:有且仅有一次。这种情况是我们所需要的，也就是精准消费一次。 2-kafka中消费语义的场景

at last once:可以先读取数据，处理数据，最后记录offset,当然如果在记录offset 之前就crash,新的consumer会重复的来消费这条数据，导致了”最少一次“

at most once:可以先读取数据，然后记录offset,最后在处理数据，这个方式，就 有可能在offset后，还没有及时的处理数据，就crash?,导致了新的consumer继续 从这个offset处理，那么刚刚还没来得及处理的数据，就永远不会被处理，导致了” 最多消费一次“

exactly once:可以通过将提交分成两个阶段来解决：保存了 offset后提交一次，消 息处理成功后，再提交一次。

1. kafka中如何实现精准写入数据？

A： Producer端写入数据的时候保证幕等性操作：

幕等性：对于同一个数据无论操作多少次都只写入一条数据，如果重复写入，则执 行不成功

B： broker写入数据的时候，保证原子性操作，要么写入成功，要么写入失败。（不成 功不断进行重试）

14. kafka中partition的工作原理？

Kafka集群partition replication默认自动分配分析

下面以Kafka集群中4个Broker举例，创建1个topic包含4个Partition, 2 Replication;数据Pr o due er流动如图戶尸示：
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当集群中新増2节点，Partition増加到6个时分布情况如下:
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副本分配逻辑规则如下：

在Kafka集群中，每个Broker都有均等分配Partition的Leader机会。

上述图Broker Partition中，箭头指问为副本，以Partition-。为例:broker 1中 parition-0 为 Leader, Broker2 中 Partition-0 为副本。

上述图种每个Broker (按照Brokerld有序)依次分配主Partition,下一个Broker为副 本，如此循环迭代分配，多副本都遵循此规则。

副本分配算法如下：

将所有N Broker和待分配的i个Partition排序.

将第i个Partition分配到第(i mod n)个Broker上.

将第i个Partition的第j个副本分配到第((i + j) mod n)个Broker上.

15. shell脚本统计文件中单词的个数

方法一：

1. cat file|sed ' s/[,.:;/!?] / /g‘ awk ' {for (i=l; i<=NF; i++) array[$i] ++;} END {for (i in array) print i, array [i.}J

，其中file为要操作的文件，sed中/ /间有一个空格。

1. sed ' s/[,. ：;/!?]/ /g‘ file|awk ' {for (i=l;i<=NF;i++)array[$i] ++;}

END {for (i in array) print i, array \_i] }J

# (1)和(2)效果一致。

方法二：

(1) awk ' BEGIN {RS=" [,.:;/!?]"} {for ：i=l; i<=NF; i++) array [$i] ++;}

END {for (i in array) print i, array [i] }J file

16.请解释Mysql MVCC实现原理

innodb MVCC主要是为Repeatable-Re ad事务隔离级别做的。在此隔离级别下，A、B 客户端所示的数据相互隔离，互相更新不可见

了解innodb的行结构、Read-View的结构对于理解innodb mvcc的实现由重要意义 innodb存储的最基本row中包含一些额外的存储信息DATA\_TRX\_ID, DATA\_ROLL\_PTR, DB\_ROW\_ID, DELETE BIT

6字节的DATA\_TRX\_ID标记了最新更新这条行记录的transaction id,每处理一个事

务，其值自动+1

7字节的DATA\_R0LL\_PTR指向当前记录项的rollback segment的undo log记录，找之 前版本的数据就是通过这个指针

6字节的DB\_ROW\_ID,当由innodb自动产生聚集索引时，聚集索引包括这个DB\_ROW\_ID 的值，否则聚集索引中不包括这个值.，这个用于索引当中

DELETE BIT位用于标识该记录是否被删除，这里的不是真正的删除数据，而是标志出 来的删除。真正意义的删除是在commit的时候.
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具体的执行过程

begin-＞用排他锁锁定该行-＞记录redo log-＞记录undo log-＞修改当前行的值，写事务 编号，回滚指针指向undo log中的修改前的行

上述过程确切地说是描述了 UPDATE的事务过程，其实undo log分insert和update undo 皿，因为insert时，原始的数据并不存在，所以回滚时把insert undo log丢弃即可, 而update undo log则必须遵守上述过程

下面分别以select、delete、insertx update语句来说明

SELECT

Innodb检查每行数据，确保他们符合两个标准：

1、 InnoDB只查找版本早于当前事务版本的数据行（也就是数据行的版本必须小于等于 事务的版本），这确保当前事务读取的行都是事务之前己经存在的，或者是由当前事务 创建或修改的行

2、 行的删除操作的版本一定是未定义的或者大于当前事务的版本号，确定了当前事务 开始之前，行没有被删除

符合了以上两点则返回查询结果。

INSERT

InnoDB为每个新増行记录当前系统版本号作为创建ID。

DELETE

InnoDB为每个删除行的记录当前系统版本号作为行的删除ID。

UPDATE

InnoDB复制了一行。这个新行的版本号使用了系统版本号。它也把系统版本号作为了 删除行的版本。

说明

insert操作时“创建时间” =DB\_ROW\_ID，这时，“删除时间”是未定义的；

update B寸，复制新増行的“创建时间” =DB\_ROW\_ID,删除时间未定义，旧数据行“创 建时间”不变，删除时间=该事务的DB\_R9W\_ID；

delete操作，相应数据行的“创建时间”不变，删除时间=该事务的DB\_ROW\_ID； select操作对两者都不修改，只读相应的数据

对于MVCC的总结

上述更新前建立undo log,根据各种策略读取时非阻塞就是MVCC, undo log中的行就 是MVCC中的多版本，这个可能与我们所坦解的MVCC有较大的出入，一般我们认为WCC 有下面几个特点：

每行数据都存在一个版本，每次数据更新时都更新该版本

修改时Copy出当前版本随意修改，各个事务之间无干扰

保存时比较版本号，如果成功(commit):则覆盖原记录；失败则放弃copy (rollback) 就是每行都有版本号，保存时根据版本号决定是否成功，听起来含有乐观锁的味道，而 Innodb的实现方式是：

事务以排他锁的形式修改原始数据

把修改前的数据存放于undo log,通过回滚指针与主数据关联

修改成功(commit)嗜都不做，失败则恢复undo log中的数据(rollback)

二者最本质的区别是，当修改数据时是否要排他锁定，如果锁定了还算不算是MVCC?

Innodb的实现真算不上MVCC,因为并没有实现核心的多版本共存，undo log中的内容 只是串行化的结果，记录了多个事务的E程，不属于多版本共存。但理想的MVCC是难 以实现的，当事务仅修改一行记录使用理想的MVCC模式是没有问题的，可以通过比较 版本号进行回滚；但当事务影响到多行数据时，理想的MVCC据无能为力了。

比如，如果Transacitonl执行理想的MVCC,修改Rowl成功，而修改Row2失败，此时 需要回滚Rowl,但因为Rowl没有被锁定，其数据可能又被TranSaction2所修改，如 果此时回滚Rowl的内容，则会破坏Transaction2的修改结果，导致Transaction?违 反ACIDo

理想MVCC难以实现的根本原因在于企图通过乐观锁代替二段提交。修改两行数据，但 为了保证其一致性，与修改两个分布式系统中的数据并无区别，而二提交是目前这种场 景保证一致性的唯一手段。二段提交的本质是锁定，乐观锁的本质是消除锁定，二者矛 盾，故理想的MVCC难以真正在实际中被应用，Innodb只是借了 NVCC这个名字，提供 了读的非阻塞而已。

1. redis的对象类型有哪些，底层的数据结构。(主要是有

序列表的底层实现)

Redis的五大数据类型也称五大数据对象；前面介绍过6大数据结构，Redis并没有直 接使用这些结构来实现键值对数据库，而是使用这些结构构建了一个对象系统 redisObject;这个对象系统包含了五大数据对象，字符串对象(string)、列表对象(list)、哈希对象(hash)、集合(set)对象和有序集合对象(zset);而这五大 对象的底层数据编码可以用命令OBJECT ENCODING来进行查看。

1. 字符串对象(string):字符串对象底层数据结构实现为简单动态字符串(SDS)和直接 存储，但其编码方式可以是int、raw或者emb str,区别在于内存结构的不同。
2. 列表对象(list):列表对象的编码可以是ziplist和linkedlist。
3. 哈希对象(hash):哈希对象的编码可以是ziplist和hashtable o
4. 集合对象(set):集合对象的编码可以是intset和hashtable o
5. 有序集合对象(zset):有序集合的编码可以是ziplist和skiplist。

(1) ziplist 编码

ziplist编码的有序集合对象底层实现是压缩列表，其结构与哈希对象类似，不同的是 两个紧密相连的压缩列表节点，第一个保存元素的成员，第二个保存元素的分值，而且 分值小的靠近表头，大的靠近表尾。

|  |  |
| --- | --- |
| redisObject | 分■■夕帥■二紡分・■大•!、•  1 / \ . |
| REDIS ZSET |
| encoding  REDIS ENCODING ZIPLIST |
| Ptr | —>Qi |
| •・・ |  |

(2)skiplist编码

skiplist编码的有序集合对象底层实现是跳跃表和字典两种5

每个跳跃表节点都保存一个集合元素，并按分值从小到大排列；节点的object属性保 存了元素的成员，score属性保存分值；

字典的每个键值对保存一个集合元素，字典的键保存元素的成员，字典的值保存分值。
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skiplist编码同时使用跳跃表和字典实现的原因

跳跃表优点是有序，但是查询分值复杂度为。(1。快)；字典查询分值复杂度为。(1), 但是无序，所以结合连个结构的有点进行实现。

虽然采用两个结构但是集合的元素成员和分值是共享的，两种结构通过指针指向同一地 址，不会浪费内存。

有序集合编码转换：

有序集合对象使用ziplist编码需要满足两个条件：一是所有元素长度小于64字节； 二是元素个数小于128个：不满足任意一条件将使用skiplist编码。

-以上两个条件可以在Redis配置文件中修改zset-max-ziplisLentries选项和 zset"max"zipl is t" value 选项*。*

1. linuxT IPC有哪些
2. 匿名管道(PIPE)和有名管道(FIFO):最简单
3. 信号(SIGNAL):系统的开销最小
4. 共享映射区(MMAP):可以在无血缘关系的进程间通信

㈤本地套接字(SOCKET):最稳定(但是比较复杂)

1. vector内存增长方式

vector的实现通常会分配比新的空间需求更大的内存空间。容器预留这些空间作为备 用，从而用来保存更多新的元素。这样，就不需要每次添加新的元素都重新分配容器的 内存空间了。

在插入新元素时，若谒到已分配容量不足的情况，会自动拓展容量大小，而这个拓展容 量的过程为：

幵辟另外一块更大的内存空间，该空间大小通常为原空间大小的两倍(理论分析上是 1.5最好，但从时间和空间上综合考虑，一般取2);

将原内存空间中的数据拷贝到新开辟的内存空间中；

析构原内存空间的数据，释放原内存空间，并调整各种指针指向新内存空间。

vector类型提供了一些成员函数，允许我们与它的现实中内存分配部分互动。 c.capacity()不重新分配内存空间的话，c可以保存多少元素 c.reserve(n)分配至少能容纳n个元素的内存空间

c.shrink\_to\_fit()将 capacity()减少为 size()相同大小,size。为 vector 已 经保存元豪个钢。

1. 因项目需求，需要将0~2的32次方这个区间的数字保存 到内存当中(内存大小为4G),并且可以实现对任意一个数字 的增删。(先叙述设计思路，再写岀代码)

使用位图的方式,512M内存完全可以存储0-232之间的所有数

Sdefine BITMAP\_BITS 8

char \*ip\_bitmap;

bool get\_memory()

[

ip\_bitmap = malloc( 1024 \* 1024 \* 512);

if(!ip\_bitmap)

return false;

return true;

void add\_number(unsigned int numbei)

[

u32 offset;

offset = number/ BITJ.tAP\_BITS;

ip\_bitmap [offset] != (1 «(addr % BITJ.tAP\_BITS));

}

void del\_number( unsigned int numbei)

[

u32 ofset;

offset = addr/ BITJ.tAP\_BITS;

ip\_bitmap [offset] &= ~(1 «(addi % BITJ.tAP\_BITS));

}

1. 常见的服务器模型有哪些？你使用过哪些？怎样使用

的？

同步阻塞式，多进程，多线程，select+多线程，epoll+多线程，epo 11+线程池

1. Epoll在LT和ET模式下的区别以及注意事项

LET模式：

因为ET模式只有从unavailable到available才会触发，所以

1. 、读事件：需要使用while循环读取完，一般是读到EAGAIN,也可以读到返回值小

于緩冲区大小；

如果应用层读緩冲区满：那就需要应用层自行标记，解决OS不再通知可读的问题

1. 、与事件：需要使用讪ile循环写到EAGAIN,也可以写到返回值小于緩冲区大小 如果应用层写緩冲区空(无内容可写)：那就需要应用层自行标记，解决os不再通知

可写的问题。

1. .正确的accept, accept要考虑2个问题
2. 阻塞模式accept存在的问题

考虑这种情况：TCP连接被客户端夭折，即在服务器调用accept之前，客户端主动发 送RST终止连接，导致刚刚建立的连接从就绪队列中移出，如果套接口被设置成阻 塞模式，服务器就会一直阻塞在accept调用上，直到其他某个客户建立一个新的连接 为止。但是在此期间，服务器单纯地阻塞在accept调用上，就绪队列中的其他描述符 都得不到处理。

解决办法是把监听套接口设置为非阻塞，当客户在服务器调用accept之前中止某个连 接时，accept调用可以立即返回-1,这时源自Berkeley的实现会在内核中处理该事 件，并不会将该事件通知给epool,而其他实现把errno设置为ECONNABORTED或者 EPROTO错误，我们应该忽略这两个错误。

1. ET模式下accept存在的问题

考虑这种情况：多个连接同时到达，服务器的"P就绪队列瞬间积累多个就绪连接，由 于是边缘触发模式，epoll °会通知一次，accept只处理一个连接，导致TCP就绪队列 中剩下的连接都得不到处理。

解决办法是用while循环抱住accept调用，处理完TCP就绪队列中的所有连接后再退 出循环。如何知道是否处理完就绪队列中的所有连接呢？ accept返回-1并且errno 设置为EAGAIN就表示所有连接都处理完。

综合以上两种情况，服务器应该使用非阻塞地accept, accept在ET模式下的正确使用 方式为：

while ((conn\_sock = accept(listenfd^(struct sockaddr \*) &remote,

(size\_t \*)&addrlen)) > 0) {

handle\_\_client (conn\_sock);

if (conn\_sock == ~1) {

if (errno != EAGAIN && errno != ECONMABORTED &&

errno != EPROTO && errno != EINTR)

perror("accept");

1. LT模式：

因为LT模式只要available就会触发，所以：

1. 、读事件:因为一般应用层的逻辑是“来了就能读”*，*所以一般没有问题，无需while 循环读取到EAGAIN;

如果应用层读緩冲区滴：就会经常触发，解决方式如下；

1. 、写事件：如果没有内容要写，就会经常触发，解决方式如下。

LT经常触发读写事件的解决办法：修改fd的注册事件，或者把fd移出epollfdo 总結：

丄模式的优点在于：事件循环处理比较简单，无需关注应用层是否有緩冲或緩冲区是 否满，只管上报事件。缺点是：可能经常上报，可能影响性能。

23. Redis有哪些架构模式?

—、Re dis单机模式

特点：简单，直接运行redis-server redis. conf即可(注意自己的redis-server文件 和redis. conf文件的位置)*。*

缺点：1、内存容量有限2、处理能力有限3、无法高可用。

二、Redis主从复制模式

Redis的复制(replication)功能允许用户根据一个Redis服务器来创建任意多个该 服务器的复制品，其中被复制的服务器为主服务器(master),而通过复制创建出来的 服务器复制品则为从服务器(slave)。只要主从服务器之间的网络连接正常，主从服 务器两者会具有相同的数据，主服务器就会一直将发生在自己身上的数据更新同步给 从服务器，从而一直保证主从服务器的数据相同。

特点：

1、master/slave 角色

2、 mas ter/slave 数据相同

3、 降低master读压力在转交从库

缺点：

1、 无法保证高可用

2、 没有解决master写的压力

三、 Re dis 哨兵(Sentinel)模式

3.1哨兵模式概述

Re dis sentinel是一个分布式系统中监控redis主从服务器，并在主服务器下线时自 动进行故障转移。

其中三个特性：

监控(Monitoring) : Sentinel会不断地检查你的主服务器和从服务器是否运作正常*。* 提(Notification):当被监控的某个Re dis服务器出现问题时，Sentinel可以 通过API向管理员或者其他应用程序发送通知。

自动故障迁(Automatic failover):当一个主服务器不能正常工作时，Sentinel 会开始一次自动故障迁移操作。

特点：

1、 保证高可用

2、 监控各个节点

3、 自动故障迁移

缺点：

主从模式，切换需要时间丢数据

没有解决master写的压力

四、 集群(proxy型)模式

Twem proxy是一个Twitter开源的一个redis和memcache快速/轻量级代理服务 器；Twemproxy是一个快速的单线程代坦程 ＞序，支持Meme ached ASCII协议和redis 协议。

特点：

1、 多种 hash 算法：MD5、CRC16、CRC32、CRC32a、hsieh、murmur s Jenkins

2、 支持失败节点自动删除

3、 后端Shazding分片逻辑对业务透明，业务方的读写方式和操作单个Redis —致 缺点：

1、増加了新的Proxy,需要维护其高可用

2x failover逻辑需要自己实现，其本身不能支持故障的自动转移可扩展性差，进行扩 缩容都需要手动干预

五、 集群(直连型)模式

从redis 3.0之后版本支持re dis-cluster集群，Re di s~C lust er采用无中心结构，每 个节点保存数据和整个集群状态,每个节点都和

其他所有节点连接。

特点：

1、 无中心架构(不存在哪个节点影响性能瓶颈)*，*少了 Proxy层。

2、 数据按照slot存储分布在多个节点，节点间数据共享，可动态调整数据分布。

3、 可扩展性，可线性扩展到1000个节点，节点可动态添加或删除。

4、 高可用性，部分节点不可用时，集群仍可用。通过増加Slave做备份数据副本

5、 实现故障自动failover,节点之间通过gossip协议交换状态信息，用投票机制完 成Slave到Master的角色提升。

缺点：

1、 资源隔离性较差，容易出现相互影响的情况。

2、 数据通过异步复制，不保证数据的强一致性E

1. map类与unordered map类的区别
2. map 类:

map是一种容器，内部元素由键值对组成，键与值的数据类型可以不同，键的值是唯 一的（此处的值不是键值对中的值），用二自动排序数据值，排序方式是根据某种明确、 严格的弱排序标准进行的，这种排序标准是由map内部的比较对象（即map： ：key\_comp） 指定的。使用时要引入#include <map>o

在键一一值这个映射关系中，元素数据值是可以更改的，但键值是常量，一旦确定无 法随意更改。必须先删除与旧元素关联的键值，才能为新元素插入新键值。

实现机理：map内部实现了一个红黑树（红黑树是非严格平衡二叉搜索树，而AVL是 严格平衡二叉搜索树），红黑树具有自动排序的功能，因此map内部的所有元素都是有 序的，红黑树的每一个节点都代表着map的一个元素。因此，对于map进行的查找，删 除，添加等一系列的操作都相当于是对红黑树进行的操作。map中的元素是按照二叉搜 索树（又名二叉查找树、二叉排序树，特点就是左子树上所有节点的键值都小于根节点 的键值，右子树所有节点的键值都大于根节点的键值）存储的，使用中序遍历可将键值 按照从小到大遍历出来。

特性：

1、 有序性。这是map类最大的优点，许多时候有序性可以省去很多麻烦，较为适 合处理有顺序要求的问题；

2、 唯一性。因为每个元素必须具有唯一的键值；

3、 红黑树。红黑树的结构使得效率提高，许多操作可以在1快时间复杂度下完成, 但也正是该结构使得空间利用率较高，冬个节点都要保存相应的父节点与子节点等；

1. unor der e d\_map 类:

unordered.map是无序的，是用来替代hash\_map类的，也是使用键值对来存储数据， 但是这个数据是无序的，允许通过键值直接访问元素（在常数时间。（1）内）。

实现机理：unordered-map内部实现了一个哈希表（也叫散列表，通过把关键码值映 射到Hash表中一个位罷来访问记录）*。*（哈杀表是一个在时间和空间上偷出权.衝的经 典例子。如果没有内存限制，那么可以直接将键作为数组的索引。那么所有的查找时间 复杂度为0（1）；如果没有时间限制，那么我们可以使用无序数组并进行顺序查找，这 样只需要很少的内存。哈希表使用了适度的时间和空间来在这两个极端之间找到了平 復只需要调整哈希函数算法即可在时间和空间上做出职舍。）

特点：哈希表的存在使得查找速度极快〔常数时间。（1））,但是哈希表的建立较为消 耗时间较为适合处理查找问题；

总结：哈希表较红黑树的空间占用率较高，但是执行效率要高于红黑树。

虽然unordered\_map是无序排列的，但是其遍历顺序与元素插入顺序是不同的.

1. 线程池的原理及实现

多线程技术主要解决处理器单元内多个銭程执行的问题，它可以显著减少处理器单元 的闲置时间，増加处理器单元的呑吐能力。

假设一个服务器完成一项任务所需时间为：

T1创建线程时间，

T2在线程中执行任务的时间，

T3销毁线程时间。

如果：Tl + T3远大于T2,则可以采用线程池，以提高服务器性能。

—个线程池包括以下四个基本组成部分：

1、 线程池管理器(BreadPool):用于创建并管理线程池，包括创建线程池，销毁线 程池，添加新任务；

2、 工作线程(PoolWorker):线程池中銭程，在没有任务时处于等待状态，可以循环 的执行任务；

3、 任务接口(Task):每个任务必须实现的接口，以供工作线程调度任务的执行，它 主要规定了任务的入口，任务执行完后的收尾工作，任务的执行状态等；

4、 任务队列(taskQueue):用于存放没有处理的任务。提供一种緩冲机制。

线程池技术正是关注如何缩短或调整Tl, T3时间的技术，从而提高服务器程序性能的。 它把Tl, T3分别安排在服务器程序的启动和结束的时间段或者一些空闲的时间段，这 样在服务器程序处理客户请求时，不会有Tl, T3的开销了。

线程池不仅调整Tl, T3产生的时间段,而且它还显著减少了创建线程的数目。

代码实现：

condition.h

Sifndef \_CQNDITIQN\_H\_

Sdefine \_CQNBITION\_H\_

Sinclude <pthread. h>

〃封装一个互斥里和条件変里作为状态

typedef struct condition

{

p thr e ad\_\_mut ex\_t pmutex:

pthrgd\_cond\_t pcond;

} condi t i on\_\_t:

//对状态的操作函数

int condition\_init (condition\_t \*cond);

int condition\_lock (condition\_t \*cond);

int condi tion\_unlock(condi tion\_t \*cor.d);

int condition\_wait (condition\_t \*cond);

int condi tion-timedwai t (condi tion\_t \*cond? const struct timespec \*abstime);

int condition\_signal (condition\_t\* cord):

i nt condi ti on\_br *o*adcast (condi ti on\_t 凍 cond):

i nt condi ti on\_de stroy (condi ti on\_t \*cend):

#endif

condition.c

#include "condition.h”

〃初始化

int condition\_init(condition\_t Kcond)

(

int status;

if ((status = pthread\_mutex\_init(&cond->pmutex, NULL)))

return status;

if ((status = pt hre a d\_con d\_i n it (&co nd - > p con d, NULL)))

return status;

return 0;

}

〃加锁

int condition\_lock(condition\_t xcond)

(

return pthread\_mutex\_lock(&cond->pmutex);

}

〃解质

int condition\_unlock(condition\_t Kcond)

{

return pthre a d\_mut ex\_un Io ck(&20 nd - > pmute x);

〃等待

int condition\_wait(condition\_t Kcond)

<

return pt hr e a d\_con d\_ w a it (&co nd - > p con d, &cond-> pmutex);

}

〃固定时间等待

int condition\_timedwait(condition\_t Kcond, const struct times pec "abstime)

(

return p t hr e a d\_con d\_t i medw a it (&c on d- > p con d, &cond-> pmutex, abstime);

〃唤醒一个睡眠线程

int condition\_signal(condition\_tK cond)

(

return pthread\_cond\_signaI(&cond-> pcond);

}

〃唤醒所有睡眠线程

int condition\_broadcast(condition\_t Kcond)

(

return pthread\_cond\_broadcast(&cond->pcond);

}

〃释放

int condition\_destroy(condition\_t Kcond)

(

int status;

if(( status = pthre a d\_mut ex\_desTO y (&con d - > pmutex))) return status;

if(( status = pthre a d\_con d\_d estroy (&c ond - > p con d))) return status;

return 0;

}

threadpool.h

#ifndef \_THREAD\_POOL\_H\_

#define \_THREAD\_POOL\_H\_

〃线程她头文件

#include "condition.h"

〃封装线程池中的对象需要执行的任务对象

typedef struct task

<

void x(Vun)(void Kargs); 〃函救指针，需要执行的任务 void Karg; 〃参教

struct task "next; 〃任务队列中下一个任务

}task\_t;

〃下面是线程她结构体 typedef struct threadpool

|  |  |
| --- | --- |
| (  condition\_t ready; | 〃状态里 |
| task\_t "first; | 〃任务队列中第一个任务 |
| task\_t "last; | 〃任务队列中最后一个任务 |
| int counter; | 〃线程她口已有线程数 |
| int idle; | 〃线程她口 kongxi线程数 |
| int max\_threads; | 〃线程池最大线程数 |
| int quit; | 〃是否退己标志 |
| }threadpool\_t; |  |

〃线程她初始化

void threadpool\_init(threadpool\_t Kpool, int threads);

〃往线程她中加入任务

voidthreadpool\_add\_task(threadpool\_tKpool, void,e(>trun)(void Karg), void^arg);

〃摧毁线程她

void threadpool\_destroy(threadpool\_t pool)；

#endif

threadpool.c

#include "threadpool.h"

#include <stdlib.h>

#include <stdio.h>

#include <string.h>

#include <errno.h>

#include <time.h>

〃创建的线程执行

void Kthread\_routine(void Karg)

(

struct timespec abstime;

ini Linieuul;

printf("thread %d is starting\n", (int)pthread\_self());

threadpool\_t Kpool = (threadpool\_t K)arg;

while(l)

(

timeout = 0;

〃访问线程她之前需要加成

condition\_lock(&pool-> ready)；

〃空闲

pool->idle++;

〃等待队列有任务到来或者收到线程她销毁通知

while(pool->first == NULL&& !pool->quit)

(

〃否则线程阻塞等待

printf("thread %d is waiting\n", (int)pthread\_self());

〃获取从当前时间，并加上等待时间，设置进程的超时睡眠时间

clock\_gettime(CLOCK\_REALTIME, &abstime);

abstime.tv\_sec += 2;

int status;

〃该函数会解质，允许其他线程访问，当被唤醒时，加成

status = condition\_timedwait(&pool->ready, &abstime);

if(status == ETIMEDOUT)

(

printf("thread %d wait timed out\n", (int)pthread\_self());

timeout = 1;

break;

pool->idle—;

if(pool->first != NULL)

(

〃取出等待队列最前的任务，移除任务，并执行任务

task\_t \*t = pool->first;

pool->first = t->next;

〃由于任务执行審要消耗时间，先解救让其他线程访问线程她

condition\_unlock(&pool-> ready);

〃执行任务

t->run(t->arg);

〃执行完任务释放内存

free(t);

〃重新加漩

condition\_lock(&pool-> ready);

}

〃退出线程她

if(pool->quit &&pool-〉first == NULL)

(

pool-〉counter--; 〃当前工作的线程数-1

〃若线程她中没有线程，通知等待线程(主线程)全部任务已经完成

if(pool-> counter == 0)

condition\_signal(&pool->ready); condition\_unlock(&pool-> ready); break;

}

〃超时，跳出销毁线程

if(timeout = = 1)

(

pool-〉counter--;//当前工作的线程数-1 condition\_unlock(&pool-> ready); break;

}

condition\_unlock(&pool-> ready);

}

printf("thread %d is exiting\n", (int)pthread\_self()); return NULL;

〃线程她初始化

voidthreadpool\_init(threadpool\_t "pool, intthreads) (

condition\_init(&pool-> ready);

pool->first = NULL;

pool->last =NULL;

pool->counter =0;

pool->idle =0;

pool->max\_threads = threads;

pool->quit =0;

〃增加一个任务到线程她

void threadpool\_add\_task(threadpool\_t "pool, void K(Krun)(void Karg), void Karg) (

〃产生一个新的任务

task\_t "newtask = (task\_t K)malloc(sizeof(task\_t));

newtask->run = run;

newtask->arg = arg;

newtask->next=NULL;//ifi加的任务放在队列尾湍

〃线程她的状态被多个线程共享，操作前需要加成 condition\_lock(&pool->ready);

if(pool->first== NULL)// 第一个仁务加入

(

pool->first = newtask;

}

else

(

pool->last->next = newtask;

}

pool->last = newtask; 〃队列尾指向新加入的线程

〃线程她中有线程空闲，唤醒

if(pool->idle > 0)

(

condition\_signal(&pool-> ready);

}

〃当前线程她中线程个数没有达到设定的最大值，创建一个新的线性 else if(pool->counter < pool->max\_threads)

(

pthread\_ttid;

pthread\_create(&tidz NULL, thread\_routine, pool); pool-〉counter++;

}

〃结束，访问

con ditio n\_u nlock(&p ool -〉ready);

)

〃线程她销毁

void threadpool\_destroy(threadpool\_t "pool)

(

〃如果已经调用销毁，直接返回

if(pool->quit)

<

return;

}

//加锁

condition\_lock(&pool->ready);

〃设置徜毁标记为1

pool->quit = 1;

〃线程她中线程个数大于0

if(pool->counter > 0)

〃对于等待的线程，发送信号唤阻 if(pool->idle > 0)

( condition\_broadcast(&pool->ready);

}

〃正在执行任务的线程，等待他们结束任务 while(pool->counter)

(

condition\_wait(&pool-> ready);

}

condition\_unlock(&pool-> ready); condition\_destroy(&pool-> ready);

26.请解释下referer是什么，并任意描述一些与之相关的攻 击场景或安全漏洞。

HTTP Referer是header的一部分，当浏览器向web服务器发送请求的时候，一般会 带上Referer,告诉服务器我是从哪个页面链接过来的，服务器籍此可以获得一些信息 用于处理。比如从我主页上链接到一个朋友那里，他的服务器就能够从HTTP Referer 中统计出每天有多少用户点击我主页上的链接访问他的网站。

Referer的正确英语拼法是referrer o由于早期HTTP规范的拼写错误，为了保持向后 兼容就将错就错了。其它网络技术的规范企图修正此问题，使用正确拼法，所以目前拼 法不统一。

如果是CSRF攻击传来的请求，Referer字段会是包含恶意网址的地址，这时候服务器 就能识别出恶意的访问。

1. 有如下2个文件:test.cppjest.hpp,简述下g++编译器将

其编译成binary的工程中都做了哪些事情？

预处理，编译，汇编

1. 简述对称密钥密码体系与公钥密码体系的区别
2. 对称密钥密码体系

对称密钥密码体系也叫密钥密码体系,它至指消息发送方和消息接收方必须使用相同的 密钥，该密钥必须保密。发送方用该密钥对待发消息进行加密，然后将消息传输至接收 方，接收方再用相同的密钥对收到的消息进行解密。这一过程可用数学形式来表示。消 息发送方使用的加密函数encrypt有两个参数：密钥K和待加密消息M,加密后的消息 为E, E可以表示为E=encrypt(K, M)消息接收方使用的解密函数decrypt把这一过程 逆过来，就产生了原来的消息：

K=decrypt(K, E)=decrypt(K, encrypt(K, M))

1. 非对称密钥密码体系

非对称密钥密码体系又叫公钥密码体系，它使用两个密钥：一个公共密钥PK和一个私 有密钥SK。这两个密钥在数学上是相关的，并且不能由公钥计算出对应的私钥，同样 也不能由私钥计算出对应的公钥。这种用两把密钥加密和解密的方法表示成如下数学形 式。假设M表示一条消息，pub—a表示用户a的公共密钥，prv—a表示用户a的私有 密钥，那么：

M= de crypt (pub— a? encrypt (prv—釘 M))

1. 根据不同的维度，描述软件测试可以划分的种类。例如, 根据软件的生命周期，我们可以将测试划分为；单元测试， 集成测试，系统测试，验收测试..…请至少根据两种不同的依 据，说岀2-3软件测试方式。(不包含举例的内容)
2. 按照是否使用自动化工具分为：手工测试，自动化测试
3. 按照软件的质量分为：功能测试，可靠性测试，易用性，可维护测试性测试，可移植 性测试
4. 按照阶段可以分为：单元测试，继承测试，系统测试
5. 按照是否关注代码：黑盒测试，白盒测试
6. 按照测试设计方法分类，分为黑盒测试，白盒测试和灰盒测试。
7. 按照获得测试数据形式上分：穷尽法；等价类划分法；边界值分析法
8. 按照是否运行程序：分为静态测试和动态测试：
9. 按照软件的生命周期分为：单元测试、集成测试、系统测试、燈收测试；
10. 分类列举sql注入常用判断方法？
11. 判断有无注入点

;and 1=1 and 1=2

1. 猜表一般的表的名称无非是admin adninuser user pass password等..

and 0<>(select count(\*) from \*)

and 0<> (select count (\*) from admin) 判断是否存在 admin 这张表

1. 猜帐号数目如果谒到0<返回正确页面1〈返回错误页面说明帐号数目就是1个

and (select count(\*) from admin)

and 1< (select count(\*) from admin)

1. 猜解字段名称在len()括号里面加上我们想到的字段名称.

and 1=(select count(\*) from admin where len(\*)>0)-一

and 1= (select count (\*) from admin where len (用户字段名称 name) ^0) and 1= (select count (\*) from admin where len (密码字段名称 password) >0) 5.猜解各个字段的长度猜解长度就是把知变换直到返回正确页面为止

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| and | 1= (select count(\*) | from | admin | where | len (\*) >0) |
| and | 1= (select count(\*) | from | admin | where | len (name) >6)错误 |
| and | 1= (select count(\*) | from | admin | where | len (name) >5)正确长度是6 |
| and | 1= (select count(\*) | from | admin | where | len (name) =6)正确 |
| and | 1= (select count(\*) | from | admin | where | len (password) >11)正确 |
| and | 1= (select count(\*) | from | admin | where | len (password) >12)错误长度是］2 |
| and | 1= (select count(\*) | from | admin | where | len (password)=12)正确 |
| 6.猜解字符 | |  |  |  |  |
| and | 1= (select count(\*) | from | admin | where | left (name, l)=a)—猜解用户帐号的第 |
| \_位 | |  |  |  |  |
| and | 1= (select count(\*) | from | admin | where | left (name, 2)=ab)—猜解用户帐号的第 |

二位

就这样一次加一个字符这样猜，猜到够你刚才猜出来的多少位了就对了，帐号就算出来 了

and 1= (select top 1 count (\*) from Admin where Asc (mid(pass, 5,1) )=51) -- 这个查询语句可以猜解中文的用户和密而.只要把后面的数字换成中文的ASSIC码就0K. 最后把结果再转换成字符.

group by users, id having 1=1一一

group by users, id, users, username, users, password, users, privs having 1=1一一

;insert into users values( 666, at lacker, foobar, Oxffff )--

UNION SELECT TOP 1 COLUMN NAME FROM INFORMATION SCHEM. COLUMNS WHERE

TABLE项AME= logintable-

UNION SELECT TOP 1 COLUMN NAME FROM INFORMATION SCHEM. COLUMNS WHERE

TABLE\_NAJ.!E= logintable WHERE COLUMNJIAME NOT IN

(login\_id)-

UNION SELECT TOP 1 COLUMN项AME FROM INFORJ.tATION\_SCHEM. COLUMNS WHERE

TABLE\_NAJ.!E= logintable WHERE COLUMNJIAME NOT IN

(login\_id, login\_najne)-

UNION SELECT TOP 1 login.name FKOM logintable-

UNION SELECT TOP 1 password FKOM logintable where login\_najne=Rahul—

1. 分现在有10个人被一个魔鬼逮住了。魔鬼对于直接把人 杀掉的方法不感兴趣了。于是，他就想了一个杀人的新花样。 是这样的，一天晚上，魔鬼向着十个人宣布了游戏规则，即 明天早上他要把10个人排成一排，然后从一堆既有无限多 的白帽子混着无限多黑帽子的帽子堆为每个人随机抽取一 顶帽子，给他们10个人都戴上帽子。因为10个人是排成一 排的，所以排在第10个的人可以看到前面9个人帽子的颜 色，排在第9个人可以看到前面8个人的帽子的颜色，…以 此类推。然后，魔鬼会从排在第10个人开始，问他，你头 上的帽子的颜色是白色还是黑色，如果答对了，就放他走； 如果答错了，就被杀掉。然后同样问排在第9位的人，然后 问排在第8位的人，.…以此类推。在这其中，10个人所能做 的只有当他被魔鬼问到的时候，答白色或者黑色。不能有超 越此范围的任何行动，不然，魔鬼会把它们10个人全部杀 死。

现在魔鬼给他们10个人一晚上的时间去商量一个对策，使 得他们中能存活下来的人越多越好。请问，你会有什么样的 对策，请计算出按照你的对策执行时最坏的情况下，他们中 能有多少人能100%够活下来？期望能活下来的人数又是多 少？

大家约定白代表偶，黑代表奇，则第10个人的回答是前9个帽子中白帽的数量的奇偶。 他自己有50%的机会。-第9个人听到他的回答后，结合他看到的8顶帽子中白帽的奇 偶，可以知道自己的帽子的颜色，如实作答。第8个人知道9顶帽子中白帽的奇偶，加 上听到第9顶帽子的颜-色,就可以知道前8顶帽子中白帽的奇偶(如果第9个人答白, 则前8顶中的白帽奇偶性与第第10个人所说的相反；如果第9个人答黑，则相同)，再 结合所看到前7顶-帽子中的白帽数量，也可以推出自己的帽子颜色，也如实作答。依 此类推，前9个人都可以活下来，第1。个人有一半机会。

1. 遍历输入流，将符号和数字分开存到两个数组里，减号 作为数字的负数。

然后在符号集里面找\*或者/,找到就把对应的数组集两个操

作数比较并排序。

然后数组被分割成三段，中间是乘法和两个交换数，两边是

没有操作的数据，然后分别对两边做递归。

如果没有找到\*或者/说明全是加法，直接对数组的数据进行 排序。

#include <iostrearn〉

#include 〈vector〉

#include〈math. h>

using namespace std;

/林

1 + 2 + 1+-4 \*-5 + 1

1 + 1 + 2 +-5 \*-4 + 1

\*/

int data[100];

char fuhao L100J;

/林

\*快排序

* ©param a
* ©param low
* ©param high

\*/

void quicksort (int af], int low , in,: high)

if (low<high)

[

int i = low, j = high;

int x = a[low];

while(i〈j)

[

while(i<j && a[j] >= x) j—; if(i<j) a[i++] = a[j];

while(i<j && a[i] <= x) i++; if(i<j) a[j—] = a[i]；

a[i] = x;

quicksort (a, low , i-l); quicksort (a, i+1 , high);

void my Sort (int data[], char fuhao int begin, int end) { for (int i = begin; i < end; ++^) {

if (fuhao [i] == W | | fuhao [i] == ' /') {

//先对乘除两边进行排序

if (data[i] > data[i+1]；{

int temp = data[i];

data[i] = data[i+1].

data[i+1] = temp;

my Sort (data, fuhao, begin, i-l); my Sort (data： fuhao, i+2, end); return;

//没有乘除号，就对-的数字进行排序 quicksort (data, begin, end);

int main。{

int n = -1;

char temp;

int size\_\_data = 0;

int size\_\_fuhao - 0;
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更多、更全面试学习技术资料清加Q群：762073882 scanf (”%d", &n);

getchax ();

scanf("％c”, &temp);

int num - 0; bool munes = false;

while (temp != *9 \n ){*

if (temp == ' +' I I temp //添加数字 if (munes){

=\* || g =='/'){

num = "num;

data [size\_\_data++] num = 0;

munes - false;

num

//添加符号

fuhao[s i z e\_fuhao++]

else if (temp >= ‘0’ &&

num - num\*10 + temp - ‘0’ ； } else if (temp == '，) {

//谒见负号

munes = true

temp <= ‘96

temp;

scanf(”％c”, &temp);

data[size\_\_data++] - num;

my Sort (data, fuhao, 0, size\_data"l);

for (int i = 0; printf ("%d”, data[i]); printf (°%cfuhao [i]);

i < size\_data - 1; ++i) {

cout<< data[size\_data"l]; return 0;

33.求最长回文子串的长度

#include <string・ h>
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#include <iostream>

#include 〈algorithm〉

using namespace std;

int get\_longest\_palindromic(string s) {

int len = s. size ();

s. resize (2 \* len + 1); // 重S string 的长度

for (int i = 2 \* len; i >= 0; i—) {

if (i % 2 == 0)s[i]*=，.;*

else s[i] = s[i / 2];

}

len = s. size ();

int mv = 1;

for (int i = 0; i < len; i++){

int 1 = i - 1, r = i + 1;

int ent = 1;

while(1 >= 0 && r <= len){

if (s[l—] == s [r++]) ent X 2;

else break;

}

mv = max (mv, ent);

}

return mv » 1; // 要除 2

}

int main() {

string s;

string end = 〃END";

int len = s. size ();

int num - 1;

while(cin >> s && s・compare(end；) {

cout « "Case " « num++ « << get\_longest\_palindromic(s) « endl;

}

return 0;

1

34.给定无序整数序列，求连续子串最大和。

package coding;

import java. util. \*;

public class Main {

public static void main(String[. args) {

Scanner in = new Scanner(System, in);

String nextLine = in. nextLine();

String[] splits = nextLine. split

ArrayList<Integer> A = new ArrayList<Integer> (); for (int i = 0; i < splits.length; i++) {

A. add(integer, parselnt (splits[i]));

if(A==nullI I A. size()==0) return ;

ArrayList<Integer> result = new ArrayList<Integer> (); result, add(-l);

result, add(-l);

int min = 0;

int max = Integer. MIN\_VALUE;

int minpos = ~1;

int sum = 0;

for(int i = 0;i<A.size();i-+) (

sum += A. get (i);

if(sum - min > max){

result, set(0 , minpos);

max = sum - min;

result.set (1 , i);

}

if(sum < min){

min = sum;

minpos = i;

}

}

int temp = result, get(0);

result, set(0 , temp + 1);

int re - 0;

for(int i = result, get(0); i <= result.get(1); i ++){ re x A. get(i);

System, out. printIn(max);

35.给定无序整数序列，求其中第K大的数。

package cn. thinkingl?;

import java. io. \*;

import java. util. \*;

public class NOK {

public static void main(String args[])

{

Scanner in = new Scanner(System, in);

String nextLine = in. nextLine();

int kth = in. nextlnt ();

String[] splits = nextLine. split“)； int[] numbers = new int [splits, length];

for (int i = 0; i < numbers, length; i++) { numbers[i] = Integer.parselnt(splits[i]);

System, out. printIn(kthLargestElement (2, numbers));

public static int kthLargestElenent(int k, int[] nums) { if (nums == null || nums.length == 0) {

return 0;

if (k <= 0){

return 0;

return helper (nums, 0, nums. length - 1, nums. length ~ k + 1);

}

public static int helper(int[] nums, int L int r, int k) { if (1 == r) {

return nums[1];

}

int position = partition(nuns, 1, r);

i£ (position +1 -- k) {

return nums[position];

} else if (position + 1 < k； {

return helper(nums, position + 1, r, k);

} else {

return helper(nums, L position - L k);

public static int partitiontint.] nums, int 1, int r) { int left = 1, right = r;

int pivot = nums[left];

while (left < right) {

while (left < right && nums[right] >= pivot) {

right—;

I

nums[left] = nums[right.;

while (left < right && nums[left] <= pivot) {

left++;

}

nums[right] = nums[left.;

}

nums[left] = pivot;

return left;

}

}

36.分输入是以1和0表示的一张地图，其中1代表陆地，0 代表海洋。岛屿是1上下左右相连通的区域。(不包括对角 线)输岀是岛屿的个数。可以认为地图的周围都是海洋。

此题的另一个版本要求同时输岀最大区域的面积(1的个 数);输入先给岀两个整数作为数组的长和宽，各元素之间 有空格隔开。本题的输入是直接给出数组内容且元素之间没 有空格，读取输入并获得数组的维度有一定技巧。

献醐

11000

11000

00100

00011

融

#include <cstdio>

#include "string,

using namespace std;

typedef struct node{

bool island;

} Node;

int row = 0, col = 0;

Node map[1000][1000];

void mark\_area(int i, int j){ /\*右隽的节点\*/ if(j+1 < col && map[i][j+1].island){ map[i][j+1]. island = false; mark^areatij j+1);

}

/\*下方的节点\*/

if(i+1 < row && map[i+1][j]. island){

map[i+1][j]. island = false; mark\_area (i+L j);

}

/\*左方的节点\*/

if (j~l >=0 && map[i][j-1].island){

map[i][j~l]. island = false; mark^areatij j~l);

}

/\*上方的节点\*/

if (i-1 >=0 && map[i-l] [j]. island) {

mapfi"l] [j].island = false; mark\_area(i~l, j);

}

return;

}

int main(int argc, char \*\*argv){

/\*数组清零\*/

memset(map, 0, sizeof(Node) \* le6);

A输入读耿+/

char n;

int i = 0, j = 0;

while(true){

if (scanf (”%c”, &n) == EOF) {

row = i + 1;

goto JtlARK;

else if (n == ' \n‘ | | n == ' \rJ) {

i++；

col = j；

j = 0；

}

else{

map [i] [ j ]. island = (bool) (n - J 0J);

I

} // end of while loop

MARK：

/\*打印内容\*/

printf ("row = %d, col = %d\n°J tow, col);

for(i = 0; i < row; i++) {

for (j = 0; j < col ;j++){ printf(°%d map [i] [j]. island);

}

printf("\nO;

}

/\*计算岛屿数\*/

int groups = 0;

ford = 0; i < row; i++) {

for(j = 0; j < col ;j++){

if (map [i] [ j]. island == ■:rue) {

groups

map[i] [j].island = false; jnark\_area(i, j);

printf(〃％d\n“3 groups); return 0;

37. C++线程同步的四种方式

1. 事件(Event);
2. 信号量(semaphore);
3. 互斥量(mutex);
4. 临界区(Critical section);
5. 事件

事件(Event)是WIN32提供的最灵活的线程间同步方式，事件可以处于激发状态

(signaled or hue)或未激发状态(unsignal or false) o根据状态变迁方式的不同， 事件可分为两类：

1. 手动设置：这种对象只可能用程序手动设置，在需要该事件或者事件发生时，采 用SetEvent及ResetEvent来进行设置。
2. 自动恢复：一旦事件发生并被处理后，自动恢复到没有事件状态，不需要再次设 置。

使用”事件”机制应注意以下事项：

1. 如果跨进程访问事件，必须对事件命名，在对事件命名的时候，要注意不要与系 统命名空间中的其它全局命名对象冲突；
2. 事件是否要自动恢复；
3. 事件的初始状态设置。

由于event对象属于内核对象,故进程B可以调用OpenEvent函数通过对象的名字获得 进程A中event对象的句柄，然后将这个句柄用于ResetEvent x SetEvent和 WaitForMultipleObjects等函数中。此法可以实现一个进程的线程控制另一进程中线 程的运行，例如：

•include "stdafx. h"

^include〈windows. h>

#include<i ostream,

using namespace std;

int number = 1; 〃定义全局変里

HANDLE hEvent; //定义事件句柄

unsigned long stdcall ThreadProcl (void\* Ip)

[

while (number < 100)

[

Wai tForSingleObj ect (hEvent, INFINITE); 〃等待对象为有信号状态

cout « "thread 1 : ^«nwnber « endl;

++number:

.sleep (100);

SetEvent (hEvent):

}

return 0:

}

unsigned long stdcall ThreadProc2 (void\* Ip)

I

while (number < 100)

I

Kai tForSingleObj ect (hEvent, INFINITE); 〃等待对象为有信号状态

cout « "thread 2 : ^«nwnber « endl;

++nwnber;

\_sleep (100):

SetEvent (hEvent);

}

return 0;

}

int main()

I

Great eThread (NULL, 0, ThreadProcl, NULL, 0, NULL);

Great eThread (NULL, 0, ThreadProc2, NULL, 0, NULL);

hEvent = GreateEvent(NULL, FALSE, TRUE, "event");

Sleep (10\*1000):

system("pause"):

return 0;

I

1. 信号量

信号量是维护。到指定最大值之间的同步对象。信号量状态在其计数大于。时是有信号 的，而其计数是。时是无信号的。信号量対象在控制上可以支持有限数量共享资源的访 问。

信号量的特点和用途可用下列几句话定义:

(1)如果当前资源的数量大于。，则信号量有效；

(2 )如果当前资源数量是0,则信号量无效：

1. 系统决不允许当前资源的数量为负值；
2. 当前资源数量决不能大于最大资源数量。

Sinclude "stdafx. h"

^include〈windows. h>

#i nclude <i ostreajnz,

using namespace std;

int number = 1; //定义全局艾里

HANDLE hSemaphore; //定义信号里句柄

unsigned long stdcall ThreadProcl (void\* Ip)

I

long count;

while (number < 100)

I

〃等待信号里为有信号状态

Wai tForSingleObj ect (hSemaphore, INFINITE):

cout « "thread 1 : ^«nwnber « endl;

++nwnber:

.sleep (100);

ReleaseSemaphore (hSemaphore, Scount):

}

return 0;

}

unsigned long stdcall ThreadProc2 (void\* Ip)

[

long count:

while (number < 100)

[

〃等待信号里为有信号状态

Wai tForSingleObj ect (hSemaphore, INFINITE):

cout « "thread 2 : ^«nwnber « endl;

,Unwnber:

.sleep (100);

ReleaseSemaphore (hSemaphore, ftcount):

I

return 0:

I

int main()

[

hSemaphore = Cr e at eS em aphor e (HULL, 1? 100? “sema"):

CreateThreadQTULL, 0, ThreadProcl, NULL, 0, HULL);

CreateThreadQlULL, 0, ThreadProc2, NULL, 0, HULL)：

Sleep (10\*1000)：

system ("pause"):

return 0;

I

土互反星.

采用互反对象机制。只有拥有互乓对象的线程才有访问公共资源的权限，因为互斤对 象只有一个，所以能保证公共资源不会同时被多个线程访问。互斥不仅能实现同一 应用程序的公共资源安全共享， 还能实现不同应用程序的公共资源安全共享。

•include "stdafx. h"

^include〈windows. h>

#include<i ostreajnz,

using namespace std;

int number = 1; 〃定义全局変里

HANDLE hNutex; //定义互斥对象句柄

unsigned long stdcall ThreadProcl (void\* lp)

I

while (number < 100)

I

WaitForSingleObject (Mbitex, INFINITE);

cout « "thread 1 : "«number « endl;

++nwnber;

.sleep (100):

ReleaseMutex(Wdutex):

I

return 0;

I

unsigned long stdcall ThreadProc2 (void\* lp)

[

while (number < 100)

[

WaitForSingleObject (Mbitex, INFINITE):

cout « "thread 2 : "«number « endl;

++nwnber：

.sleep (100):

ReleaseMutex(Wdutex):

I

return 0;

I

int main。

{

Wdutex = Great eMutex (NULL, false, "mutex") : //创建互斥对象

Cr eat eThread (NULL, 0, ThreadProcl, NULL, 0, NULL);

Great eThread (NULL, 0, ThreadProc2, NULL, 0, NULL);

Sleep (10\*1000);

system ("pause");

return 0;

}

1. 临界区

临界区(Critical Section)是一段独占对某些共享资源访问的代码，在任意时刻只允 许一个线程对共享资源进行访问。如果有多个线程试图同时访问临界区，那么在有一个 线程进入后其他所有试图访问此临界区的线程将被挂起*，*并一直持续到进入临界区的线

程离开。临界区在被释放后，其他线程可以继续抢占，并以此达到用原子方式操作共享 资源的目的。

临界区在使用时以CRITICAL\_SECTICN结构对象保护共享箜源，并分别用 EnterCriticalSection ()和 LeaveCriticalSection ()函数去标识和释放一个临界 区。所用到的 CRITICAL\_SECTION 结构对象必须经过 InitializeCriticalSection () 的初始化后才能使用，而且必须确保所有銭程中的任何试图访问此共享资源的代码都处 在此临界区的保护之下。否则临界区将不会起到应有的作用，共享资源依然有被破坏的 可能。

•include "stdafx. h"

^include〈windows. h>

#include<i ostream,

using namespace std;

int number = 1; //定义全局変里

CRITICAL.SECTION Critical; //定义临界区句柄

unsigned long stdcall ThreadProcl (void\* lp)

[

while (number < 100)

[

EnterCri ticalSection(&Cri tied.);

cout « "thread 1 : ^«nwnber « endl;

,Unwnber:

.sleep (100);

LeaveCri ti calSecti on (SCri ti csl):

I

return 0:

}

unsigned long stdcall ThreadProc2 (void\* lp)

{

while (number < 100)

{

EnterCriticalSection(ACriticsl):

cout « "thread 2 : ^«nwnber « endl;

++nwnber:

.sleep (100);

LeaveCri ti calSecti on (&Cri ti c£L):

}

return 0;

int main()

I

Ini ti ali zeCri ti calSecti on (&Cri ti cal) : //初始化临界区对象

Great eThread (NULL, 0, ThreadProcl, NULL, 0, NULL);

Great eThread (NULL, 0, ThreadProc2, NULL, 0, NULL);

Sleep (10\*1000);

system ("pause"):

return 0:

}

38.求数组的连续最大和

#include <bits/stdc++. h>

using namespace std;

typedef long long LL;

int main()

[

int n;

while (cin >> n) {

vector<int> arr;

for (int i = 0; i < n; i++) {

int x;

cin >> x;

arr.push\_back(x);

}

vector<LL> dp(n, 0);

LL ans = arr[0];

dp[O] = arr [0];

for (int i = 1; i < n; i++) {

dp[i] = dp[i - 1] < 0 ? arr[i] : dp[i - 1] + arr[i]; ans - max (dp Til, ans);

cout << ans << endl;

return 0;

1. 多态的实现原理
2. 用virtual关键字申明的函数叫做虚函数，虚函数肯定是类的成员函数。
3. 存在虚函数的类都有一个一维的虚函数表叫做虚表。当类中声明虚函数时，编译器 会在类中生成一个虚函数表。
4. 类的对象有一个指向虚表开始的虚指外。虚表是和类对应的，虚表指针是和对象对 应的。
5. 虚函数表是一个存储类成员函数指针的数据结构。
6. 虚函数表是由编译器自动生成与维护的。
7. virtual成员函数会被编译器放入虚函数表中。
8. 当存在虚函数时，每个对象中都有一个指向虚函数的指针（CH编译器给父类对象, 子类对象提前布局vptr指针）,当进行test （parent \*base）函数的时候，C++编译器 不需要区分子类或者父类对象，只需要再base指针中，找到vptr指针即可）。
9. vptr-般作为类对象的第一个成员。
10. 同一个IP同一个端口可以同时建立tcp和udp的连接吗

可以，同一个端口虽然udp和tcp的端口数字是一样的，但实质他们是不同的端口，所 以是没有影响的，从底层实质分析，对于每一个连接内核维护了一个五元组，包含了源 ip,目的ip、源端口目的端口、以及传输协议，在这里尽管前4项都一样，但是传输 协议是不一样的，所以内核会认为是2个不同的连接，在ip层就会进行开始分流，tcp 的走 tcp, udp 走 udp。

1. 堆和栈的区别
2. 从管理方式上，

栈是由编译器自动管理，无需我们手动控制；

对于堆，开辟和释放工作由程序员控制，所以有内存泄漏等情况的发生。

1. 从申请大小上，

栈是有高地址向低地址扩展的，是一块连续的内存区域,所以栈的栈顶地址或者大小是 —开始就分配好的。在使用过程中，比如递归调用层数过多，那么就有可能造成栈溢出, 所以栈能获得的空间比较少；

堆是向高地址扩展的，是链表组织的方式，所以有可能是不连续的，他的大小只受限于 有效的虚拟内存大小，所以堆能幵辟的空间较大。

1. 从碎片问题上，

栈是没有碎片的情况，因为他有严格的出H入栈，不会存在一个内存块从栈的中间位置 弹出；

堆有碎片的情况，频繁的调用new/delete分配释放内存，必然会造成内存碎片。

1. 从分配方式上，

堆都是动态分配的

栈大多是静态分配的，也可以动态分配，可以由alloc©数分配。

1. 从分配效率上，

计算机会在底层对栈提供支持，比如有专门的寄存器分配，用来存放栈的地址，压栈出 栈的指令等；

1. 假如已知有n个人和m对好友关系(存于数字r)。如 果两个人是直接或间接的好友(好友的好友的好友…)，则 认为他们属于同一个朋友圈，请写程序求岀这n个人里一共 有多少个朋友圈。

假如:n = 5 , m = 3 , r = {{1,2}, {2,3}, {4,5}},表示有 5 个人,1和2是好友，2和3是好友，4和5是好友，则1、 2、3属于一个朋友圈，4、5属于另一个朋友圈，结果为2 个朋友圈。

#include <stdio.h>

int set [10] = {0};

int find (int a)

[

int r, i, j;

r = a;

while (r != set[r])

r = set[r];

i = a;

while(i J= r)

[

j = set[i];

set[i] = r;

i = j；

I

return r;

void merge (int a, int b)

[

int a\_father = find(a);

int b\_father = find(b);

if(a\_father == b\_father)

return;

else if(a\_father < b\_father)

set[b\_father] = a\_father;

else

set[a\_father] = b\_father;

int friends (int n, int m, int r [] [2.)

[

int i, count=0;

for(i=0;i<n;i++)

set[i] = i;

for(i=0;i<m;i++)

merge(r[i] [0],r[i] [1]);

for(i=0;i<n;i++)

if(set [i] == i)

count++;

return count;

int main()

[

int n=5, m=3, count=0, i;

int r[3] [2] = {{1,2}, {2,3}, {4, 5]};

printf ("朋友圈关系:\n");

for(i=0;i<3;i++)

printf r [i] [0], r [J [1]);

printf (侦)；

count = friends (n, m, r);

printf ("朋友圈个数为：\n%d\n，z, count);

return 0;

}

1. 请问如何保证単例模式只有唯一实例？你知道的都有哪

些方法？

单例的实现主要是通过以下两个步骤：

将该类的构造方法定义为私有方法,这样其他处的代码就无法通过调用该类的构造方法 来实例化该类的对象，只有通过该类提供的静态方法来得到该类的唯一实例；

在该类内提供一个静态方法，当我们调用玄个方法时，如果类持有的引用不为空就返回 这个引用，如果类保持的引用为空就创建:•亥类的实例并将实例的引用赋予该类保持的引 用。

单例模式的实现主要有两种一种是欲汉式，一种是懒汉式。欲汉式线程安全的单例模式 如下：

public class Singleton (

private final static Singleton INSTANCE ■ new Singleton();

private Singleton()(}

public static Singleton getlnstance()(

return INSTANCE；

懒汉式线程安全的单例模式如下

public class Singleton (

private static volatile Singleton singleton;

private Singleton()()

public static Singleton getlnstance () ( if (singleton == null) {

synchronized (Singleton.class) { if (singleton == null)( singleton = new Singleton();

return singleton;

1. 请问数据库事物的一致性

事务(Transaction)是由一系列对系统中数据进行访问与更新的操作所组成的一个程 序执行逻辑单元。事务是DBMS中最基础的单位，事务不可分割。

事务具有4个基本特征，分别是：原子性(Atomicity)、一致性(Consistency)、隔 离性(Isolation)、持久性(Duration) > 简称ACID。

1. 原子性(Atomicity)

原子性是指事务包含的所有操作要么全部成功，要么全部失败回滚，［删删删］因此事务 的操作如果成功就必须要完全应用到数据库，如果操作失败则不能对数据库有任何影 响。

2） —致性（Consistency）

—致性是指事务必须使数据库从一个一致性状态变换到另一个一致性状态,也就是说一 个事务执行之前和执行之后都必须处于一致性状态。

篁转账来说，假设用户A和用户B两者的钱加起来一共是5000,那么不管A和B之间 如何转账，转几次账，事务结束后两个用户的钱相加起来应该还得是5000,这就是事 务的「致性。

3） 隔离性（Isolation）

隔离性是当多个用户并发访问数据摩时，比如操作同一张表时，数据库为每一个用户开 启的事务，不能被其他事务的操作所干扰，多个并发事务之间要相互隔离。

即要达到这么一种效果：对于任意两个并发的事务T1和T2,在事务T1看来，T2要么 在T1开始之前就已经结束，要么在T1结束之后才幵始，这样每个事务都感觉不到有其 他事务在并发地执行。

多个事务并发访问时，事务之间是隔离依，一个事务不应该影响其它事务运行效果。这 指的是在并发环境中，当不同的事务同日由集纵相同的数据时，每个事务都有各自的完整 数据空间。由并发事务所做的修改必须与任何其他并发事务所做的修改隔离。

不同的隔离级别：

Read Uncommitted （读职未提交［添加中文释义］内容）：最低的隔离级别，什么都不需 要做，一个事务可以读到另一个事务未提交的结果。所有的并发事务问题都会发生。

Read Committed （读取提交内容）：只有在事务提交后，其更新结果才会被其他事务看 见。可以解决脏读问题。

Repeated Read （可重复读）：在一个事务中，对于同一份数据的读取结果总是相同的, 无论是否有其他事务对这份数据进行操作，以及这个事务是否提交。可以解决脏读、不 可重复读。

Serialization （可串行化）：事务串行亿执行，隔离级别最高，牺牲了系统的并发性。 可以解决并发事务的所有问题。

4） 持久性（Durability）

持久性是指一个事务一旦被提交了，那么对数据库中的数据的改变就是永久性的，即便 是在数据库系统谒到故障的情况下也不会丢失提交事务的操作。

例如我们在使用JDBC操作数据库时，在提交事务方法后，提示用户事务操作完成，当 我们程序执行完成直到看到提示后，就可以认定事务以及正确提交，即使这时候数据库 出现了问题，也必须要将我们的事务完全丸行完成，否则就会造成我们看到提示事务处 理完毕，但是数据库因为故障而没有执行事务的重大错误。

45.请问IP地址作用，以及MAC地址作用

曲c地址是一个硬件地址，用来定义网絡设备的位置，主要由数据链路层负责。而ip 地址是ip协议提供的一种统一的地址格弍，为互联网上的每一个网络和每一台主机分 配一个逻辑地址，以此来屏蔽物理地址的差异。

46.超时重传机制

超时重传是TCP保证数据传输可靠性的又一大措施，本文主要介绍重传TCP报文的两大

举措：超时重传和快速重传

超时重传机制

超时重传指的是，发送数据包在一定的时间周期内没有收到相应的ACK,等待一定的时 间，超时之后就认为这个数据包丢失，就会重新发送。这个等待时间被称为Rm.

检测丢失segment的方法从概念上讲还是比较简单的，每一次开始发送一个TCP segment的时候，就启动重传定时器，定时器的时间一开始是一个预设的值（Linux规 定为姑），随着通讯的变化以及时间的推移，这个定时器的溢出值是不断的在变化的, 有相关算法计算RTO ［参考：文章如果在ACK收到之前，定时器到期，协议栈就 会认为这个片段被丢失，重新传送数据。

TCP在实现重传机制的时候，需要保证能够在同一时刻有效的处理多个没有被确认的 ACK,也保证在合适的时候对每一个片段进行重传，有这样几点原则：

1. 这些被发送的片段放在一个窗口中，等待被确认，没有确认不会从窗口中移走，定 时器在重传时间到期内，每个片段的位置不变，这个地方其实在滑动窗口的时候也有提 到过
2. .只有等到ACK收到的时候，变成发送并ACK的片段，才会被从窗口中移走。
3. .如果定时器到期没有收到对应ACK,就重传这个TCP segment

重传之后也没有办法完全保证，数据段一定被收到，所以仍然会重置定时器，等待ACK, 如果定时器到期还是没有收到ACK,继续重传，这个过程重传的TCP segment -直留着 队列之内。

举个重传的例子：

1. Server 发送80 个字节 Parti, seq = 1
2. Server 发送 120 个字节 Part2, Seq - 81
3. Server发送160个字节Part3, Seq = 201,此包由于其他原因丢失
4. Client收到前2个报文段，并发送ACK = 201
5. Server 发送 140 个字节 Part4, Seq = 361
6. Server收到Client对于前两个报文段的ACK,将2个报文从窗口中移除，窗口有

2。。个字节的余量

1. 报文3的重传定时器到期，没有收到ACK,进行重传
2. 这个时候Client已经收到报文4,存放在緩冲区中，也不会发送ACK ［累计通知， 发送ACK就表示3也收到了】,等待报文3,报文3收到之后，一块对3,4进行确认
3. Server收到确认之后，将报文3,4移除窗口，所有数据发送完成

总结就是2中处理

1. 定时器溢出，重传3
2. 定时器溢出，重传3,4

47. mysql分库分表

mysql分库分表： 场景：在进行设计数据库时，在用户量不大的情况下单表单库在承载最大2000/s以下 的请求应该是没有问题的，单表磁盘存儲200w已经就够多了。但是如果单表单库的情 况下达到这么高的并发和存储对mysql数据库的性能有极大的挑战。当业务发展变大可 以进行redis緩存解决一部分查请求并发减少mysql压力值，达到mysql阚值可以使用 MQ进行削峰，但是这个不是长久的办法，如果业务量再次加大那么前面的措施会极大 的影响程序性能。

mysql的分库分表用于在高并发大业务量的情况下的mysql性能优化。

分库：在原本的但库的情况下最大能承载的并发量也就2000/sQPS,万一 QPS直接到lw 及以上就算使用胸也会堆积大量数据请求需要处理,这个时候就可以进行数据库分库, 单摩时2000/sQPS那么来5个库就是最高1破PS承载量

分表：大量的写操作在单表的情况下很容易堆积大量数据*，*假设单表存储600w数据， 整个查询的速率都会下降，整个性能都会下降。怎么办？分表。把这么大的表进行拆分, 拆分可以用垂直和水平拆分。垂直拆分就是把一个表的字段往小了拆，把查询高频字段 保留低频拆成一个表，需要低频数据直接緩存篁。水平拆分就是把表砍成几段，也就是 这样的分表是在表结构一样的前提下分表，按照表的唯一id进行划分

分库分表场景：例如在大型互联网公司有上亿的用户，这么高并发大数据的进行对数据 库的操作需要进行分库分表，首先假设现在已有Iw/sQPS进行分库分5个库，一张表 1000w数据，先进行每个库的分表水平分5个表给每个库，在每个摩里面在水平分4个 表也就是现在每个表才50w数据，怎么分呢，可以用hash,也可以用range,用hash 就直接hash路由id到对应的库的对应的表，也就是现在有5个库20张表，hash路由 先%5找库，在%20找表

分库分表问题：

1. 如果之前进行架构时是单表单摩但是因为业务量増加需要分库分表怎么办？
2. 停机维护，及其不建议（这个停机肯定至要在没人的时候也就是凌晨开始加班到第二 天早上，不好不好对身体不好）。首先写个后台程序去吧数据库数据全部读出来，按照 分库分表的架构把摩和表搭起来，然后把全部的数据按照hash或者range的方式进行 数据划分，如果按照hash路由，就直接程序跑起来id取模找对应的库和表存储。这个 方法不仅伤身体还费力，如果在早上5前这个数据还没分完那就没办法了直接按照原先 的单摩单表运行然后在等下一个天亮。
3. 不停机维护，双写迁移。什么叫双写，就是在不影响用户的情况下进行分库分表操作。 怎么操作，首先一样的先把库和表结构搭出来，然后在系统后台开一个程序进行迁移， 在用户进行读写操作时，往旧库操作同时向新库操作。后台程序和用户读写同时进行操 作新摩，为了数据一致性在进行操作时激进型判断，这条数据是否存在不存在就插入存 在就看最后的修改时间按照最新的修改旺间数据进行存储
4. 我们在将某个订单送给某一司机之前，需要计算一下这 个司机选择接受这个订单的概率，现有A,B两个订单，对某 一司机。已知；
5. 如果只将订单A播送给司机，司机接受的概率是Pa;
6. 如果只将订单B播送给司机，司机接受的概率是Pb;

[1-(l-Pa)\*(1-Pb)]\*P a/(Pa+Pb)

(l-pa)\*(l-pb)是两个单都不接的概率，l-(l-pa)\*(l-pb)是接单的概率Pa/(Pa+Pb)是 在两者中选择Pa的概率

1. 2015盏灯，一开始全部熄灭，序号分别是1-2015,先把 1的倍数序号的灯的开关全部按一次，然后把2的倍数的灯 的开关全部按一次，然后把3的倍数的开关按一次，以此类 推，最后把2015的倍数灯的开关按一次。问最后亮着的灯 有多少盏？

答案是44

思路：某灯亮着f该灯被按了单数次f该灯有单数个正约数，所以找到1到2015中正 约数个数为单数的数字即可。观察发现，只有完全平方数的正约数才是单数个(若不是

完全平方数，它的任意一个约数总有另一个约数与之对应)。所以亮着的灯分别是{1 的平方，2的平方，3的平方，。。。，不大于2015的最大平方数},利用给出的选项 即可得到结果。

#include <stdio.h>

void main() {

int azrL2016j=t0}; 〃刚幵始全火

int i, j ；

int count=0;

for(i=l;i<=2015;i++){

for(j=i;j<=2015;j++){

if(j % i == 0){

axr[j] = axr[j]==O ? 1 ： 0;

for(i=l;i<=2015;i++){ if (axr[i] == 1) { count++;

printfcount);

50.排序算法系列之算法性能评价标准与算法选择标准

算法的时间复杂度和空间复杂度

所谓算法的时间复杂度，是指执行算法防需要的计算工作量。

—个算法的空间复杂度，一般是指执行这个算法所需要的内存空间。

1.性能评价标准

1） 、稳定性比较

稳定度：稳定排序算法会依照相等的关键（换言之就是值）维持纪录的相对次序。也就 是一个排序算法是稳定的，就是当有两个有相等关键的纪录R和S,且在原本的串行中 R出现在S之前，在排序过的串行中R也将会是在S之前。

插入排序、冒泡排序、二叉树排序、二路归并排序及其他线形排序是稳定的. 选择排序、希尔排序、快速排序、堆排序是不稳定的.

2） 、计算的复杂度（最差、平均、和最好表现）

依据串行（list）的大小3）。一般而言，好的表现是0 （n log n）,且坏的行为是0 （n2）。 对于一个排序理想的表现是0（n）。仅使用一个抽象关键比较运算的排序算法总平均上 总是至少需要。（n log n）。

|  |  |  |  |
| --- | --- | --- | --- |
|  | 平W况 |  | 最场情況 |
| E芬排瘁 | O(nlogn) | Ofnlogn) | O(nlogn) |
| 基g字 | O(n) | 0<n) | O(n) |
| 快遑排序 | OCnlogn) | O(nlogn) | O(n2) |
| 藉尔排字 | O(nl.5) | O(n) | O(nl.5) |
| 插入排字 | 0(n2) | 0(n) | O(n2) |
| 透择排序 | 0(n2) | 0(n2) | O(n2) |

3） 、辅助空间的比较

线形排序、二路归并排序的辅助空间为。（荷,其它排序的辅助空间为。（1）；

4） 、其它比较

插入、冒泡排序的速度较慢，但当参加排序的序列局部或整体有序时，这种排序能达到 较快的速度。

反而在这种情况下，快速排序反而慢了。

1. 选择标准

当n较小时，对稳定性不作要求时宜用j封荃排序，对稳定性有要求时宜用插入或冒泡排 序。

若待排序的记录的关键字在一个明显有限范围内时，且空间允许是用捅排序。

当n较大时，关键字元素比较随机，对稳定性没要求宜用快速排序。

当n较大时，关键字元素可能出现本身是有序的，对稳定性有要求时，空间允许的情况 下。

宜用归并排序。

当n较大时，关键字元素可能出现本身是有序的，对稳定性没有要求时宜用堆排序。

更多、更全面试学习技术资料请加**Q**群：**762073882**
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